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**Rezumat.** Fiind dat un vector cu N elemente intregi, RMQ cere elementul minim dintr-un subvector al vectorului initial. In acest studiu voi compara principalii algoritmi de rezolvare ai problemei gasirii elementului minim dintr-un interval. Voi explica algoritmii in cauza si voi da exemple de cateva interogari si rezultatul care ar trebui returnat. Dupa aceasta etapa, voi trece la implementarea efectiva a solutiilor (in Python) si verificarea acestora cu un set de teste care va pune la incercare eficienta si corectitudinea algoritmilor. Voi analiza complexitatea solutiilor si voi prezenta principalele avantaje si dezavantaje ale fiecareria. In urma analizei, voi incheia cu felul in care as aborda problema in practica si in ce situatii as opta pentru una din solutiile alese.
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1. Introducere
   1. Cerinta

Dat fiind un vector A cu N elemente de tip intreg, trebuie raspuns eficient la intrebarea: “Care este elementul minim in intervalul care incepe la pozitia x si se termina la pozitia y?”. Se considera ca se da vectorul si apoi se fac M interogari fara a se modifica intre timp vectorul.

### Observatie: Voi considera pozitia 0 ca fiind pozitia primului element din vector

**Table 1.** Exemple de interogari RMQ

|  |  |  |
| --- | --- | --- |
| Vector input | X, Y | Elementul minim |
| 10, 2, 3, 49, 33, 2, 5, 78, 12, 11, 90 | **0,10** | **2** |
| 10, 2, 3, 49, 33, 2, 5, 78, 12, 11, 90 | **7, 10** | **11** |
| 1, 2, 3, 4, 5, 6, 54, 213, -4, 40, 9, 9 | **3, 11** | **-4** |
| 1001, 2002, 900, 1200, 6000, 555 | **0, 1** | **1001** |
| 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12 ,13 ,14 | **3,3** | **4** |

* 1. Aplicatii practice

Range Minimum Query este un algoritm foarte des folosit pentru rezolvarea problemei LCA (Lowest Common Ancestor – gasirea celei mai mic stramos intr-un arbore, RMQ si LCA fiind doua probleme echivalente), dar nu numai. RMQ mai este folosit si in preprocesarea stringurilor si la suffix arrays, o noua structura de date care suporta cautari de stringuri aproape la fel de rapide ca suffix trees, dar care foloseste mai putina memorie si necesita mai putin efort de programare.

* 1. Solutii de rezolvare
* Sparse table
* Cartesian Tree & algoritmul Farach-Colton and Bender
* Segment Tree
  1. Evaluarea solutiilor

In vederea intocmirii unui set de teste, voi genera un set de date de intrare, cu diverse valori pentru N si M. Pentru fiecare fisier de intrare voi genera random N numere intregi si M indici x si y, cu conditia ca perechile de indici sa fie diferite pentru fiecare test.

Validarea corectitudinii o voi face prin compararea rezultatului generat de fiecare solutie analizata cu rezultatul obtinut prin metoda banala(cea care raspunde in O(n) la fiecare interogare), folosind o functie de comparare a fisierelor.

Eficienta solutiilor va fi evaluata pe de o parte, pe foaie prin calcularea complexitatii algoritmului, cat si pe calculator prin masurarea timpului de executie pe cateva fisiere de intrare mari, si prin compararea cu timpul algoritmului banal.

1. Prezentarea Solutiilor
   1. Sparse Table

Este foarte bine cunoscut faptul ca orice numar nenegativ poate fi scris intr-un mod unic ca o suma de puteri descrescatoare ale lui doi (de exemplu 13 = 1101 in baza 2, adica 13 = 8 + 4 + 1). Pentru un numar n, exista maximum logaritm in baza 2 din n termeni in suma. De asemenea, orice vector poate fi reprezentat in mod unic ca o reuniune de vectori de lungimi care sunt puteri descrescatoare ale lui doi (de exemplu [2: 23] = [2: 17] U [18: 21] U [22: 23], unde vectorul complet are lungimea de 22 si vectorii in care l-am descompus au lungimile 16, 4, 2). La uniunea vectorilor sunt maxim logaritm in baza 2 din n vectori. Principala idee din spatele metodei Sparse Table este sa precomputeze toate raspunsurile de RMQ posibile pentru fiecare vector de lungime egala cu o putere de-a lui doi. Raspunsul la o interogare diferita de cele precomputate pana acum se precomputeaza prin impartirea vectorului dat in vectori de lungime egala cu puteri ale lui doi, si uitandu-ne la raspunsurile deja precomputate si combinandu-le, ajungand la un raspuns final. In rezolvarea problemei RMQ prin metoda Sparse Table pornim de la ipoteza ca vectorul nu se va modifica de-a lungul seriei de interogari.

* 1. Cartesian Tree & algoritmul Farach-Colton & Bender

Pornim de la construirea unul arbore Cartezian din vectorul dat.
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