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# 1 Introduction

SmartQuant is a system for designing and executing computerized quantitative trading strategies. It is a very flexible and powerful system, so it contains many different software components and an associated degree of complexity.

Here is a list of other SmartQuant documents. If you’re a new SmartQuant user, you might consider reading the documentation in the following order to maximize your learning speed.

1. **System Architecture Manual**. This manual introduces SmartQuant system terminology, major system components, and system configurations for solving typical user goals.
2. **Getting Started Manual**. This manual shows you how to use the IDE to configure and execute a simple strategy on historical data stored in the IDE database. You can choose a financial instrument, run a strategy, and inspect the simulation results.
3. **Strategy Development Manual**. This manual shows you how to design and code user-defined strategies on user-specified financial instruments. The manual begins with an overview of trading system design, then moves on to SmartQuant system concepts, and finally discusses the SmartQuant code for several strategies in depth.
4. **Code Recipes Manual**. This manual contains code examples that show how to accomplish common user goals with the SmartQuant framework API.

## 1.1 Goals of This Document

This document is about how to write code for the SmartQuant system. It talks about the macro code structure of partitioned and integrated strategy frameworks (both of these terms are defined more clearly below). It talks about the micro code implementations of several example strategies. It talks about the code events that implementations can use to implement their strategies.

In contrast, this document does not talk about how to use the SmartQuant applications—the IDE, the DataCenter, and the CATS applications—to develop, back test, or live trade the strategies. See other manuals for how to use those programs to run the code strategies in this manual.

After reading this document, you should have a basic understanding of trading system design, including some critical things that you need to get right and some pitfalls that you need to avoid. You should also have a feel for the general theories behind popular types of strategies, and how to implement simple strategies—in code—within the SmartQuant system. Once you finish reading this document, it should be easy for you to write and back test your first few trading strategies.

In particular, this document discusses the following subject areas:

1. **General Trading System Design Issues.** Compatibility between you and your trading system; major types of trading systems; money and exposure management; diversification; general trading system pitfalls such as over fitting and brittle systems.
2. **SmartQuant Strategy Concepts.** Partitioned and integrated framework models; MetaStrategy-level versus individual strategy-level components; single-instrument versus cross-instrument components; unknown components in the IDE; signal flows in the partitioned framework.
3. **SmartQuant Integrated Framework Code Blocks.** A complete integrated framework code example; structure and content of C# code files; declarations; initialization method; system events (OnBarOpen, OnPositionOpened, OnBar, etc); code for placing trading orders; code for drawing a series on a price chart;
4. **SmartQuant Partitioned Framework Code Blocks.** Partitioning of code into partitioned components; Market Manager code; placing trading orders; Entry code; Exit code; Money Manager code; Risk Manager code; Exposure Manager code.
5. **SmartQuant Example Strategies.** Code for Breakout strategies; confirmation methods (e.g. 3 consecutive closes above a breakout point); oscillator strategies; moving average strategies; Gap closing strategies; Altucher strategies from *Trade Like a Hedge Fund* book; Chande strategy from the *Beyond Technical Analysis* book.
6. **Terminology.**  Definitions of terms used in this document; references to books on trading systems and strategy development.

## 1.2 Intended Audience

This document is an introductory document about how to write code for the SmartQuant system, so it only covers basic automated trading system concepts and some typical strategy scenarios. It does not cover coding techniques for advanced strategy development issues or data management.

# 2 General Trading System Design Issues

The goal of this section is to provide a perspective on the “big picture” of strategy development, before digging into the details of how to code strategies with the SmartQuant system. The big picture discussion talks about two important things:

1. Why it is important that you and your strategy are compatible, and what you can do about increasing the match between you and your trading system;
2. A list of some popular kinds of trading systems, so that you can pick a trading system that is compatible with your trading beliefs.

## 2.1 You and Your Trading System

Successful trading is not just about the trading system itself—instead, it’s about the *combination* of you *and* your trading system.

Many systems can provide good results according to their design. But that doesn’t mean that *you* can make money with them. Maybe you can’t stand the tedium of making too few or too many trades. Maybe you can’t stand the huge draw downs during hard times. Maybe you can’t let the trades run when they’re showing huge profits. All sorts of reasons and pressures can convince you to abandon a working trading system, and maybe to make it unprofitable for *you*.

So it’s not just about the trading system—it’s about your ability to trade it too.

#### 2.1.1 Compatibility with Your Trading Beliefs

The main compatibility problem is that in the heat of trading, you might want to do something different than the trading system wants to do. Who gives the orders?

For example, if you’re in a deep drawdown with fully 50 percent—half!—of your equity gone into losing trades, what do you do when the trading system is telling you to keep on riding the existing (and future) trades that the system is thinking up? Your risk control alarms are screaming to close the positions, because the “portfolio heat” is too much for you. What do you end up doing? How can you mitigate or avoid this problem?

The main solution to the compatibility problem is to trade a system that you believe in, so that you can stick with it during hard times. You can’t do anything about the market, but you can do something about yourself and your trading system. Pick an approach that you believe in, and then test it extensively to deepen your understanding and belief in it. Run it with reasonable money management (trade sizing) and exposure (portfolio risk) constraints. Only then will you have a chance of sticking with the system when your emotions run high and your equity runs low.

#### 2.1.2 Use Technical Methods that You Believe In

To increase your chances of trading success, pick a trading approach that you believe in. There are many types of profitable systems to choose from—here is a list of some of them:

* Breakout Systems
* Trend Following Systems
* Trend/AntiTrend (Reversal) Systems
* Range Trading Systems
* Gap Closing Systems
* Volatility Systems
* Intermarket Correlation Systems
* Arbitrage Systems

More information on these trading systems is provided in the sections below. Read the general description of each system, and see which ones intuitively appeal to you the most. Perhaps those systems might be good starting points for your next strategy development project.

You might also consider the list of book references near the beginning of this document for more ideas and deeper information on trading systems of various kinds. Many of the books in the list are excellent sources of useful trading information.

#### 2.1.3 Testing Gives You Emotional Strength for the Hard Times

Once you’ve learned enough about trading systems to pick one that you like, the most important thing you can do to deepen your belief in the system is to back test it against various sets of historical data for various markets.

If you do a good job of testing, so that you *know* that your system is robust enough to survive (and be profitable) in a wide variety of past market situations, then you will have more belief in it’s behavior and abilities in future markets, during horrendous draw downs.

In particular, once you are satisfied with your back testing results on historical data, the next step forward is to “paper trade” your strategy against real time data (but with fake money). This is an important step to take because it exposes your strategy (and you) to the ups and downs of the real market, in real time. Once you are satisfied with your paper trading results for a few days or weeks or months (the interval must fit your emotional needs), then you can start live trading your strategy and feel confident about your expected results.

## 2.2 Major Types of Trading Systems

This section summarizes some popular kinds of trading systems—what concepts they’re based on; what they’re good at; and what they’re not good at. These summaries are not comprehensive. They are only intended to draw a “big picture” landscape of possible trading system types, from which you can choose particular strategies that interest you. All of these strategies are explained in the book reference list near the beginning of this document.

#### 2.2.1 Systems Bet With or Against a Situation

To help novices characterize trading systems, it is worth mentioning that there are two general classes of trading systems—those that expect a situation to continue (to trend forward), and those that expect (or try to force by trading) a situation to change.

Systems that bet with a situation are all trend following systems of one kind or another. They use different technical mechanisms to enter and follow and exit a trade, but they all go with the initial change, and hope it becomes a trend that they can follow for profit. Two examples of these systems include the Breakout and Trend following systems described below.

In contrast, systems that bet against a situation include many systems that are qualitatively different from each other. Some systems bet against simple price direction (Anti-trend systems). Some bet against open gaps (Gap Closing systems). Some bet against differences in prices for the same thing in different markets (Arbitrage systems). And some bet against the average value of something (Mean Reversion systems), where the average value can be anything from the direction or distance between two price series to the volatility of a single price series or of the distance between two series.

Furthermore, systems that bet with a situation (such as trend following systems) usually want the situation to continue for a long and profitable time, whereas systems that bet against a situation want the situation to change as soon as possible (so as to capture a profit from the change as quickly as possible). So if the markets permit it, and if the strategy entry criteria permit it, “bet with” systems will make fewer and longer trades to earn their profit, while “bet against” systems will usually try to make more trades and shorter trades to earn their profit. (The trade entry criteria are important—for example, your gap-closing strategy could wait for months before it sees a 5% gap down to bet against).

#### 2.2.2 Systems are Long, Short, or Out

Systems can also be classified by their possible trading states—in or out of the market (state), and (direction) long or short the market.

Single state systems are always in the market. Single state systems are not selective about market conditions. They can only decide to be long or short, even if market conditions do not favor any trades at all (such as a very flat market).

Two-state systems can be in or out of the market. These systems can be patient and selective about which trades they want to enter. They have the option of sitting out unfavorable market conditions, so they are more flexible than single state (always in the market) systems.

A unidirectional system can go long, or short, but is restricted so that it cannot switch between long or short. For example, a conservative system might only allow long trades. In contrast, a bidirectional system can go long or short as it pleases.

Note that single state unidirectional systems make no sense at all—they would have to be permanently in the market long or short forever. So for practical purposes, all single state systems must be bidirectional (like a trend-reversal or trend-flipping system).

#### 2.2.3 Breakout Systems

The concept of a breakout system is that when something significant happens to an instrument, the price will break out (either up or down) of its previous trading range. Breakout systems monitor the usual width of the price channel (the range), and open new positions when the price breaks out of the channel.

One of the oldest futures trading systems was based on this idea. The typical trading rules were something like: Buy when the price breaks above the highest high of the past four weeks, or below the lowest low of the past four weeks. Sell when you reach a profit target, or when a trailing stop loss was hit.

Breakout systems are good for capturing moves that break out and take off some distance from the channel, and they save you from trying to trade small moves as prices whipsaw back and forth within the price channel. But they can whipsaw you too, by providing false breakouts that suddenly return back into the channel after you’ve open a position in the breakout direction.

Some breakout systems use extra criteria to “confirm” that the breakout is valid. For example, you might require that one, two, or three bars close outside the channel before opening a position. Further, you might require that all three bars close farther away from the channel each day.

In all strategies, adding more selective confirmation criteria will usually decrease the number of trades made because more trades (both winning and losing) are excluded. But if the criteria ideas work well, both the accuracy (% winning trades) and profitability of the system will increase.

#### 2.2.4 Trend Systems

The concept of a trend following system is to open a position in the direction of the current trend, and then keep the position open until the trend reverses. Usually trend systems are constructed from a pair of moving averages that produce trading signals when they cross over each other. One moving average is faster (fewer days in the length of the average) than the other, so it hugs the price movement more closely. The other average is slower (more days, more length), and so takes a different “path” through the price chart than the fast average does.

A typical set of trading rules is like this: Buy when the fast average crosses above the slow average, and sell when the fast average crosses below the slow average. (If you were trading both long and short sides with the system, you would open a short position here too, and reverse it back to long at the next crossover point.)

Trend following systems can generate huge profits on long trends that run for months or years, if the system doesn’t exit prematurely on price pullbacks that force the moving averages to cross and exit the trade. There is somewhat of an art to choosing the best types of averages for a particular market—simple, exponential, or weighted—and lengths of averages, to allow enough pullback room so your position is not taken out on small price moves in a longer trend.

The biggest problems with trend systems is that they also give up a significant amount of money at tops and bottoms while waiting for the averages to cross over, and they can whipsaw you into heavy losses in a flat, range-trading channel kind of market as they force you into unprofitable trades when there is not enough price movement between crossover points.

#### 2.2.5 Anti-Trend Systems

The concept of an anti-trend system is to open a position *against* the direction of the trend, in the expectation that the trend will reverse enough to make the position profitable. A key point of this concept is that only *short term* trends are considered, because short term trends often do reverse, and short term anti-trend trades often do earn a profit. Of course, if the trend doesn’t reverse soon enough, or if it continues too far in the original trend direction, the position is closed at a loss.

Many different technical mechanisms can be used to construct anti-trend systems. But generally speaking, a moving average of some kind is used to represent the center of the trading channel. This might be an 18 or 30 day moving average, for example. In addition, two other lines, bands, or boundaries are used to represent the outer range of the average trading channel. When prices move far enough away from the average toward one of the outer channel boundaries, a trade signal is triggered.

A typical set of trading rules might be: Buy when prices trend down below the moving average by more than 1 standard deviation of the normal trading range. Sell when prices return to the moving average, or when a profit target is reached. Also sell if the trend continues on too far in the original direction, or if the trade is still open 1 or 2 bars later.

Anti-trend systems are good for flat “sideways” markets that have enough movement in them to make anti-trend trades worthwhile. But be aware, anti-trend systems are susceptible to real trends that keep on going, forcing you to close positions at a loss.

#### 2.2.6 Gap Closing Systems

The concept of a gap closing system is that gapping prices will retreat back to close the gap sooner or later. By opening a position against the movement that caused the gap, you can make a profit when prices return to fill the gap. Both overnight and intraday gaps are tradable.

A typical set of trading rules might be: Buy when prices gap down more than 2% below the previous bar close. Sell when prices rise to the previous close, or sell at the end of the trading day. Additional confirmation conditions might be to require the previous day to be a down day, or a down day for both the market and the stock.

Gap closing systems are very popular with many kinds of traders. That’s because traders can make profits on gaps that are caused by news events or strong (but short term) price pressures. However, gaps can lose traders money too, if gaps are caused by legitimate price pressures that force prices to continue on in the original trend. Worse yet, because gap pressures are strong, prices can move fast against you and generate losses for you quite quickly if you’re not careful.

#### 2.2.7 Spread Trading Systems

The concept of a spread trading system is to trade the spread between any two things that normally travel together. When the two things get too far away from their normal relationship, you open a position that anticipates their return to normal conditions. Spread trading systems usually have a structure that includes a spread between two instruments or price series.

For example, you might make a trade that says that the Dow Jones index normally trends in the same direction with the S&P500 index, or that two currencies from adjacent countries travel closely together. If the two get too far apart, you would buy one and sell the other, anticipating a return to normal separation distance at a later time (hopefully soon).

A typical set of trading rules might be: Buy the Nasdaq 100 (QQQQ) and sell the S&P500 (SPY) when the ratio between the QQQQ and SPY is more than 1.5 standard deviations below the normal 10-day moving average value of the ratio, and if the QQQQ has had a big -2% down day the day before. Close the position when the ratio moves back to the 10-day moving average.

To be clear, 1.5 standard deviations equates to 90% of a Normal Distribution, so a move that is greater than 1.5 standard deviations from the mean is (in theory) supposed to be greater than 90% of all the moves that the ratio has ever made. So that kind of a move doesn’t happen very often.

Spread trading systems are popular. You can spread trade (or ratio trade) any two things that are correlated closely enough to travel together a large percentage of the time. For example, two closely competitive stocks, two closely related currencies, or two closely related indexes can be used to trade this kind of strategy.

Notice that to neutrally trade a spread between two things, you must buy one and sell the other simultaneously. That’s the only way to isolate the spread between two moving price streams. Then if you enter the trade because the spread is too wide, you don’t care if both prices rise or fall while you’re waiting for the spread to close. Gains or losses in one instrument will be almost perfectly offset by corresponding losses or gains in the other instrument. All you care about is whether the spread between them gets narrower or wider.

If you want to take a ratio between two price streams, and then trade standard deviations on the ratio using only one instrument, that’s a volatility trade, which is not neutral to rising or falling prices in the two underlying instruments. Volatility trades are discussed below.

#### 2.2.8 Volatility Systems

The concept of a volatility system is to trade the amount of volatility that occurs in a single series of instrument prices. When you trade volatility, you’re actually trading the volatility of a thing against itself (usually against a moving average of itself).

One example of trading volatility is to trade the Nasdaq 100 (QQQQ) prices against a moving average of those prices. Another example—that was made famous by the Long Term Capital Management story—is to trade the implied volatility in equity options prices against the historical averages of the volatility. (The market was pricing in roughly 20% implied volatility, but the historical average was more like 15%, so LTCM shorted option prices, anticipating closing their positions when volatility—and therefore option prices—returned to the historical average. The strategy was sound, but during their trading timeframe, the volatility kept getting worse instead of better, eventually losing $4B in 4 weeks, and forcing them to close their company.)

A typical set of trading rules might be: Buy QQQQ when the price drops more than 1.5 standard deviations below the 10-day moving average of QQQQ. Sell QQQQ when the prices return back to the average, when a profit target has been reached, when a stop loss has been reached, or when a month of trading days has passed. (Remember that 1.5 standard deviations equates to 90% of a normal distribution, so a move that is greater than 1.5 standard deviations from the mean is supposed to be greater than 90% of all the volatility price moves that QQQQ has ever made.)

Notice that while the trade above is in effect, profits and losses are subject to rising and falling prices of QQQQ. The current QQQQ price might be 2 or 3 standard deviations below the moving average of QQQQ (enabling you to enter the trade long on QQQQ), but you will still lose money if QQQQ keeps dropping like a stone for a few days before the moving average catches up and the current price moves back to within 1.5 standard deviations of the moving average.

Volatility systems are popular with many traders, because tradable volatility is always present in the market somewhere. It works best with instruments or series that have a very low probability of maintaining high volatility for long periods of time (or worse yet, of increasing volatility so that 2.0 standard deviation events (>94% of all moves) are much more common than usual.)

Volatility trades do not work well with series that have “fat tails” on their distribution curves, because event distributions that have fat tails have many more events out there on the tails of the distribution curve (>1.5 or >2.0 standard deviations from the mean) than theory would predict. And since fat tails can cause losses (massive in the case of LTCM), you should try to allow for fat tails as much as is feasible when you’re trading volatility.

#### 2.2.9 Pattern Matching Systems

The concept of pattern matching systems is to recognize a particular bar pattern in market data and then make a trade that anticipates a future (profitable) situation that is suggested by the pattern. For example, a pattern might try to recognize double bottom chart patterns, or head and shoulder chart patterns, or other technical chart patterns (with or without the help of technical indicators such as moving averages, RSI indexes, or oscillators of various kinds).

A typical set of trading rules might be: After a trend upward of 15%, if you see a double-top chart formation, sell after the trailing edge of the double top breaks through the price level of the middle valley in the pattern.

These kinds of systems can be profitable (1) if the market serves up the desired chart patterns with enough frequency, (2) if the system can spot the pattern with enough accuracy, (3) if the pattern accurately predicts a future situation that is tradable, and (4) if the system can actually execute the trade profitably. As you might guess, this is a tough game to win.

#### 2.2.10 Other Types of Systems

There are many other types of trading systems that were not discussed above. For example, intermarket systems trade instruments from multiple markets against each other, using either positive or negative price correlations or movements to enter, size, and exit trades. Cause-and-effect systems use movements in one instrument (e.g. bond prices) to anticipate movements in other instruments (e.g. S&P500 stock indexes) that are supposedly related by weak or strong causeeffect relationships. These systems are all beyond the scope of this introductory document.

## 2.3 Money and Exposure Management

This section talks about how you can limit the damage that your trading system can do to your equity curve (recall that *you* are a big part of the potential damage sources). Essentially, there are only two ways to limit risk and damage—restrict the amount of equity used (per trade, per sector, or per portfolio), and diversify among uncorrelated investments.

You might restrict the amount of equity used in *new* trading positions, so that when a losing trade is made, the loss on that trade is limited to the amount of the original equity put into the trade. A variation on limiting equity loss for a particular trade is to place a stop loss order on the trade, to stop losses from growing beyond a particular limit.

You might also restrict the amount of equity used in *existing* positions that get too big, especially when the market value of positions changes enough to violate a risk limitation rule. Such equity restrictions would initiate trades to reduce or correct the equity position to bring it back within limits. For example, if your technology investments increase in value so much that they exceed your rule of “no more than 20% invested in technology”, then your strategy would initiate trades to sell some technology investments to bring the portfolio total within limits.

Finally, you might diversify the use of equity in uncorrelated ways, so that not all your trades or positions are likely to lose at the same time. With reasonable diversification in place, it is more likely that you should have some winners to offset the losers, thereby reducing equity volatility.

#### 2.3.1 Risk and Money Management

Money management is usually seen as the activity of sizing trades according to various monetary limits. For example, a typical money management rule might be “use 2% of equity per trade.”

Money management tends to operate at the scope of individual trades, rather than at higher levels that contemplate multiple instruments, multiple strategies, or multiple trading systems.

There are many ways to limit equity used—to name a few—restrict the equity used per trade, per instrument, per asset class, per strategy, per market, per portfolio, or per trading system. The main idea is to compartmentalize your equity, so that a single losing event in a single compartment (trade, instrument, strategy, or whatever) can only destroy the equity in its own compartment, instead of destroying the equity in all compartments.

Money manager software components can perform risk management calculations on their own, in order to calculate the size of pending trades. But it is also quite common for Money components to call risk manager helper components to do the risk calculations, specify trade size limits, or to watch existing positions and set stop loss orders when position values go outside of limits. Risk calculations can look at whatever information is needed for the desired calculation—trade conditions, portfolio values, and rules of all kinds.

#### 2.3.2 Exposure Management

Exposure management is similar to money management, but it operates at a higher level instead of at the trade sizing level. Exposure management looks at overall portfolios, to see if all existing portfolio positions are within exposure management rules and limits. For example, a typical exposure management rule might say “Limit technology to 20% of portfolio equity maximum.”

For example, if portfolio exposure is too great in a particular area such as technology, an exposure manager would at least block incoming trades that sought to increase portfolio exposure to technology stocks even more. In addition, the exposure manager might also initiate trades to *reduce* (correct) the exposure to technology in order to bring it back within the exposure limits.

Exposure manager software components can perform risk management calculations in order to carry out their responsibilities. The risk calculations can look at whatever information is needed for the desired calculation—trade conditions, portfolio values, and rules of all kinds. The key point of this paragraph is that risk calculations support the activity of exposure management. That is, mere risk calculations are not a separate “risk management” function by themselves.

#### 2.3.3 Diversification

Once you have split your equity into compartments, you should try to diversify the compartments among *uncorrelated or negatively correlated* trades, instruments, strategies, and systems. Diversification is based on the idea that there is a lower probability of simultaneous losing events in all of your *uncorrelated or negatively correlated* compartments of equity. Diversification (like money and exposure management) cannot change risk factors, but it can spread them around into separate compartments to reduce the probability of simultaneous failure in all compartments.

It is important to try to diversify using things that are uncorrelated (or at least, not highly correlated), because you want them to behave as independently as possible. That way, they are less likely to both go up or down at the same time.

Here are some poor examples of diversification, because the elements in these pairs normally travel together (high positive correlation): stocks of two disk drive manufacturers; two trend following systems with similar behavior; futures instruments for two closely related currencies; or exchange traded funds for the Dow Jones (DIA), the S&P500 (SPY), and the Nasdaq (QQQQ).

Here are some better pairs that show lower (or negative) correlation: a real estate stock and an industrial stock (real estate usually has a low correlation with the stock market); gold and bonds (when inflation goes up, gold goes up and bonds go down); a high-tech growth stock and a defensive “refrigerator” stock (when the economy goes down, the growth stock goes down, but people still have to buy food, so the defensive stock goes up); a trend following system and a volatility trading system (one catches trends, one catches sideways volatility).

For example, if you diversify your equity into a trend following system compartment and a volatility trading system compartment, the odds are more favorable that your equity growth curve will be less volatile. This is because the trend system is more likely to earn money in a trending market, and the volatility system is more likely to earn money in a choppy market. So the systems will tend to offset each other, reducing volatility in your equity curve.

Pay close attention to money and exposure management, because trading systems are not perfect. Compartmentalize and diversify your equity for better safety and smoother performance.

#### 2.3.4 Stop Loss Orders

It is important to consider using stop loss orders on all your automated trades, to prevent large losses in cases where the trade goes against you. Although some kinds of trades will automatically limit your maximum losses to the original trade equity (e.g. long stocks, long calls and puts), many kinds of trades can expose you to theoretically unlimited losses (e.g. short stocks, uncovered short calls, futures).

So to avoid losing the entire equity in a trade, you should consider entering stop loss orders as soon as you open a new position. You will see later that the event handler OnPositionOpened is a good place to automatically enter stop loss orders, because that event is fired whenever a new position is actually opened after your strategy gets a confirmation from your broker.

## 2.4 General Strategy Pitfalls

The very first pitfall to avoid is to use bad data for development and back testing (“Garbage in, garbage out.”) So try to use reasonable data. Hopefully your data will be good, and your strategy will continue to work when you start paper trading (with live market data).

Another common pitfall is to over optimize a system to fit a particular set of historical market data, so much so that the system will not work well on new live market data. This condition is called “over fitting” or “over optimizing”. One way to counteract over fitting is to limit the number of tunable optimization parameters in your system, and to deliberately choose reasonable values manually instead of optimizing them to multiple decimal places.

A second way to avoid over optimize a strategy is to use “out of sample” data to validate your strategy after you develop the strategy using “in sample” data. The main idea here is to develop your strategy on one set of historical data, and then validate its behavior on an equivalent set of historical data that the strategy has never seen before. If the strategy still behaves well, it is *not* because you have tuned the strategy to the out of sample data, because the strategy was not developed using the out of sample data.

Another common pitfall is to build a brittle system—one whose performance “breaks” (varies widely in profitability) with minor changes in system parameter values. To detect brittle systems, vary each system parameter during testing to see how sensitive system performance is to minor variations in parameter values. If the system is brittle, you should try to modify the system to be less brittle and more robust (insensitive to minor parameter changes). If you don’t, system performance on new market data is likely to “break” easily, and become unprofitable.

Still another pitfall is to build complex systems that have too many trading rules, too many parameters to coordinate and control, or too many sensitivities to unpredictable market price variations. Systems like this can exclude (or execute) too many good (or bad) trades, leave trades earlier or later than desired, and can produce wild swings in equity because they make too many unprofitable trades. Many experienced system designers have the same advice—keep your systems as simple to maximize your chance of building a workable, tradable, robust system.

Yet another pitfall is to not consider all transaction costs when back testing. Your strategy might earn a small profit on each trade, but it is possible that the profits will be eaten up (and more) by price slippages, commissions, and other account costs such as margin interest costs. So be sure to model transaction costs during your back tests so that you have an idea of whether they are significant or not for your particular strategy. Paper trading your strategy with a live trading account can help to expose some of these “hidden” costs for you.

A final pitfall is to think that your strategy should behave very well in all market conditions—in strong trending, strong ranging, and high and low volatility markets. It is extremely difficult to build a computerized strategy that is stable and reasonably profitable in all kinds of markets and all kinds of market conditions.

## 2.5 Some Cautions on Assumptions

Now that we’ve talked about some general system design issues, it seems useful to caution readers against some intuitive assumptions about trading systems that are easy to make. To counteract these intuitive assumptions, we mention a few of them here explicitly.

First, for trading systems in a real market, selling short is not the exact opposite of buying long. Some strategies just don’t work well on the short side, even though they work fine on the long side. Perhaps it’s because of an upward bias in markets, or more bullish market players than bearish market players. No one knows why for sure. But be aware, you cannot always flip a long strategy to the short side and expect to make comparable profits.

Second, what works for one kind of futures market doesn’t always work for stocks, bonds, indexes, or all other instruments (and vice versa). Technical analysis purists might argue that a price bar series is no more than a series of numbers, and that a good trading system will work on any series. And certainly much experience indicates that some trading systems will in fact work well on 10 or 20 different commodities or index futures markets, even including stock indexes.

And even some stock trading systems will work on futures markets. But be aware, you won’t be able to make this claim for *your* system unless you test it thoroughly.

Third, miscellaneous financial charges such as commissions, bid/ask spreads, liquidity effects, implied volatilities effects (for options), and trading slippage can all add up to significant amounts of money. Especially if your trading system has a low expected value per trade, these kinds of financial charges can make the difference between a profitable, tradable system and one that loses money. So be aware, your back testing runs should provide enough allowance for commissions, bid/ask spreads, and slippage effects to make the testing (and therefore the results) as realistic as feasible. Remember that when you test your system, you’re trying to increase the depth of belief in your system—so knowing that you have not allowed for slippage costs in your results will act to reduce your belief in your system when you will need it the most (probably in your worst time of draw down need).

# 3 SmartQuant Strategy Concepts

This section marks the transition from general information about trading systems to specific information about the SmartQuant trading system framework. From here on, we progress from high-level information about strategy structures to low-level information about how to code specific trading strategies.

We begin by talking about the way SmartQuant (1) packages and (2) implements strategies.

## 3.1 Packaging Strategies in *Solutions* and *Projects*

SmartQuant packages strategy *frameworks* in *projects* that follow the model used by Microsoft Visual studio. To be clear, **you cannot run a strategy directly in Visual Studio**. This is because strategies need to run on top of the whole underlying SmartQuant framework system, which is not part of Visual Studio.

Here are some pictures and definitions that will help to explain the following discussion on SmartQuant strategy packaging and strategy concepts.

#### 3.1.1 A SmartQuant Solution

A SmartQuant *solution* is a form of *packaging.* When you create a blank *solution* in SmartQuant, you get a top-level solution file that has no packaging metastrategy projects and no strategy component contents, as the following screenshot shows.
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#### 3.1.2 MetaStrategy Projects

Once you have created a blank (packaging) solution, the next step is to create one or more metastrategy (packaging) *projects.* Two kinds of metastrategy projects are provided—one is called a *MetaStrategy project*, and the other is called an *ATSMetaStrategy project*.

Here is a screenshot that shows the *solution* from above, with two metastrategy *projects* created inside the solution. One metastrategy project of each kind has been created in the solution, to show how they are both located at the same conceptual level in the SmartQuant strategy “packaging” hierarchy. (To create a new metastrategy in the solution file, right click it.)
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Metastrategy projects contain *components* (functional software files) from a *framework*, so metastrategy projects are not “empty” of content like the solution files are. First we’ll show what the components of a metastrategy look like in the IDE, and then talk about what they do.

Here is a screenshot of the components in a MetaStrategy project. These components are part of a *partitioned strategy framework* (MetaStrategy projects use a partitioned framework model for implementing a strategy.)
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Metastrategy components operate at the metastrategy level, which is a level above any particular strategy. Accordingly, metastrategy components typically provide general money, risk, exposure, and execution support across all individual strategies that are contained within the MetaStrategy project. (A metastrategy project can contain multiple strategies, such as one breakout strategy, one trend following strategy, etc.)

For example, suppose you have a trading rule that no strategy can allocate more than 5% of trading equity to technology stocks, and another rule that says no more than 10% of the portfolio can be allocated to technology stocks. Also suppose that you have 3 individual strategies (breakout, trend following, volatility) running within the same metastrategy project. Each individual strategy can enforce its own 5% rule, but only the metastrategy level components can enforce the “10% of total portfolio” rule (or other higher level rules that apply across strategies). This is because individual strategies cannot “see” into what other individual strategies are doing—only the metastrategy components at the metastrategy can do that.

Here is a screenshot of the components inside an ATSMetaStrategy project. These components are part of an *integrated strategy framework* (ATSMetaStrategy projects use an integrated framework model for implementing a strategy.) As before, these components operate at a level above all the individual strategies that might be contained within the ATSMetastrategy project.

![](data:image/jpeg;base64,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)

#### 3.1.3 Individual Strategy Projects

Once you have created a new solution project and have added one or more metastrategy projects, you are ready to add one or more individual strategy projects to the metastrategy projects. The individual strategy projects contain components that contain most of the code for your favorite computerized trading strategies.

Here is a screenshot that shows several individual strategy projects underneath the metastrategy projects that were shown above. The screenshot shows a breakout strategy, a trend following strategy, a volatility strategy, and a gap closing strategy. The individual strategy projects are implemented with the appropriate type of framework (partitioned or integrated) for their metastrategy project types. For clarity and review, the various types of solutions, metastrategy projects, strategy projects, and framework components have been labeled in red.

![](data:image/jpeg;base64,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)

The top level *solution* contains no functional code components, but it contains metastrategy projects of two types (MetaStrategy and ATSMetaStrategy). The solution can also contain *Code Projects* (not shown) that are normal C# code projects that you can code any way you want. Code projects are also sometimes called “research projects”, because they are useful for testing out little bits of new C# code outside of a SmartQuant metastrategy project.

The two types of metastrategy *projects* (MetaStrategy and ATSMetaStrategy) both contain code components that operate at the *metastrategy level*, above any *individual strategies*. Typically components at the metastrategy level provide functions that apply to all individual strategies in the metastrategy project.

**BEWARE—by default, the IDE creates strategy projects that do not work on the example data that is shipped with SmartQuant. This is because newly created metastrategy projects use only Default\_XXX (that is, empty) strategy components that do nothing.**

Thus to get a new strategy project to work, you must go through the component types and select working components. This process is explained in more detail below, where this warning is given to you again. (This warning bears repeating because it can save you more than a few hours of time debugging working—but empty—“do nothing” strategy projects).

Now you have seen the structure of the SmartQuant “packaging” hierarchy. Next, we look at *strategy frameworks*, which contain the bulk of the code for your individual strategies (such as breakout, trend following, volatility, etc.) There are two kinds of strategy frameworks to consider—(1) a *partitioned framework* that uses separate components for trading functions (Entry, Exit, Money, Risk, Exposure), and (2) an *integrated framework* that packs all trading functionality into one big component (ATSComponent). We’ll look at both types.

## 3.2 Partitioned versus Integrated Frameworks

The SmartQuant IDE provides two strategy frameworks to make your development life easier. The two strategy frameworks are organized around two dimensions—(1) whether you want to partition your trading system into many separate functional components (Entry, Exit, Risk, Market) or group them into one big component that does everything (ATSComponent), and (2) the number of instruments that a strategy wants to “see” within each framework component.

The two types of frameworks are the *Partitioned* and *Integrated* frameworks, also known as the MetaStrategy and ATSMetastrategy frameworks. But “MetaStrategy” and “ATSMetastrategy” are so similar in form that they are easy to confuse. So we will not use them in this document any more than necessary. Instead we will use the terms *Partitioned* and *Integrated*, because these terms better express the essential difference between the two framework models.

The partitioned framework implements a strategy project using separate components (files) for the main functional roles in the strategy. Accordingly, the partitioned framework has separate components (files) for each strategy-level function such as Market Manager, Entry, Exit, Money Manager, Risk Manager, and Exposure Manager. In addition, the partitioned framework also provides a second set of components at the metastrategy level (Simulation, Money, Risk, Exposure, Execution, etc.)

The main purpose of the partitioned framework is to make it easy for strategy developers to mix and match different components easily, for fast comparison of combinations of various trading algorithms in different components. For example, in a partitioned framework, you can easily right click a component in the Solution Explorer panel to switch a component to a completely different algorithm. Click again to run a back test with the new mix of components. The partitioned framework is intended for easy exploration and testing of new ideas. It is not intended for complex strategies that require lots of data sharing among components. You should use the integrated framework for complex cases like that.

In contrast, the main purpose of the integrated framework is to make it easier for strategy developers to do more complex things in their strategy projects. For example, the integrated framework makes it easier to share data among the code for different strategy functions, and to work with multiple instruments within any part of the integrated framework. The integrated framework is intended for professional trading systems, and is the only framework that can be used with the CATS system. So if you are a intending to write a complex, industrial-strength CATS trading strategy, be sure to use integrated frameworks for your projects.

## 3.3 The Integrated Framework (ATSMetaStrategy)

The most complex trading systems should use an integrated framework project as the foundation of their trading system. This is because the top-level ATSComponent (inside the ATSMetaStrategy project) combines all the Entry, Exit, Money, Risk, and Market components into one single component, so that your code can access all aspects of your strategy at all times.

Here is a screenshot showing the organization of the example DemoATS project. This ATS project has 3 strategies in it, plus the top-level section for the entire trading system. Notice that each of the three strategies (Breakout, Crossover, Gap) has three mandatory components (Market, ATSComponent, and ATSCrossComponent). The Report component is not mandatory—the default component is good enough for most strategy development situations.
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Typically you would only put your strategy code in one of the two ATS components, and leave the other component blank by selecting the default version of it. Here, normal ATS components carry the code, and the ATSCrossComponents are empty.

When you right click a strategy node (as shown above for the Gap strategy), you get a context menu that lets you enable or disable the execution of the strategy within the metastrategy project, plus an option to export the strategy to a precompiled assembly for use in the CATS system.

## 3.4 The Partitioned Framework (MetaStrategy)

In contrast, if you prefer a more structured and partitioned development approach, you should use a MetaStrategy project as the foundation of your trading system. A MetaStrategy project partitions various strategy functions into separate individual Entry, Exit, Risk, Money, Exposure, and Market components.

The main advantage of using a component approach is that you can easily reconfigure your strategy to try out different combinations of components. This “mix and match” capability is possible because all components of a particular type (Entry, Exit) have the same API, and are interchangeable. Just right click the component type name in the Solution Explorer panel of the IDE, and choose a component instance (or combination) that interests you.

Metastrategy projects (both types) allow you to create multiple individual strategy components within one project. This means that you can run multiple simultaneous different strategies against the same data stream, and collect aggregated performance statistics on the set of strategies, in addition to performance statistics on each individual strategy. For example, you might combine a trend-following moving average strategy with a short-selling strategy based on Aroon Oscillators, all in the same framework project.

Here is a screenshot of what a partitioned framework looks like in the Solution Explorer panel. Notice the presence of additional Money, Risk, and Exposure managers at the metastrategy level, so you can control the combined efforts of the two individual strategies shown in the screenshot. Typically, the strategy-level components take care of the strategy, and metastrategy-level components take a global view of all strategies so they can take care of the overall portfolio.
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**Notice that you cannot export a strategy from a partitioned framework for use in a CATS system—there is no Export option on the right-click context menu for component strategies.** Only strategies from integrated framework projects can be exported for use in a CATS system.

## 3.5 Strategy Components and MetaStrategy Components

The IDE creates components at both the metastrategy level and at the strategy level. This means that in a 2-strategy metastrategy project such as the one shown above, you will have slots for 3 Money Manager components—one to manage trade Money for each of the 2 strategies at the strategy level, and a third one to manage money for the whole portfolio at the metastrategy level. See the screenshot above, and count the money manager components (3).

For example, each strategy money manager might permit half of your capital to be put into each technology instrument trade, whereas the metastrategy money manager might reduce the trade size of each strategy manager to a smaller value because there can be no more than 20% of the whole portfolio invested in technology companies.

## 3.6 Normal and Cross Components

With both of the partitioned and integrated framework approaches, you can choose normal components (such as Entry) or cross components (such as CrossEntry, or ATSCrossComponent).

A normal component can only “see” (receive) bars for a single instrument. A cross component can see (receive) bars for multiple instruments. So if you intend to trade multiple instruments in a way that requires your code to use bars for both instruments simultaneously (such as for a correlation matrix for two instruments), then you should use cross components in your projects.

To be clear, you can trade multiple instruments using normal components—but each normal component will receive bars for only one instrument. Technically, at strategy start time the framework creates a separate instance of each normal component for each instrument that is traded by the strategy. In contrast, if you are using Cross components, only a single instance of each cross component is created for the whole strategy (one cross component, regardless of the number of instruments).

Here is a screenshot that shows Normal and Cross Entry components for a strategy that does not need to use multiple instruments at once (no Cross components required). In this example, the normal Entry components (Step Entry, SMA Entry) carry the useful code, and the cross components are empty (Default\_CrossEntry). This picture also shows how to right click the component type to choose a component from the drop down menu.
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Technically, a new normal Entry component instance is created at strategy boot time for each instrument that is listed in the MarketManager component. This effectively limits the visibility of each component instance to the particular instrument that the component was created for. In contrast, only one CrossEntry or ATSCrossComponent is created for the whole strategy at boot time, so that single CrossEntry instance can “see’ (that is, will receive bars for) all instruments that are listed in the MarketManager component.

Programmatically, it is awkward to reference instrument BB from within a component that was instantiated to receive bars for only instrument AA. So if you want to reference bars for multiple instruments from within a single component, you should probably be using a cross component to make your programming life easier.

**BEWARE—by default, the IDE creates meta-strategy projects that do not work on the example data. This is because newly created projects use only Default\_XXX (that is, empty) components that do nothing.**

So to get a new strategy project to work, you must go through the component types and select working components. To begin with, try this set of components: Daily\_Simulation, Step\_Entry, Step\_Exit, Equity\_MarketManager, Flat\_MoneyManager, and EnableAll\_ReportManager. This combination will produce something useful to look at when you run the demo project strategies and view the performance statistics or bar charts after the test run (by right clicking the strategy node in the Solution Explorer panel and selecting something to view).

## 3.7 Unknown Components

The IDE contains a component category named “Unknown” at the bottom of its component types list in the Component panel. Perhaps a better name would be “Broken” or “Broken Components,” because that’s what this component category contains—components that will not compile.

For example, if you right click the Entry category to create a new entry component, and then make a coding error in the new component and close its editor window before you fix the error, your component will apparently disappear into thin air. It will no longer be listed in the Entry category where it was before, with all the other Entry components.

In operation, the IDE detects broken components at boot time, and moves them into the Unknown category without telling you. So to fix the situation, you must open the Unknown category, double click the broken component, edit it to fix the code, and then right click the component filename in the Unknown category to rebuild the fixed component. If the rebuild is successful, the IDE will move the working component back into its proper category. If not, try to fix the component again.

Here is a picture of the IDE Component panel, with the Unknown components expanded, and with a right-click context menu shown. You must use the context menu Rebuild option to rebuild broken components.
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## 3.8 Component Templates

When you create a new component in the IDE, it creates a new skeleton component for you from a predefined code template for that type of component. The advantage of this approach is that the generated component skeleton contains some useful code in it, to save you typing. For example, you won’t have to type in namespace references, the class header, or the usual event handlers.

Only a subset of the possible event handlers are generated into new components, because you probably don’t need to use all of them (in which case you would end up having to do extra typing to delete unwanted event handlers). If the default set of generated event handlers are not sufficient for your strategy, you can easily type in the extra event handlers that you require.

# 4 SmartQuant Integrated Framework Structure

This section explains the code structure and general operation of a simple strategy project that uses an integrated framework. The section talks about a complete code example, typical strategy events, and how to place buy and sell orders from within an integrated framework. (Placing orders is one of the major differences between partitioned and integrated frameworks.)

We explain the integrated framework first because it is simpler to understand than the partitioned model. This is because integrated frameworks have fewer “moving parts” to explain than do partitioned framework examples. (You can check this yourself by counting the pages in this document devoted to each of the framework types.)

## 4.1 Section Outline

In what follows, we show a complete working ATSComponent for an integrated framework, so that you can see the big picture of what an integrated framework component looks like.

Next, we’ll talk about the code structure of the component. This means we’ll talk about the main sections themselves—declarations, initialization, event handlers, helper code—and what general kinds of code go in those sections, rather than explaining every line of code in the sections. We’re interested in structure here, not in the code details of this particular strategy.

Then we’ll talk about common events, and where and why you should use them. In the process of explaining these events, you will get a feel for how the code works to implement the strategy.

Finally, we’ll talk a bit about how to place orders in integrated frameworks by creating order objects and sending them directly to the execution provider (broker). Remember that order placement is very different in the two frameworks—partitioned frameworks use signals, and integrated frameworks use direct orders.

In a very real way, integrated frameworks are easier to program than partitioned frameworks because there are far fewer files to work with in your editor. Even for strategies of medium complexity, almost everything (such as all the event handlers) can be in a single convenient file.

Now let’s begin by looking a complete code example for an integrated framework.

## 4.2 Using Daily Bars for Writing Convenience

For easy understanding, many examples in this document are presented using daily bars, because it makes intuitive sense that OnBarOpen could correspond to the idea of “on market open at the beginning of the day.” This correspondence is easier for novice traders to understand.

Using daily bars also makes it easier to say things like “yesterday’s close” and “today’s high” instead of “the close of the previous bar” or “the high value of the current bar.” So fewer words and shorter sentences are required if daily bars can be used to help express the ideas.

But using daily bars for writing convenience does not limit the SmartQuant framework in any way. Be assured, the SmartQuant system is a real time system that is intended for trading bars of any size, all the way from fast tick data to slower weekly bars, and beyond.

## 4.3 A Complete Code Example (Integrated Framework)

Here is a simple code example for an integrated framework.

The following code example implements a very simple gap closing strategy. It opens a new position when a downward gap in prices is formed, and closes the position when the gap closes or at the end of the trading day, whichever comes first.

Every morning at market open (in OnBarOpen), this strategy looks for a downward gap size of 2% between yesterday’s close and today’s open. When the strategy spots such a gap, it buys 100 shares long to open a new position. If the new position is successfully opened, the strategy automatically enters a limit order (in OnPositionOpened) to sell if the stock price recovers to the level of yesterday’s close during the trading day (thereby closing the gap). If today’s bar arrives (in OnBar) and the open position still exists (the gap was not closed), the limit order is cancelled, and a market order is issued to close the position.

Like many C# code files, the following SmartQuant integrated framework code file is organized into four major sections. (We identify these four parts with big comments in this example to emphasize the code structure for novice programmers.) The four sections are:

* Assembly references (“using…”),
* Class / variable / parameter declarations, and
* Event handlers (OnBarOpen, OnBar, OnPositionOpened, etc)
* Helper classes and methods (none in this example)

//

// Part 1 NAMESPACE REFERENCES

//

// Windows namespace references using System; using System.Drawing; using System.ComponentModel;

// SmartQuant namespace references using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

//

// Part 2 CLASS HEADERS, VARIABLE DECLARATIONS, INITIALIZATION

//

// attribute header and class header

[StrategyComponent ("{9e473d29-3638-402c-8a9e-5c447608d165}",

ComponentType.ATSComponent,

Name = "Tech1\_System1\_ATS",Description = "")]

public class

**Tech1\_System1\_ATS : ATSComponent {**

// class variable declarations

private double prevClose; // updated in OnBar private double desired\_gap = 0.02; // gap size of 2 percent private double qty = 100; // n shares to order private SingleOrder sellOrder;

// parameter declarations (these show up in the IDE properties panel)

[Category ("Parameter"), Description ("Quantity")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Percent")] public double Percent { get { return percent; } set { percent = value; }

}

// dummy init routine to show you where it goes in the file

// (it is not required for this example strategy) public override void

**Init () {**

// how to draw a simple moving average on the price chart

// sma = new SMA (Bar, smaLength);

// sma.Color = Color.Blue; // Draw (sma, 0);

}

//

// Part 3 EVENT HANDLERS (most code goes here for simple strategies)

//

// event handlers for buying and selling public override void **OnBarOpen (Bar bar) {**

// calculate the size of the gap down since last bar double gap\_size = (prevClose - bar.Open) / prevClose; // issue a buy order if the gap is big enough if (gap\_size > desired\_size) {

MarketOrder order = MarketOrder (Side.Buy, qty); order.Text = "Tech1\_System1 - Buy"; order.Send ();

}

}

public override void **OnPositionOpened () {**

// issue a stop limit order whenever a position is opened sellOrder = LimitOrder (Side.Sell, qty, prevClose); sellOrder.Text = "Tech1\_System1 - Sell"; sellOrder.Send ();

}

public override void **OnBar (Bar bar) {**

// update the prevClose to be today’s close prevClose = bar.Close;

// if we still have a position open, close the position if (HasPosition) { sellOrder.Cancel ();

MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech1\_System1 - Sell"; order.Send ();

}

}

//

// Part 4 HELPER CODE

//

// but this strategy is so simple it doesn’t need any helper functions

}

## 4.4 Defining Variables, Properties, and Parameters

As usual in normal C# code files, you define code variables at the top of integrated framework (ATSComponent) files, as shown above and below.

You can also treat variable values as user-defined property values that users can set through the Properties panel in the IDE or CATS systems. To do this, first make your variable into a true property with Get/Set interfaces. Then add the C# Category and Description attributes to the property using square brackets […] as shown below.

Now when the strategy is loaded into a SmartQuant program, users can set initial variable values for your strategy by selecting the component and then using the Properties panel to set their values of choice. Once you set a property value in the Properties panel, the IDE will save the specified value when you close the solution, so that when you reload the solution next time, your specified value will still be there.

// class variable declarations

private double prevClose; // previous bar close private double percent = 2; // gap size in percent private double qty = 100; // n contracts to order private SingleOrder sellOrder;

// parameter declarations (these show up in the IDE properties panel)

[Category ("Parameter"), Description ("Quantity")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Percent")] public double Percent { get { return percent; } set { percent = value; }

}

When you define your variables as properties as shown above, they become visible in the IDE and CATS systems as user-settable properties in the Properties panel. Here is some example code, and a screenshot that shows how the description attributes are displayed in the Properties panel. First, here is some code (code for one property is shown, but 3 appear in the Properties panel).

[Category ("Parameter"), Description ("Length of K\_FAST")]

[OptimizationParameter (5, 25, 1)] public int K\_FASTLength { get { return k\_fastLength; } set { k\_fastLength = value; }

}

Next, here is a screenshot of the corresponding Properties panel that shows (1) the Category header “Parameter”, and (2) three properties named D\_FASTLength, D\_SLOWLength, and K\_FASTLength. Notice that the third line in the Parameters Category below corresponds to the code immediately above, for the K\_FastLength property. You can choose your own Category names other than “Parameter”, of course, to suit the natural classifications of your strategy.
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## 4.5 The Init Method

The Init method is where your code creates new objects and attaches them to class variable declarations, and where you specify what series to draw on price charts. The Init method is called by the SmartQuant framework before the strategy itself is started.

Here is example Init code that creates a new SMA (simple moving average) object for the default bar series, colors the moving average line Blue, and then draws the moving average line on the default price chart (pad 0). If you want a line on the volume chart, use pad 1. If you want it on a chart of its own, use pad 2 (or some other number greater than 1).

private SMA sma; // simple moving average variable private smaLength; // length of moving average

public override void

**Init () {**

// how to draw a simple moving average on the price chart sma = new SMA (Bar, smaLength); sma.Color = Color.Blue;

Draw (sma, 0);

}

The SMA object constructor takes two parameters—a reference to the BarSeries (a time series of prices) that should be averaged, and the length of the moving average to calculate. Here, we use the name “Bar” to refer to the default bar series (object type BarSeries) for this ATS component.

“Bar” is actually a property of the ATSComponent base class; it returns the current instrument series that the component is working with, so you don’t have to know the name of the instrument in order to request its bar series in your code. In some strategies, you might want to create your own BarSeries objects, in which case you would pass your own BarSeries to SMA constructors.

If you want to draw averages (or other technical indicator lines) on pads below the price chart, just increment the pad number to something greater than zero. Pad 0 is the price chart. Pad 1 is the volume chart. Pads 2+ can be whatever you want them to be.

The code above can be used in either partitioned or integrated frameworks.

## 4.6 Initialization

This section shows you how and where to declare variables and strategy parameters (as usersettable properties in the Properties panel of the IDE or CATS applications).

#### 4.6.1 Defining Variables and Parameters

As usual in C# code files, you can define arbitrary code variables at the top of either partitioned or integrated framework files, as shown below.

You can also treat variables as properties that users can set through the Properties panel in the IDE or CATS systems. To do this, first make your variable into a true property with Get/Set functions. Then add the C# Category and Description attributes to the property using square brackets […] as shown in the examples below.

Now when the strategy is loaded into a SmartQuant program, users can set initial variable values for your strategy by right clicking the component and using the Properties panel.

// class variable declarations

private double prevClose; // previous bar close private double percent = 2; // gap size in percent private double qty = 100; // n contracts to order private SingleOrder sellOrder;

// parameter declarations (these show up in the IDE properties panel)

[Category ("Parameter"), Description ("Quantity")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Percent")] public double Percent { get { return percent; } set { percent = value; }

}

#### 4.6.2 Optimizing Parameters

The IDE can optimize the values of variables that have been coded as properties as shown above. Optimization is useful for determining the approximate range of values that generate the most profit for your strategy. But you should be careful not to depend too much on “over fitting” parameters to any one set of market data—this practice can lead to brittle trading systems that fail on any other market data that is not like the data used for optimization.

One approach to optimization is to optimize your parameters, and then manually change them to some nearby “rounded” number that is not exactly the one picked by the optimizer. At least this way your strategy will not get to depend on optimized parameter values to three decimal places.

To code a parameter for optimization, you must add the Optimize attribute to the attributes of the property declaration beside the Category and Description attributes, as shown below. You must also specify a range of values to use for optimization—one value for the start of the range, one value for the end of the range, and a third value for increments within the range.

Here is a code fragment that shows how to set up the length of an exponential moving average for optimization. The default length of the average is 3, set when the variable is declared. The optimization range begins at 3, ends at 20, and increments by 1. This means the optimizer will run your strategy 17 times (3 to 20 by 1) during optimization, and then choose the best value for you.

// the default length of a short exponential moving average private int length\_short = 3;

// optimization range is 3,4,5,..,20

[Category ("Parameter"), Description ("Length of Short EMA")]

[OptimizationParameter (3, 20, 1)] public int Length\_short { get { return length\_short; } set { length\_short = value; }

}

## 4.7 ATS Component Properties, Methods, and Events

Here is a list of interfaces provided by the ATSComponent object. This list will help you to see how powerful this strategy object is, and give you a flavor for the kinds of things that are modeled by the SmartQuant system.

More detailed listings and descriptions for the (many dozens) of classes in the SmartQuant system are provided in the API Documentation.

As a practical matter, you will probably put most of your essential strategy code in the various event handlers below. (Of course, you are likely to have many utility and supporting methods too, depending on the complexity of your strategies.) So it is useful to have a long list of event handlers that you can use, as shown by the list below.

**Public Properties**

// Name Description

Bar Returns default bar series for component

Bars Returns a list of bar series that can be

Indexed by instrument, bar type, and bar size

Description (inherited from ComponentBase)

Global (inherited from StrategyBaseSingleComponent) HasPosition Returns true if a positions is open for

the current instrument

Instrument Returns the current instrument Name (inherited from ComponentBase)

Orders Returns outstanding orders for strategy Portfolio Returns portfolio for strategy

Position Returns position for current instrument

Strategy Returns parent strategy of this component

**Public Methods**

// Name Description

Connect To a provider

Disconnect From a provider

Draw A series on the main IDE window

Equals (inherited from Object)

Determines whether the specified Object is equal to the current Object.

GetHashCode (inherited from Object) A hash function for a particular type.

Can be used by hashing algorithms.

GetType (inherited from Object)

Gets the Type of the current instance.

Init for initializing your strategy

LimitOrder Creates a limit order

MarketOrder Creates a market order

**Event Handlers**

// Name Description

OnBar Called on trailing edge of every bar

OnBarOpen Called on leading edge of every bar

OnBarSlice Called after all bars for all instruments in a particular time slice have been emitted

OnCorporateAction Called when a corporate action event arrives

|  |  |
| --- | --- |
| OnFundamental | Called when a fundamental data event arrives |
| OnMarketData | Called when a market data event arrives |
| OnMarketDepth | Called on new market depth (Level II) quotes |
| OnNewOrder | Called on orders sent to execution provider |
| OnNews | Called when a news event is received |

OnOrderCancelled Called when an order is cancelled

OnOrderDone Called when an order completes

OnOrderFilled Called when an order is completely filled

OnOrderRejected Called when broker rejects an order

OnOrderStatusChanged Called when an order status is updated

OnPositionChanged Called when position data changes

OnPositionClosed Called when a position is closed

OnPositionOpened Called when a position is opened OnPositionValueChanged Called when market value of current

position changes

OnQuote Called on trailing edge of every quote

OnStopCanceled Called whenever an internal stop is cancelled

OnStopExecuted Called whenever an internal stop is executed

OnStopStatusChanged Called whenever a stop changes its status

OnStrategyStop Called when the strategy is stopped OnTrade Called on trailing edge of every trade received

**Order Types and Operations**

// Name Description

Sell Creates a sell order

SellLimit Creates a sell limit order

SellStop Creates a sell stop order

SellStopLimit Creates a sell stop limit order

SendLimitOrder Sends limit order to broker for execution

SendMarketOrder Sends market order to broker for execution

SendStopLimitOrder Sends stop limit order to broker for execution

SendStopOrder Sends stop order to broker for execution

SetStop Sets internal stop (trailing or absolute)

StopLimitOrder Creates a stop limit order

StopOrder Creates a stop order

TrailingStopOrder Creates a trailing stop order.

ToString Returns a printable string for current object.

## 4.8 Common Strategy Events

Here is a very short list of useful event handlers that are called during a typical trading session, for both partitioned and integrated frameworks. This list is very minimal, and is intended only to give you a simple understanding of the main event handlers (and their typical uses) in a strategy. Of course you might end up using many more kinds of event handlers in other ways, depending on the complexity of your strategy.

* OnBarOpen – called on leading edge of all bars (e.g. for buy at market open, daily bars)
* OnBar – called on trailing edge of all bars (e.g. for buy at market close on daily bars)
* OnBarSlice – called when all per-instrument bars have been emitted
* OnPositionOpened – called whenever a new position is confirmed opened
* OnPositionChanged – called whenever a position is increased or decreased
* OnValueChanged – called when portfolio value changes (which is with every quote!)

The main idea of the SmartQuant event model is to match how things actually happen in the real trading world. Events do a good job of modeling changing prices, changing orders, changing order statuses, changing positions, and changing position values.

Several kinds of events are fired in the SmartQuant framework during the course of buy-sell transactions involving market data providers, execution providers, and your strategies. Some (pre-trade) events are fired to model market data provider actions, some (trade) events are fired to model execution provider actions, and still other (post-trade) events are fired to model updates to portfolios and positions.

A strategy can subscribe and listen to all of these kinds of events, so that a strategy event handler (named OnXXX, where XXX is the event name) can be called to implement a strategy action when the event fires. For example, when an event for a trade in MSFT is fired, the SmartQuant framework invokes the appropriate event handler in the appropriate component (that was created for the MSFT instrument).

Because the framework automatically invokes the event handler in the right component for the instrument, your strategy code can be much simpler—you don’t have to worry about indexing all actions with if-else clauses that select the right code for the current instrument. Instead, the framework does that for you. You can usually write most of your code without referencing any particular instruments, because a separate instance of each component is created for each instrument that is traded by the strategy.

#### 4.8.1 OnBarOpen

OnBarOpen is fired before every bar that a BarFactory produces. (Each market data provider has a BarFactory that can be configured in the Properties panel.)

The purpose of OnBarOpen is to give you a chance to do something on the leading edge of a bar, before the bar has been created. (In contrast, OnBar is fired on the trailing edge of a bar.)

For example, assuming that daily bars are being used, OnBarOpen is the place where you would put code that wants to buy or sell when the market first opens. This is because for daily bars, you only get one bar for the whole trading day. So you want your “buy at the open” action to take place on the leading edge of the day’s bar (using OnBarOpen), rather than on the trailing edge of the day’s bar (using OnBar).

If daily bars are not being used, then OnBarOpen just becomes a place where you can take action on the leading edge (the “open”) of the next bar that will be produced.

In many cases where buying at the open is not important, your code won’t need to use this event.

#### 4.8.2 OnPositionOpened

OnPositionOpened is fired whenever a new position is established as a result of a completed trade. The trade order must complete in order for a position to be opened. All positions must have non-zero position sizes in them. When a position size is reduced to zero (by closing the position with appropriate trade orders), the position objects are destroyed. All that remains are logs of all trades that established (or tried to establish) the position, and trades that closed the position, if it was ever created.

Here is an example of how to automatically create a stop limit order when a long position is first created. The code below is from an integrated framework, so it constructs a true sell order object and sends it directly to an execution provider for trade execution.

“Qty” means “quantity”, and is a positive integer that specifies the size of the trade (number of shares, or contracts). This code creates a stop loss order using the same Qty that was used in the opening buy order, and uses the previous bar closing price as the limit price.

// create and issue a sell limit order in an integrated framework public override void **OnPositionOpened () {**

sellOrder = LimitOrder (Side.Sell, qty, prevClose); sellOrder.Text = "Tech1\_System1 - Sell"; sellOrder.Send ();

}

The code above should not be used in partitioned frameworks; you should use signals instead.

#### 4.8.3 OnValueChanged

OnValueChanged is fired whenever a new incoming trade price changes the value of a position. The price is taken from an actual trade (the “last price” on most trading consoles), not from the current bid or ask prices. Accordingly, this event will fire, and the value of your affected positions will change, many more times than OnBar events occur. This is because quote data is unaggregated data, whereas bars are aggregated data—one bar is produced for many quotes.

OnValueChanged is a good place to adjust positions or trading orders, if they depend on the overall value of the portfolio components, rather than just on the price of the current bar. For example, if you wanted to issue trade orders to close all positions if the value of the portfolio falls below $10,000.00, this would be a good place to put that code.

#### 4.8.4 OnPositionChanged

OnPositionChanged is fired whenever the size of a position is changed, one way or the other. For example, this event will fire every time a partial fill confirmation updates the position size.

OnPositionChanged is a good place to adjust the size of stop loss orders that must track partial fills. Every time a new partial fill confirmation comes in, you can add the confirmed quantity to the size of your outstanding stop loss order. This way, your stop loss order will more accurately reflect the actual fill status of your original order.

#### 4.8.5 OnBar

OnBar is fired whenever the market data provider BarFactory completes the calculation of a new bar (which is aggregated from raw quote and trade data). Each bar contains OHLCV (open high low close volume) data for the past bar interval. Accordingly, the OnBar event fires on the trailing edge of the current bar. If you need to take action on the leading edge of the next bar, use the OnBarOpen event.

OnBar is a good place to put your routine strategy code that works with each new bar in a series of bars, such as for comparing the current bar prices with past bar prices, for calculating or updating technical indicators with new bar data, for calculating moving averages, for making trading decisions, and for issuing trading signals or orders.

#### 4.8.6 OnBarSlice

OnBarSlice fires whenever the market data provider BarFactory has finished emitting new bars for all the instruments in the current portfolio. BarFactory emits new bars sequentially when multiple instruments are being traded—first a bar for instrument 1, then a bar for instrument 2, and so on. After all individual bars have been emitted, BarFactory will fire OnBarSlice to tell strategy components that the end of the instrument list has been reached, and that all new bars for the current bar interval have been emitted.

OnBarSlice solves the problem of strategy code not knowing when all the instrument bars for a correlation strategy are present and ready to be used. For example, if you try to do correlation calculations in the OnBar event handler for multiple instruments, your code will have to keep track of which instruments have been seen in the OnBar handler for the current bar time interval. First your code would mark down (or save the bar data from) the first bar for the first instrument in the correlation, ask itself if all bars are present, and exit if not. Finally, when the bar for the last instrument in the correlation arrives, your code can get on with doing correlation calculations.

In contrast, using OnBarSlice is much easier. When execution arrives in the OnBarSlice event handler, your code can just start doing correlation calculations immediately—no need to mess with keeping track of instruments and bars in the correlation set. OnBarSlice guarantees that all bars for all relevant instruments have been emitted.

## 4.9 Signals in the Integrated Framework

Integrated frameworks do not use trading signals. Only partitioned frameworks use signals.

Instead, code in an integrated framework creates orders and sends them directly to the execution provider for execution. This means that in an integrated framework, you have more flexibility to create and manage trading orders, but your code also has to do more work.

## 4.10 How to Place Orders (Integrated Framework)

Here are short code fragments that show how to place typical trading orders to buy/sell long, and sell/cover short for the integrated strategy framework. These fragments are just a combination of code examples that show the general syntax of orders. Sometimes multiple statements with slightly different syntaxes are used, just to show more than one possible way of doing things.

Here is a list of order types and actions for integrated frameworks: Buy, BuyLimit, BuyStop, BuyStopLimit, Sell, SellLimit, SellStop, SellStopLimit, SendLimitOrder, SendMarketOrder, SendStopLimitOrder, SendStopOrder, StopLimitOrder, StopOrder, and TrailingStopOrder. Most of these orders have similar syntax (see the API reference for more details).

Here is some simple example code that shows how to buy and sell long, using orders sent directly to the execution provider. (To sell and cover short, reverse the sequence of the buy/sell orders).

// MarketOrder var type holds only market order objects MarketOrder myOrder;

myOrder = MarketOrder (Side.Buy, qty);

// another example, this time on the sell side myOrder = MarketOrder (Side.Sell, qty); myOrder.Text = "this text shows in the trade log"; myOrder.Send ();

// SingleOrder var type holds any order type object (long,shrt,mkt,limit) SingleOrder myOrder;

myOrder = LimitOrder (Side.Sell, qty, prevClose);

// another syntax, showing more arguments

myOrder = LimitOrder (position.Instrument, Side.Sell, qty, prevClose); myOrder.Text = "Tech1\_System1 - Sell"; myOrder.Send ();

// how to cancel an order that has been sent previously myOrder.Cancel ();

Notice that a *MarketOrder* variable type is used to hold a market order object, whereas a *SingleOrder* variable type is used to hold a LimitOrder in the second example. *SingleOrder* is a generic variable type that can be used to hold market, limit, stop, and stop limit order objects.

You can also use variable types *MarketOrder, LimitOrder, StopOrder, or StopLimitOrder* if you like, to hold objects of the corresponding type, as shown below:

myOrder = MarketOrder (…) myOrder = LimitOrder (…) myOrder = StopOrder (…) myOrder = StopLimitOrder (…)

The code above is for integrated frameworks—you should use signals in partitioned frameworks!

Notice that the code examples above do not call the “new” operator to create a new order object. Instead, the code examples call methods of the ATSComponent class. These methods (such as MarketOrder) create an order, insert default values for the current strategy Execution Provider and strategy portfolio, and then register the order with the strategy.

# 5 SmartQuant Partitioned Framework Structure

This section introduces some typical code blocks for partitioned framework projects. Once you understand these basic building blocks, we can move on to explaining how to fit them all together to create working strategies for various trading theories.

The following examples show how to code the following actions in partitioned frameworks:

* how to code which instruments to trade (Market Manager)
* how to code an entry to a new position (Entry)
* how to code an exit from a position (Exit)
* how to code the size of a trade (Money Manager)
* how to help to calculate trade size based on risk factors (Risk Manager)
* how to control overall portfolio exposure (Exposure Manager)

## 5.1 Components in the Partitioned Framework

This section explains some of the high level goals and structure of components in the partitioned framework model. Keep in mind that components (files) are primarily packaging mechanisms that simply group related bits of strategy code into one file. However, by design it also happens that there is a specific component defined for each major decision making step in a strategy, so that logic for each major decision making step can be placed into an interchangeable component.

#### 5.1.1 The Main Goal of Components

The most important goal of components in the partitioned framework is to represent a complete and interchangeable block of code logic in the strategy decision making workflow. This means that components act as packaging containers for related kinds of trading logic.

For example, the Entry component should contain all code relating to entering a new position, the Exit component should contain all code relating to exiting a position, and the Money component should contain all logic for controlling the size of a trade in a particular instrument. If you maintain these logic boundaries in your code, then you will be able to easily mix and match various components (that implement different Entry, Exit, Money, and Exposure strategies) to explore various combinations of strategies.

Notice that you cannot easily mix and match or swap strategy logic in the integrated framework, because then you would have to cut and paste code, or write code logic to enable/disable chunks of code that implemented different pieces of strategy logic (ugh). So if you want to mix and match and explore combinations of strategy logic blocks, the partitioned framework can help you.

#### 5.1.2 Control Flow among Components

When you create a new partitioned framework (MetaStrategy) project and add a strategy project to it, the IDE automatically creates a set of default components for you. But how do trading signals and control flows pass among the components? How do you know where to put your strategy code, and how to get it executed?

The general answer to these questions is that (1) components are packaging devices only, and (2) control and signal flow among components depends on the various method and event names that are available within each component type.

This means that in order to get your code executed as part of the normal signal flow, you must implement one or more methods or event handlers *that use predefined method names or event names that are part of the partitioned framework model*.

In strategy level components, you will probably use event handlers for most of your strategy logic. The events are mostly straightforward—OnBarOpen, OnBar, OnPositionOpened, etc. Many examples of these common events are given in this document, and their runtime operation is easy to understand, so you probably won’t have any problem understanding how events work. As usual, your event handler will be called when the associated event is fired.

But control and signal flow among metastrategy and strategy components is somewhat more complex, because not all control flow is implemented using events. Instead, some important control flow is implemented using specific method names that you must provide or implement if you want to take some actions at the metastrategy level.

Often when you are testing out combinations of strategy level ideas, you probably won’t bother implementing much logic at the metastrategy level, so you usually won’t have to worry about how control flow actually proceeds from strategy to metastrategy level and back again. Instead, it is probable that you will save your serious metastrategy logic for the integrated framework model on ATSMetaStrategy projects. For this reason, the details of metastrategy control flow are not explained here. The details are somewhat complex, and are not worth explaining here in this introductory document.

There is a section below on metastrategy components that provides more detailed information on their design goals, their special method names, and how their special methods should work.

## 5.2 Signals in the Partitioned Framework

Partitioned frameworks use “signals” to initiate trades, instead of sending direct orders to an execution provider (broker). It might help to think of signals as “suggestions for trades” that various strategy components can modify or reject before the signals actually become true trading orders in the Execution component of a partitioned framework.

The main advantage of using signals is that they make it easier to initiate and manage simple trading actions among separate components. The partitioned framework can do more of the order management functions for you, and your code is simpler. For example, the partitioned framework automatically fills in signal parameters such as the target execution provider name (the broker) and the portfolio to use to store the trade results. (These two values come from strategy level properties Strategy.ExecutionProvider and Strategy.Portfolio.)

#### 5.2.1 Signal Types

Here is a list of signals that you can send from Entry and Exit components.

* LongEntry – open a new long position in current instrument
* LongExit – close an existing position in current instrument
* ShortEntry – open a new short position in current instrument
* ShortExit – close an existing position in current instrument
* Buy – buy the current instrument
* BuyLimit – buy the current instrument with a limit on price
* BuyMarket – buy the current instrument at market price
* BuyStop – buy the current instrument at market when the stop price is reached
* BuyStopLimit – buy the current instrument with limit when stop price is reached
* Sell – sell the current instrument
* SellLimit – sell the current instrument with a limit on price
* SellMarket – sell the current instrument at market price
* SellStop – sell the current instrument at market when the stop price is reached
* SellStopLimit – sell the current instrument with limit when stop price is reached

Each signal type accepts combinations of different parameters, such as instrument to trade, time the order is in force (e.g. good until cancelled), stop and limit prices, and text strings to help identify and describe orders in log files.

There are checks in the framework code for exits (LongExit, ShortExit) that will reject the exit if you don’t have an existing position to close. But your strategy should still be smart enough not to call an exit method unless you have an open position to close.

#### 5.2.2 Signal Flow among Components

The partitioned framework automatically routes trading signals (suggestions) through various components in the signal chain. For example, when you initiate a buy action with “LongEntry()” code in an Entry component, and the partitioned framework allocates a signal object and routes it through all the components that should see the signal before the Execution component converts the signal to a trading order and sends it to a broker.

Here is an ordered list of components that will have a chance to modify or reject a trading signal that originates in an Entry or Exit component:

* Signal originates in strategy code (“LongEntry()” or “LongExit()”)
* Then to strategy level Money Manager (can call strategy Risk Manager helper)
* Then to strategy level Exposure Manager (either totally accepts or rejects the signal)
* Then to metastrategy level Money Manager (can call metastrategy Risk Manager helper)
* Then to metastrategy level Exposure Manager (either totally accepts or rejects the signal)
* Then to metastrategy level Execution Manager (signal converted to order, sent to broker)

Methods in risk manager components are never called automatically by the framework as part of the normal signal flow. Instead, risk manager methods must be explicitly called by one of the other Money or Exposure components. Event handlers are different—any event handlers that you write in risk manager components are automatically called when the associated events fire.

## 5.3 Market Manager Component

A MarketManager component (in a partitioned framework) determines the set of instruments that is seen and processed by a strategy. For example, a market manger component might specify that data for the “MSFT” instrument be provided to the current strategy.

The market data provider can be either a simulated provider that reads from a local SmartQuant database, or it can be a real market data provider that provides real time market data. In either case, the data provider contains a BarFactory that can manufacture bars from the incoming data that it has access to (either a series in a database, or real time tick or trade data).

Here are two code fragments for MarketManager components that show typical ways of specifying the instruments that you want to use in your strategy. In the first example you simply name the symbols explicitly, and in the other you specify desired instruments by their object reference in the InstrumentManager. In both cases, you tell your strategy to “AddInstrument” to add the instrument to the list of instruments that the strategy will process at runtime.

// specify the instruments to use in this strategy public override void

**Init() {**

AddInstrument("MSFT");

AddInstrument("CSCO");

}

// use all equity instruments in InstrumentManager for this strategy public override void

**Init() {**

foreach(Instrument inst in InstrumentManager.Instruments) {

if (inst.SecurityType == SecurityType.CommonStock)

AddInstrument(inst);

}

}

The Init method above is the usually the only method that appears in a MarketManager component. The rest of the code for a MarketManager class is created for you by the IDE (that is, the namespace references, the class header, and other code in the template for the component.

## 5.4 Entry Component

The Entry component is responsible for determining when to enter new trades. Typically you enter a trade using an event handler named OnBarOpen or OnBar. The OnBarOpen event fires on the leading edge of every bar, and the OnBar event fires on the trailing edge of each bar. For example, if daily bars were being used, OnBarOpen would fire at the market open (when the first trade was made at the exchange), and OnBar would fire at the closing bell (end of trading day).

Here is an example that shows how to enter a new trade on a price breakout that is greater than the highest high of the past 4 weeks (20 daily bars). Of course, there is nothing in this example that says daily bars are being used—the example will work with bars of any size. I only used daily bars to make the explanation easier. (Daily bars are intuitively understood by most people.)

// vars for breakout period length, and highest/lowest values private int period = 20; private double high; private double low;

// enable trading actions only after “period” days have gone by private bool enabled = false;

public override void **OnBar (Bar bar) {**

// go long or short on a breakout, depending on breakout direction if (enabled) { if (bar.High > high) LongEntry (); if (bar.Low < low) ShortEntry ();

}

// update highest/lowest values only after “period” bars are seen if (Bar.Count >= period) { high = Bar.HighestHigh (period); low = Bar.LowestLow (period);

// enable trading actions after high/low values are set enabled = true;

}

}

public override void **OnTrade (Trade trade) {**

// go long or short on a breakout, depending on breakout direction if (enabled) {

if (trade.Price > high)

LongEntry (); if (trade.Price < low)

ShortEntry ();

}

}

Notice that this entry component uses both OnBar and OnTrade to watch for breakouts. OnTrade is only required if your strategy is listening to trade data from your market provider. Remember that trade data is *unaggregated* data, whereas bars are *aggregated* data that are manufactured by someone—either they are manufactured by your market data provider before reaching your computer, or they are manufactured by the BarFactory of your market data provider. (The

BarFactory can be configured using the Properties panel of the IDE or CATS system.)

#### 5.4.1 How to Place Orders using Signals

Here are code fragments that show how to place typical trading orders to buy/sell long, and sell/cover short. These examples are for the partitioned framework, and are considerably different than those for the integrated framework.

These code examples are back to back examples of various syntaxes for various kinds of orders, just to give you a feel for what orders look like in the partitioned model.

The simplest way to buy and sell long at the market:

LongEntry ();

LongEntry (“this text shows in the trade log”);

LongExit();

LongExit(“this text shows in the trade log”);

The simplest way to sell and cover short, at the market:

ShortEntry ();

ShortEntry (“this text shows in the trade log”);

ShortExit();

ShortExit (“this text shows in the trade log”);

The code above can only be used in partitioned frameworks, because it uses signals. A complete list of orders that use signals was listed above in Signal Types.

## 5.5 Exit Component

The Exit component is responsible for determining when to exit existing trades. Often a strategy will use multiple exists, such as one for the underlying theory of the trade (such as a trend crossover), one for reaching a profit target, and one for a stop loss limit.

Here is an exit component for the breakout strategy just explained above in the Entry component section. The exit component is almost a copy of the entry component, with the exception of two notable things—(1) the exit period “look back” is shorter (10 days versus 20 days), and (2) the trading orders are different (LongExit versus LongEntry, etc).

It might take you a moment to puzzle out the exit logic. Keep in mind that a breakout exit strategy acts kind of like a trailing stop loss limit. If prices break out on the upside, a trade is entered long, and the lowest low in the exit look back period will start moving up as the prices move up, just like a trailing stop loss limit order does. Eventually, the current bar low will be less than the lowest low in the look back period, and so a LongExit signal will be given.

// vars for breakout period length, and highest/lowest values

// notice breakout exit period is SHORTER than breakout entry period private int period = 10; private double high; private double low;

// enable trading actions only after “period” days have gone by private bool enabled = false;

public override void **OnBar (Bar bar) {**  if (enabled) { if (bar.Low < low)

|  |  |  |
| --- | --- | --- |
| LongExit (); if (bar.High > high) |  | // LongExit |
| ShortExit (); |  | // ShortExit |

}

// update highest/lowest values only after “period” bars are seen if (Bar.Count >= period) { high = Bar.HighestHigh (period); low = Bar.LowestLow (period);

// enable trading actions after high/low values are set enabled = true;

}

}

public override void **OnTrade (Trade trade) {**  if (enabled) { if (trade.Price < low)

|  |  |  |
| --- | --- | --- |
| LongExit (); if (trade.Price > high) |  | // LongExit |
| ShortExit (); |  | // ShortExit |

}

}

## 5.6 Money Manager Component

A MoneyManager component (in a partitioned framework) determines a size for a trade—that is, the quantity the trade should buy or sell. Money manager components look at single trades (actually they look at single Signal objects), and often call a risk manager “helper” component for help with risk calculations. So while the money manager actually inserts the value for a trade size into the signal, a risk manager helper method will often be the code that specifies the exact size of the number to insert.

When a trading signal (LongEntry) is issued in an Entry or Exit component, the framework calls the GetPositionSize method in the Money component of your strategy. The name of this method is fixed, so all you need to do is add code for sizing the trade into the method body.

#### 5.6.1 Without Calling Risk Manager Helper Code

Here is a money manager code example that sets the size of new positions to a default size of 100, and sets the size of trades that close existing positions to the existing position size. This example does not call a risk manager helper component.

Notice the use of signal types: SignalSide.Buy, Sell, SellShort, and BuyCover. These signal types are not available in the integrated framework, because integrated frameworks do not use signals.

// default trade size is 100 shares, contracts, or whatever double default\_size = 100;

public override double

**GetPositionSize (Signal signal) {**

double positionSize = 0; switch (signal.Side) {

// trade size for new positions is default position size case SignalSide.Buy: case SignalSide.SellShort:

if (!HasPosition) positionSize = default\_size; break;

// trade size for closing positions is the existing position size case SignalSide.Sell: case SignalSide.BuyCover:

if (HasPosition) positionSize = Position.Qty; break; }

return (int)(positionSize);

}

#### 5.6.2 With Calling Risk Manager Helper Code

Next, here is a example that calls a risk manager helper method (GetPositionRisk) to calculate a position risk number that can be used by the money manager to determine a size for the trade. The money manager code does not know or care about how the risk calculation is carried out—all the money manager wants is a return value to help set the size of the current trade. See the next section for more information on how the helper method calculates a position risk number.

// risk 10% of portfolio on any particular position private double portfolioRisk = 0.1;

public override double **GetPositionSize (Signal signal) {**  switch (signal.Side) {

// new positions buy less if volatility (ATR) is high (greater than 1), // and buy more than the usual maximum if ATR is < 1. case SignalSide.Buy: case SignalSide.SellShort: if (!HasPosition) {

double shares; // initial allocation

double position\_fraction; // decreases as volatility increases

// the most you could buy without margin

shares = Portfolio.GetTotalEquity () / Instrument.Price ();

// use risk helper method GetPositionRisk (see next section) // denominator returned adjusts fraction above or below 1.0 position\_fraction = portfolioRisk / GetPositionRisk (); return (int)(shares \* position\_fraction);

}

break;

// close positions using existing position sizes case SignalSide.Sell: case SignalSide.BuyCover:

if (HasPosition)

return Position.Qty; break;

}

// if logic above doesn’t match, then set trade size to zero return 0;

}

}

## 5.7 Risk Manager Component

Risk manager components are helper components for the MoneyManager and ExposureManager components. They package up all the risk management code in one place, and look at things such as the existing market conditions, trade conditions, portfolio positions, or other data sources, and perform various risk calculations for the money and exposure managers.

#### 5.7.1 Default Risk Manager Component

When you create a new risk manager component at the strategy level, it only contains one empty event handler named OnPositionOpened. This handler is provided so that the strategy risk manager can automatically issue a stop loss order whenever a new position is opened.

Here is what the code for the default strategy level risk manager component looks like. You can manually add any other event handlers that you need to this component (such as OnBar, etc), if your strategy requires them.

public override void  **Init() {**

// Add your code here

}

public override void  **OnPositionOpened() {**

// Add your code here

}

Risk manager components can also accept / reject signals if you implement a Validate method. But you will have to implement this method yourself—it is not automatically generated for you.

public override bool  **Validate(Signal signal) {**

// return 0 to accept the signal, and 1 to reject it Console.WriteLine("Strategy Risk Manager"); return base.Validate(signal);

}

#### 5.7.2 A GetPositionRisk Example

The code example below is from a risk manager component that calculates a suggested position risk for a pending trade in the MoneyManager component earlier. It returns a calculated value to the money manager, which will use the value to help determine the size of the pending trade.

The code below returns a risk number (actually, a measure of volatility) based on the Average True Range (ATR) of the past 14 days of prices for the current instrument. Typically, but not always, ATR is a fractional number less than 1 (especially in times of low volatility).

public class

**ATR\_RiskManager : RiskManager {**

private int length = 14; // length of avg true range calculation

public override double **GetPositionRisk () {**

// if there are enough bars to calculate an ATR, use the ATR if (Bar.Count > length) return ATR.Value (Bar, length); else return 1;

}

}

Two other examples of risk manager (trade sizing) logic might be “For opening new positions, use 100 shares” and “For orders that close existing positions, use the existing position size.”

## 5.8 Exposure Manager Component

Exposure components consider the possible effects of a pending trade on a position or portfolio, and either accept or reject the proposed trade. They do not modify the signal in any way. Instead, they do their analysis of the situation, and simply say to a suggested trade, “yes” or “no.” If a signal is accepted, the signal proceeds to the next step in the signal flow. If not accepted, the signal is blocked so that no trade occurs.

Here is the code for the default strategy exposure manager. By default, the component contains a **Validate** method that is called by the framework to get a Yes or No answer. The Validate method must return a true or false to accept (true) or reject (false) the signal.

The default code shown below has been modified to print out a runtime message so you can see which component gets called first at strategy runtime. (The strategy component gets called before the metastrategy exposure component.) Of course, instead of the text message shown here, you would normally add code to check your portfolio against your equity and position exposure rules.

// Strategy level default exposure method public override bool

**Validate (Signal signal) {**

Console.WriteLine ("Hello from strategy Exposure component"); return base.Validate (signal);

}

## 5.9 MetaStrategy Components

This section describes the purpose and default implementations of metastrategy components.

Only the components that you would normally modify are discussed below. In particular, the Execution, Optimization, and Report components are not discussed here, because the default implementations provided by the framework are usually sufficient.

#### 5.9.1 Simulation Component

Here is some example code that shows how to specify what kinds of market data to feed into the metastrategy. For example, the code below feeds both 60-second and daily bars into the metastrategy.

public class

Daily\_Simulation : SimulationManager {

public override void

**Init () {**

// the name “Bar.Time.60” tells the simulated data provider to // send 60-second (one minute) bars to the strategies.

//SendMarketDataRequest("Trade");

//SendMarketDataRequest("Quote");

SendMarketDataRequest("Bar.Time.60");

SendMarketDataRequest("Bar.Time.300"); // 5 minute bars

SendMarketDataRequest("Bar.Time.600"); // 1 hour bars

SendMarketDataRequest ("Daily"); // daily bars

}

The simulation component only specifies the kind of market data that the metastrategy wants to see. The simulation component does not specify particular instruments to trade—that’s the job of the MarketManager component within each individual strategy.

To see how instrument names (Market Manager) and market data series types (Simulation Manger) are combined to specify a complete data series name, take an instrument name (e.g. MSFT), and prepend it to a market data type string such as “Bar.Time.60” or “Daily.” You end up with something like “MSFT.Bar.Time.60” or “MSFT.Daily”, which are the same names that appear in the IDE database or DataCenter for known series names.

#### 5.9.2 MetaStrategy Money Component

The metastrategy Money component is intended to allocate money among individual strategies according to an algorithm of your choice. This component is called automatically on startup, so that it can allocate funds to individual strategies before the strategies are started.

Here is the code for the default MetaMoneyManager component, with a line of code added to print out a console message for debugging. The Allocate method is called automatically by the framework. The default behavior is to allocate money evenly among all strategies, according to a formula like “amount = MetaCash / number of strategies”. But you can write your own code in the Allocate method to use a more sophisticated allocation algorithm.

public class

Dummy\_Money : MetaMoneyManager {

public override void

**Init () {**

// Add your code here

}

public override void **Allocate () {**

Console.WriteLine ("MetaStrategy Money");

base.Allocate();

}

#### 5.9.3 Metastrategy Risk Component

The metastrategy risk component is intended to control risk at the metastrategy level. When you create a new MetaRiskManager component, it contains several special methods and events.

Here is the default code generated for a new MetaRiskManager component.

public class

Dummy\_Risk : MetaRiskManager {

public override void

**Init () {**

// Add your code here

}

public override double **GetPortfolioRisk () {**  return 1;

}

public override void **OnMetaStrategyStarted () {**

// Add your code here

}

public override void

**OnStrategyPortfolioValueChanged (Strategy strategy) {**

// Add your code here

}

}

The GetPortfolioRisk method is a helper method for calculating the risk of the overall portfolio at the metastrategy level. It operates like the GetPositionRisk (note “Position” versus “Portfolio”) method at the strategy level, but works with the portfolio, rather than with a single position.

The OnMetaStrategyStarted event handler is fired when the metastrategy is first started up, in case you want to allocate risk or equity among individual strategies before they are started.

The OnStrategyPortfolioValueChanged event handler is called every time the value of a portfolio for a particular strategy is changed by an incoming price from a new trade. Each individual strategy has its own portfolio. So if the portfolio value for a particular trading strategy starts to drop too much, this event handler can identify the strategy and take action to stop the losses (perhaps by restricting the trading equity allocated to the strategy).

#### 5.9.4 MetaStrategy Exposure Component

The partitioned framework provides two levels of exposure control—one at the strategy level, and one at the portfolio level. Both components receive the original trading Signal object as input, and both return either true (to accept the signal and trade) or false (to reject the signal and trade).

At the strategy level, a typical exposure rule might be “Block any big trades over $10,000.” You might, for example, consider putting this kind of a rule in your strategy exposure manager when you are testing out new trading strategies, to catch situations when the strategy goes wild and tries to make big trades. You could also log such attempts from the strategy level exposure manager.

At the metastrategy level, a typical exposure rule might be “Block any trades from any concurrently executing strategies that would cause more than 10% of portfolio equity to be invested.” You might consider a rule like this when you first start doing live trading, for example, to restrict the amount of equity that can be invested.

Here is the code for the default metastrategy exposure manager. By default, the component contains a **Validate** method that is called by the framework to get a true or false answer. The Validate method must return a Boolean value to accept (true) or reject (false) the signal.

The default code shown below has been modified to print out a runtime message so you can see which component gets called first at strategy runtime. (The strategy component gets called before the metastrategy exposure component.) Of course, instead of the text message shown here, you would normally add code to check your portfolio against your equity and position exposure rules.

// MetaStrategy level default exposure method public override bool

**Validate (Signal signal) {**

Console.WriteLine ("Hello from MetaStrategy Exposure component"); return base.Validate (signal);

}

# 6 SmartQuant Example Strategies

This section provides documented code for several different kinds of trading strategies. Some are strategies that ship with the SmartQuant system. One is from Chande’s book *Beyond Technical Analysis*, and most others are from Altucher’s book *Trade Like a Hedge Fund.*

## 6.1 Summary of Strategy Techniques by Strategy

For your convenience, here is a cross reference between some useful strategy coding techniques and the strategy examples that follow. The associations below tell you which strategies use which strategy techniques to implement the strategy.

Techniques are usually only mentioned in the first strategy that uses the technique, even if the technique is used again by other strategies.

#### 6.1.1 5% Panic Recovery

* Uses OnBar
* Define a strategy variables as a user-settable parameter
* Test for an open position (if HasPosition)
* Calculate a price 5% below the current bar
* Send a limit order
* Send a market order
* Cancel a buy order

#### 6.1.2 Four Days Down and Long

* Count number of down days
* Discusses how bars and orders and times are related

#### 6.1.3 Four Days Up and Short for 1% Profit

* Uses OnBar, OnPositionOpened
* Use of a profit target 1%
* Use limit order for a profit target

#### 6.1.4 Breakout with 4% Entry Limit

* Uses OnBar, OnBarOpen (to catch leading edge of bar)
* Calculate 4% above previous closing price

#### 6.1.5 Breakout with Multiple Exits

* Uses OnBar, OnPositionOpened, OnPositionClosed
* Uses OnStopExecuted
* Uses look back channel of 30 bars (find highest high in a series)
* Uses ATSStop as internal stop reminder
* Uses OCA One Cancels All order groups • Exit after N bars have elapsed
* Exit after a profit target has been reached
* Exit when a trailing stop is executed

#### 6.1.6 Bollinger Bands

* Uses Bollinger Bands for range trading
* Uses SMA simple moving average
* Uses Series.Contains(datetime) to check for enough bars

#### 6.1.7 Bollinger Bands with Profit Target

* Uses penetration level parameter for strength of band crossing
* Exits on profit target
* Exit after 4 days

#### 6.1.8 Simple Moving Average Crossover

* Uses two SMA moving averages
* Uses ECross objects to detect crossovers
* Exits on moving average crossover
* Exits on internal trailing stop *indicator* (ATSStop)
* Exits on external trailing stop order (resides on exchange servers)

#### 6.1.9 Slow Turtle Trend Following

* Trades only on Monday mornings
* Uses very long averages (100 and 385 days)
* Reverses positions by trading 2 times current position size

#### 6.1.10 Chande’s 65sma\_3cc Crossover Strategy

* Uses OnBar, OnBarOpened, OnStopExecuted, OnPositionChanged
* Uses 3 consecutive closes above SMA for confirmation of price move
* Uses ADX indicator (Average Directional Index)
* Uses RAVI indicator (Range Action Verification Index)
* Uses Position.Side to test for position type (long or short)
* Uses helper methods to manage exits, positions
* Exits on moving average crossover
* Exits after N bars
* Exits on internal trailing stop

#### 6.1.11 Stock 2% Gap

* Enters when prices gap down 2%
* Exits (issues the order) on the very next bar

#### 6.1.12 Stock Down, Stock 2% Gap

• Checks for a down day previous to the 2% gap down day

#### 6.1.13 QQQQ Gap Down 0.5%, Stock Down, Stock Gap 5%

* Works with two instruments at once
* Coordinates several entry conditions among two instruments

#### 6.1.14 QQQQ Gap 0.5%, Stock Down, Stock Gap 5%, Hold Overnight

• Holds a position overnight (one more bar, for daily bars)

#### 6.1.15 Unilateral Pairs Trading

* Uses OnBarSlice to manage two instruments at once
* Shows how to make calculations for a volatility trade
* Uses many series of prices, ratios, differences, and SMAs of them all
* Uses SMD (standard deviation series)

#### 6.1.16 QQQ Crash, QQQQ Trade

* Uses Bollinger bands
* Catches drastic price moves (1.5 std dev) using a short moving average (10 days)

#### 6.1.17 QQQ Crash, Stock Trade

* Uses multiple instruments simultaneously
* Trades a volatile index stock when the index itself crashes

#### 6.1.18 Bollinger Bands with 5-Minute Bars

* Uses OnTrade to look at trade data during bar formation
* Uses OnPositionValueChanged to monitor profit for profit target
* Uses OnPositionOpened to SetStop to set a time interval stop (not a price stop)
* Uses OnStopExecuted to set an exit flag after N minutes have elapsed
* Intended for quick intraday trades of 5 or 10 minutes in length
* Enters on a 3% drop
* Exits on a profit target of 1%
* Exits after 2 bars have passed
* Uses flags to control trade entry and exit

## 6.2 Pattern Matching Strategies

A pattern matching strategy is one that looks for special patterns in the incoming market data, and tries to make profitable trades on those special patterns. We start our strategy examples with pattern matching strategies, because they provide a gentle introduction to syntax.

#### 6.2.1 5% Down-In-One-Day Panic Recovery

This first strategy is really simple, so it has been placed first in the document. The concept behind this strategy is that sometimes the market panics over some news, and hammers down a stock price for a short time. After a few minutes or hours, people recover from their panic, realize that the stock price is too low, and buy long to bid the price back up.

At the end of each trading day (we assume daily bars here, like Altucher did in his book), this strategy receives the daily bar in the OnBar event handler. If no position is open, the strategy uses today’s closing price to calculate a new limit price that is 5% lower than today’s close, and issues a limit buy order to be executed at market open the following day.

In contrast, if a position is open at the end of the day, it means that a 5% gap happened sometime during today, and so the strategy immediately closes the position with a market order (which will be executed at market open the next morning). The thinking here is that the panic prices would have been corrected upward during the day to something more reasonable.

Notice how the timing of strategy decisions and actions is affected by when the bars arrive, and when the orders are executed. With daily bars, the strategy receives the daily bar at the end of each trading day, in the OnBar event handler. The OnBar event handler is executed on the trailing edge of each bar, at time that corresponds to the end of the trading day for daily bars. If you want to do something on the leading edge of a bar—meaning at the market open before the daily bar is constructed—then you should put your code in an OnBarOpen event handler.

using System; using System.Drawing; using System.ComponentModel; using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{db87cd53-b704-44cb-9480-d3d56c754ab7}",

ComponentType.ATSComponent,

Name = "Tech13\_System1\_ATS",

Description = "5% down Panic Recovery")] public class

**Tech13\_System1\_ATS : ATSComponent {**

// buy when a stock drops 5% in one day private double percent = 5;

// orders and trade quantity private SingleOrder buyOrder; private double qty = 100;

[Category ("Parameter"), Description ("Percent")] public double Percent { get { return percent; } set { percent = value; }

}

[Category ("Parameter"), Description ("Number of contracts to order")] public double Qty { get { return qty; } set { qty = value; }

}

public override void **OnBar (Bar bar) {**

// if we do not have a position, update the limit buy

// order to be 5% above today's close if (!HasPosition) {

// cancel the old limit order (it's out of date now) if (buyOrder != null) buyOrder.Cancel ();

// issue a new buy order at 5% below today's close

// this order will execute tomorrow if price is matched double buy\_price = bar.Close \* (1 - (percent / 100)); buyOrder = LimitOrder (Side.Buy, qty, buy\_price); buyOrder.Text = "Tech13\_System1 - Buy"; buyOrder.Send ();

}

// else we opened a position today using our limit

// order from yesterday, so now close the position at

// the end of today. We expect that such a big drop

// was freaky, and that prices recovered during the

// day. If not, this order stops further losses. else {

SingleOrder sellOrder = MarketOrder (Side.Sell, qty); sellOrder.Text = "Tech13\_System1 - Sell"; sellOrder.Send ();

}

}

}

#### 6.2.2 Four Down Days and Long

The concept of this strategy is to open a long position after a major market index has had 4 down days in a row. The theory is that 4 days of market momentum in a major market index is hard to maintain, and that an up day is soon to follow. You might have to wait a day or two for it to show up, but it will show up eventually.

This implementation buys at the market open on day 5 after 4 down days, and doesn’t wait around for multiple days for an up day. It just automatically issues a market sell order at the end of day 6 (when day 6 bar is received). The sell order will actually be executed by the exchange when the market opens on day 7.

Notice how the timing of strategy decisions and actions is affected by when the bars arrive, and when the orders are executed. With daily bars, the strategy receives the daily bar at the end of each trading day, in the OnBar event handler. The OnBar event handler is executed on the trailing edge of each bar, at time that corresponds to the end of the trading day for daily bars. If you want to do something on the leading edge of a bar—meaning at the market open before the daily bar is constructed—then you should put your code in an OnBarOpen event handler.

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{ba049d57-cffc-46df-91ee-68e0ada68336}",

ComponentType.ATSComponent,

Name = "Tech17\_System1\_ATS",

Description = "Four Down Days")] public class

**Tech17\_System1\_ATS : ATSComponent {**

// count of down days private int count; private double prevClose;

// amount to trade private double qty = 100;

[Category ("Parameter"), Description ("Quantity")] public double Qty { get { return qty; } set { qty = value; }

}

public override void

**Init () {**

prevClose = -1; count = 0;

}

public override void **OnBar (Bar bar) {**

// we need at least one bar to go by before we do anything if (prevClose == -1) {

// remember the first bar and return prevClose = bar.Close; return;

}

// if we don't have a position open, increment the count

// of down days (or reset it to zero) if (!HasPosition) { if (prevClose > bar.Close) count++; else count = 0;

// if this is the fourth down day, issue a market order // to open a long position tomorrow morning, on day 5 if (count == 4) {

MarketOrder order = MarketOrder (Side.Buy, qty); order.Text = "Tech17\_System2 - Buy"; order.Send ();

}

}

// else if we have a position open, close it now

// (today is the day after the trade was entered), // so “now” is actually end of day 6, and the trade // will be executed by the market on open day 7.

// All this discussion assumes daily bars, like the author did else {

MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech17\_System2 - Sell"; order.Send ();

}

// today's close now becomes the previous close for the

// down day calculation prevClose = bar.Close;

}

}

#### 6.2.3 Four Up Days and Short for 1% Profit

This strategy is a variation on the Four Down Days strategy. A plain Four Up Days (flip) of the down days strategy did not produce good results for Altucher, reinforcing his statement that going short is not the exact opposite of going long. So he provides this “up day” variation, which uses up days instead of down days, but it also enforces two extra conditions.

The first condition is that the fourth day up has to be a huge one (2% or more). After 3 days up already, going up 2% on the fourth day would be quite impressive. Theoretically, such a jump on the fourth day would be a strong invitation to long stock holders to take some profits off the table the next morning, thereby driving down the price. So this strategy issues a short order on the close of the fourth day, for execution at the open of the fifth day.

The second condition is that the strategy exits when it reaches a 1% profit target, and uses a limit order to implement the exit during trading day 5. If the position is still open at the end of day 5, the strategy issues a market order to close the position, for execution at market open on day 6. Keep in mind that this discussion assumes the use of daily bars (as the book author did).

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{429bc1f7-519f-425d-864f-892e54428958}",

ComponentType.ATSComponent,

Name = "Tech17\_System3\_ATS",

Description = "Four Up Days And Short for 1%")] public class

**Tech17\_System3\_ATS : ATSComponent {**

// count of up days private int count; private double prevClose;

// exit with a profit target of 1% private double profitTarget = 1; // last day up must be a big 2% up day private double upPercent = 2;

// orders and quantity private SingleOrder coverOrder; private SingleOrder shortOrder; private double qty = 100;

[Category ("Parameter"), Description ("Quantity")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Profit Target")] public double ProfitTarget { get { return profitTarget; } set { profitTarget = value; }

}

[Category ("Parameter"), Description ("Up Move (Percent)")] public double UpPercent { get { return upPercent; } set { upPercent = value; }

}

public override void

**Init () {**

prevClose = -1; count = 0;

}

public override void **OnBar (Bar bar) {**

// we need to let a bar go by to capture the prev close if (prevClose != -1) {

// if we don't have a position open, update the count

// of up days, and try to enter a trade if (!HasPosition) { if (prevClose < bar.Close) count++; else count = 0;

// if we have seen 4 up days, AND if the last day

// up was 2% or more, then open a new position,

// going short on the day's close if (count == 4) {

if ((bar.Close - prevClose)

/ prevClose >= upPercent / 100) {

shortOrder = MarketOrder (Side.Sell, qty); shortOrder.Text = "Tech17\_System3 - Sell"; shortOrder.Send ();

}

}

}

// if we have a position open, cancel our previous

// 1% profit target order, and close using a market order else {

coverOrder.Cancel ();

MarketOrder order = MarketOrder (Side.Buy, qty); order.Text = "Tech17\_System3 - Buy"; order.Send ();

}

}

// now today's close becomes the previous close prevClose = bar.Close;

}

public override void **OnPositionOpened () {**

// when we open a position, immediately issue a limit order

// for our 1% profit target

double target\_price = shortOrder.AvgPx \* (1 - profitTarget / 100); coverOrder = LimitOrder (Side.Buy, qty, target\_price); coverOrder.Text = "Tech17\_System3 - Buy"; coverOrder.Send ();

}

}

## 6.3 Breakout Strategies

The concept of a breakout strategy is to monitor prices over a period of time (called the look back time, or the breakout channel length) so that you can determine a trading range for past prices.

Then when a new price move suddenly “breaks out” of the usual trading channel, it could be the beginning of a big new price move upward.

So when a breakout strategy sees current prices break out of the usual trading channel, it opens a trading position and holds it until some exit criterion is satisfied. Many exit criteria are possible— you can exit after N bars go by, after a profit target has been reached, or after the trade goes against you and your stop loss order is executed.

#### 6.3.1 Breakout with 4% Entry Limit

The rationale behind this simple breakout strategy is to take advantage of a big (4%) daily move upward that would likely squeeze all those short sellers who were hoping the stock would go down. This strategy thinks that moving 4% up in a single day is such a big move that it would scare all the short sellers into covering their positions by buying long, thereby driving the price up even further the next day. (Of course, contrarian traders would be thinking of going short the next day, to take advantage of a price recovery to lower levels.)

This strategy uses the OnBarOpen event handler, so that all trading events take place at the beginning of the day, at market open (on the leading edge of the daily bar).

As each day begins, the strategy calculates an entry price 4% higher than yesterday’s close, and issues a limit order to open a long position if that price is reached. The next morning, if a position exits (opened during yesterday’s trading), the strategy issues a market order to close the position.

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{001ab71e-8794-4dee-8c5c-5f7c158f5fcb}",

ComponentType.ATSComponent,

Name = "Tech17\_System4\_ATS",

Description = "The 4 Percent Breakout Move")] public class

**Tech17\_System4\_ATS : ATSComponent {**

// enter trade on 4 breakoutPercent breakout private double breakoutPercent = 4;

// orders and trade quantity private SingleOrder buyOrder; private int qty = 100;

// for calculating breakout price limit private double prevClose;

[Category ("Parameter"), Description ("Quantity")] public int Qty {

get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Percent")] public double Percent { get { return breakoutPercent; } set { breakoutPercent = value; }

}

public override void

**Init () {**

prevClose = -1;

}

public override void **OnBarOpen (Bar bar) {**

// we need to let the first bar go by before we can

// calculate the breakout limit if (prevClose != -1) {

// if we do not have a position, then cancel the

// previous limit order (it is out of date) if (!HasPosition) { if (buyOrder != null) buyOrder.Cancel ();

// now try to enter a trade by setting a limit order // to automatically buy in if the big 4% jump arrives.

// This order will reside on the exchange servers, and

// will execute during the day if the limit is triggered. double breakout\_fraction = 1 + (breakoutPercent / 100); double breakout\_price = prevClose \* breakout\_fraction; buyOrder = StopOrder (Side.Buy, qty, breakout\_price); buyOrder.Text = "Tech17\_System4 - Buy"; buyOrder.Send ();

}

// if we have a position open, then close it now.

// Now (which is the leading edge of today's daily bar)

// is the start of the day after the trade was opened. else {

MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech17\_System3 - Sell"; order.Send ();

}

}

}

public override void **OnBar (Bar bar) {**

// update the prevClose value for the breakout calculation prevClose = bar.Close;

}

}

#### 6.3.2 Breakout with Multiple Exits

The following example implements a simple breakout strategy using an integrated framework. (As you will see, all the examples use the integrated framework because the code is so much easier to write.) By default, this strategy looks back 30 bars to detect breakouts, and exits when one of its three possible exit criteria is satisfied. It can exit after 10 bars have gone by. It can exit when a profit target has been reached. And it can exit when a trailing stop limit is reached.

Notice the use of a stop indicator, rather than a stop order, to exit the trade with a trailing stop. The stop is just a stop that is maintained by the strategy framework (not the broker). The trailing stop fires when an incoming trade price reaches the stop limit, and the OnStopExecuted event handler is called. The event handler issues a market order to close the position. This way, no stop order is ever issued to the broker (perhaps some brokers or exchanges don’t take trailing stops).

using System; using System.Drawing; using System.ComponentModel; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.Series; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution; using SmartQuant.Trading; using SmartQuant.Providers;

[StrategyComponent ("{0f2cec85-e5f3-4314-b396-25a4e1268bff}",

ComponentType.ATSComponent,

Name = "Breakout\_ATS",

Description = "SmartQuant Example")] public class

**Breakout\_ATS : ATSComponent {**

// a series to store bars that form the breakout channel

// By default we want to look back 30 days (bars) BarSeries series;

int length = 30;

// set stop loss at 98% of today's closing price

// which is a stop loss of 2% below today's close double stopOCALevel = 0.98;

// set profit target to 5% above today's close double limitOCALevel = 1.05; int OCACount = 0;

// stop order parameters ATSStop stop;

double stopLevel = 0.05;

StopType stopType = StopType.Trailing; StopMode stopMode = StopMode.Percent;

// entry and exit control flags // we have three ways of exiting here, controlled

// by the Properties panel bool entryEnabled = true;

// only use one exit method at a time bool ocaExitEnabled = true; bool timeExitEnabled = false; bool stopExitEnabled = false; // orders we use for this strategy

SingleOrder marketOrder;

SingleOrder limitOrder;

SingleOrder stopOrder;

// buy 100 shares at a time double qty = 100;

// exit breakout trades after 10 bars go by int barCount; int barsToExit = 10;

public

Breakout\_ATS () : base () { }

[Category ("Parameters")] public int Length { get { return length; } set { length = value; }

}

[Category ("OCA")] public double StopOCALevel { get { return stopOCALevel; } set { stopOCALevel = value; }

}

[Category ("OCA")] public double LimitOCALevel { get { return limitOCALevel; } set { limitOCALevel = value; }

}

[Category ("Exit")] public bool OCAExitEnabled { get { return ocaExitEnabled; } set { ocaExitEnabled = value; }

}

[Category ("Exit")] public bool TimeExitEnabled { get { return timeExitEnabled; } set { timeExitEnabled = value; }

}

[Category ("Exit")] public bool StopExitEnabled { get { return stopExitEnabled; } set { stopExitEnabled = value; }

}

[Category ("Exit")] public int BarsToExit { get { return barsToExit; } set { barsToExit = value; }

}

[Category ("Stop")] public double StopLevel { get { return stopLevel; } set { stopLevel = value; }

}

[Category ("Stop")] public StopType StopType { get { return stopType; } set { stopType = value; }

}

[Category ("Stop")] public StopMode StopMode { get { return stopMode; } set { stopMode = value; }

}

[Category ("Money")] public double Qty { get { return qty; } set { qty = value; }

}

public override void

**Init () {**

// attach a new series to store bars series = new BarSeries ();

}

public override void **OnBar (Bar bar) {**

// entry is disabled if we have an existing trade in play if (entryEnabled) {

// don't trade until we accumulate enough bars in our series

// for a proper look back of "length" bars into the past

// channel that we are trying to break out of if (series.Count > length)

// if today's high is higher than all bars in the

// lookback period of length "length" (30 by default) if (bar.High > series.HighestHigh (length)) {

// then we are breaking out long, so issue a long

// side market buy order to open a position marketOrder = MarketOrder (Instrument, Side.Buy, qty); marketOrder.Text = "Entry"; marketOrder.Send ();

// if one cancels all exit method is desired, we

// also issue a limit (profit target) order, and // a stop loss order in case the breakout fails.

// The OCA exit method uses a real stop loss order.

// The Stop exit method uses a stop indicator. // Use either the OCA or Stop method, not both at once.

if (ocaExitEnabled) {

// create and send a profit limit order double profitTarget = limitOCALevel \* bar.Close;

limitOrder = LimitOrder (Instrument, Side.Sell, qty,

profitTarget);

limitOrder.OCAGroup = "OCA " + Instrument.Symbol + " "

+ OCACount;

limitOrder.Text = "Limit OCA " + OCACount; limitOrder.Send ();

// create and send a stop loss order double lossTarget = stopOCALevel \* bar.Close;

stopOrder = StopOrder (Instrument, Side.Sell, qty,

profitTarget);

stopOrder.OCAGroup = "OCA " + Instrument.Symbol + " "

+ OCACount;

stopOrder.Text = "Limit OCA " + OCACount; stopOrder.Send ();

// bump the OCA count to make OCA group strings unique OCACount++;

}

// prevent further entries since we have entered already entryEnabled = false; barCount = 0;

}

}

// if entry is disabled on this bar, we have an open position else {

// increment bar count seen while position is open

// this count is used for the bar count exit method barCount++;

// if we want to exit the trade based on time, we use the

// bar count as a proxy for elapsed time, and issue a market

// sell order. Only one of OCA, Stop, or Time exit methods // should be enabled at the same time.

if (timeExitEnabled && (barCount > barsToExit)) { marketOrder = MarketOrder (Instrument, Side.Sell, qty); marketOrder.Text = "Time Exit"; marketOrder.Send ();

// also enable entries, since we closed our position entryEnabled = true;

}

}

// store the current bar in our series array, so we can look

// back to spot breakouts from past bars series.Add (bar);

}

public override void **OnPositionOpened () {**

// if we want to exit trades using the Stop method, set a

// a trailing stop indicator when the position is

// first opened. The stop indicator is not a stop loss // order that can be executed by a broker. Instead, the stop // just fires the OnStopExecuted event when it it triggered. if (stopExitEnabled)

stop = SetStop (stopLevel, stopType, stopMode);

}

public override void **OnPositionClosed () {**

// when a position is closed, cancel the limit and stop

// orders that might be associated with this position.

// But only cancel if the order has not been filled or

// not been cancelled already.

if (ocaExitEnabled &&

!(limitOrder.IsFilled || limitOrder.IsCancelled)) {

limitOrder.Cancel ();

}

// allow entries once again, since our position is closed entryEnabled = true;

}

public override void **OnStopExecuted (ATSStop stop) {**

// if our trailing stop indicator was executed, // issue a market sell order to close the position. marketOrder = MarketOrder (Instrument, Side.Sell, qty); marketOrder.Text = "Stop Exit"; marketOrder.Send ();

}

}

Of course, the breakout strategy shown above could be modified to use different channel lengths, different means of calculating the breakout channel limits (e.g. if prices went outside Bollinger bands, or if a particular volume was required on the breakout), and could use different means of maintaining or exiting the trade.

#### 6.3.3 Confirmation Methods

When a potential trade signal is at hand, such as prices breaking out of a channel, some strategies prefer to “confirm” the breakout action by checking for additional conditions that must be satisfied before entering a trade. These conditions are not part of the breakout signal itself, but instead are confirmations obtained from other sources that are different than the source of the breakout signal itself.

For example, suppose a breakout signal was defined as in the example above, such that a bar with a High > the highest High of the past 30 bars met the definition of a breakout signal. How could a strategy further verify that the breakout was a quality breakout by checking other conditions?

One possible confirmation could be to require that the current High exceed the highest High in the look back period by a particular amount. More of a gap could imply more probability of success.

Another method might be to require that the current bar Close be higher than the highest High. Yet another method might be to require 3 more consecutive closes that are each higher than the one before, where the first one is the breakout signal. This “3cc” method is used in a strategy example later in this document.

Still another method might be to check several other technical indicators, moving averages, or other sources of information to detect and filter out low quality breakouts. Many different kinds of confirmation methods are possible, limited only by your imagination.

## 6.4 Range Trading Strategies

When instrument prices trade sideways within a range of prices, we say that the prices are “in a trading range.” We can model the range technically using trading *bands* or *envelopes* of various kinds to model the upper and lower limits of the price trading range.

Most band and envelope models use a central moving average to represent the center of the trading range. Obviously the moving average can drift upward or downward to some extent as it follows prices. If it drifts up or down too much, we would say that prices are trending rather than ranging, but that doesn’t matter for the purposes of this discussion.

The outer bands are commonly calculated using various mixes of percentages of the moving average price, the standard deviation of the price series, or the highest high and lowest low of the past N bars in the series. Each of these methods has advantages and disadvantages.

As a general rule, long range trading strategies try to buy at the low end of the range, and sell at the middle (moving average line) or high end (upper band limit). Short range trading strategies try to do the opposite—sell high first, and then buy back when prices move back to the center line.

#### 6.4.1 Bollinger Bands

Bollinger bands are calculated using the standard deviation of the difference between prices and a central moving average line. Since Bollinger bands use standard deviations, they move apart during volatile price times, and get narrower during quiet price movement times.

Since range trading is basically a volatility technique (you trade edges against a center line), it works well in sideways markets where your open trades are not exposed to very much trending price action. That is, in sideways markets, there is a lower probability that your trade will go against you. But be aware, if a breakout occurs against your range trade, you can lose lots of money if you don’t have a stop loss in place.

The implementation shown here does not use stop losses, so it has no downside protection.

In the code that follows, the strategy tries to trade long by buying at the lower Bollinger band limit and selling when prices go up and reach the moving average line. The strategy constantly watches prices (bars), so it can update both the buy point and sell point as prices move around.

The strategy constantly updates the buy limit order at the broker while no position is open. When a buy occurs, the OnPositionOpened event handler is called to issue a sell limit order. From that point on, the strategy updates only the exit limit order, until the sell point is reached and the position is closed. Then the cycle repeats.

This strategy is effective in sideways markets and upward trending markets, if false breakouts and down trending markets don’t go against you too often. Of course you should add a stop loss mechanism to this strategy for downside protection before using it in real life. Also pay close attention to transaction costs, because small price moves don’t usually provide much profit.

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{3362fbfa-b3db-48b8-8b44-e4e06475461a}",

ComponentType.ATSComponent, Name = "Tech5\_System1\_ATS",

Description = "Bollinger Band System1")] public class

**Tech5\_System1\_ATS : ATSComponent {**

// for bollinger band series private BBL bbl; private double bblOrder = 2;

// for simple moving average private SMA sma; private int smaLength = 20; // order quantity and types private double qty = 100; private SingleOrder buyOrder; private SingleOrder sellOrder;

[Category ("Parameter"), Description ("Number of contracts to order")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Order of BBL")] public double BBLOrder { get { return bblOrder; } set { bblOrder = value; }

}

[Category ("Parameter"), Description ("Length of SMA")]

[OptimizationParameter (5, 20, 1)] public int SMALength { get { return smaLength; } set { smaLength = value; }

}

public override void

**Init () {**

// get reference to bar series for current instrument

// Instrument is a property of the base class

BarSeries bars = Bars[Instrument]; // set up the moving averages sma = new SMA (bars, smaLength); sma.Color = Color.Green; Draw (sma, 0);

// set up bollinger bands bbl = new BBL (bars, smaLength, bblOrder);

bbl.Color = Color.Blue;

Draw (bbl, 0);

}

public override void **OnBar (Bar bar) {**

// always a good practice to be sure a series contains

// a bar for a particular date before you try to use it if (bbl.Contains (bar.DateTime)) {

// We are always trying to buy at the lower Bollinger

// limit, and sell when the price goes up to the

// latest SMA value. So we are constantly // updating both the buy point and the sell point.

// if we don't have an open position in this instrument,

// update the buy point to the latest lower bbl limit if (!HasPosition) { if (buyOrder != null) buyOrder.Cancel ();

buyOrder = LimitOrder (Side.Buy, qty, bbl.Last); buyOrder.Text = "Tech5\_System1 - Buy"; buyOrder.Send ();

}

// else if we already have a position going, update

// the sell point to follow the latest SMA value else {

UpdateExitLimit ();

}

}

}

public override void **OnPositionOpened () {**

UpdateExitLimit ();

}

private void **UpdateExitLimit () {**

// cancel old exit point order, if it exists if (sellOrder != null) sellOrder.Cancel (); // Issue a new order with the latest SMA value. This is

// kind of a "trailing SMA sell order" that follows the SMA.

sellOrder = LimitOrder (Side.Sell, qty, sma.Last); sellOrder.Text = "Tech5\_System1 - Sell"; sellOrder.Send ();

}

}

#### 6.4.2 Bollinger Bands with Profit Target

This example is like the basic Bollinger Band example above, but it adds three refinements. First, it demands that prices really punch through the lower Bollinger limit before buying. If 0 is the low limit, and 100 the high limit, this strategy buys only if prices are 20% of the band width below the lower limit. Second, it exits when a profit target of 15% is reached. Third, it exits after 4 days if the profit target has not been reached.

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{51b48698-5012-44f9-abe3-4741e07a33bf}",

ComponentType.ATSComponent, Name = "Tech5\_System2\_ATS",

Description = "Bollinger Band with Profit Target")] public class

**Tech5\_System2\_ATS : ATSComponent {**

// B is a measure of how decisively prices break the

// bands. B is negative below the lower band, 0 at

// the lower band, 100 at the high band, and

// > 100 higher than the high band.

private B b;

// buy long when b is 20 below the low band private double bLevel = -20;

// 10 day moving average, 1.5 std deviation bands private int bLength = 10; private double bOrder = 1.5;

// we exit at a profit target private double profitPercent = 15;

// we exit after 4 days (bars) private int maxDuration = 4; private DateTime entryDate; private DateTime exitDate; private double exitPrice; private bool waiting;

// orders and quantity private double qty = 100; private SingleOrder sellOrder; private SingleOrder buyOrder;

[Category ("Parameter"), Description ("%b level to long")] public double BLevel { get { return bLevel; } set { bLevel = value; }

}

[Category ("Parameter"), Description ("Number of contracts to order")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Percent profit targe")] public double ProfitPercent { get { return profitPercent; } set { profitPercent = value; }

}

[Category ("Parameter"), Description ("Max number of days, while position is active")] public int MaxDuration { get { return maxDuration; } set { maxDuration = value; }

}

[Category ("Parameter"), Description ("Length of %B")] public int BLength { get { return bLength; } set { bLength = value; }

}

[Category ("Parameter"), Description ("Order of %B")] public double BOrder { get { return bOrder; } set { bOrder = value; }

}

public override void

**Init () {**

// get ref to bar series for this instrument

BarSeries bars = Bars[Instrument];

// set up bollinger bands

BBL bbl = new BBL (bars, bLength, bOrder); bbl.Color = Color.Blue;

Draw (bbl, 0);

// set up a series for B (breakout force) value b = new B (bars, bLength, bOrder);

b.Color = Color.Blue;

Draw (b, 2);

}

public override void **OnBar (Bar bar) {**

// good practice to check if a series has the date

// you are interested in before you try to use it if (b.Contains (bar.DateTime)) {

// if we don't have a position and prices are

// 20 below the lower band, open a long position if (!HasPosition) {

if (b[bar.DateTime] \* 100 <= bLevel) { buyOrder = MarketOrder (Side.Buy, qty); buyOrder.Text = "Tech5\_System2 - Buy"; buyOrder.Send ();

}

}

}

}

public override void **OnPositionOpened () {**

// when a position is opened, calculate profit target exitPrice = buyOrder.AvgPx \* (1 + profitPercent / 100);

// and calc N trading days left until the exit day entryDate = Clock.Now.Date; waiting = true; exitDate = entryDate.Date; int days = maxDuration + 1; while (days > 0) { exitDate = exitDate.AddDays (1); if (exitDate.DayOfWeek != DayOfWeek.Sunday && exitDate.DayOfWeek != DayOfWeek.Saturday) days--;

}

}

public override void **OnBarOpen (Bar bar) {**

// on the leading edge of each new bar (market open)

// if we have a position open, try to exit if (HasPosition) {

// if we have not reached the days limit,

// issue a sell limit order for the profit target if (waiting && bar.DateTime >= entryDate.AddDays (1)) { PlaceExit (); waiting = false;

}

// if we \_have\_ reached the exit day (4 days after entry),

// cancel the profit target sell order, and issue a new

// market order to close the position now.

if (bar.DateTime >= exitDate) { if (sellOrder != null) sellOrder.Cancel ();

MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech5\_System2 - Sell (Max Duration)"; order.Send ();

}

}

} private void **PlaceExit () {**

// cancel existing sell order if there is one if (sellOrder != null) sellOrder.Cancel ();

// issue a new sell limit order at the profit target price sellOrder = LimitOrder (Side.Sell, qty, exitPrice); sellOrder.Text = "Tech5\_System2 - Sell (Profit Target)"; sellOrder.Send ();

}

}

## 6.5 Trend Following Strategies

Moving average strategies are probably the most well known of all computer trading strategies. Typically they are implemented with a goal of following a trend in price movement, so many moving average strategies are also trend following strategies. Notice that “trend following” is the goal of the strategy, and the implementation method is “moving average crossover.”

Of course moving average methods can be used with strategies whose goal is to NOT go with the trend. For example, maybe strategies want to use moving averages to go *against* the trend, or to use moving averages as confirmation signals, or exit-only signals. The main point here is that moving averages have many possible purposes beyond trend following.

#### 6.5.1 Simple Moving Average Crossover

The following moving average crossover strategy ships with the SmartQuant system, and uses moving average crossovers to enter trades. This strategy (like the breakout strategy shown above) has three methods for exiting a trade. It can use the moving averages, the OCA One Cancels All method, or a trailing stop indicator method (which initiates a market order to close the position).

Notice the use of a trailing stop indicator, rather than a stop order, to exit the trade. The stop is just a stop that is maintained by the strategy framework (not the broker). The trailing stop fires when an incoming trade price reaches the stop limit, and the OnStopExecuted event handler is called. The event handler issues a market order to close the position. This way, no stop order is ever issued to the broker (perhaps some brokers or exchanges don’t take trailing stops).

using System; using System.Windows.Forms; using System.Drawing; using System.ComponentModel;

using SmartQuant.FIX; using SmartQuant.Optimization; using SmartQuant.Data; using SmartQuant.Series; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution; using SmartQuant.Trading; using SmartQuant.Providers; [StrategyComponent ("{75445e02-c779-4420-a3cf-4943be3014b2}",

ComponentType.ATSComponent,

Name = "Crossover\_ATS", Description = "")]

public class

**Crossover\_ATS : ATSComponent {**

// this strategy uses some of the same exit methods

// as the breakout strategy described earlier. Look

// there for additional documentation

// lengths and colors of the simple moving averages int length1 = 3; int length2 = 7; Color color1 = Color.Red;

Color color2 = Color.Blue;

SMA sma1;

SMA sma2;

// only one trade is allowed at a time bool entryEnabled = true; // we have three ways to exit. Use only

// one exit method at a time. bool crossoverExitEnabled = true; bool ocaExitEnabled = true; bool stopExitEnabled = true; // parameters for the OCA exit method

// OCA method uses a real stop loss order double stopOCALevel = 0.98; double limitOCALevel = 1.05; int OCACount = 0; // parameters for trailing stop exit method // Stop method does not use a real stop order.

// It just uses an internal framework event. ATSStop stop; double stopLevel = 0.05; StopType stopType = StopType.Trailing;

StopMode stopMode = StopMode.Percent;

// for the orders used by this strategy

SingleOrder marketOrder, limitOrder, stopOrder;

// number of shares to buy double qty = 100;

[Category ("SMA")] public int Length1 { get { return length1; } set { length1 = value; }

}

[Category ("SMA")] public int Length2 { get { return length2; } set { length2 = value; }

}

[Category ("SMA")] public Color Color1 { get { return color1; } set { color1 = value; }

}

[Category ("SMA")] public Color Color2 { get { return color2; } set { color2 = value; }

}

[Category ("OCA")] public double StopOCALevel { get { return stopOCALevel; } set { stopOCALevel = value; }

}

[Category ("OCA")] public double LimitOCALevel { get { return limitOCALevel; } set { limitOCALevel = value; }

}

[Category ("Stop")] public double StopLevel { get { return stopLevel; } set { stopLevel = value; }

}

[Category ("Stop")] public StopType StopType { get { return stopType; } set { stopType = value; }

}

[Category ("Stop")] public StopMode StopMode { get { return stopMode; } set { stopMode = value; }

}

[Category ("Exit")] public bool CrossoverExitEnabled { get { return crossoverExitEnabled; } set { crossoverExitEnabled = value; }

}

[Category ("Exit")] public bool OCAExitEnabled { get { return ocaExitEnabled; } set { ocaExitEnabled = value; }

}

[Category ("Exit")] public bool StopExitEnabled { get { return stopExitEnabled; } set { stopExitEnabled = value; }

}

[Category ("Money")] public double Qty { get { return qty; } set { qty = value; }

} public

**Crossover\_ATS () : base () { }**

public override void

**Init () {**

// get reference to incoming bar series

BarSeries series = DataManager.Bars[Instrument]; // set up the moving averages, based on closing prices sma1 = new SMA (series, length1, BarData.Close, color1); sma2 = new SMA (series, length2, BarData.Close, color2); sma1.Color = Color.Green; sma2.Color = Color.Blue;

// 0 means draw both averages on the price chart

Draw (sma1, 0);

Draw (sma2, 0);

}

public override void **OnBar (Bar bar) {**

// does the fast average cross over the slow average?

// if so, time to buy long

ECross cross = sma1.Crosses (sma2, bar.DateTime); // we only allow one active position at a time if (entryEnabled) {

// if price trend is moving upward, open a long

// position using a market order, and send it in if (cross == ECross.Above) {

marketOrder = MarketOrder (Instrument, Side.Buy, qty); marketOrder.Text = "Entry"; marketOrder.Send ();

// if one cancels all exit method is desired, we

// also issue a limit (profit target) order, and // a stop loss order in case the breakout fails.

// The OCA exit method uses a real stop loss order.

// The Stop exit method uses a stop indicator. // Use either the OCA or Stop method, not both at once.

if (ocaExitEnabled) {

// create and send a profit limit order double profitTarget = limitOCALevel \* bar.Close;

limitOrder = LimitOrder (Instrument, Side.Sell, qty,

profitTarget);

limitOrder.OCAGroup = "OCA " + Instrument.Symbol + " "

+ OCACount;

limitOrder.Text = "Limit OCA " + OCACount; limitOrder.Send ();

// create and send a stop loss order

double lossTarget = stopOCALevel \* bar.Close;

stopOrder = StopOrder (Instrument, Side.Sell, qty,

lossTarget);

stopOrder.OCAGroup = "OCA " + Instrument.Symbol + " "

+ OCACount;

stopOrder.Text = "Stop OCA " + OCACount; stopOrder.Send ();

// bump the OCA count to make OCA group strings unique

OCACount++;

}

entryEnabled = false;

}

}

// else if entry is disabled on this bar, we have an open position else {

// if we are using the crossover exit, and if the fast

// average just crossed below the slow average, issue a // market order to close the existing position

if (crossoverExitEnabled) if (cross == ECross.Below) {

marketOrder = MarketOrder (Instrument, Side.Sell, qty); marketOrder.Text = "Crossover Exit"; marketOrder.Send ();

}

}

}

public override void **OnPositionOpened () {**

// if we want to exit trades using the Stop method, set a

// a trailing stop indicator when the position is

// first opened. The stop indicator is not a stop loss // order that can be executed by a broker. Instead, the stop // just fires the OnStopExecuted event when it it triggered. if (stopExitEnabled)

stop = SetStop (stopLevel, stopType, stopMode);

}

public override void **OnPositionClosed () {**

// when a position is closed, cancel the limit and stop

// orders that might be associated with this position.

// But only cancel if the order has not been filled or

// not been cancelled already.

if (ocaExitEnabled &&

!(limitOrder.IsFilled || limitOrder.IsCancelled)) {

limitOrder.Cancel ();

}

// allow entries once again, since our position is closed entryEnabled = true;

}

public override void

**OnStopExecuted (ATSStop stop) {**

// if our trailing stop indicator was executed, // issue a market sell order to close the position. marketOrder = MarketOrder (Instrument, Side.Sell, qty); marketOrder.Text = "Stop Exit"; marketOrder.Send ();

}

}

#### 6.5.2 “Slow Turtle” Trend-Following

The original Turtle system was made famous because it was supposed to show that anyone could become a good commodities trader—all you needed was to follow some specific rules that implemented a good trading system.

The implementation shown below is based on Altucher’s book, which uses its own choice of 22 *week* (100 day) and 55 *week* (385 day) moving averages. This is what he calls a “slow turtle” strategy that is intended to catch very long (and major) trends. He does this by using very long moving averages. The original Turtle system used shorter averages. (It is worth saying that there are many variations of the Turtle system on the Internet.)

There are three interesting things about this single-state (always in the market) implementation. It uses very long moving averages (100 and 385 days). It only trades on Monday mornings (in the OnBarOpen method). And it reverses existing positions by buying or selling a trade quantity that is twice the size of the existing position.

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{d807c95d-a801-48c0-9330-04b9800dbd99}",

ComponentType.ATSComponent,

Name = "Tech7\_System\_ATS",

Description = "Altucher Version of the Turtle System")] public class

**Tech7\_System\_ATS : ATSComponent {**

// quantity to buy on a trade private double qty = 100;

// two moving averages private SMA fastSMA; private int fastSMALength = 22; private SMA slowSMA;

private int slowSMALength = 55;

private DateTime buyEntryDate = DateTime.MaxValue; private DateTime sellEntryDate = DateTime.MaxValue;

[Category ("Parameter"), Description ("Number of contracts to order")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Length of SMA in weeks")] public int FastSMALength { get { return fastSMALength; } set { fastSMALength = value; }

}

[Category ("Parameter"), Description ("Length of SMA in weeks")] public int SlowSMALength { get { return slowSMALength; } set { slowSMALength = value; }

}

public override void

**Init () {**

// get a reference to bar series for current instrument

BarSeries bars = Bars[Instrument];

// set up the fast average

fastSMA = new SMA (bars, fastSMALength \* 7);

fastSMA.Color = Color.Blue; Draw (fastSMA, 0);

// set up the slow average

slowSMA = new SMA (bars, slowSMALength \* 7);

slowSMA.Color = Color.Red;

Draw (slowSMA, 0);

}

public override void **OnBarOpen (Bar bar) {**

// calc quantity to reverse a position double orderQty = 2 \* qty; if (!HasPosition) orderQty = qty;

// The strategy always trades on Monday morning.

// if today is =Monday or past a Monday holiday

// open a new position long (or reverse an existing short pos) if (buyEntryDate <= bar.DateTime) {

MarketOrder order = MarketOrder (Side.Buy, orderQty); order.Text = "Tech7\_System - Buy"; order.Send ();

// reset the entry date to infinity.

// The entry date will be reset next time we need to buy,

// and the infinity will prevent this code from being executed

// again until we need to execute it buyEntryDate = DateTime.MaxValue;

}

// if today is =Monday or past a Monday holiday

// Open a short position (or reverse a long position) if (sellEntryDate <= bar.DateTime) {

MarketOrder order = MarketOrder (Side.SellShort, orderQty); order.Text = "Tech7\_System - Sell Short"; order.Send ();

// reset next sell date to infinity to // avoid executing this code until we need to sellEntryDate = DateTime.MaxValue;

}

}

public override void **OnBar (Bar bar) {**

// if our SMAs contain the current bar date if (fastSMA.Contains (bar.DateTime) && slowSMA.Contains (bar.DateTime)) {

// see which one is above the other

ECross cross = fastSMA.Crosses (slowSMA, bar.DateTime);

// the strategy always buys or sells on a Monday morning

// So this code finds the Monday, and the trade is executed

// in the OnBarOpen event handler on Monday morning

DayOfWeek dayofweek = (int)bar.DateTime.DayOfWeek; DateTime monday;

monday = bar.DateTime.AddDays (7 - (dayofweek - 1) % 7); if (cross == ECross.Above) buyEntryDate = monday; if (cross == ECross.Below) sellEntryDate = monday;

}

}

}

#### 6.5.3 Chande’s 65sma\_3cc Strategy

This strategy is a moving average crossover strategy from Chande’s *Beyond Technical Analysis* book. It uses a 65 day simple moving average (65sma), and an addition confirmation condition of “three consecutive closes” (3cc). Thus the name of this strategy is called “65sma\_3cc.”

Like other strategies shown previously, this strategy enters on a single condition (moving average crossover with 3 consecutive higher closes), but can use three possible exit methods. It can exit after a particular number of bars go by, it can exit on a trailing stop, or it can exit on a moving average crossover in the opposite direction. The moving average crossover exit is called the “trend following exit” in the code.

This is a more complex strategy than the ones previously shown, because it uses several new technical indicators to control trade entries and exits. In particular, to avoid trading whipsaws, this strategy uses two trade entry filters based on ADX and RAVI index values.

ADX stands for Average Directional Index. This is a technical indicator that helps to recognize trending markets, so that trend following systems can avoid being whipsawed by fast reversals in moving average crossovers in flat or sideways markets. When this index rises, it indicates a trending market; when it falls, a sideways market. Typically, when the ADX indicator is above 40, and then falls, a sideways or consolidating market is emerging. Conversely, when the indicator is below 20 and then rises, a trending market is emerging. The 65sma\_3cc strategy uses an ADX filter to avoid entering new trades in a sideways market.

RAVI stands for Range Action Verification Index. This is a technical indicator that also helps to recognize trending markets, for the same purpose of helping trend following systems to avoid entering whipsaw trades in sideways markets. The RAVI index is a moving average crossover system itself—it uses a 7-day fast average and a 65-day slow average. The RAVI index value is defined as the absolute value of the percentage difference between the 7 and 65 day averages. When a market is moving sideways, the two averages tend to have the same values, so the difference is small. Conversely, when the market is trending, the fast average rapidly pulls away from the slow average, producing a larger difference and larger index value. Generally speaking, a RAVI value below 3 percent indicates sideways prices, and above 3 percent, trending prices.

The properties parameters defined for the 65sma\_3cc strategy enable you to choose which filter you want to use (ADX or RAVI), and also let you control a variety of moving average lengths, stop loss limits, and other strategy parameter values. Chande says that this strategy (not this particular implementation of it) has been tested on 20 years of data for 23 different markets, and that it was robust and profitable on each one. So this should be a good example of a computerized trend following system.

Finally, notice that this strategy has more user-settable properties and many more helper methods than do other strategies in this document. The helper methods increase code readability because they isolate utility code into small, manageable pieces.

Here is the complete code for the strategy.

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

// this enum defines allowed filter values

public enum FilterType {

None,

RAVI,

ADX

}

[StrategyComponent ("{9c5c20ff-0008-4728-9c3c-b700efbfec60}",

ComponentType.ATSComponent,

Name = "SMA\_3CC", Description = "")]

public class

**SMA\_3CC : ATSComponent {**

// the slow average is 65 bars long by default private SMA sma;

private int smaLength = 65;

// only enter new trades if no position exists private bool entryEnabled = false;

// for consecutive closes private int ccCount = 0; private int consClosesCount = 3;

// record the crossing state

private ECross smaCross = ECross.None;

// for the bar count exit method private bool barCountExitEnabled = false; private int barsToExitCount = 20; private int barsFromEntry = 0;

// for the trailing stop exit method private bool trailingStopEnabled = false; private double trailingStopLevel = 500; private ATSStop trailingStop;

// Exit when High/Low exceed previous price range private bool trendFollowingExitEnabled; private int trendFollowingExitLength = 14; private bool exitOnBarOpen = false;

// RAVI Filter parameters private SMA shortSMA; private int shortSMALength = 7; private double raviLevel = 0.5; // ADX Filter parameters private ADX adx; private int adxLength = 14; private double adxLevel = 20;

// the users choice of filter type

private FilterType filterType = FilterType.None;

// shares to buy, and trading orders private int qty = 100;

SingleOrder buyOrder;

SingleOrder sellOrder;

#region Parameters

[Category ("Parameter"), Description ("")] public int Qty { get { return qty; } set { qty = value; }

}

[OptimizationParameter (3, 30, 1)]

[Category ("Parameter"), Description ("Consecutive Closes Count")]

public int ConsClosesCount { get { return consClosesCount; } set { consClosesCount = value; }

}

[Category ("Parameter"), Description ("SMA Length")] public int SMALength { get { return smaLength; } set { smaLength = value; }

}

[Category ("Bars Exit"), Description ("Bars Exit Level")] public bool BarCountExitEnabled { get { return barCountExitEnabled; } set { barCountExitEnabled = value; }

}

[Category ("Bars Exit"), Description ("Bars to Exit Count")] public int BarsToExitCount { get { return barsToExitCount; } set { barsToExitCount = value; }

}

[Category ("Stop Exit"), Description ("Stop Exit Level")] public double TrailingStopLevel { get { return trailingStopLevel; } set { trailingStopLevel = value; }

}

[Category ("Stop Exit"), Description ("Stop Exit Enabled")] public bool TrailingStopEnabled { get { return trailingStopEnabled; } set { trailingStopEnabled = value; }

}

[Category ("Trend-Following Exit"), Description ("Trend-Following Exit Enabled")]

public bool TrendFollowingExitEnabled { get { return trendFollowingExitEnabled; } set { trendFollowingExitEnabled = value; }

}

[Category ("Trend-Following Exit"), Description ("Trend-Following Exit Length")]

public int TrendFollowingExitLength { get { return trendFollowingExitLength; } set { trendFollowingExitLength = value; }

}

[Category ("Filter"), Description ("Filter Type")] public FilterType FilterType { get { return filterType; } set { filterType = value; }

}

[Category ("ADX"), Description ("ADX Length")] public int ADXLength { get { return adxLength; } set { adxLength = value; }

}

[Category ("ADX"), Description ("ADX Level")] public double ADXLevel { get { return adxLevel; } set { adxLevel = value; }

}

[Category ("RAVI"), Description ("Short SMA Length

(RAVI)")]

public int ShortSMALength { get { return shortSMALength; } set { shortSMALength = value; }

}

[Category ("RAVI"), Description ("RAVI Percent Level")] public double RAVILevel { get { return raviLevel; } set { raviLevel = value; }

}

#endregion

public override void

**Init () {**

sma = new SMA (Bar, smaLength); sma.Color = Color.Blue;

Draw (sma, 0);

// if required, set up the RAVI moving average if (filterType == FilterType.RAVI) { shortSMA = new SMA (Bar, shortSMALength); shortSMA.Color = Color.Green;

Draw (shortSMA, 0);

}

// if required, set up the ADX moving average if (filterType == FilterType.ADX) { // ADX is a builtin function, like SMA adx = new ADX (Bar, adxLength); adx.Color = Color.Brown;

Draw (adx, 2);

}

}

public override void **OnBar (Bar bar) {**  if (sma.Count == 0) return;

// if we are using a trend-following exit and have an open

// positiong that we should close if (trendFollowingExitEnabled && HasPosition

&& Bar.Count > trendFollowingExitLength + 1) {

// check if we are long and today's close is lower than // lowest low of the last "trendFollowingExitLength" bars.

// If so, then exit on the next bar open if (Position.Side == PositionSide.Long) {

double prevLow = Bar.GetMin (Bar.Count –

(trendFollowingExitLength - 1),

Bar.Count - 2);

if (bar.Close < prevLow) exitOnBarOpen = true;

}

// check if we are short and today's close is higher than

// highest high of the last "trendFollowingExitLength" bars

// If so, exit on the next bar open if (Position.Side == PositionSide.Short) {

double prevHigh = Bar.GetMax (Bar.Count –

(trendFollowingExitLength - 1),

Bar.Count - 2);

if (bar.Close > prevHigh) exitOnBarOpen = true;

}

}

// look for N consecutive closes after a crossover

ECross cross = Bar.Crosses (sma, bar.DateTime, BarData.Close);

// if any cross occurred, reset the consecutive close count,

// and copy the cross value so we can reset our copy of it

// without wiping out the original indicator. if (cross != ECross.None) { smaCross = cross; ccCount = 0;

}

// if a cross occurred, increment the cc count, because the

// first bar counts as the first consecutive close if (smaCross != ECross.None) ccCount++;

// if we have enough consecutive closes, it's time to trade if (ccCount == consClosesCount) {

// if we have no position open, or if we have a position

// that is opposite the cross direction (ie, we need to

// close the position) if (!HasPosition

|| (Position.Side == PositionSide.Long

&& smaCross == ECross.Below)

|| (Position.Side == PositionSide.Short

&& smaCross == ECross.Above)) {

switch (filterType) {

// enter a trade if no filters are being used

case FilterType.None: { entryEnabled = true; break;

}

// enter a trade if the RAVI filter says ok case FilterType.RAVI: { entryEnabled = FilterRAVI (); break;

}

// enable a trade if the ADX filter says ok case FilterType.ADX: { entryEnabled = FilterADX (); break;

}

}

// if an entry was enabled, open a position on next bar open if (entryEnabled) exitOnBarOpen = false;

// and reset our copy of the cross status to none smaCross = ECross.None;

}

// reset the consecutive close count too ccCount = 0;

}

}

public override void **OnBarOpen (Bar bar) {**

// if we should close our position due to the trend-following exit if (exitOnBarOpen) { exitOnBarOpen = false;

// if we have a position open, close it if (HasPosition) { ClosePosition (); return;

}

}

// if we should enter a trade if (entryEnabled) { entryEnabled = false;

// and if we have no existing position if (!HasPosition) {

// go long if our bar is above the moving average if (Bar.Last.Close >= sma.Last) OpenPosition (Side.Buy);

// go short if our bar is below the moving average

if (Bar.Last.Close <= sma.Last) OpenPosition (Side.Sell);

}

// if we have an existing position, reverse it,

// because the trend direction has changed. else

ReversePosition ();

}

// else if we should be using the bar count exit instead

// of the trend following exit else {

if (barCountExitEnabled) {

// if we have a position to close,

// close the position and reset the bar counters

if (HasPosition) { barsFromEntry++;

if (barsFromEntry == barsToExitCount) { barsFromEntry = 0;

Console.WriteLine (bar.DateTime);

ClosePosition ();

}

}

// else if we have no position open,

// reset the bars count to zero for next time else

barsFromEntry = 0;

}

}

}

public override void **OnPositionChanged () {**

// every time our position size or direction changes,

// cancel the old trailing stop and set a new one CancelExit (); if (HasPosition) SetExit ();

} private void

**CancelExit () {**

// reset the bar counter and cancel the trailing stop barsFromEntry = 0; if (trailingStop != null) trailingStop.Cancel ();

}

private void **SetExit () {**

// reset the bar counter and set a new trailing stop

// Notice this stop is just an internal signal, it is

// not a real stop loss order. The real order is issued

// in OnStopExecuted, when the stop is triggered. barsFromEntry = 0; if (trailingStopEnabled)

trailingStop = SetStop (trailingStopLevel/ qty,

StopType.Trailing, StopMode.Absolute);

}

public override void **OnStopExecuted (ATSStop stop) {**

// when the stop is triggered, close the position

ClosePosition ();

} private void **ClosePosition () {**

// create and send a market order to close the position if (Position.Side == PositionSide.Long) { MarketOrder order = MarketOrder (Side.Sell, qty); order.Send ();

} else {

MarketOrder order = MarketOrder (Side.Buy, qty); order.Send ();

}

} private void **OpenPosition (Side side) {**

// create and send a market order to open the position

MarketOrder order = MarketOrder (side, qty); if (side == Side.Buy) buyOrder = order; else sellOrder = order; order.Send ();

} private void **ReversePosition () {**

// reverse the position with a market order

// Use double the position size to flip the position if (Position.Side == PositionSide.Long) { sellOrder = MarketOrder (Side.Sell, qty \* 2); sellOrder.Send ();

} else {

buyOrder = MarketOrder (Side.Buy, qty \* 2); buyOrder.Send ();

}

} private bool

**FilterRAVI () {**

// calculate the latest RAVI value if (shortSMA.Count == 0) return false; double smaLast = sma.Last; double shortSMALast = shortSMA.Last;

double ravi = Math.Abs (smaLast - shortSMALast)

/ Math.Min (smaLast, shortSMALast)

\* 100;

// return true to accept the trade, false to block it if (ravi >= raviLevel) return true; else return false;

} private bool **FilterADX () {**  if (adx.Count == 0) return false;

// return true to accept the trade, false to block it if (adx.Last >= adxLevel) return true; else return false;

}

}

## 6.6 Gap Closing Strategies

The main idea of a gap closing strategy is that prices often reverse to close a gap that opens up between adjacent bars. “Often” means something like 60% of the time, under the right circumstances, prices will retrace to close open gaps. You can think of a price gap as people or prices overreacting to news, or overshooting the mark because they move too far, too fast. The closing of the gap can be viewed as a corrective return to more sanity. Gap closing strategies are popular with day traders and hedge funds because they are easy to recognize, easy to trade, and can be profitable if executed carefully under the right circumstances. Gap closing strategies can also be automated fairly easily.

This section describes several gap closing strategies from the book *Trade Like a Hedge Fund,* by Altucher. Altucher was a hedge fund manager, and talks about 20 successful and uncorrelated strategies in his book (not all of them can be easily automated). This section describes the rules and SmartQuant code for several of his strategies.

All of the following strategies show code from an ATSComponent that implements the strategy with an integrated framework. First the entire code for the ATSComponent is shown, and then sections of the code are reproduced with explanations.

#### 6.6.1 Stock 2% gap

This example watches for a stock to gap down 2%, then buys the gap (long) to close the position when the gap closes, or at the end of the next bar after the gap bar. So this strategy only holds a position open for 1 bar length of time. But we present the example here using daily bars, to make the explanation more intuitive.

Here is the code for the entire component, including the boilerplate sections of (1) assembly references and (2) class headers. To save space, later examples will omit the boilerplate assembly references, strategy component attributes, and class headers. These bits of code are all essentially the same, for all examples.

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{9e473d29-3638-402c-8a9e-5c447608d165}",

ComponentType.ATSComponent,

Name = "Tech1\_System1\_ATS",

Description = "")]

public class

Tech1\_System1\_ATS : ATSComponent {

#region Variables

private double percent = 0.02; // 2%

// number of contracts to order private double qty = 100; private SingleOrder sellOrder; private double prevClose;

#endregion

#region Parameters

[Category ("Parameter"), Description ("Quantity")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Percent")] public double Percent { get { return percent; } set { percent = value; }

}

#endregion

#region Events public override void **OnBarOpen (Bar bar) {**

double gap\_pct = (prevClose - bar.Open) / prevClose; if (gap\_pct > percent) {

MarketOrder order = MarketOrder (Side.Buy, qty); order.Text = "Tech1\_System1 - Buy"; order.Send ();

}

}

public override void **OnPositionOpened () {**

sellOrder = LimitOrder (Side.Sell, qty, prevClose); sellOrder.Text = "Tech1\_System1 - Sell"; sellOrder.Send ();

}

public override void **OnBar (Bar bar) {**  prevClose = bar.Close; if (HasPosition) { sellOrder.Cancel ();

MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech1\_System1 - Sell"; order.Send ();

}

}

#endregion

}

This simple system looks for price gaps of at least 2% down, and buys long to close the gap. This example shows the use of three code events: OnBarOpen, OnPositionOpened, and OnBar.

• **Buy a stock when it gaps down more than 2% lower than the prior close.**

// gap size to watch for

private double desired\_size = 0.02; // 2%

// number of contracts to order private double qty = 100; private SingleOrder sellOrder; private double prevClose;

public override void **OnBarOpen (Bar bar) {**

// calculate the size of the current gap double gap\_pct = (prevClose - bar.Open) / prevClose; // buy at the market if the gap is one we want to play if (gap\_pct > desired\_size) {

MarketOrder order = MarketOrder (Side.Buy, qty); order.Text = "Tech1\_System1 - Buy"; order.Send ();

}

}

We use the OnBarOpen event to perform the opening buy action. OnBarOpen fires before each bar is calculated by the BarFactory in the market data provider. We buy on the opening of the bar (the leading edge), not on the trailing edge of the bar (which is what OnBar gives you). If the gap size is suitable, we issue a market order to buy now, before the next bar is calculated.

• **Sell at yesterday’s close if you reach it today (using a Limit order). Otherwise sell at today’s close (using a Market order).**

// install limit order at profit target when position is opened public override void **OnPositionOpened () {**

sellOrder = LimitOrder (Side.Sell, qty, prevClose); sellOrder.Text = "Tech1\_System1 - Sell"; sellOrder.Send ();

}

// close position at end of day public override void **OnBar (Bar bar) {**  prevClose = bar.Close; if (HasPosition) {

// cancel the existing limit order, and issue a market order sellOrder.Cancel ();

MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech1\_System1 - Sell"; order.Send ();

}

}

We use the OnPositionOpened event handler to automatically issue a sell limit order after the position is created for the buy order issued in OnBarOpen. The limit sell order uses the previous day close as the limit price.

We use OnBar to update the trailing prevClose variable with the current bar.Close price. Recall that OnBar fires on the trailing edge of the bar, so the current bar.Close price becomes the prevClose price for all following events. OnBar is also used to sell at today’s close if we still have a position open (maybe the limit order did not automatically fire during the construction of the current bar).

The overall sequence of events is as follows. If a suitable gap is seen between bars (remember we look for gaps in OnBarOpen), we issue an immediate market buy signal. The strategy sends the order to the broker, and when it receives confirmation, the framework opens a new position. The opening of a new position fires the OnPositionOpened event, which we catch and use to create and send a limit sell order to the broker for the buy we just made. (The broker actually passes the stop order on to the exchange servers, where the order resides until it is cancelled, expires, or is executed.) All this happens before the next bar arrives.

During the calculation of the next bar (which takes 15 minutes trading time for 15 minute bars, or all day for daily bars), the exchange is constantly comparing the limit sell order to current market prices. If the exchange prices trigger the limit order, the order is executed, the strategy is notified, and the position is closed.

When the next bar arrives, OnBar is fired, and we see the trailing edge of the bar. If we still have a position open, it means that the limit order at the exchange was never executed. So according to the strategy rules, we cancel the existing limit order and close the position at the market price.

#### 6.6.2 Stock down, stock 2% gap

This example is just like the one above, except that it also requires that the previous bar (the previous day) was a down day for the stock, in addition to gapping down 2% at today’s open.

// was the stock down yesterday? private bool downDay = false;

// gap size to watch for private double percent = 0.02;

// number of contracts to order private double qty = 100; private SingleOrder sellOrder; private double prevClose;

[Category ("Parameter"), Description ("Quantity")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Percent")] public double Percent { get { return percent; } set { percent = value; }

}

// Buy long if yesterday was a down day, and if today’s open

// price has gapped down more than 2% below yesterday’s close public override void **OnBarOpen (Bar bar) {**  if (downDay) {

double gap\_size = (prevClose – bar.Open) / prevClose;

if (gap\_size > percent) {

MarketOrder order = MarketOrder (Side.Buy, qty); order.Text = "Tech1\_System2 - Buy"; order.Send ();

}

}

}

// Sell at yesterday’s closing price if you reach it today (within the

// current bar period). Otherwise close position at end of trading day

// (at end of current bar).

// install a profit target limit order at yesterday’s close public override void **OnPositionOpened () {**

sellOrder = LimitOrder (Side.Sell, qty, prevClose); sellOrder.Text = "Tech1\_System2 - Sell"; sellOrder.Send ();

}

// if a position exists, close it at end of trading today // The limit order was not triggered during the current bar period.

// This means the position is held open a maximum of 1 bar of time public override void **OnBar (Bar bar) {**

// update flag to remember if stock went down today downDay = false; // assume day was not down

if (bar.Open > bar.Close) // then flip if day was down

downDay = true;

// update prevClose with today’s price

prevClose = bar.Close; if (HasPosition) { sellOrder.Cancel ();

MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech1\_System2 - Sell"; order.Send ();

}

}

#### 6.6.3 Stock down, stock 5% gap

This example is the same as the previous example, except that it uses 5% instead of 2% for the gap size. Increasing the gap size has the effect of reducing the number of trades (because 5% gaps are more rare than 2% gaps), but increasing the profit per trade (because the gap size is bigger).

// Buy a stock if yesterday (previous bar) was a down day (down bar),

// and if today’s (current bar) price gaps down more than 2% below // yesterday’s closing price.

// down day flag

private bool downDay = false; // watch for gaps that are 5% in size private double percent = 0.05;

// go long if yesterday was a down day, and if today’s open

// price has gapped down more than 2% public override void **OnBarOpen (Bar bar) {**  if (downDay) {

double gap\_size = (prevClose – bar.Open) / prevClose; if (gap\_size > percent) {

MarketOrder order = MarketOrder (Side.Buy, qty); order.Text = "Tech1\_System2 - Buy"; order.Send ();

}

}

}

#### 6.6.4 QQQQ gap down 0.5%, stock down, stock gap 5%

This example continues the trend of adding more selective conditions to the entry criteria for a trade. Now in order to enter a trade, the market must gap down 0.5% on today’s bar, the stock must be down the previous day, and the stock must gap down 5% on today’s bar at open.

This example also illustrates how you can use a “cross” ATSComponent to work with more than one instrument in your code at once. For instance, this example looks at both the Nasdaq QQQQ (hardcoded), as well as at the incoming instrument (whatever it is). In the code below, QQQQ represents the market, and the traded stock is called the “tradeInstrument.”

// gap sizes for stock (5%) and for QQQQ market (0.5%) private double percent = 5; private double symbolPercent = 0.5;

// number of contracts to order private double qty = 100;

private SingleOrder sellOrder; private double prevClose; private double prevSymbolClose; private bool downDay = false; private bool symbolGapped = false; private bool entryEnabled = false;

// the instrument being traded private Instrument tradeInstrument; // hardcode the Nasdaq 100 QQQQ ETF

private string symbol\_QQQQ = "QQQQ";

//

// User settable properties for QD property sheet

//

[Category ("Parameter"), Description ("Symbol")] public string Symbol { get { return symbol; } set { symbol = value; }

}

[Category ("Parameter"), Description ("Quantity")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Percent")] public double Percent { get { return percent; } set { percent = value; }

}

[Category ("Parameter"), Description ("SymbolPercent")] public double SymbolPercent { get { return symbolPercent; } set { symbolPercent = value; }

}

// open a trade at market open (bar open) if all the conditions are met public override void

**OnBarOpen (Instrument instrument, Bar bar) {**

// if this bar open is for the traded instrument if (instrument.Symbol != symbol\_QQQQ) {

// if yesterday was a down day, and gap is > 5%,

// enable the trade to be entered

if (downDay) {

if ((prevClose - bar.Open) / prevClose > percent / 100) { entryEnabled = true;

}

}

// remember the incoming trade instrument for later reference

if (tradeInstrument == null) tradeInstrument = instrument;

}

// else if this bar open is for the QQQQ instrument (the market) else {

// enable the trade to be entered if QQQQ gaps down enough symbolGapped = (prevSymbolClose - bar.Open) / prevSymbolClose

> symbolPercent / 100;

}

// open a long position if stock is down/gapped, and market is gapped if (entryEnabled && symbolGapped) {

MarketOrder order = MarketOrder (tradeInstrument, Side.Buy, qty); order.Text = "Tech1\_System4 - Buy"; order.Send ();

}

}

// install a limit order to take profits, if a trade position is opened public override void

**OnPositionOpened (Position position) {**  sellOrder = LimitOrder (position.Instrument, Side.Sell, qty, prevClose);

sellOrder.Text = "Tech1\_System4 - Sell"; sellOrder.Send ();

}

// on todays bar, close open positions for trade instrument

// also update variables downDay, prevClose, public override void

**OnBar (Instrument instrument, Bar bar) {**

// if bar is for trade instrument if (instrument.Symbol != symbol\_QQQQ) { // update close and downDay values prevClose = bar.Close; downDay = (bar.Open > bar.Close);

// close position if limit order was not reached if (Portfolio.Positions[instrument] != null) { sellOrder.Cancel ();

MarketOrder order = MarketOrder (instrument, Side.Sell, qty); order.Text = "Tech1\_System4 - Sell"; order.Send ();

}

}

// else if bar is for the market QQQQ else {

prevSymbolClose = bar.Close;

}

// reset position entry flags for OnBarOpen method entryEnabled = false; symbolGapped = false;

}

#### 6.6.5 QQQQ gap 0.5%, stock up, stock gap 5%

This example is the same as the previous example, except that it looks for up gaps in the market (QQQQ), a stock up day for the previous bar, and an upward stock price gap of at least 5%.

The main point of this example from the *Trade Like a Hedge Fund* book is that going short (which you do to close upward gaps) is not the exact opposite of going long (which you do to close down gaps). The book’s author argues that for some unknown reason, going short is not the exact opposite of going long—back tests of long strategies almost always outperform the “equivalent” short strategies. In other words, a strategy that works on the long side just won’t work as well on the short side. From this, it follows that you cannot match a long strategy’s performance characteristics simply by flipping positions from long to short. The author says no one knows why short strategies do not perform as well as long strategies. Perhaps it’s the natural upward bias of the markets at work. But you wouldn’t think that such a bias would have an effect over a few bars of trading time. Nonetheless, he argues, it does make a difference.

Here is the same essential code from the example above—but as you can see, code lines that referenced “downDay” code have been changed to “upDay”, and buy/sell orders have been reversed to open short and close long.

private double percent = 5; private double symbolPercent = 0.5; private double qty = 100; private SingleOrder buyOrder; private double prevClose; private double prevSymbolClose;

// use an upDay flag

private bool upDay = false; private bool symbolGapped = false; private bool entryEnabled = false; private Instrument tradeInstrument; private string symbol = "QQQQ";

[Category ("Parameter"), Description ("Symbol")] public string Symbol { get { return symbol; } set { symbol = value; }

}

[Category ("Parameter"), Description ("Quantity")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Percent")] public double Percent { get { return percent; } set { percent = value; }

}

[Category ("Parameter"), Description ("SymbolPercent")] public double SymbolPercent { get { return symbolPercent; } set { symbolPercent = value; }

}

// open a trade at market open (bar open) if all the conditions are met public override void

**OnBarOpen (Instrument instrument, Bar bar) {**  if (instrument.Symbol != symbol) { // if yesterday was an up day

if (upDay) {

if ((bar.Open - prevClose) / bar.Open > percent / 100) { entryEnabled = true;

} }

if (tradeInstrument == null) tradeInstrument = instrument;

} else {

symbolGapped = (bar.Open - prevSymbolClose) / bar.Open > (symbolPercent / 100);

}

// go SHORT to close the gap if (entryEnabled && symbolGapped) {

MarketOrder order = MarketOrder (tradeInstrument, Side.Sell, qty); order.Text = "Tech1\_System5 - Sell"; order.Send ();

}

}

// install a limit order to BUY at the profit target point public override void

**OnPositionOpened (Position position) {**

buyOrder = LimitOrder (position.Instrument, Side.Buy, qty, prevClose); buyOrder.Text = "Tech1\_System5 - Buy"; buyOrder.Send ();

}

// close the open position at market close (end of current bar)

// also update daily variables upDay, prevClose, prevSymbolClose public override void

**OnBar (Instrument instrument, Bar bar) {**  if (instrument.Symbol != symbol) { prevClose = bar.Close; upDay = (bar.Open < bar.Close);

// close open position if limit order was not reached if (Portfolio.Positions[instrument] != null) { buyOrder.Cancel ();

MarketOrder order = MarketOrder (instrument, Side.Buy, qty); order.Text = "Tech1\_System5 - Buy"; order.Send ();

} } else {

prevSymbolClose = bar.Close;

}

entryEnabled = false; symbolGapped = false;

}

#### 6.6.6 QQQQ gap 0.5%, stock down, stock gap 5%, hold overnight

This example continues the trend of examples shown previously, but removes the limit order and instead holds the position overnight (until the next bar is received).

The original gap closing strategy in the examples above always (1) opened a position at market or current bar open, (2) hoped to close the position during the trading day (during the current bar period) with a profit target limit order, and (3) closed the open position at the end of the current trading day (the end of the current bar) if the limit order was never triggered.

This strategy, instead of closing open positions at the end of the current trading day or bar, holds the positions overnight (for one more bar), thereby giving the instrument prices one more bar to close the gap before the open position is closed.

Notice that no limit order is installed when the position is first opened, since this strategy always wants to hold the position overnight (for one more bar).

private double percent = 5; private double symbolPercent = 0.5; private double qty = 100; private SingleOrder sellOrder; private double prevClose; private double prevSymbolClose; private bool downDay = false; private bool symbolGapped = false; private bool entryEnabled = false;

private Instrument tradeInstrument; private string symbol = "QQQQ";

[Category ("Parameter"), Description ("Symbol")] public string Symbol { get { return symbol; } set { symbol = value; }

}

[Category ("Parameter"), Description ("Quantity")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Percent")] public double Percent { get { return percent; } set { percent = value; }

}

[Category ("Parameter"), Description ("SymbolPercent")] public double SymbolPercent { get { return symbolPercent; } set { symbolPercent = value; }

}

// open a trade at market open (bar open) if all the conditions are met

// on market open on next day (bar), close open positions public override void

**OnBarOpen (Instrument instrument, Bar bar) {**

// if instrument is the trade instrument, not the market QQQQs if (instrument.Symbol != symbol) {

// if position has been open overnight, close it at // the market open price the next day.

if (Portfolio.Positions[instrument] != null) { if (sellOrder != null) sellOrder.Cancel ();

sellOrder = StopOrder (instrument, Side.Sell, qty, prevClose); sellOrder.Text = "Tech1\_System6 - Sell"; sellOrder.Send ();

}

// else if no position is open, try to enable a new trade // if gap size today is big enough after yesterday’s down day else { if (downDay) {

if ((prevClose - bar.Open) / prevClose > percent / 100) { entryEnabled = true;

}

} }

if (tradeInstrument == null) tradeInstrument = instrument;

}

// if bar instrument is the market QQQQs, check QQQQ gap size else {

symbolGapped = (prevSymbolClose - bar.Open) / prevSymbolClose

> symbolPercent / 100;

}

// open a new position if all conditions are met

if (entryEnabled && symbolGapped) {

MarketOrder order = MarketOrder (tradeInstrument, Side.Buy, qty); order.Text = "Tech1\_System6 - Buy"; order.Send ();

}

}

// on trailing edge of today’s bar (at market close for daily bars),

// update all variables such as downDay, prevClose, etc.

public override void

**OnBar (Instrument instrument, Bar bar) {**

// if current instrument is the trade symbol (not the QQQQs) if (instrument.Symbol != symbol) { prevClose = bar.Close; downDay = (bar.Open > bar.Close);

}

// else if current instrument is the market QQQQs else {

prevSymbolClose = bar.Close;

}

entryEnabled = false; symbolGapped = false;

}

## 6.7 Spread and Volatility Trading Strategies

The main concept behind spread trading systems is that you try to profit by trading the spread between two instruments (or two derivations from other sources of your choice). Spread trading systems are similar to gap closing systems in that when the spread (or gap) gets too big, you open a position that will profit from a closure of the spread (or gap) back to normal conditions.

To implement a spread trading strategy, one common approach is to calculate a ratio between the two price series that define the spread, and then trade the volatility of the ratio against itself (compared to its normal range of values).

For example, suppose the ratio normally has a value of 1.2 with a standard deviation of 0.2. This means that 68% of the time the spread—as indicated by the value of the ratio—would be between 1.0 and 1.4 (one standard deviation from the mean of 1.2). It also means that 94% of the time the value would be between 0.8 and 1.6 (two standard deviations from the mean of 1.2).

So if your strategy saw a ratio value of 2.0 during trading, the strategy could recognize that the current ratio value (the spread) was WAY outside of normal bounds, and could open a position to profit from a return to normal ratio conditions. A true spread trading strategy would go long on the instrument with the low price, and short on the instrument with the high price of the spread. That way, the spread strategy would not be exposed to long term price moves while the trading position was open.

The following strategy follows the trading algorithm described above—it first calculates a ratio from the two spread series, and then trades against abnormal values of the ratio. But as we shall see, this example is not a true spread trading strategy because it only trades one instrument. This makes it more of a plain volatility strategy than a spread trading strategy.

#### 6.7.1 Unilateral Pairs Trading

The concept behind this strategy is to trade the spread between the Nasdaq 100 QQQQ instrument and the S&P 500 SPY instrument. Normally these instruments travel together fairly closely, much like all three of the Dow Jones DIA, SPY, and QQQQ all travel together.

The strategy implementation calculates a ratio between QQQQ and SPY, and then trades the spread by trading deviations in the ratio from a moving average of the ratio. The SPY instrument is used as the reference instrument, since it is more stable than the QQQQ instrument. This means that when the strategy opens a position, it takes a position in the (more volatile) QQQQ only. It takes no position in the SPY instrument.

This strategy is *unilateral* because it trades only one side (QQQQ) of the two instruments in the spread. It is important to understand that this unilateral technique exposes the strategy to potentially large price movements while the position is open. This is because the strategy only has a position in one instrument (one side of the spread). For example, if the strategy is long, and both SPY and QQQQ drop together a significant amount without closing the spread, the strategy will suffer a corresponding loss.

It is worth saying that if the strategy forces positions to close within a bar or two (like many of the gap closing strategies in this document do), then the strategy exposure to long term (multiplebar) price moves against the position while it is open is probably inconsequential.

However, this particular example does not force positions to close within a bar or two, because the only exit criterion used is a return of the SPY/QQQQ ratio to within the normal standard deviation. So this particular strategy is exposed to price moves while the position is open. It hopes that the volatility of the ratio returns to normal before the instrument price and moving average can both go against the position in a significant way.

Needless to say, you should probably consider using a stop loss order on all strategies like the one shown here, just in case you enter a trade that goes against you before volatility returns to normal.

//

// Unilateral Pairs Trading Strategy from Trade Like a Hedge Fund book

// using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{7430da6e-65ec-4302-8959-706b81b832cc}",

ComponentType.ATSCrossComponent,

Name = "Tech2\_System\_CrossATS",

Description = "The Unilateral Pairs Trading System")] public class

**Tech2\_System\_CrossATS : ATSCrossComponent {**

// ratio series

// Each day, the ratio is calculated and added to this series private DoubleSeries ratioSeries;

// sma of ratio series

// Then we take a simple moving average of the daily ratios private SMA smaRatio;

// diff between ratio series and sma of ratio series

// Then we calculate the daily volatility of the ratio against the // simple moving average of itself, to see how far off normal it is.

// Each day, the diff = ratio – moving average is put into this seies private DoubleSeries diffSeries;

// sma of diff between ratio series and sma of ratio series

// Next we calculate a moving average of the differences private SMA smaDiff; // standard deviation of diff between ratio series and sma of ratio series // Finally we calculate a standard deviation for each daily diff value.

// This value says how many standard deviations the current diff value is

// from the normal mean (from the sma of the diff). If this number gets

// to be too big, then the strategy enters a trade. private SMD smdDiff;

// Number of contracts to order

private double qty = 100;

// Upper and lower bounds of Standard Deviation

// Strategy opens a position when current ratio value is more

// than 1.5 standard deviations from the mean. private double entryUpperStdDev = 1.5; private double entryLowerStdDev = -1.5;

// Strategy closes a position when ratio value returns to

// being within 0.5 standard deviations from the mean private double exitUpperStdDev = 0.5; private double exitLowerStdDev = -0.5;

// Upper and lower bounds of Percent private double upPercent = 2; private double downPercent = 2; private double mainLast = -1; private double secondLast = -1; private string mainSymbol = "QQQQ"; private string secondSymbol = "SPY";

private Instrument mainInstrument; // reference the QQQQs private Instrument secondInstrument; // trade the SPYs private double mainPrev;

[Category ("Symbols"), Description ("Main (traded) Stock' Symbol")] public string MainSymbol { get { return mainSymbol; } set { mainSymbol = value; }

}

[Category ("Symbols"), Description ("Second (pair for the main) Stock' Symbol")]

public string SecondSymbol { get { return secondSymbol; } set { secondSymbol = value; }

}

[Category ("Parameter"), Description ("Number of contracts to order")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Entry Upper bound of Standard Deviation")]

public double EntryUpperStdDev { get { return entryUpperStdDev; } set { entryUpperStdDev = value; }

}

[Category ("Parameter"), Description ("Entry Lower bound of Standard Deviation")]

public double EntryLowerStdDev { get { return entryLowerStdDev; } set { entryLowerStdDev = value; }

}

[Category ("Parameter"), Description ("Exit Upper bound of Standard Deviation")]

public double ExitUpperStdDev { get { return exitUpperStdDev; } set { exitUpperStdDev = value; }

}

[Category ("Parameter"), Description ("Exit Lower bound of Standard Deviation")]

public double ExitLowerStdDev { get { return exitLowerStdDev; } set { exitLowerStdDev = value; }

}

// The initialization routine creates various objects and attaches

// them to the class variables. It also specifies what lines to

// draw on the QD bar chart.

public override void

**Init () {**

// create series objects and moving average objects ratioSeries = new DoubleSeries (); diffSeries = new DoubleSeries (); smaRatio = new SMA (ratioSeries, 20); smaDiff = new SMA (diffSeries, 20); smdDiff = new SMD (diffSeries, 20);

// get references to SPY and QQQQ from instrument manager mainInstrument = InstrumentManager.Instruments[mainSymbol]; secondInstrument = InstrumentManager.Instruments[secondSymbol];

// specify drawing colors and barchart pad locations smaRatio.Color = Color.Red; ratioSeries.Color = Color.Red; smaRatio.Color = Color.Red; smdDiff.Color = Color.Red;

Draw (mainInstrument, smaRatio, 4);

Draw (mainInstrument, ratioSeries, 5);

Draw (mainInstrument, smaRatio, 5);

Draw (mainInstrument, smdDiff, 6);

}

The following OnBarSlice event handler is called after a BarFactory has finished emitting bars for all instruments used by the strategy. You should use the OnBarSlice event when your strategy wants to compare or reference multiple instruments within the same invocation of an event handler. In this particular strategy, we need to reference both the SPY and QQQQ instruments in the same code invocation in order to calculate the ratio between them.

public override void **OnBarSlice (long barSize) {**

DateTime date = Clock.Now;

// if we have ratio values to work with

if (mainLast != -1) {

// calculate today’s ratio and add the ratio to the ratio series double ratio = mainLast / secondLast; ratioSeries.Add (date, ratio);

// if there are values in the moving average series,

// calculate diff between today’s ratio and its moving average, // then add the difference value to the diff series if (smaRatio.Count > 0)

diffSeries.Add (date, ratio - smaRatio[date]);

}

// if we have no moving average of ratio-ratioSMA diff values,

// we can’t do anything yet, so return

if (smaDiff.Count == 0) return;

// if we reach this point, we have a moving average of ratio-ratioSMA // to work with. This moving average lets us calculate std deviations.

// compare todays diff (diffseries) with the SMA of diffs (smaDiff) // and divide by the standard deviation (smdDiff) denominator // Now we can tell if the current ratio is way off normal.

double stdDev = (diffSeries[date] - smaDiff[date]) / smdDiff[date];

// if we have no existing position, see if you can enter a trade if (Portfolio.Positions[mainInstrument] == null) {

// if current ratio-smaDiff is more than 1.5 standard deviations // from the mean, open a position (either long or short)

if (stdDev > entryUpperStdDev

&& (mainLast - mainPrev) / mainPrev >= upPercent / 100)

SendOrder (Side.SellShort); if (stdDev < entryLowerStdDev

&& (mainLast - mainPrev) / mainPrev <= -downPercent / 100)

SendOrder (Side.Buy);

}

// else if we already have an open position, try to close it if

// current ratio-smaDiff value has returned inside 0.5 standard

// deviations from the mean

else {

if (Portfolio.Positions[mainInstrument].Side ==

PositionSide.Short) {

// if you are short, buy to close the position

if (stdDev < exitUpperStdDev)

SendOrder (Side.Buy);

} else {

if (stdDev > exitLowerStdDev) SendOrder (Side.Sell);

}

}

}

// In this strategy, most of the action takes place in the

// OnBarSlice method, which acts like OnBar but for multiple

// instruments. So the following OnBar method, which can only

// “see” one instrument at a time, is only used to update daily // variables. Remember that OnBarSlice can “see” all instruments.

//

public override void

**OnBar (Instrument instrument, Bar bar) {**  if (instrument == mainInstrument) { mainPrev = mainLast; // yesterday’s SPY closing value mainLast = bar.Close; // today’s SPY closing value

} else

secondLast = bar.Close;

}

// this is a helper method to open or close a position, using

// a market order private void

**SendOrder (Side side) {**

MarketOrder order = MarketOrder (mainInstrument, side, qty);

order.Text = "Tech2\_System " + side.ToString () + " " +

mainInstrument.Symbol; order.Send ();

}

}

#### 6.7.2 QQQ Crash, QQQQ Trade

The Nasdaq 100 (QQQ) index is fairly volatile because it contains so many technology stocks whose prices move around so much more than average non-technology stocks. The volatility of the QQQ has many sources, including rapid technological advances, competition, and sudden news that can affect stock prices.

The strategy below waits for a big “crash” in the QQQ, where a crash is defined as QQQ prices moving below a lower Bollinger band set 1.5 standard deviations away from a 10-day moving average. While using 1.5 standard deviations is not unusual for Bollinger bands, the use of 1.5 with a short 10-day moving average is an unusual combination.

To move below a lower Bollinger band that is based on a 10 day average requires a pretty drastic price move, because a fast 10-day average will stick closely to price movements. So this strategy looks for drastic drops in QQQ, buys long the morning after the crash (in OnBarOpen), and then trades the gap back up as usual. It exits when a profit is made, or after 30 days.

We put this strategy under the volatility section because it uses methods that deliberately select volatile moves (1.5 standard deviations, 10 day average). In contrast, our other Bollinger band examples are listed under the range trading section, because they focus on slower moving averages and less volatile price moves.

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{b743a27b-a8ad-4abd-9568-d15edb26c733}",

ComponentType.ATSComponent, Name = "Tech8\_System1\_ATS",

Description = "The QQQQ Crash System")] public class

**Tech8\_System1\_ATS : ATSComponent {**

// bollinger band, 10 days, 1.5 std deviation private BBL bbl; private int bblLength = 10;

private double bblOrder = 1.5;

// remember what you paid on entry private double entryPrice;

// exit after 30 days int maxDuration = 30;

// orders and quantity

SingleOrder buyOrder; private double qty = 100;

[Category ("Parameter"), Description ("Max number of days, while position is active")] public int MaxDuration { get { return maxDuration; } set { maxDuration = value; }

}

[Category ("Parameter"), Description ("Number of contracts to order")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Length of BBL")] public int BBLLength { get { return bblLength; } set { bblLength = value; }

}

[Category ("Parameter"), Description ("Order of BBL")] public double BBLOrder { get { return bblOrder; } set { bblOrder = value; }

}

public override void

**Init () {**

// get a reference to bar series for current instrument

BarSeries bars = Bars[Instrument]; // set up bollinger bands

bbl = new BBL (bars, bblLength, bblOrder);

bbl.Color = Color.Blue;

Draw (bbl, 0);

}

public override void **OnBar (Bar bar) {**

// if we don't have a position and we have some bars // in the bollinger series, try to enter a new trade if (!HasPosition) { if (bbl.Count > 0) {

// if the current bar is below the lower bollinger band

// buy long to close the gap

if (Bar.Crosses (bbl, bar.DateTime) == ECross.Below) { buyOrder = MarketOrder (Side.Buy, qty); buyOrder.Text = "Tech8\_System - Buy"; buyOrder.Send ();

}

}

}

// else if we DO have an existing position, and if

// today's bar is above our entry price (profitable),

// then close the position with a market order else {

if (entryPrice < bar.Close) {

MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech8\_System - Sell"; order.Send ();

}

}

}

public override void **OnPositionOpened () {**

// when a position is opened, remember what we paid for

// the instrument. Notice we use the average price of

// all the partial fills that we might have received. entryPrice = buyOrder.AvgPx; // when a position is opened, set a stop to remind us // to exit the position once 30 days have elapsed.

SetStop (Clock.Now.AddDays (maxDuration));

}

public override void

**OnStopExecuted (ATSStop stop) {**

// if our 30-day stop reminder is executed, then // close the existing position with a market order.

// This order action should probably be protected with a

// "if (HasPosition)" clause, to avoid issuing an order

// when we really don't have a position to close MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech8\_System - Sell"; order.Send ();

}

}

#### 6.7.3 QQQ Crash, Stock Trade

This example is just like the one above, except that instead of trading the Nasdaq 100 QQQQ ETF (Exchange Traded Fund), it trades a more volatile high-beta stock component of the QQQ index. The main idea here is that when the market (QQQ) falls fast, buy high beta stocks to play the bounce and close the gap upwards.

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{0c67a3b7-d918-4e7f-8ef5-dec6654f6183}",

ComponentType.ATSCrossComponent, Name = "Tech8\_System2\_CrossATS",

Description = "QQQQ Crash Stocks")] public class

**Tech8\_System2\_CrossATS : ATSCrossComponent {**

// for bollinger bands private BBL bbl; private int bblLength = 10; private double bblOrder = 1.5;

// remember what you paid on entry private double entryPrice;

// exit after 30 days int maxDuration = 30;

// orders and quantity

SingleOrder buyOrder; private double qty = 100;

// QQQQ represents the market private string marketSymbol = "QQQQ"; Instrument marketInstrument; // this is the stock we buy and sell private string tradeSymbol = "AMZN";

Instrument tradeInstrument;

[Category ("Symbols"), Description ("Main (traded) Stock' Symbol")] public string MainSymbol { get { return marketSymbol; } set { marketSymbol = value; }

}

[Category ("Symbols"), Description ("Second (pair for the main) Stock' Symbol")]

public string SecondSymbol { get { return tradeSymbol; } set { tradeSymbol = value; }

}

[Category ("Parameter"), Description ("Max number of days, while position is active")] public int MaxDuration { get { return maxDuration; } set { maxDuration = value; }

}

[Category ("Parameter"), Description ("Number of contracts to order")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Length of BBL")] public int BBLLength { get { return bblLength; } set { bblLength = value; }

}

[Category ("Parameter"), Description ("Order of BBL")] public double BBLOrder { get { return bblOrder; } set { bblOrder = value; }

}

public override void

**Init () {**

// get references to instruments

marketInstrument = InstrumentManager.Instruments[marketSymbol]; tradeInstrument = InstrumentManager.Instruments[tradeSymbol];

BarSeries bars = Bars[marketInstrument]; // set up bollinger band series bbl = new BBL (bars, bblLength, bblOrder); bbl.Color = Color.Blue; Draw (marketInstrument, bbl, 0);

}

public override void

**OnBar (Instrument instrument, Bar bar) {**

// if the current instrument is the market bar, and if

// we have no position in the trade instrument, then

// maybe enter a trade if criteria are met if (instrument == marketInstrument) {

if (Portfolio.Positions[tradeSymbol] == null) {

// if there are enough bars in the bollinger series if (bbl.Count > 0) {

// if current market bar is below the lower bollinger band

// then open a long position to trade the gap

if (Bars[marketInstrument].Crosses (bbl, bar.DateTime) ==

ECross.Below) {

buyOrder = MarketOrder

(tradeInstrument, Side.Buy, qty);

buyOrder.Text = "Tech8\_System2 - Buy"; buyOrder.Send ();

}

}

}

}

// if the current bar is the trade instrument, and we have

// a position open, then test for a profit target exit if (instrument == tradeInstrument) {

if (Portfolio.Positions[tradeSymbol] != null) {

// if position is profitable, then close it with

// a market order. Hopefully the market order slippage

// will not wipe out your profit! if (entryPrice < bar.Close) {

MarketOrder order = MarketOrder

(tradeInstrument, Side.Sell, qty);

order.Text = "Tech8\_System2 - Sell"; order.Send ();

}

}

}

}

public override void

**OnPositionOpened (Position position) {**

// when a position is opened, remember what we paid for

// the instrument. Notice we use the average price of

// all the partial fills that we might have received. entryPrice = buyOrder.AvgPx;

// when a position is opened, set a stop to remind us

// to exit the position once 30 days have elapsed.

SetStop (position, Clock.Now.AddDays (maxDuration));

}

public override void

**OnStopExecuted (ATSStop stop) {**

// when our stop fires, close position with market order // this action should be inside a "if (HasPostion)" test MarketOrder order = MarketOrder (tradeInstrument, Side.Sell, qty); order.Text = "Tech8\_System2 - Sell"; order.Send ();

}

}

#### 6.7.4 Bollinger Bands with 5-Minute Bars

This Bollinger band strategy is intended for short intraday trades that last no longer than 5 or 10 minutes. It enters a trade if prices fall 3% below the lower Bollinger band, and exits a trade when a 1% profit target has been reached, or when two bars have passed since the trade was entered.

There are several interesting features of this system. It uses flags to say when a trade can be entered or exited (when two bars have passed). It uses the OnTrade event handler to look at trade data during bar formation intervals (so the strategy is working within two timeframes—trades and bars). And it uses SetStop method to set a stop reminder based on time (5 minutes) to remind the strategy to close the position automatically after 5 minutes have passed with an open position.

using System; using System.Drawing; using System.ComponentModel;

using SmartQuant; using SmartQuant.FIX; using SmartQuant.Data; using SmartQuant.FIXData; using SmartQuant.Trading; using SmartQuant.Series; using SmartQuant.Optimization; using SmartQuant.Indicators; using SmartQuant.Instruments; using SmartQuant.Execution;

[StrategyComponent ("{a198d354-5be3-4b00-bd3b-b62e9bb1652f}",

ComponentType.ATSComponent,

Name = "Tech16\_System1\_ATS",

Description = "Five-Minute Bollinger Band System")] public class

**Tech16\_System1\_ATS : ATSComponent {**

// bollinger bands, 10 day, 2 standard deviations (94%) private BBL bbl; private int bblLength = 10; private double bblOrder = 2;

// exit on a profit target of 1% private double qty = 1;

// enter if stock drops 3 entry\_percent below lower band private double entry\_percent = 3;

// hold it for 5 minutes minimum (to end of next 5-min bar) private int minutesToHold = 5;

// exit on the second bar after stock was bought private bool exitOnBar = false; private bool entryEnabled = true; private double prevPrice = -1; private double prevBBL = -1;

[Category ("Parameter"), Description ("Percent")] public double Percent {

get { return entry\_percent; } set { entry\_percent = value; }

}

[Category ("Parameter"), Description ("# of minutes to hold")] public int MinutesToHold { get { return minutesToHold; } set { minutesToHold = value; }

}

[Category ("Parameter"), Description ("Qty")] public double Qty { get { return qty; } set { qty = value; }

}

[Category ("Parameter"), Description ("Length of BBL")] public int BBLLength { get { return bblLength; } set { bblLength = value; }

}

[Category ("Parameter"), Description ("Order of BBL")] public double BBLOrder { get { return bblOrder; } set { bblOrder = value; }

}

public override void

**Init () {**

// get reference to bar series for current instrument

BarSeries bars = Bars[Instrument]; // set up bollinger bands bbl = new BBL (bars, bblLength, bblOrder);

bbl.Color = Color.Blue; Draw (bbl, 0);

// initialize temp vars prevBBL = -1; prevPrice = -1;

}

public override void **OnBar (Bar bar) {**

// update previous bb limit if (bbl.Contains (bar.DateTime)) prevBBL = bbl[bar.DateTime];

// if we are supposed to exit on this bar, reset flag

// and close position with market order if (HasPosition && exitOnBar) {

// close position with market order

MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech16\_System1 - Sell"; order.Send ();

// enable another trading cycle exitOnBar = false; entryEnabled = true;

}

}

public override void **OnTrade (Trade trade) {**

// if we have recorded a previous bbl value, and a

// previous trade price value, then do the calculation

// (We need these two values for the calculation) if (prevBBL != -1) { if (prevPrice != -1) {

// if we do not have a position, and we are allowed

// to open a position, see if the stock price is

// 3 percent below the lower bbl band. if (!HasPosition && entryEnabled) {

// calculate the gap down size, in entry\_percent double bbl\_price\_diff = prevBBL - trade.Price; double drop\_percent = (bbl\_price\_diff / prevBBL) \* 100;

// if the stock has dropped low enough open

// a long position with a market order if (drop\_percent > entry\_percent) {

MarketOrder order = MarketOrder (Side.Buy, qty); order.Text = "Tech16\_System1 - Buy"; order.Send ();

// disable entries while we are in a position entryEnabled = false;

}

}

}

// remember the previous trade price (not bar price) prevPrice = trade.Price;

}

}

public override void **OnPositionValueChanged () {**

// this event fires every time a new trade price arrives

// and changes the market value of our position. So this

// method could execute many, many times before the next // bar arrives in the strategy.

// if we have a position, see if it is 1% profitable yet.

// If so, close the position with a market order if (HasPosition) {

if (Position.GetPnLPercent () > entry\_percent) {

MarketOrder order = MarketOrder (Side.Sell, qty); order.Text = "Tech16\_System1 - Sell"; order.Send ();

// reset control flags for another trade cycle exitOnBar = false; entryEnabled = true;

}

}

}

public override void **OnPositionOpened () {**

// when a new position is opened, set a stop reminder

// for 5 minutes in the future. After five minutes // have passed, we close the position on the next bar.

SetStop (Clock.Now.AddMinutes (minutesToHold));

}

public override void

**OnStopExecuted (ATSStop stop) {**

// When our 5 minute hold period expires, set a flag

// to exit the position on the next bar exitOnBar = true;

}

}
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# 7 Terminology

Inconsistent terminology makes it harder for readers to understand new concepts of any kind. To help avoid that problem in this document, we provide the following consistent definitions for words that are used throughout SmartQuant documentation. We do not claim that the definitions below are universally accepted in the industry—but they are good enough and consistent enough to meet the needs of the discussions in this document.

**Component.** A component is a computer file that contains one or more software components. For example, a component could be an Entry or Exit component that is listed in the Components panel of the IDE. Component is a technical term that means “a computer file,” not a functional strategy term that means a “functional component” such as Entry or Exit.

**Partitioned Framework.** A partitioned framework *partitions* (splits) the functions of a strategy (such as Entry and Exit) into *multiple* components (files). Using separate components makes it easier for developers to mix and match individual strategy functions into an overall strategy that they like (simply by right clicking and choosing the components of interest). When you create a new IDE strategy project, you must choose a partitioned or an integrated strategy framework.

**Integrated Framework.** An integrated framework *integrates* the functions of a strategy (such as Entry, Exit, Market Manager, and Risk Manager) into a *single* component. An integrated strategy framework makes it easier for developers to share trading information—such as instruments, prices, and trades—among the functions of a strategy. (In contrast, information is difficult to share across component boundaries in the partitioned framework). When you create a new IDE project, you must choose a partitioned or an integrated strategy framework.

**Unaggregated Market Data.** Unaggregated market data originates with a trading exchange, passes through a market data provider (or the database equivalent of a provider, in simulation mode), and is received by your strategy without aggregation processing. That is, no aggregation operations are performed to group, simplify, or otherwise change the original data flow. The term unaggregated data typically refers to Quotes and Trades.

**Quote Data.** Quote data originates with a market data provider, and contains at least a bid/ask pair of prices and a timestamp. (SmartQuant quotes contain the best bid/ask quotes among active providers.) Quotes may contain other information as well. In a SmartQuant strategy component, incoming quotes are usually handled by an OnQuote event handler method.

**Trade Data.** Trade data originates with a market data provider, and contains at least an instrument name, trade price, timestamp, and volume (size) of the trade. In a SmartQuant strategy component, incoming trades are usually processed by an OnTrade event hander method. Trade data is also known as “Time and Sales” data.

**Time and Sales Data:** Time and sales data is another industry term for trade data. This definition is provided here for completeness—the term “trade and sales” is not used in this document.

**TAQ Data.** TAQ is short for “trades and quotes,” and normally refers to the NYSE trade and quote database. The term TAQ is listed here for completeness—it is not used in this document.

**Tick.** A tick is the minimum price move allowed for a particular instrument. Tick sizes are different for different financial instruments. For example, a tick might be 0.01 on a stock price, 0.05 on a futures contract, or 0.10 on an index option. Ticks are properties or attributes of a financial instrument, and are defined by the exchanges that trade instruments. At least in this document, ticks have nothing to do with quotes or trades. (Although some people use the term “ticks” to refer generally to trade and quote TAQ data.)

**Tick Data.** Tick data is a general term used to refer to *unaggregated data*. That is, *tick data* can refer to quote data, trade data, market depth data, or any other kind of unaggregated data.

**Aggregated Data.** Aggregated data is formed by processing *tick data* (unaggregated quote and trade data) into structured data objects that are more useful for your strategies. For example, Bar data is the most obvious type of aggregated data.

**Bar Data.** Bar data originates in the SmartQuant BarFactory, and is constructed from unaggregated quote and trade data. To see the BarFactory for a market data provider, select a provider in the Providers panel, and view its properties in the Properties panel.

**Instrument.** A financial *instrument* is something that carries financial value, such as a stock, a bond, a futures contract, or an equity option.

**Technical Indicator.** A *technical indicator* is a mathematical, formula-calculated value that indicates some interesting property of the underlying financial instrument. For example, one technical indicator is a simple 10-day moving average of daily closing price.