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# Introduction

Matrix is a web platform aimed to help students achieve better result during high school by centralising a base of knowledge in the field of mathematics. The service can also be referred as a tool for students, providing powerful mechanisms for handling high school related mathematics problems. These mechanisms include but are not limited to[[1]](#footnote-1): online working on mathematics problems in workspaces, online storage which can be accessed with save and load actions, powerful mathematics library and easy-to-use Mathcad-like user experience, forum and discussions section where students can post mathematics problems and get relevant advice and an automated system for suggesting solutions based on previous user knowledge.

We chose to build a web platform rather than a desktop application because this tool must be widely accessible and not depend on the operating system or computer capabilities of the user. We aim to create a centralized knowledge base, self-sustained and continuously growing, and to keep it accessible for all the students that may need it.

Matrix is designed in two sections: the Workspace and the Forum. In the Workspace, the user can perform mathematical task and calculus, while in the Forum they can access the community and the knowledge base.

The platform is open-source and can be found on [Github](https://github.com/alexonea/chefonea). Suggestions, feedback and contributions are welcome.

## Use cases and scenarios

The main use of the platform is for finding solutions to problems that would normally require time or that cannot be solved right away because their solving is not obvious yet. This kind of problems may be found in the national exams training sets, Mathematics Olympiad subjects and training textbooks, and even homework with higher difficulty level. The ‘user’ in these cases is the student who needs to find a solution to one of these problems as soon as possible and with minimum effort.

## Workflow

The general workflow is described as follows: the user has to solve a problem. They access the application, log in with their Facebook account and create a new workspace. This step may be optional, but is recommended. Then they switch to the Forum section of the platform and search for similar problems[[2]](#footnote-2). One they have identified their problem with a similar one already posted and solved on the platform, they are provided with a solving path, consisting in easy steps to follow in order to achieve the desired result. Please note that the platform does not provide the full solution, but only guidance for achieving it. Next, they switch back to the Workspace section of the platform and perform the calculus that was previously indicated in the solving path. Finally, the user can save their workspace for later use.

# Technical details

The platform is a web application and will be explained in detail in the following sections. The implementation was designed to support live events and interactions with the user and provide a powerful and intuitive user experience, but also high performance. The technical details will be delivered in two main groups: server-side and client-side.

## Server-side

The server is currently hosted on could service provided by Amazon via Windows Azure. The server is power by node.js, which is a platform build on Chrome’s JavaScript runtime. The code is entirely JavaScript; all the network optimisations are made by node.js. More about node.js can be found at their official website: [Node.js](http://nodejs.org).

The server uses the Express framework for node.js, making it easier to handle requests and deliver responses, set routes and configure the server. Express is a web application framework for node.js, and further details can be found on their official website: [Express.js](http://expressjs.org).

### HTML engine

The HTML is generated using Jade. The pages are dynamically updated, depending on the user context, session and platform status. In order to achieve this, variables are introduced in Jade templates which are parsed at rendering and converted into HTML pages. One example of such variables can be found below.

- if (!user)

li: a(href='/auth/facebook')

small

| Log in

span.fui-man-16.icon.space-before

- else

li

a.profile(href='#')

small #{user.name}

img.photo(src=user.photo)

ul.profile-settings

li: a(href='#')

small

span.fui-settings-16.menu-icon

| Settings

li: a(href='/logout?redirect=forum')

small

span.fui-cross-16.menu-icon

| Logout

In the code above the user variable is passed to the Jade parser are contains information about the current logged user. If the information exists, then the user is logged and their name and profile picture are displayed. Otherwise, a link to the authentification route is placed.

Jade templating engine is based on indentation such that any element with a certain indentation level will be nested below the first element above it with the immediate lower indentation.

In the code example above, the lines

a.profile(href='#')

small #{user.name}

img.photo(src=user.photo)

indicate that an a HTML element holds a small HTML element and an img HTML element, and will be rendered into the following HTML code.

<a href=’#’ class=’profile’>

<small> #{user.name} </small>

<img class=’photo’ src=user.photo />

</a>

Please note that #{user.name} and user.photo are variables and will be replaced by their actual values at rendering.

The Jade code is grouped into sepparate files called layouts. Every page or part of a page is described by such a layout. A page is than generated by combining these layouts into a view and rendering the view into HTML code.

For further information on Jade templating engine please refer to their official website: [Jade](http://jade-lang.com).

### Database

The platform uses a non-SQL database, powered by Mondo DB. The database is hosted in cloud too, via MongoLab and Amazon Cloud Service. As compared to SQL databases, in non-SQL databases, the every record is an BSON encoded Object. The structure of such an object is detailed below.

{

Key\_1: value1,

Key\_2: value2,

Key\_3: {

Nested\_key1: value3,

Nested\_key2: value4

}

}

The Object consists in pairs of keys and values. The values can be other Objects as well, as illustrated above. The example above is a standard JSON[[3]](#footnote-3) Object. BSON is just a binary encoding over the standard JSON. All the records (also known as Documents) in a Mongo DB database are saved as such BSONs.

For database transactions another framework is used: mongoose. Mongoose is an elegant object modelling tool for Node.js and Mongo DB databases. Schemas are defined, which model each entity in the database, such a User or a Workspace. Using these Schemas, the server can query the remote database and acquire or update information. An example of one of these Schemas is shown below.

var workspace = mongoose.Schema({

\_id: String,

uid: String,

name: String,

data: String,

lastupdate: Date

});

The code above is JavaScript and defines a workspace Schema containing five fields. The first four fields are of String type while the last one is a Date. From now on, every workspace saved in the database will present the same structure: an id, a name, a user id (the owner), content (data) and a date of the last modification. An example of a workspace stored in the database is given below.

{  
    "\_id": "5190d88fh36e2c42000001",  
    "data": "place content here",  
    "lastupdate": {  
        "$date": "2013-05-12T21:44:19.535Z"  
    },  
    "name": "Title of the workspace",  
    "uid": "7hf848966"  
}

For database querying, mongoose provides a powerful yet intuitive API based on these previously defined Schemas.

The platform stores in the database two different entities, user and workspace. The workspace schema has already been posted above, containing five fields to describe and uniquely identify any of the saved workspaces. A workspace is identified by \_id and uid. The \_id field describes a unique id for the workspaces, generated at creation by mongoose, while the uid field describes the unique user identifier provided by Facebook on login.

The user Schema is defined as follows.

var user = mongoose.Schema({

id: String,

name: String,

email: String,

photo: String,

type: {

type: String, enum: ['admin', 'basic'],

default: 'basic'

}

});

A user is described by five fields: an unique id provided by Facebook, their name, also provided by Facebook, their email address – if avaliable, their photo retrieved from their Facebook profile, and a type, which is defined above as an enumeration of two possible values (admin and basic), with the default value beign set to basic. All the fields are of type String. Every user is identified only by their id.

Further details about Mongo DB and mongoose can be found on their official websites: [Mongo DB](http://www.mongodb.org/), [mongoose](http://mongoosejs.com).

### Login and user account

The users can login using their Facebook account. This option was chosen because it avoids registration and account control. The authorisation process works with OAuth 2.0, which is an open protocol to allow secure authorisation methods for desktop, web and mobile application. This authorisation process is handled by Passport, a middleware for Node.js. Passport works with many authentification mechanisms, known as strategies. For this platform, a Facebook authentification strategy is used and defined as below.

passport.use(new FacebookStrategy({

clientID: FACEBOOK\_APP\_ID,

clientSecret: FACEBOOK\_APP\_SECRET,

callbackURL: CALLBACK\_URL,

profileFields: ['id', 'displayName', 'photos', 'email'],

},

function (accessToken, refreshToken, profile, done) {

/\* body removed \*/

}

));

The strategy defined above requires three compulsory fields: FACEBOOK\_APP\_ID, FACEBOOK\_APP\_SECRET and CALLBACK\_URL. The first two are related to a Facebook Developer App which has been created in order to enable the login process. The third one will be explained in the following paragraph. Another field is specified in the strategy, profileFields, which describes what information will be retrieved from the user’s Facebook profile after each successful login. In this case, the platform needs the user’s id, name, profile picture, and email address, if available.

The authorisation process consists in three steps. In the first step, the user clicks on a link on the main page of the platform. The link activates the /auth/facebook route (see Routing, the next section for details on this route), which internally sends an OAuth request to Facebook. In the next step, the user is redirected to Facebook, where he has to gain permissions to the Facebook Developer App that enables the login. Permissions include basic profile fields and the profile picture. If the user is not logged into Facebook, they have to login first. The last step takes place after the user gained permissions to the Facebook app. In this step, they are redirected back to the platform, on /auth/facebook/callback route (which must be set in the CALLBACK\_URL field when defining the authentification strategy). Here, the server receives data from Facebook, consisting in the profile fields specified in the strategy. The server also receives an accessToken than can be used for further operations with Facebook such as posting on wall.

### Routing

The server is configured to support both POST and GET requests from clients. Several routes have been created to serve the main functionalities of the platform. In Node.js, such a route is a function handles a HTTP request. The function receives as parameters the request and a reference to the response, both encoded as JSON objects. A basic route function should look like this:

var route\_name = function (req, res) {

/\* process the request, do something with the response \*/

}

In this example a new route, with the name route\_name, is defined as a function with an empty body. The server has seven routes, all of them listed in the table below.

|  |  |  |
| --- | --- | --- |
| Route | Method | Description |
| / | GET | Renders the index page |
| /forum | GET | Renders the forum page |
| /sync | GET | Syncs the workspaces with the server |
| /load | GET | Loads a workspaces |
| /auth/facebook | GET | Login with Facebook |
| /auth/facebook/callback | GET | Returning after login; processes user data |
| /logout | GET | Logs the user out |

A typical example of code for the / route is poste below.

var index = function(req, res){

res.render('index', {

title: 'Matrix',

user: req.session.passport.user

});

}

In this example, the route handles requests for the index page, and unconditionally renders the index view[[4]](#footnote-4), passing an object to it. The object consists in two fields, title and user. The first annotates the page title while the second holds information for the current logged user, if the user is logged. These fields can be then user as variables in the specified layout *(please go back to ‘HTML engine’ section for details)*.

#### The / and /forum routes

The index route, also referred as the / route, renders the index view. The /forum route renders the forum view. These routes are defined in separate files and loaded into the main server script using the following code.

routes.index = require('./routes/index');

routes.forum = require('./routes/forum');

The require() function is a standard JavaScript function that loads the result of a script into the left-hand side variable. In the routes Object contains fields for every route in the server. Next, the server is configured to accept GET requests from clients on these routes:

app.get('/', routes.index);

app.get('/forum', routes.forum);

Here, app is a variable that holds the whole application (server) and is instantiated as follows:

var app = express();

The .get() method is part of the Express API for Node.js.

#### The /auth/facebook and /auth/facebook/callback routes

These two routes are not handled by the server itself, but by the Passport middleware. The server has been configured to accept requests on these routes, but no function was built for any of them. Instead, the Passport middleware provides an API that has been used for these two routes for handling authentification requests. The code for the server configuration is as below.

app.get('/auth/facebook', passport.authenticate('facebook'));

app.get('/auth/facebook/callback',

passport.authenticate('facebook', { successRedirect: '/',

failureRedirect: '/' }));

This code passes the request handling responsibility for these two routes to the Passport middleware. Passport will ensure that the authentification process goes as planned.

#### The /sync route

The /sync route does not render any view, but is used for live user – database transactions. The platform enables the user to edit and save the workspaces in real-time, without refreshing the page. In order to achieve this, a client-side script[[5]](#footnote-5) initiates an AJAX call to this route on the server, requesting the update or the creation of a new workspace. The route receives data by GET method. The data encoded into a JSON object with the following structure.

{ wid: WORKSPACE\_ID,

uid: USER\_ID,

name: WORKSPACE\_NAME,

data: WORKSPACE\_CONTENT

}

This structure is sent to the /sync route, which processes it. The acquisition of this information is achieved by the following code. The req variable holds the request information.

var uid = req.query['uid'];

var wid = req.query['wid'];

var data = req.query['data'];

var name = req.query['name'];

First, the authenticity of the user is verified by comparing the user id sent with the user id stored into the current session on server.

if (uid === req.session.passport.user.id) {

/\* user is ok \*/

} else {

\*/ user is an intruder \*/

}

Afterwards, other checks are performed and the database is queried for the required information. If the workspace id provided is found in the database, the corresponding workspace will be updated (the owner of the workspace is checked as well). Otherwise, a new workspace is created and the new workspace id is returned to the client for storing and further updates.

#### The /load route

This route serves two functions. Depending on the parameters received from the client, it returns all the workspaces owned by the user, or only the workspace with a certain id. The structure of the data sent to this route depends on the situation and can be one of the two shown below.

1. { uid: USER\_ID }
2. { uid: USER\_ID, wid: WORKSPACE\_ID }

In the first case, the route receives only a user id and, after comparing it with the id stored in the session for the current user, the route will return a list of workspaces representing all the saved workspaces owned by the user with the id USER\_ID.

In the second case, the route receives a user id and a workspace id, performs the user authenticity checks, performs the workspaces ownership check, and if all of the above said are correct, returns only the workspace with the id WORKSPACE\_ID owed by the user with the id USER\_ID.

In addition, if the workspace or the user does not exist, or the workspace is not owned by the user with the specified user id, an object containing certain error codes and descriptions is returned to the client.

#### The /logout route

The /logout route does not perform any checks, but only deletes the current session. Moreover, the logout route must receive an redirect parameter from the client, and will redirect the client to the desired URL. The whole logout route function is posted below.

var logout = function (req, res) {

req.logout();

res.render(req.query['redirect'], { title: 'Matrix', user: false });

The request variable contains a .logout() method that deletes the current session.

The last three routes are also registered with the server using the following code.

app.get('/logout', routes.logout);

app.get('/sync', routes.sync);

app.get('/load', routes.load);

## Client-side

The client-side consists in the scripts and resources loaded in order to achieve the user experience. The interface is intuitive and easy to use, created using some powerful tools and frameworks. All the scripts that handle the user interactions are JavaScript.

### Styling

The user interface has been styled using two major frameworks: Bootstrap from Twitter and Flat UI (derived from Bootstrap). Both are in their majority pure CSS rules, with jQuery for visual effects.

The styles have been organised into separate files depending on their use. There is a main style.css file holding general rules, while two other files, index-style.css and forum-style.css describe the styling of the two sections of the platform. There is another file, matrix.css, containing only rules related to the mathematics elements.

The matrices and all the mathematics elements in the pages were created using pure CSS rules. In the example below is shown the rule used to achieve the matrix design.

table.matrix {

border: 1px solid black;

border-radius: 6px !important;

border-top: none;

border-bottom: none;

border-collapse: separate;

border-spacing: 3px;

padding: 3px;

margin: 10px;

display: inline-table;

}

Some visual effects have been implemented using jQuery.

For further information about Bootstrap and Flat UI, please visit their official websites.

### Local storage

The platform is designed to be used by switching between two sections, Workspace and Forum, so the user must be able to keep his work in the Workspace even they leave the Workspace section. All the information about the workspace is saved in the local storage of the browser using the JavaScript API. The example below sets and loads an item from the local strage.

localStorage.setItem(itemName, value);

localStorage.loadItem(itemName);

Similar calls have been used to store information about the workspaces.

### User interactions

User interactions are handled using JavaScript and jQuery. The real-time events are using AJAX calls to communicate with the server. There are there AJAX calls that may fire during the use of the platform. The cases in which one of these calls may fire are: the user saves a workspace, the user loads a workspace and the user requires seeing the list of saved workspaces. In the example below, there is shown the AJAX call for loading a workspace.

$.ajax({

type: 'GET',

url: '/load',

data: user\_data,

success: function (data) {

/\* do something with the data \*/

},

error: function(err) {

console.error(err);

}

});

# Hardware and software requirments

In order to be able to access the application, the user must have all of the following:

1. A personal computer
2. An internet connection
3. An webkit enabled browser (Chrome, Safari)

# Future development

Some of the future development planned includes:

1. compatibility for all browsers
2. optimisation of requests
3. adding other mathematical functionalities
4. Forum development
5. search algorithm for problems
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1. Please note that not all these features and implemented. The status of completion for each feature will be specified in detail in the following sections. [↑](#footnote-ref-1)
2. The search function will be defined in the following sections. [↑](#footnote-ref-2)
3. JSON stands for JavaScript Object Notation [↑](#footnote-ref-3)
4. A view is represented by a Jade file that describes a layout [↑](#footnote-ref-4)
5. Please refer to the appropriate section for more details on client-side scripts. [↑](#footnote-ref-5)