![](data:image/png;base64,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)

Compiler Design Principles The PARSER

Dr. Mohammad Reza Razzazi

*Amirkabir University of Technology*

*SPRING 2017*

![](data:image/png;base64,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)

aLI gHOLAMI - 9531504

aiDA DOOST MOHAMMADI - 9431550

**Grammar (.y) File**

%{

package chronicle;

import java.io.\*;

%}

%token ID NUMCONST REALCONST CHARCONST BOOLCONST SHARP\_KW MOD\_KW DIV\_KW MUL\_KW SUB\_KW ADD\_KW SINGLE\_QUOTE\_KW DOT\_KW LTE\_KW GTE\_KW NEQ\_KW EQ\_KW GT\_KW LT\_KW COMMA\_KW CLOSEPARENTHESIS\_KW OPENPARENTHESIS\_KW CLOSEACCOLADE\_KW OPENACCOLADE\_KW CLOSEBRACKET\_KW OPENBRACKET\_KW ASSIGN\_KW COLON\_KW SEMICOLON\_KW NOT\_KW OR\_KW AND\_KW DOWNTO\_KW UPTO\_KW EXIT\_KW RETURN\_KW FOR\_KW WHEN\_KW END\_KW DEFAULT\_KW CASE\_KW SWITCH\_KW WHILE\_KW DO\_KW ELSE\_KW THEN\_KW IF\_KW PROCEDURE\_KW BOOLEAN\_KW CHARACTER\_KW REAL\_KW INTEGER\_KW MAIN\_KW PROGRAM\_KW DIGIT NONZERO\_DIGIT LETTER

%code {

static PrintStream writer;

public static void main(String args[]) throws IOException, FileNotFoundException {

YYParser yyparser;

final Yylex lexer;

writer = new PrintStream(new File("yacc\_tool\_output.txt"));

lexer = new Yylex(new InputStreamReader(new FileInputStream(".\\Global\_Test\\globalTest2.shl")));

yyparser = new YYParser(new Lexer() {

@Override

public int yylex() {

int yyl\_return = -1;

try {

yyl\_return = lexer.yylex();

} catch (IOException e) {

System.err.println("IO error :" + e);

}

return yyl\_return;

}

@Override

public void yyerror(String error) {

System.err.println("Error : " + error);

}

@Override

public Object getLVal() {

return null;

}

});

yyparser.parse();

return;

}

}

// Precedences go increasing, so "then" < "else".

%nonassoc THEN\_KW

%nonassoc ELSE\_KW

%nonassoc DOT\_KW

%%

program:

PROGRAM\_KW ID MAIN\_KW block {

System.out.println("Rule 1.2: " +

"program -> PROGRAM\_KW ID MAIN\_KW block");

}

| PROGRAM\_KW ID declarations\_list MAIN\_KW block {

System.out.println("Rule 1.3: " +

"program -> PROGRAM\_KW ID declarations\_list MAIN\_KW block");

}

| PROGRAM\_KW ID procedure\_list MAIN\_KW block {

System.out.println("Rule 1.4: " +

"program -> PROGRAM\_KW ID procedure\_list MAIN\_KW block");

}

| PROGRAM\_KW ID declarations\_list procedure\_list MAIN\_KW block {

System.out.println("Rule 1.5: " +

"program -> PROGRAM\_KW ID declarations\_list procedure\_list MAIN\_KW block");

}

| PROGRAM\_KW ID MAIN\_KW {

System.out.println("Rule 1.1: " +

"program -> PROGRAM\_KW ID MAIN\_KW");

}

declarations\_list:

declarations\_list declarations {

System.out.println("Rule 2.1: " +

"declarations\_list -> declarations\_list declarations");

}

| declarations {

System.out.println("Rule 2.2: " +

"declarations\_list -> declarations");

}

declarations:

type\_specifiers declarator\_list SEMICOLON\_KW {

System.out.println("Rule 3.1: " +

"declarations -> type\_specifiers declarator\_list SEMICOLON\_KW");

}

type\_specifiers:

INTEGER\_KW {

System.out.println("Rule 4.1: " +

"type\_specifiers -> INTEGER\_KW");

}

| REAL\_KW {

System.out.println("Rule 4.2: " +

"type\_specifiers -> REAL\_KW");

}

| CHARACTER\_KW {

System.out.println("Rule 4.3: " +

"type\_specifiers -> CHAR\_KW");

}

| BOOLEAN\_KW {

System.out.println("Rule 4.4: " +

"type\_specifiers -> BOOLEAN\_KW");

}

declarator\_list:

declarator {

System.out.println("Rule 5.1: " +

"declarator\_list -> declarator");

}

| declarator\_list COMMA\_KW declarator {

System.out.println("Rule 5.2: " +

"declarator\_list -> declarator\_list COMMA\_KW declarator");

}

declarator:

dec {

System.out.println("Rule 6.1: " +

"declarator -> dec");

}

| dec ASSIGN\_KW initializer {

System.out.println("Rule 6.2: " +

"declarator -> dec ASSIGN\_KW initializer");

}

dec:

ID {

System.out.println("Rule 7.1: " +

"dec -> ID");

}

| ID OPENBRACKET\_KW range CLOSEBRACKET\_KW {

System.out.println("Rule 7.2: " +

"dec -> ID OPENBRACKET\_KW range CLOSEBRACKET\_KW");

}

| ID OPENBRACKET\_KW NUMCONST CLOSEBRACKET\_KW {

System.out.println("Rule 7.3: " +

"dec -> ID OPENBRACKET\_KW NUMCONST CLOSEBRACKET\_KW");

}

range:

ID DOT\_KW ID {

System.out.println("Rule 8.1: " +

"range -> ID DOT\_KW ID");

}

| NUMCONST DOT\_KW NUMCONST {

System.out.println("Rule 8.2: " +

"range -> NUMCONST DOT\_KW NUMCONST");

}

| arithmetic\_expressions DOT\_KW arithmetic\_expressions {

System.out.println("Rule 8.3: " +

"range -> arithmetic\_expressions DOT\_KW arithmetic\_expressions");

}

initializer:

constant\_expressions {

System.out.println("Rule 9.1: " +

"initializer -> constant\_expressions");

}

| OPENACCOLADE\_KW initializer\_list CLOSEACCOLADE\_KW {

System.out.println("Rule 9.2: " +

"initializer -> OPENACCOLADE\_KW initializer CLOSEACCOLADE\_KW");

}

initializer\_list:

constant\_expressions COMMA\_KW initializer\_list {

System.out.println("Rule 10.1: " +

"initializer\_list -> constant\_expressions COMMA\_KW initializer\_list");

}

| constant\_expressions {

System.out.println("Rule 10.2: " +

"initializer\_list -> constant\_expressions");

}

procedure\_list:

procedure\_list procedure {

System.out.println("Rule 11.1: " +

"procedure\_list -> procedure\_list procedure");

}

| procedure {

System.out.println("Rule 11.2: " +

"procedure\_list -> procedure");

}

procedure:

PROCEDURE\_KW ID parameters OPENACCOLADE\_KW block CLOSEACCOLADE\_KW SEMICOLON\_KW {

System.out.println("Rule 12.1: " +

"procedure -> PROCEDURE\_KW ID parameters OPENACCOLADE\_KW block CLOSEACCOLADE\_KW SEMICOLON\_KW");

}

|PROCEDURE\_KW ID parameters OPENACCOLADE\_KW declarations\_list block CLOSEACCOLADE\_KW SEMICOLON\_KW {

System.out.println("Rule 12.2: " +

"procedure -> PROCEDURE\_KW ID parameters OPENACCOLADE\_KW declarations\_list block CLOSEACCOLADE\_KW SEMICOLON\_KW");

}

parameters:

OPENPARENTHESIS\_KW declarations\_list CLOSEPARENTHESIS\_KW {

System.out.println("Rule 13.1: " +

"parameters -> OPENPARENTHESIS\_KW declarations\_list CLOSEPARENTHESIS\_KW");

}

block:

OPENACCOLADE\_KW statement\_list CLOSEACCOLADE\_KW {

System.out.println("Rule 14.1: " +

"block -> OPENACCOLADE\_KW statement\_list CLOSEACCOLADE\_KW");

}

statement\_list:

statement SEMICOLON\_KW {

System.out.println("Rule 15.1: " +

"statement\_list -> statement SEMICOLON\_KW");

}

| statement\_list statement SEMICOLON\_KW {

System.out.println("Rule 15.2: " +

"statement\_list -> statement\_list statement SEMICOLON\_KW");

}

| SEMICOLON\_KW {

System.out.println("Rule 15.3: " +

"statement\_list -> SEMICOLON\_KW");

}

| statement\_list SEMICOLON\_KW {

System.out.println("Rule 15.4: " +

"statement\_list -> statement\_list SEMICOLON\_KW");

}

statement:

ID ASSIGN\_KW expressions {

System.out.println("Rule 16.1: " +

"statement -> ID ASSIGN\_KW expressions");

}

| IF\_KW bool\_expressions THEN\_KW statement {

System.out.println("Rule 16.2: " +

"statement -> IF\_KW bool\_expressions THEN\_KW statement");

}

| IF\_KW bool\_expressions THEN\_KW statement ELSE\_KW statement {

System.out.println("Rule 16.3: " +

"statement -> IF\_KW bool\_expressions THEN\_KW statement ELSE\_KW statement");

}

| DO\_KW statement WHILE\_KW bool\_expressions {

System.out.println("Rule 16.4: " +

"statement -> DO\_KW statement WHILE\_KW bool\_expressions");

}

| FOR\_KW ID ASSIGN\_KW counter DO\_KW statement {

System.out.println("Rule 16.5: " +

"statement -> FOR\_KW ID ASSIGN\_KW counter DO\_KW statement");

}

| SWITCH\_KW expressions case\_element default END\_KW {

System.out.println("Rule 16.6: " +

"statement -> SWITCH\_KW expressions case\_element default END\_KW");

}

| ID OPENPARENTHESIS\_KW arguments\_list CLOSEPARENTHESIS\_KW {

System.out.println("Rule 16.7: " +

"statement -> ID OPENPARENTHESIS\_KW arguments\_list CLOSEPARENTHESIS\_KW");

}

| ID OPENBRACKET\_KW expressions CLOSEBRACKET\_KW ASSIGN\_KW expressions {

System.out.println("Rule 16.8: " +

"statement -> IDENTIFIER OPENBRACKET\_KW expressions CLOSEBRACKET\_KW ASSIGN\_KW expressions");

}

| RETURN\_KW expressions {

System.out.println("Rule 16.9: " +

"statement -> RETURN\_KW expressions");

}

| EXIT\_KW WHEN\_KW bool\_expressions {

System.out.println("Rule 16.10: " +

"statement -> EXIT\_KW WHEN\_KW bool\_expressions");

}

| block {

System.out.println("Rule 16.11: " +

"statement -> block");

}

| ID OPENPARENTHESIS\_KW CLOSEPARENTHESIS\_KW {

System.out.println("Rule 16.12: " +

"statement -> ID OPENPARENTHESIS\_KW CLOSEPARENTHESIS\_KW");

}

| SWITCH\_KW expressions case\_element END\_KW {

System.out.println("Rule 16.13: " +

"statement -> SWITCH\_KW expressions case\_element END\_KW");

}

arguments\_list:

multi\_arguments {

System.out.println("Rule 17.1: " +

"arguments\_list -> multi\_arguments");

}

multi\_arguments:

multi\_arguments COMMA\_KW expressions {

System.out.println("Rule 18.1: " +

"multi\_arguments -> multi\_arguments COMMA\_KW expressions");

}

| expressions {

System.out.println("Rule 18.2: " +

"multi\_arguments -> expressions");

}

counter:

NUMCONST UPTO\_KW NUMCONST {

System.out.println("Rule 19.1: " +

"counter -> NUMCONST UPTO\_KW NUMCONST");

}

| NUMCONST DOWNTO\_KW NUMCONST {

System.out.println("Rule 19.2: " +

"counter -> NUMCONST DOWNTO\_KW NUMCONST");

}

case\_element:

CASE\_KW NUMCONST COLON\_KW block {

System.out.println("Rule 20.1: " +

"case\_element -> CASE\_KW NUMCONST COLON\_KW block");

}

| case\_element CASE\_KW NUMCONST COLON\_KW block {

System.out.println("Rule 20.2: " +

"case\_element -> case\_element CASE\_KW NUMCONST COLON\_KW block");

}

default:

DEFAULT\_KW COLON\_KW block {

System.out.println("Rule 21.1: " +

"default -> DEFAULT\_KW COLON\_KW block");

}

expressions:

constant\_expressions {

System.out.println("Rule 22.1: " +

"expressions -> constant\_expressions");

}

| bool\_expressions {

System.out.println("Rule 22.2: " +

"expressions -> bool\_expressions");

}

| arithmetic\_expressions {

System.out.println("Rule 22.3: " +

"expressions -> arithmetic\_expressions");

}

| ID {

System.out.println("Rule 22.4: " +

"expressions -> ID");

}

| ID OPENBRACKET\_KW expressions CLOSEBRACKET\_KW {

System.out.println("Rule 22.5: " +

"expressions -> ID OPENBRACKET\_KW expressions CLOSEBRACKET\_KW");

}

| ID OPENPARENTHESIS\_KW arguments\_list CLOSEPARENTHESIS\_KW {

System.out.println("Rule 22.6: " +

"expressions -> ID OPENPARENTHESIS\_KW arguments\_list CLOSEPARENTHESIS\_KW");

}

| OPENPARENTHESIS\_KW expressions CLOSEPARENTHESIS\_KW {

System.out.println("Rule 22.7: " +

"expressions -> OPENPARENTHESIS\_KW expressions CLOSEPARENTHESIS\_KW");

}

| ID OPENPARENTHESIS\_KW CLOSEPARENTHESIS\_KW {

System.out.println("Rule 22.8: " +

"expressions -> ID OPENPARENTHESIS\_KW CLOSEPARENTHESIS\_KW");

}

constant\_expressions:

NUMCONST {

System.out.println("Rule 23.1: " +

"constant\_expressions -> NUMCONST");

}

| REALCONST {

System.out.println("Rule 23.2: " +

"constant\_expressions -> REALCONST");

}

| CHARCONST {

System.out.println("Rule 23.3: " +

"constant\_expressions -> CHARCONST");

}

| BOOLEAN\_KW {

System.out.println("Rule 23.4: " +

"constant\_expressions -> BOOLEAN\_KW");

}

bool\_expressions:

LT\_KW pair {

System.out.println("Rule 24.1: " +

"bool\_expressions -> LT\_KW pair");

}

| LTE\_KW pair {

System.out.println("Rule 24.2: " +

"bool\_expressions -> LTE\_KW pair");

}

| GT\_KW pair {

System.out.println("Rule 24.3: " +

"bool\_expressions -> GT\_KW pair");

}

| GTE\_KW pair {

System.out.println("Rule 24.4: " +

"bool\_expressions -> GTE\_KW pair");

}

| EQ\_KW pair {

System.out.println("Rule 24.5: " +

"bool\_expressions -> EQ\_KW pair");

}

| NEQ\_KW pair {

System.out.println("Rule 24.6: " +

"bool\_expressions -> NEQ\_KW pair");

}

| AND\_KW THEN\_KW pair {

System.out.println("Rule 24.7: " +

"bool\_expressions -> AND\_KW THEN\_KW pair");

}

| OR\_KW ELSE\_KW pair {

System.out.println("Rule 24.8: " +

"bool\_expressions -> OR\_KW ELSE\_KW pair");

}

arithmetic\_expressions:

ADD\_KW pair {

System.out.println("Rule 25.1: " +

"arithmetic\_expressions -> ADD\_KW pair");

}

| SUB\_KW pair {

System.out.println("Rule 25.2: " +

"arithmetic\_expressions -> SUB\_KW pair");

}

| MUL\_KW pair {

System.out.println("Rule 25.3: " +

"arithmetic\_expressions -> MUL\_KW pair");

}

| DIV\_KW pair {

System.out.println("Rule 25.4: " +

"arithmetic\_expressions -> DIV\_KW pair");

}

| MOD\_KW pair {

System.out.println("Rule 25.5: " +

"arithmetic\_expressions -> MOD\_KW pair");

}

| SUB\_KW expressions {

System.out.println("Rule 25.6: " +

"arithmetic\_expressions -> SUB\_KW expressions");

}

pair:

OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW {

System.out.println("Rule 26.1: " +

"pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW");

}

**Test Program (Coded by ourselves)**

program test  
 int a;  
 int b:=#3;  
 real f;  
 real k:=#0.4;  
 real l:=#3.5000;  
 char c:='w';  
 char h;  
 bool s;  
 bool r;  
 int array[#2]:={#5,#6};  
 procedure func (int input;) {  
 int x:=#1;  
 int y:=#2;  
 {  
 if < (x,y)  
 then  
 x:= +(x, #1)  
 else  
 y:= -(y, #1);  
  
 do  
 x:=+(x,#1)  
 while <(x, #1);  
  
 for i:=#1 upto #10  
 do d[#1] := +(j,+(i,#2));  
 ;}  
 };  
 procedure func (int input;) {  
 int x:=#1;  
 int y:=#2;  
 {  
 if >(input, #0) then {u:=#89;}  
 else return \*(-#1, input)  
 ;}  
 };  
main {  
 switch k  
 case #3: { for i:=#1 upto #10  
 do d[#1] := +(j,+(i,#2));}  
 case #6: {do var7:= #9 while <=((var9),#8);}  
 default:{  
 {  
 if >(input, #10) then {return input;}  
 ;}  
 ;}  
 end;  
 exit when <=(+(l,k), -(k) );  
 \*((\*(-(#6,#6),#7)),#5);  
}

**Final Results (Parser Output)**

Rule 4.1: type\_specifiers -> INTEGER\_KW

Rule 7.1: dec -> ID

Rule 6.1: declarator -> dec

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.2: declarations\_list -> declarations

Rule 4.1: type\_specifiers -> INTEGER\_KW

Rule 7.1: dec -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 9.1: initializer -> constant\_expressions

Rule 6.2: declarator -> dec ASSIGN\_KW initializer

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 4.2: type\_specifiers -> REAL\_KW

Rule 7.1: dec -> ID

Rule 6.1: declarator -> dec

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 4.2: type\_specifiers -> REAL\_KW

Rule 7.1: dec -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 9.1: initializer -> constant\_expressions

Rule 6.2: declarator -> dec ASSIGN\_KW initializer

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 4.2: type\_specifiers -> REAL\_KW

Rule 7.1: dec -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 9.1: initializer -> constant\_expressions

Rule 6.2: declarator -> dec ASSIGN\_KW initializer

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 4.3: type\_specifiers -> CHAR\_KW

Rule 7.1: dec -> ID

Rule 23.3: constant\_expressions -> CHARCONST

Rule 9.1: initializer -> constant\_expressions

Rule 6.2: declarator -> dec ASSIGN\_KW initializer

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 4.3: type\_specifiers -> CHAR\_KW

Rule 7.1: dec -> ID

Rule 6.1: declarator -> dec

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 4.4: type\_specifiers -> BOOLEAN\_KW

Rule 7.1: dec -> ID

Rule 6.1: declarator -> dec

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 4.4: type\_specifiers -> BOOLEAN\_KW

Rule 7.1: dec -> ID

Rule 6.1: declarator -> dec

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 4.1: type\_specifiers -> INTEGER\_KW

Rule 7.3: dec -> ID OPENBRACKET\_KW NUMCONST CLOSEBRACKET\_KW

Rule 23.1: constant\_expressions -> NUMCONST

Rule 23.1: constant\_expressions -> NUMCONST

Rule 10.2: initializer\_list -> constant\_expressions

Rule 10.1: initializer\_list -> constant\_expressions COMMA\_KW initializer\_list

Rule 9.2: initializer -> OPENACCOLADE\_KW initializer CLOSEACCOLADE\_KW

Rule 6.2: declarator -> dec ASSIGN\_KW initializer

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 4.1: type\_specifiers -> INTEGER\_KW

Rule 7.1: dec -> ID

Rule 6.1: declarator -> dec

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.2: declarations\_list -> declarations

Rule 13.1: parameters -> OPENPARENTHESIS\_KW declarations\_list CLOSEPARENTHESIS\_KW

Rule 4.1: type\_specifiers -> INTEGER\_KW

Rule 7.1: dec -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 9.1: initializer -> constant\_expressions

Rule 6.2: declarator -> dec ASSIGN\_KW initializer

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.2: declarations\_list -> declarations

Rule 4.1: type\_specifiers -> INTEGER\_KW

Rule 7.1: dec -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 9.1: initializer -> constant\_expressions

Rule 6.2: declarator -> dec ASSIGN\_KW initializer

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 22.4: expressions -> ID

Rule 22.4: expressions -> ID

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 24.1: bool\_expressions -> LT\_KW pair

Rule 22.4: expressions -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 25.1: arithmetic\_expressions -> ADD\_KW pair

Rule 22.3: expressions -> arithmetic\_expressions

Rule 16.1: statement -> ID ASSIGN\_KW expressions

Rule 22.4: expressions -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 25.2: arithmetic\_expressions -> SUB\_KW pair

Rule 22.3: expressions -> arithmetic\_expressions

Rule 16.1: statement -> ID ASSIGN\_KW expressions

Rule 16.3: statement -> IF\_KW bool\_expressions THEN\_KW statement ELSE\_KW statement

Rule 15.1: statement\_list -> statement SEMICOLON\_KW

Rule 22.4: expressions -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 25.1: arithmetic\_expressions -> ADD\_KW pair

Rule 22.3: expressions -> arithmetic\_expressions

Rule 16.1: statement -> ID ASSIGN\_KW expressions

Rule 22.4: expressions -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 24.1: bool\_expressions -> LT\_KW pair

Rule 16.4: statement -> DO\_KW statement WHILE\_KW bool\_expressions

Rule 15.2: statement\_list -> statement\_list statement SEMICOLON\_KW

Rule 19.1: counter -> NUMCONST UPTO\_KW NUMCONST

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 22.4: expressions -> ID

Rule 22.4: expressions -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 25.1: arithmetic\_expressions -> ADD\_KW pair

Rule 22.3: expressions -> arithmetic\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 25.1: arithmetic\_expressions -> ADD\_KW pair

Rule 22.3: expressions -> arithmetic\_expressions

Rule 16.8: statement -> IDENTIFIER OPENBRACKET\_KW expressions CLOSEBRACKET\_KW ASSIGN\_KW expressions

Rule 16.5: statement -> FOR\_KW ID ASSIGN\_KW counter DO\_KW statement

Rule 15.2: statement\_list -> statement\_list statement SEMICOLON\_KW

Rule 15.4: statement\_list -> statement\_list SEMICOLON\_KW

Rule 14.1: block -> OPENACCOLADE\_KW statement\_list CLOSEACCOLADE\_KW

Rule 12.2: procedure -> PROCEDURE\_KW ID parameters OPENACCOLADE\_KW declarations\_list block CLOSEACCOLADE\_KW SEMICOLON\_KW

Rule 11.2: procedure\_list -> procedure

Rule 4.1: type\_specifiers -> INTEGER\_KW

Rule 7.1: dec -> ID

Rule 6.1: declarator -> dec

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.2: declarations\_list -> declarations

Rule 13.1: parameters -> OPENPARENTHESIS\_KW declarations\_list CLOSEPARENTHESIS\_KW

Rule 4.1: type\_specifiers -> INTEGER\_KW

Rule 7.1: dec -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 9.1: initializer -> constant\_expressions

Rule 6.2: declarator -> dec ASSIGN\_KW initializer

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.2: declarations\_list -> declarations

Rule 4.1: type\_specifiers -> INTEGER\_KW

Rule 7.1: dec -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 9.1: initializer -> constant\_expressions

Rule 6.2: declarator -> dec ASSIGN\_KW initializer

Rule 5.1: declarator\_list -> declarator

Rule 3.1: declarations -> type\_specifiers declarator\_list SEMICOLON\_KW

Rule 2.1: declarations\_list -> declarations\_list declarations

Rule 22.4: expressions -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 24.3: bool\_expressions -> GT\_KW pair

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 16.1: statement -> ID ASSIGN\_KW expressions

Rule 15.1: statement\_list -> statement SEMICOLON\_KW

Rule 14.1: block -> OPENACCOLADE\_KW statement\_list CLOSEACCOLADE\_KW

Rule 16.11: statement -> block

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 25.6: arithmetic\_expressions -> SUB\_KW expressions

Rule 22.3: expressions -> arithmetic\_expressions

Rule 22.4: expressions -> ID

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 25.3: arithmetic\_expressions -> MUL\_KW pair

Rule 22.3: expressions -> arithmetic\_expressions

Rule 16.9: statement -> RETURN\_KW expressions

Rule 16.3: statement -> IF\_KW bool\_expressions THEN\_KW statement ELSE\_KW statement

Rule 15.1: statement\_list -> statement SEMICOLON\_KW

Rule 14.1: block -> OPENACCOLADE\_KW statement\_list CLOSEACCOLADE\_KW

Rule 12.2: procedure -> PROCEDURE\_KW ID parameters OPENACCOLADE\_KW declarations\_list block CLOSEACCOLADE\_KW SEMICOLON\_KW

Rule 11.1: procedure\_list -> procedure\_list procedure

Rule 22.4: expressions -> ID

Rule 19.1: counter -> NUMCONST UPTO\_KW NUMCONST

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 22.4: expressions -> ID

Rule 22.4: expressions -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 25.1: arithmetic\_expressions -> ADD\_KW pair

Rule 22.3: expressions -> arithmetic\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 25.1: arithmetic\_expressions -> ADD\_KW pair

Rule 22.3: expressions -> arithmetic\_expressions

Rule 16.8: statement -> IDENTIFIER OPENBRACKET\_KW expressions CLOSEBRACKET\_KW ASSIGN\_KW expressions

Rule 16.5: statement -> FOR\_KW ID ASSIGN\_KW counter DO\_KW statement

Rule 15.1: statement\_list -> statement SEMICOLON\_KW

Rule 14.1: block -> OPENACCOLADE\_KW statement\_list CLOSEACCOLADE\_KW

Rule 20.1: case\_element -> CASE\_KW NUMCONST COLON\_KW block

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 16.1: statement -> ID ASSIGN\_KW expressions

Rule 22.4: expressions -> ID

Rule 22.7: expressions -> OPENPARENTHESIS\_KW expressions CLOSEPARENTHESIS\_KW

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 24.2: bool\_expressions -> LTE\_KW pair

Rule 16.4: statement -> DO\_KW statement WHILE\_KW bool\_expressions

Rule 15.1: statement\_list -> statement SEMICOLON\_KW

Rule 14.1: block -> OPENACCOLADE\_KW statement\_list CLOSEACCOLADE\_KW

Rule 20.2: case\_element -> case\_element CASE\_KW NUMCONST COLON\_KW block

Rule 22.4: expressions -> ID

Rule 23.1: constant\_expressions -> NUMCONST

Rule 22.1: expressions -> constant\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 24.3: bool\_expressions -> GT\_KW pair

Rule 22.4: expressions -> ID

Rule 16.9: statement -> RETURN\_KW expressions

Rule 15.1: statement\_list -> statement SEMICOLON\_KW

Rule 14.1: block -> OPENACCOLADE\_KW statement\_list CLOSEACCOLADE\_KW

Rule 16.11: statement -> block

Rule 16.2: statement -> IF\_KW bool\_expressions THEN\_KW statement

Rule 15.1: statement\_list -> statement SEMICOLON\_KW

Rule 14.1: block -> OPENACCOLADE\_KW statement\_list CLOSEACCOLADE\_KW

Rule 16.11: statement -> block

Rule 15.1: statement\_list -> statement SEMICOLON\_KW

Error : syntax error

Rule 14.1: block -> OPENACCOLADE\_KW statement\_list CLOSEACCOLADE\_KW

Rule 21.1: default -> DEFAULT\_KW COLON\_KW block

Rule 16.6: statement -> SWITCH\_KW expressions case\_element default END\_KW

Rule 15.1: statement\_list -> statement SEMICOLON\_KW

Rule 22.4: expressions -> ID

Rule 22.4: expressions -> ID

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 25.1: arithmetic\_expressions -> ADD\_KW pair

Rule 22.3: expressions -> arithmetic\_expressions

Rule 22.4: expressions -> ID

Rule 22.7: expressions -> OPENPARENTHESIS\_KW expressions CLOSEPARENTHESIS\_KW

Rule 25.6: arithmetic\_expressions -> SUB\_KW expressions

Rule 22.3: expressions -> arithmetic\_expressions

Rule 26.1: pair: OPENPARENTHESIS\_KW expressions COMMA\_KW expressions CLOSEPARENTHESIS\_KW

Rule 24.2: bool\_expressions -> LTE\_KW pair

Rule 16.10: statement -> EXIT\_KW WHEN\_KW bool\_expressions

Rule 15.2: statement\_list -> statement\_list statement SEMICOLON\_KW