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ВВЕДЕНИЕ

В

1 Алгоритмы коллективных обменов информацией в распределённых ВС

1.1 Трансляционный обмен информацией в распределённых ВС

Текст.

Иллюстрации оформляются по центру. Желательно использовать собственноручно сделанные иллюстрации в векторном формате (*SVG*). На каждый рисунок должна иметься ссылка в тексте отчёта.

Формулы следует набирать в редакторе формул, например ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG4AAABuCAYAAADGWyb7AAAAAXNSR0IArs4c6QAAAIRlWElmTU0AKgAAAAgABQESAAMAAAABAAEAAAEaAAUAAAABAAAASgEbAAUAAAABAAAAUgEoAAMAAAABAAIAAIdpAAQAAAABAAAAWgAAAAAAAABgAAAAAQAAAGAAAAABAAOgAQADAAAAAQABAACgAgAEAAAAAQAAAG6gAwAEAAAAAQAAAG4AAAAAS0CYfQAAAAlwSFlzAAAOxAAADsQBlSsOGwAAA8hJREFUeAHt3elt20AUhVEhlagUluZSXEpKUSfOMNCFaEqzL5zlCzB4FDmPergn1B/Zye3GHxIgARIggdQEfm63b7Puqf305SVgst/M+oq6i2n4a9aPWQ+z7lHNbM5OwGS+o+357+sr6IZmo9DUCF5QcmU2mfyPaDJw45mmb7O0+VjBK+PivIsFTQ52PNN4N2tH0uZjBc8Ze95FD9rusDnfwWwAz5lQ+YvZaBoJPCVRvxZD06jgKYl6tTiaRgVPSZSv1dA0KnhKolytjqZRwVMS+bUZmkYFT0mk1+ZoGhU8JRFfL0PTqOApifB6OZpGBU9J+Gs3aBoVPCVhr92haVTwlMR77RZNo4KnJF61ezSNCp6SMF+rfP4+7fgty/ba3cEReAOi6e/NynjDPWlCU10Rb3i0FfGmQVsJbzq0FfCmRZsZb3q0GfGWQZsJbzm0GfCWRRsZb3m0EfFAk9qzmkC6/4lp0E5oetkzHmhSstQe8UCzYJ1P94QH2lnH87oHPNA8SLbLV+KBZlMJPH8FHmiBOL5tLfFA82lEXm+BB1okSuj2mnighSok7quBB1oiRmxbSTzQYtPP3F8CD7RMhNT2HDzQUlMv1JeCB1qh8HNvE4MHWm7ahftD8EArHHqp23nwjr8h8+l4KzUH90lIIBEPtISsi7dE4oFWXCDjhk+8Tx+Jx3PToP3JyKq31nvAQI+APWxplYB52jazjk+W7fixP5mt5uJ9HAlEoAkTPEeeTS4loIHXRMbxJgFo+8fn3az9CRPYsfLkOfKtcikETW8MnpK4uMagaVTwlMRFNQVNo4KnJBrXHDSNCp6SaFRLoGlU8JRE5VoSTaOCpyQq1RpoGhU8JVG41kTTqOApiUK1BZpGBU9JZNaWaBoVPCWRWK9A06jgKYnIeiWaRgVPSQTWHtA0KnhKwlN7QtOo4CkJS+0RTaOCpyROtWc0jQqeknjWEdA0MngDooE3MNryeCN9PArrXJf72JwBTYjL4M2EtgzejGjT482MNi3eCmjT4a2ENg3eimjD462MNiweaKL7/782jvGLJqC90HRkMukbDzRRvddu8UB7xzqf6Q4PtDOR/XU3eKDZkWxXLscDzUbjP38ZHmh+HN+O5nig+UjCrzfDAy0cJXRndTzQQini91XDAy0eI7ajOB5osQTp+4vhgZaOkNqZjQdaavT5fVl4pvnLrOO/d3U83vLH4w6uBDx47vwteO4m1zRci0rAgheW/wkvrClqPDa7EjjhxeX/xItrck3DtagEnnjkH5Uam0mABEjgVwL/AKuVXCUHFLOqAAAAAElFTkSuQmCC). Если на формулу есть ссылка в тексте, она набирается по центру.

|  |  |
| --- | --- |
|  | (1.1) |

Пример оформления таблиц приведён ниже.

Таблица 1.1 – Основные типы данных, определённые в стандарте MPI

|  |  |
| --- | --- |
| Тип данных MPI | Соответствующий тип данных C |
| MPI\_CHAR | char |
| MPI\_SHORT | signed short int |
| MPI\_INT | signed int |
| MPI\_LONG | signed long int |
| MPI\_UNSIGNED | unsigned int |
| MPI\_FLOAT | float |
| MPI\_DOUBLE | double |

1.2 Трансляционно-циклический обмен информацией в распределённых ВС

Текст.

1.3 Выводы

Текст.

2 Экспериментальное исследование эффективности алгоритма

2.1 Организация моделирования

Текст.

2.2 Результаты моделирования

Текст.

ЗАКЛЮЧЕНИЕ

В результате выполнения работы разработан и исследован фильтр Блума.

Осуществлено моделирование разработанной структуры данных. Показано, что
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ПРИЛОЖЕНИЕ

1 Исходный код программы

1.1 Файл “main.c”

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | #include "bloom.h"  #define N 10 *// number of elements*  int main() {  BloomFilter \*f = bloom\_init(N);  **for**(int i = 0; i < 2; i++) {  bloom\_insert(f, "apple");  bloom\_insert(f, "coconut");  bloom\_insert(f, "aubergine");  bloom\_insert(f, "pomegranate");  bloom\_insert(f, "pineapple");  bloom\_insert(f, "grapes");  bloom\_insert(f, "orange");  bloom\_insert(f, "banana");  bloom\_insert(f, "potato");  bloom\_insert(f, "cucumber");  }  bloom\_lookup(f, "tomato");  **return** 0;  } |

1.2 Файл “bits.c”

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | #include "bits.h"  #include <inttypes.h>  void set\_bit(uint8\_t A[], int k)  {  int i = k / 8; *// index in the array A*  int pos = k % 8; *// bit position in A[i]*  unsigned int flag = 1; *// flag 00001*  flag = flag << pos; *// flag shifted k positions (e.g. 00100)*  A[i] = A[i] | flag; *// set the bit at k position in A[i] to 1*  }  void clear\_bit(uint8\_t A[], int k)  {  int i = k / 8;  int pos = k % 8;  unsigned int flag = 1;  flag = flag << pos;  flag = ~flag; *// negative (e.g. 11011)*  A[i] = A[i] & flag;  }  uint8\_t get\_bit(uint8\_t A[], int k)  {  int i = k / 8;  int pos = k % 8;  unsigned int flag = 1;  flag = flag << pos;  **return** ((A[i] & flag) != 0); *// compare xxXxx & 00100 - getting needed bit*  } |

1.3 Файл “bits.h”

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | #pragma once  #include <inttypes.h>  void set\_bit(uint8\_t A[], int k);  void clear\_bit(uint8\_t A[], int k);  uint8\_t get\_bit(uint8\_t A[], int k); |

1.4 Файл “bloom.c”

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75 | #include "bloom.h"  #include "bits.h"  #include <math.h>  #include <stdio.h>  #include <stdlib.h>  #define BITS\_FOR\_TYPE 8.0 *// for uint8\_t*  #define FNV\_32\_PRIME 16777619  #define FALSEPOSITIVE\_PROBABILITY 0.005 *// 0.5%*  char \*bloom\_prefix = "[bloom filter]";  unsigned int bloom\_FNVHash(**const** char \*key, int i) *// fnv-1a*  {  unsigned int hash\_value = 2166136261 - i; *// for different hash functions*  **while**(\*key) {  hash\_value ^= (unsigned int)\*key++;  hash\_value \*= FNV\_32\_PRIME;  }  **return** hash\_value;  }  int bloom\_optimalFilterSize(unsigned int n, double p)*// n - number of elements*  { *// p - probability of false positive*  **return** (unsigned int) ceil(-((double) n \* log(p)) / (log(2) \* log(2)));  }  int bloom\_optimalHashNumber(unsigned int n, unsigned int m)  { *// n - number of elements, m - filter size*  **return** (unsigned int) ceil(((double) m / (double) n) \* log(2));  }  BloomFilter \*bloom\_init(unsigned int n)  {  printf("%s n (elements) = %d**\n**", bloom\_prefix, n);  BloomFilter \*f = malloc(**sizeof**(BloomFilter));  **if**(f != NULL) {  printf("%s malloc \*f - success**\n**", bloom\_prefix);  }  f->m = bloom\_optimalFilterSize(n, FALSEPOSITIVE\_PROBABILITY);  printf("%s m (optimal filter size) = %d**\n**", bloom\_prefix, f->m);  int arraySize = (int) ceil(f->m / BITS\_FOR\_TYPE);  f->bits = malloc(**sizeof**(uint8\_t) \* arraySize);  **if**(f->bits != NULL) {  printf("%s malloc f->bits - success**\n**", bloom\_prefix);  }  **for**(int i = 0; i < arraySize; i++) {  f->bits[i] = 0;  }  f->k = bloom\_optimalHashNumber(n, f->m);  printf("%s k (optimal hash functions number) = %d**\n**", bloom\_prefix, f->k);  **return** f;  }  int bloom\_lookup(BloomFilter \*f, **const** char \*s)  {  **for**(int i = 0; i < f->k; i++) {  **if**(get\_bit(f->bits, bloom\_FNVHash(s, i) % f->m) == 0) {  printf("%s '%s' is not in filter**\n**", bloom\_prefix, s);  **return** 0;  }  }  printf("%s '%s' is probably in filter**\n**", bloom\_prefix, s);  **return** 1;  }  void bloom\_insert(BloomFilter \*f, **const** char \*s)  {  **if**(!bloom\_lookup(f, s)){  **for**(int i = 0; i < f->k; i++) {  set\_bit(f->bits, bloom\_FNVHash(s, i) % f->m);  }  printf("%s successfully inserted '%s'**\n**", bloom\_prefix, s);  }  } |
|  |  |

1.5 Файл “bloom.h”

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | #pragma once  #include <inttypes.h>  **typedef** **struct** {  uint8\_t \*bits;  int m; *// filter size*  int k; *// number of hash functions*  } BloomFilter;  unsigned int bloom\_FNVHash(**const** char \*key, int i);  int bloom\_optimalFilterSize(unsigned int n, double p);  int bloom\_optimalHashNumber(unsigned int n, unsigned int m);  BloomFilter \*bloom\_init(unsigned int n);  int bloom\_lookup(BloomFilter \*f, **const** char \*s);  void bloom\_insert(BloomFilter \*f, **const** char \*s); |