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[[1]](#footnote-2)\*abstract

**Motivation:** Finding orthologous genes between sequenced genomes is a primary step in comparative genomic studies. With the exponentially increasing the number of sequenced genomes, comparative genomics becomes more powerful than ever for genomic analysis. However, the very large number of genomes needing to be analyzed makes conventional orthologous prediction methods incapable for the tasks. Thus new ultrafast tools are urgently needed. .

**Results:** Here, we represent PorthoMCL, a parallel implementation of OrthoMCL, for finding orthologous genes among a large number of genomes.

**Availability:** PorthoMCL (source code, executables, sample datasets and documentation) is available under the MIT license in the github repository: [github.com/etabari/PorthoMCL](https://github.com/etabari/OrthoMCLP). The results of orthologs identified for 2,758 prokaryotic genomes are available for downloading at: UPLOAD IT SOMEWHERE (10GB compressed [51gb uncompressed]).

**Contact:** zcsu@uncc.edu.

# introduction

The rapid advance in sequencing technologies has made sequencing a prokaryotic genome at an unprecedented fast speed and low cost. As a resulting thousands of prokaryotic genomes have been fully sequenced, and these number can soon reach tens of thousands. These large number of completed genomes render comparative genomics ever powerful for gene annotations and tackling important theoretical and application problems. However, the rate at which genomes are sequenced outpace that at which CPU speed increases. This poses a great challenge in comparative genomics genomic analysis of these very large number of genomes, and solicits new algorithms as well as adaptation of existing tools in parallel environment to accomplish tasks.

Orthology is a strong indication of conservation in both sequence and function between genes in different genomes . Therefore, identification of orthologous genes among a group of genomes is crucial to almost any comparative genomic analysis (Alexeyenko *et al.*, 2006). Orthologs are genes in different species that derive from a single gene in their last common ancestor and are derived by speciation events, which in contrast to paralogs that are resulted from gene duplication within a species, thus may have different functions. Depending on the duplication happened before or after speciation, they are called outparalogs or inparalogs, respectively (Sonnhammer *et al.*, 2002). A major challenge in orthologs predictions is to differentiate true orthologs of a gene from the orthologs of its paralogs.

OrthoMCL is one of the most widely used algorithms for predicting orthologous genes across multiple eukaryotic genomes. Similar to many other fast orthology prediction algorithms, it is based on reciprocal best hits in all-against-all BLAST searches of complete proteomes of the genomes. OrthoMCL represents the sequence similarity among the sequences using a weighted graph, where nodes are the genes and two genes are connected by an edge if their similarity is greater than a cutoff BLAST score with the score being the weight. To distinguish paralogs and orthologs, OrthoMCL identifies recent paralogs to be included in ortholog groups as within-species BLAST hits that are reciprocally better than between-species hits (Li *et al.*, 2003). Orthologs and paralogs are identified by finding the heavily connected subgraphs using the Markov Cluster algorithm (Van Dongen, 2000) . However, forstoring and reading data,,making it especially inefficient To overcome this problem, we developed a parallel orthology prediction tool using MCL, PorthoMCL. In addition to the parallelization, a more efficient data structure makes PorthoMCL highly scalable, thus it can work on a very large number of genomes on a distributed-memory computing cluster.

# POrthoMCL

Our program PorthoMCL is platform independent and can be ran on a wide range of clusters. We have supplied a sample dataset and executable in the accompanying documentation for convenience. PorthoMCL does not require OrthoMCL to work. Options and arguments required at every step is discussed in detail in the documentation that accompanies PorthoMCL.

## Workflow

The workflow of PorthoMCL is similar to that of OrthoMCL. However, we parallelized the computationally intensive steps of OrthoMCL. In addition, instead of using a database server, PorthoMCL use a simple matrix for data retrieving and storing, thus is more efficient.. Figure 1 shows the steps of PorthoMCL in comparison to those of OrthoMCL. PorthoMCL parallelizes the most computationally intensive step of OrthoMCL, orthomclFindPairs. The PorthoMCL Find Pairs steps are marked in green, in contrast to OrthoMCL steps that are marked in blue. The darker blue boxes represent extra packages that OrthoMCL requires to run. PorthoMCL specific steps are designed to be executed in parallel on a variety of high performance computing (HPC) environments. They are scalable and can exploit the capacity available to the HPC. However, the Find Pairs steps are not independent and they need to be run in the designed order of execution. Each step builds on the top of the previous step. The detail of these steps are:

PairsBestHit: It keeps only the highest scored hits of a gene from one genome to others.

1. PairsOrthologs: It looks for reciprocal hits between different genomes with a user-defined threshold of BLAST score, and lists them as orthologs. A normalized score is calculated for each orthology relationship. This step requires data generated in step (1).
2. PairsInParalogs: It looks for reciprocal hits in a genome and checks if the hits pass a user-defined threshold and are better than all the Orthologs, and lists them as inParalogs. A normalized score is calculated for each relationship. This step requires data generated in steps (1) and (2).
3. PairsCoOrthologs: It finds all pairs of genes across two genomes that are connected through ortholog and inParolog relationships. This step requires data generated in steps (1), (2) and (3).

The output of steps (2), (3) and (4) are used to create a sequence similarity graph that is then cut by the MCL program to predict orthologous, paralogous and co-orthologous gene groups. This can be done in when their results becomes available??.

## High performance computing support

PorthoMCL is designed to predict orthologs in an ever increasingly larger number of sequenced genomes in a high performance computing environments such as computing clusters or cloud computing platforms. We have included a TORQUE script with the package to facilitate its use in such environments. However, PorthoMCL also runs on a desktop or a server without the need for a database server, thus it is faster than OrthoMCL..

# RESULTS

To illustrate the power of PorthoMCL, We have applied it to all the 2,758 sequenced bacterial genomes in GenBank (downloaded on xxyy, 2015) using their annotated protein sequences. These genomes contain a total of 8,661,583 protein sequences with a median length of 270 amino acids. They serve both as both the query and the database for all-against-all BLAST searches. After splitting the query into smaller files each containing about10,000 sequences, we used PorthoMCL’s parallelizing script to run BLAST searches (e-value cutoff: 1e-5; database size: 1e8). The combined output of the BLAST contained 2,957,375,578 hits. The total runtime of the BLAST searches were 11 days on a cluster with 60 computing nodes (each nodes has 12 cores and 36GBs of RAM), which would need 549 days if run on a single node. In the next step, PorthoMCL searched for reciprocal best hits and identified 850,273,323 ortholog gene pairs that formed 208,530 ortholog groups. While OrthoMCL could not finish this step after 35 days of running on a database server with 40 cores and 1TBs of RAM, PorthoMCL finished in 8 days.

The ortholog pairs (file size: 10GBs) and ortholog groups (file size: 51MBs) are available for download at UPLOAD IT SOME WHERE.
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**Fig. 1.** Workflow of PorthoMCL. Blue boxes are original OrthoMCL steps while PorthoMCL steps are in green. Dark blue boxes are the external applications that OrthoMCL requires. (I think we should draw the two methods separately)
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