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1 INTRODUÇÃO

O concreto é o material construtivo mais utilizado do mundo, devido a possibilidade de modelagem em diversas formas e tamanhos, por ser resistente à água, pelo seu menor custo e pela sua menor produção de poluentes em relação a outros materiais utilizados na construção civil (Pedroso, 2009).

A Engenharia busca um dimensionamento estrutural correto do concreto armado, tendo em vista a preocupação com a relação custo/benefício e com a utilização sustentável do material. Por se tratar de um processo baseado em experiências, tentativas e erros, o auxílio de métodos computacionais é indicado para obtenção de dimensionamentos com o menor custo possível.

O dimensionamento tradicional do concreto armado é realizado através de iterações onde já se indica uma seção transversal, aproximada por experiências e projetos previamente realizados.

De acordo com as restrições do dimensionamento, uma nova seção transversal é adotada ou não, com a finalidade de atender as restrições ou de diminuir os custos. Por se tratar de um processo de tentativa e erro, o processo torna-se demorado se for feito sem a utilização de métodos computacionais.

Durante o trabalho serão apresentadas a função objetivo de custo e as restrições relativas à otimização de vigas de concreto armado bi apoiadas, de seção retangular e armadura simples. Será utilizado o *solver* *fmincon*, presente no *Optimization Toolbox* do Matlab, para otimização do custo da viga, variando os possíveis algoritmos e comparando seus resultados e performance em termos de iterações.

Como a execução das tarefas era repetitiva, foi criada uma função auxiliar que recebe como parâmetros o comprimento L da viga em metros e executa o *solver fmincon* variando os algoritmos. O código da função está disponível no Anexo I.

Para a execução das tarefas, foi utilizado o Matlab R2018b, versão 9.5.0 em ambiente *Windows*.

O código e os resultados obtidos nas execuções das tarefas também estão disponíveis no *Github* em https://github.com/alvarollmenezes/ifes-otimizacao-final.

2 conceitos

O concreto armado é a associação entre o concreto simples e a armadura passiva convenientemente colocada, de tal maneira que ambos resistam aos esforços solicitantes (Carvalho e Figueiredo, 2014).

O trabalho busca dimensionar vigas biapoiadas com carregamentos distribuídos e comprimento L, conforme a Figura 1.

Figura 1 – Viga biapoiada com carregamento distribuído

![](data:image/png;base64,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)

Fonte: Acervo pessoal

Vigas de armadura simples possuem dois tipos de armadura: armadura longitudinal, responsável pela resistência ao momento fletor e armadura transversal, responsável pela resistência ao esforço cortante.

Portanto, na formação do custo, que será utilizado como função objetivo na otimização, deve ser calculado o custo do concreto e do aço das armaduras. Também deve ser levado em conta o custo da fôrma de madeira utilizada na construção da viga.

Para o dimensionamento da seção retangular, com vigas de armadura simples, foram admitidas as hipóteses de acordo com a NBR 6118 (2004). As restrições consideradas nas vigas são: a armadura máxima, a capacidade de resistência à flexão, a capacidade de resistência ao cisalhamento, a flecha limite e normas de segurança à instabilidade da viga.

3 DESENVOLVIMENTO

3.1 FUNÇÃO OBJETIVO

A função objetivo é de minimizar o custo, os custos do concreto, aço e forma estão descritos abaixo, retirados da tabela SINAPI da Caixa Econômica Federal de 2017, referentes ao estado do Espírito Santo.

Os valores de cada material são calculados abaixo:

* Valor total do concreto:

Onde: = Valor total do concreto;

= área da seção transversal do concreto;

= Custo do concreto.

* Valor total do aço:

Onde: = Valor total do aço;

= área da seção longitudinal do aço;

= área da seção transversal do aço;

= Peso específico do aço;

= custo do aço.

* Valor total da forma:

Onde: = Valor total da forma;

= altura da viga;

= base da viga;

= custo da forma.

Assim, tem-se o custo total:

3.2 FUNÇÕES DE RESTRIÇÃO

As restrições consideradas nas vigas são: a armadura máxima, a capacidade de resistência à flexão, a capacidade de resistência ao cisalhamento, a flecha limite e normas de segurança à instabilidade da viga. Seus cálculos são descritos a seguir.

3.2.1 Capacidade de resistência à flexão

Entendidas as tarefas do laboratório, foi percebida a necessidade da execução de tarefas similares, variando-se as funções objetivo e o ponto inicial e utilizando-se os três algoritmos possíveis para os métodos de escolha de direção de busca. Sendo assim, foi criado o arquivo *executar.m* (Anexo I), contendo uma função que recebe como parâmetros a função a ser minimizada, o ponto inicial e retorna um *struct* com os resultados dos métodos *bfgs, dfp* e *steepdesc*.

Durante as execuções, foi utilizada a opção *Display* com o valor *iter*, desta forma a cada iteração, o *solver* exibe uma saída com as informações dos valores calculados nesta iteração.

Nenhuma opção além de *Algorithm, hessupdate* e *Display* foi alterada, mantendo os padrões do Matlab no restante. Destaque para as opções *MaxIterations* que determina o número máximo de iterações permitido e tem como padrão 400 e *MaxFunctionsEvaluation* que determina o número máximo permitido de avaliações da função a ser minimizada, tendo como padrão 100 \* número de variáveis. Este último foi fator limitador em algumas execuções durante os testes. Todos os valores padrão utilizados pelo *solver* estão disponíveis na documentação do Matlab.

2.1 FUNÇÃO EXEMPLO

A primeira execução foi feita com a função f(x1,x2)=3(x1)2 + 2x1x2 + (x2)2, do texto explicativo, para isso foi criado o arquivo *fexemplo.m* (Anexo I), para ser utilizado na função *executar* com o ponto inicial em [1, 1], código executado:

>> [ex\_bfgs, ex\_dfp, ex\_steepdesc] = executar(@fexemplo, [1,1]);

A saída completa desta tarefa está disponível no arquivo *output\_fexemplo.txt* no *Github.*

* **Resultados com o método BFGS**

Mínimo local encontrado em 8 iterações.

x1 = 2.5408e-07, x2 = -2.0293e-07.

fval = 1.3173e-13

* **Resultados com o método DFP**

Mínimo local encontrado em 8 iterações.

x1 = 2.5408e-07, x2 = -2.0293e-07.

fval = 1.3173e-13

* **Resultados com o método steepdesc**

Mínimo local encontrado em 22 iterações.

x1 = -2.8500e-06, x2 = 5.6879e-06.

fval = 2.4299e-11

2.2 TAREFA 1

As execuções das minimizações desta tarefa estão descritas a seguir.

2.2.1 Tarefa 1 – função a

A execução desta tarefa foi feita com a função f(x1,x2) = 2(x1 - 2x2)2 + ½(x2 -(x1)2 )2, para isso foi criado o arquivo *ft1a.m* (Anexo I), para ser utilizado na função *executar* com o ponto inicial em [2, 6], código executado:

>> [ft1a\_bfgs, ft1a\_dfp, ft1a\_steepdesc] = executar(@ft1a, [2,6]);

A saída completa desta tarefa está disponível no arquivo *output\_ft1a.txt* no *Github.*

* **Resultados com o método BFGS**

Mínimo local encontrado em 15 iterações.

x1 = 0.5000, x2 = 0.2500.

fval = 2.1236e-12

* **Resultados com o método DFP**

Mínimo local encontrado em 15 iterações.

x1 = 0.5000, x2 = 0.2500.

fval = 2.1236e-12

* **Resultados com o método steepdesc**

Mínimo local não encontrado, foram executadas 31 iterações e o *solver* parou prematuramente por extrapolar o número máximo de avaliações da função (200).

x1 = 0.5047, x2 = 0.2525.

fval = 2.6207e-06

2.2.2 Tarefa 1 – função b

A execução desta tarefa foi feita com a função f(x1,x2) = ½( (x1-1)2 + (x2-(x1)2 )2 ), para isso foi criado o arquivo *ft1b.m* (Anexo I), para ser utilizado na função *executar* com o ponto inicial em [-1, 0], código executado:

>> [ft1b\_bfgs, ft1b\_dfp, ft1b\_steepdesc] = executar(@ft1b, [-1,0]);

A saída completa desta tarefa está disponível no arquivo *output\_ft1b.txt* no *Github.*

* **Resultados com o método BFGS**

Mínimo local encontrado em 10 iterações.

x1 = 1.0000, x2 = 1.0000.

fval = 5.6093e-13

* **Resultados com o método DFP**

Mínimo local encontrado em 10 iterações.

x1 = 1.0000, x2 = 1.0000.

fval = 5.6093e-13

* **Resultados com o método steepdesc**

Mínimo local não encontrado, foram executadas 35 iterações e o *solver* parou prematuramente por extrapolar o número máximo de avaliações da função (200).

x1 = 0.9780, x2 = 0.9430.

fval = 3.3330e-04

2.2.3 Tarefa 1 – função c

A execução desta tarefa foi feita com a função f(x1,x2) = -24x1x2 + (x1)2 x2 + x1(x2)2, para isso foi criado o arquivo *ft1c.m* (Anexo I), para ser utilizado na função *executar* com o ponto inicial em [7, 9], código executado:

>> [ft1c\_bfgs, ft1c\_dfp, ft1c\_steepdesc] = executar(@ft1c, [7,9]);

A saída completa desta tarefa está disponível no arquivo *output\_ft1c.txt* no *Github.*

* **Resultados com o método BFGS**

Mínimo local encontrado em 5 iterações.

x1 = 8.0000, x2 = 8.0000.

fval = -512

* **Resultados com o método DFP**

Mínimo local encontrado em 5 iterações.

x1 = 8.0000, x2 = 8.0000.

fval = -512

* **Resultados com o método steepdesc**

Mínimo local possível encontrado em 11 iterações. O *solver* parou a execução pois o passo da iteração era menor que a tolerância configurada.

x1 = 8.0000, x2 = 8.0000.

fval = -512

2.3 TAREFA 2

Para a tarefa 2, além da execução do *solver* utilizando os três algoritmos de métodos de escolha de direção de busca, foi solicitado o preenchimento da tabela abaixo:

Tabela 1 Número de iterações de cada algoritmo na Tarefa 2

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  | **Número de iterações dos algoritmos** | | |
| **Problema** | **Ponto Inicial** | **bfgs** | **dfp** | **steepdesc** |
| I | (-2, 1) | 2 | 2 | 2 |
| II | (-1, 1) | 7 | 7 | 2 |
| III | (3, -1) | 13 | 13 | 14 |
| IV | (-7, 8) | 48 | 48 | 12 |

2.3.1 Tarefa 2 – função I

A execução desta tarefa foi feita com a função f(x1,x2) = (x1)2 + (x2)2 -1, para isso foi criado o arquivo *ft2i.m* (Anexo I), para ser utilizado na função *executar* com o ponto inicial em [-2, 1], código executado:

>> [ft2i\_bfgs, ft2i\_dfp, ft2i\_steepdesc] = executar(@ft2i, [-2,1]);

A saída completa desta tarefa está disponível no arquivo *output\_ft2i.txt* no *Github.*

* **Resultados com o método BFGS**

Mínimo local encontrado em 2 iterações.

x1 = -1.1102e-16, x2 = -2.2352e-08.

fval = -1.0000

* **Resultados com o método DFP**

Mínimo local encontrado em 2 iterações.

x1 = -1.1102e-16, x2 = -2.2352e-08.

fval = -1.0000

* **Resultados com o método steepdesc**

Mínimo local encontrado em 2 iterações.

x1 = 7.4506e-09, x2 = -1.1176e-08.

fval = -1.0000

2.3.2 Tarefa 2 – função II

A execução desta tarefa foi feita com a função f(x1,x2) = (x1)4 + (x1)2 + (x2)2, para isso foi criado o arquivo *ft2ii.m* (Anexo I), para ser utilizado na função *executar* com o ponto inicial em [-1, 1], código executado:

>> [ft2ii\_bfgs, ft2ii\_dfp, ft2ii\_steepdesc] = executar(@ft2ii, [-1,1]);

A saída completa desta tarefa está disponível no arquivo *output\_ft2ii.txt* no *Github.*

* **Resultados com o método BFGS**

Mínimo local encontrado em 7 iterações.

x1 = -4.3061e-07, x2 = -8.8616e-07.

fval = 9.7071e-13

* **Resultados com o método DFP**

Mínimo local encontrado em 7 iterações.

x1 = -4.3061e-07, x2 = -8.8616e-07.

fval = 9.7071e-13

* **Resultados com o método steepdesc**

Mínimo local encontrado em 2 iterações.

x1 = 7.4506e-09, x2 = 1.0348e-10.

fval = 5.5522e-17

2.3.3 Tarefa 2 – função III

A execução desta tarefa foi feita com a função f(x1,x2) = (-13 + x1 + 5(x2)2 - (x2)3 - 2x2)2 + (-29 + x1 + (x2)3 + (x2)2 - 14x2)2, para isso foi criado o arquivo *ft2iii.m* (Anexo I), para ser utilizado na função *executar* com o ponto inicial em [3, -1], código executado:

>> [ft2iii\_bfgs, ft2iii\_dfp, ft2iii\_steepdesc] = executar(@ft2iii, [3,-1]);

A saída completa desta tarefa está disponível no arquivo *output\_ft2iii.txt* no *Github.*

* **Resultados com o método BFGS**

Mínimo local encontrado em 13 iterações.

x1 = 11.4128, x2 = -0.8968.

fval = 48.9843

* **Resultados com o método DFP**

Mínimo local encontrado em 13 iterações.

x1 = 11.4128, x2 = -0.8968.

fval = 48.9843

* **Resultados com o método steepdesc**

Mínimo local não encontrado, foram executadas 14 iterações e o solver parou prematuramente por extrapolar o número máximo de avaliações da função (200).

x1 = 3.2866, x2 = -1.3455.

fval = 76.2182

2.3.4 Tarefa 2 – função IV

A execução desta tarefa foi feita com a função f(x1,x2) = 100(x2 – (x1)2 )2 + (1 - x1)2, para isso foi criado o arquivo *ft2iv.m* (Anexo I), para ser utilizado na função *executar* com o ponto inicial em [-7, 8], código executado:

>> [ft2iv\_bfgs, ft2iv\_dfp, ft2iv\_steepdesc] = executar(@ft2iv, [-7,8]);

A saída completa desta tarefa está disponível no arquivo *output\_ft2iv.txt* no *Github.*

* **Resultados com o método BFGS**

Mínimo local encontrado em 48 iterações.

x1 = 0.9199, x2 = 0.8457.

fval = 0.0064

* **Resultados com o método DFP**

Mínimo local encontrado em 48 iterações.

x1 = 0.9199, x2 = 0.8457.

fval = 0.0064

* **Resultados com o método steepdesc**

Mínimo local não encontrado, foram executadas 12 iterações e o solver parou prematuramente por extrapolar o número máximo de avaliações da função (200).

x1 = 2.9036, x2 = 8.4330.

fval = 3.6241

3 CONCLUSÃO

Foi possível perceber uma tendência a convergir mais rapidamente utilizando-se os algoritmos *bfgs* e *dfp,* para o método de escolha de direção de busca. Porém há casos e que o método *steepdesc* se comporta não apenas convergindo mais rapidamente, como trazendo uma solução melhor, como foi o caso da função II da tarefa 2.
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ANEXO I

Arquivo executar.m:

function [bfgs, dfp, steep] = executar(func, x0)

options\_bfgs = optimoptions(@fminunc, 'Algorithm', 'quasi-newton',

'hessupdate', 'bfgs', 'Display', 'iter');

options\_dfp = optimoptions(@fminunc, 'Algorithm', 'quasi-newton',

'hessupdate', 'bfgs', 'Display', 'iter');

options\_steep = optimoptions(@fminunc, 'Algorithm', 'quasi-newton',

'hessupdate', 'steepdesc', 'Display', 'iter');

disp('Executando ''fminunc'' com o método ''bfgs''');

[bfgs.x, bfgs.fval, bfgs.exitflag, bfgs.output] = ...

fminunc(func, x0, options\_bfgs);

bfgs

bfgs\_output = bfgs.output

disp('Executando ''fminunc'' com o método ''dfp''');

[dfp.x, dfp.fval, dfp.exitflag, dfp.output] = ...

fminunc(func, x0, options\_dfp);

dfp

dfp\_output = dfp.output

disp('Executando ''fminunc'' com o método ''steepdesc''');

[steep.x, steep.fval, steep.exitflag, steep.output] = ...

fminunc(func, x0, options\_steep);

steep

steep\_output = steep.output

end

Arquivo fexemplo.m:

function f = fexemplo(x)

f = 3\*x(1)^2 + 2\*x(1)\*x(2) + x(2)^2;

end

Arquivo ft1a.m:

function f = ft1a(x)

f = 2 \* (x(1) - 2\*x(2))^2 + 1/2 \* (x(2) - x(1)^2)^2;

end

Arquivo ft1b.m:

function f = ft1b(x)

f = 1/2 \* ((x(1) - 1)^2 + (x(2) - x(1)^2)^2);

end

Arquivo ft1c.m:

function f = ft1c(x)

f = -24\*x(1)\*x(2) + x(1)^2\*x(2) + x(1)\*x(2)^2;

end

Arquivo ft2i.m:

function f = ft2i(x)

f = x(1)^2 + x(2)^2 - 1;

end

Arquivo ft2ii.m:

function f = ft2ii(x)

f = x(1)^4 + x(1)^2 + x(2)^2;

end

Arquivo ft2iii.m:

function f = ft2iii(x)

f = (-13 + x(1) + 5\*x(2)^2 - x(2)^3 - 2\*x(2))^2 + ...

(-29 + x(1) + x(2)^3 + x(2)^2 - 14\*x(2))^2;

end

Arquivo ft2iv.m:

function f = ft2iv(x)

f = 100 \* (x(2) - x(1)^2)^2 + (1 - x(1))^2;

end