**Lab 1. Embedded Board and Development Environment Setup**

**1. Purpose**

Lab 1의 목적은 PC-based environment에서 embedded system 설계를 위해 cross-compiling system을 구축하고 테스트하는데 있다. 이를 위해 다양한 측면들을 확인하고 테스트한다. PC에서는 Ubuntu Linux 환경을, Lab에서 활용하는 embedded board인 BeagleBone에서는 Debian Linux 환경을 사용하며 C code build system(CMake), cross-compile, NFS, 그리고 GUI(VSCode)등을 구현해보고 테스트한다.

* Bash Shell과 Linux 사용에 익숙해진다.
* SSH(network, NFS)를 이용하여 Linux 설정을 완료한다.
* C code의 compilin과 corss-compiling 과정을 이해한다.
* 기본적인 debugging을 연습한다.

**2. Experiment Sequence**

본 lab은 세가지 problem으로 구성되어 있다. 전체적인 lab의 내용은 cross-compiling system을 구축하고 C++ language를 이용해 embedded appilication example을 구현하고 실행하는 것이다. 아래는 구현하게 될 세가지 problem이다.

**(1) Problem 1A**

Lab PC에 cross-development system을 구축한다. “Hello World!” 코드를 작성하고 cross-compile한다. NFS와 SSH를 사용하여 embedded system에 program을 다운로드하고 실행한다.

**(2) Problem 1B**

Countdown program: 500Hz의 timed loop을 사용하여 10부터 0까지 countdown하는 프로그램을 작성하고 실행한다.

**(3) Problem 1C**

Reaction timer program: 두개의 키보드 input 사이의 time interval을 측정하는 프로그램을 작성하고 실행한다.

1. 프로그램이 실행되면 컴퓨터가 “Type ‘s’ key to start timer.”라는 메시지를 출력한다.
2. ‘s’ 키를 누를 경우 timer가 시작되며, 그렇지 않을 경우 시작되지 않는다.
3. Timer가 시작되면, “Type ‘e’ key to end timer.”라는 메시지를 출력한다.
4. ‘e’ 키를 누를 경우 timer가 종료되며, timer’s execution time과 loop counter가 output으로 나오게 된다.

**3. Experiment Results**

**Preparation**

Beaglebone Black을 이용한 cross-development system을 구축하기 위해 선행되어야 할 기본적인 세팅 및 설정들을 하였다. 가장 먼저 PC에 설정된 ip 주소를 확인하고 정상적으로 network connection이 이루어지는 확인하기 위해 ping 명령어를 보냈으며 정상적으로 연결되어 있는 것을 확인했다. 이후, Debian OS가 설치되어 있는 SD카드를 Beaglebone Black에 삽입하고 이를 PC와 연결하여 부팅하였다.

|  |
| --- |
|  |
| 그림 1. PC의 network connection 상태 확인 |

|  |
| --- |
|  |
| 그림 2. Debian OS가 설치되어 있는 SD카드를 이용해 부팅한 Beaglebone Black |

다시 한번 ifconfig 명령어를 이용하여 network connection을 확인해 본 결과 새로운 network adapter가 나타난 것을 확인할 수 있었다. Beaglebone black에 할당된 local network에 SSH(Secure Shell Command)를 이용하여 연결하였다.

|  |
| --- |
|  |
| 그림 3. Ifconfig 명령어를 통해 확인한 새로운 network adapter |

|  |
| --- |
|  |
| 그림 4. SSH를 이용하여 Beaglebone black에 연결한 모습 |

Beaglebone debian에 superuser를 추가하였고 Beaglebone 상에서 network connection을 확인하여 ip를 정상적으로 할당 받았다는 것을 확인하였다.

|  |
| --- |
|  |
| 그림 5. Beaglebone debian에 새로운 superuser 추가 |

|  |
| --- |
|  |
| 그림 6. Beaglebone에서 확인한 network connection |

**Problem 1A. Cross-Development System**

Intel 베이스의 Ubuntu PC 환경과 arm 베이스 Debian Beaglebone Black 환경의 cross-development system을 구축한다. Cross development system이란 target embedded board에서 실행할 software 개발을 위한 software development system을 의미한다. 적절한 cross-development software가 설치되고 활용되어야 하며, editor, compiler, linker, debugger 등을 포함한다. Compiler는 Pentium binary code가 아닌 우리의 target system에 해당하는 ARM cortex binary code를 생성한다. 전체적인 development process의 흐름은 아래와 같다.

|  |
| --- |
|  |
| 그림 7. Cross-development system의 흐름도 |

Cross-development system 구축을 위해 우선 ARM에서 실행 가능한 cross-compiler를 PC에서 설치하였다.

|  |
| --- |
|  |
| 그림 8. PC에 설치된 cross-compiler |

이후 cross-compiler를 통해 compile한 프로그램이 잘 실행되는지를 체크하기 위해 간단한 hello world 프로그램을 작성하여 실험해보았다. 우선 PC에서 g++를 통해 native-compile하여 PC에서 문제 없이 실행되는 것을 확인한 후 arm-linx-gnueabihf-g++를 통해 cross-compile한 것이 우리의 target system인 Beaglebone Black에서 잘 실행되는 것을 확인하였다. Secure copy SCP를 이용하여 파일을 전송하였다.

|  |
| --- |
|  |
| 그림 9. helloworld.cpp 파일 |

|  |
| --- |
|  |
| 그림 10. g++를 이용해 PC에서 native-compile한 후 PC에서 실행한 모습 |

|  |
| --- |
|  |
| 그림 11. arm-linux-gnueabihf-g++를 이용해 PC에서 cross-compile한 후 PC에서 실행한 모습  (ARM-CPU에서 실행되도록 cross-compile했기에 오류나는 것이 정상) |

|  |
| --- |
|  |
| 그림 12. Cross-compile한 실행 파일을 scp를 이용해 PC에서 Beaglebone Black으로 전송 |

|  |
| --- |
|  |
| 그림 13. Cross-compile된 파일이 Beaglebone Black에서 정상적으로 작동하는 모습 |

이후 이 cross-development system을 더욱 편하게 사용하기 위해 NFS를 설치 및 작동시켰다. NFS란 distributed file system protocol로 client computer의 user가 네트워크 상에 있는 파일들에 엑세스할 수 있게 해준다. 앞의 예시와 같이 scp를 이용하여 매번 파일을 옮길 필요없이 client computer에서 nfs로 연결된 네트워크 상의 파일들 바로 확인 가능하고 활용할 수 있게 해주는 것이다. 이를 위해 PC에 nfs server를 설치하고 nano 명령어를 활용하여 /etc/exports에서 연결 가능한 hosts를 추가해주었다. 본 실험에서는 Beagelbone Black이 할당 받은 IP 주소를 추가하였다. 변경된 /etc/exports를 반영하기 위해 sudo exportfs -a 커맨드를 실행하였으며 PC NFS server를 실행하였다.

|  |
| --- |
|  |
| 그림 14. 수정된 /etc/exports 파일(192.168.7.2: Beaglebone Black의 IP 주소) |

|  |
| --- |
|  |
| 그림 15. PC NFS server를 실행한 모습 |

이 다음 Beaglebone Black에는 nfs client를 설치해주었다. Beaglebone Black의 mount point를 지정했으며 sudo mount {pc\_ip}:{pc\_directory} {beaglebone\_directory} 명령어를 이용해 nfs client를 실행시켰다. 이후 편의를 위해 ~/bone\_nfs\_client.sh를 nano 명령어를 사용해 편집하여 실행시켰다.

|  |
| --- |
|  |
| 그림 16. Beaglebone Black nfs client 설치 모습 |

|  |
| --- |
|  |
| 그림 17. nfs client 실행 모습 |

|  |
| --- |
|  |
| 그림 18. ~/bone\_nfs\_clinet.sh 편집 모습 |

이제 Beaglebone Black의 ~/nfs\_client 내에서 nfs로 연결된 PC의 파일들을 볼 수 있는 것을 확인하였으며 cross-compile 되었던 helloworld 프로그램 역시 정상적으로 실행시킬 수 잇는 것을 확인하였다.

|  |
| --- |
|  |
| 그림 19. Beaglebone black의 ~/nfs\_client에서 PC의 파일들에 접속 및 실행하는 모습 |

위의 전 과정을 통해 성공적으로 Cross-development system을 구축하였고 NFS를 이용해 효율적으로 이를 활용 가능하게 만들었다.

**Problem 1B. Exercise1: Time looped program**

Chrono library를 활용해 time looped program을 작성하고 이를 native-compile과 cross-compile하여 PC와 Beaglebone Black에서 각각 실행시켜본다. <Chrono>는 C++ library로서 시간에 관한 다양한 함수를 제공한다. 현재 시간을 할당 받는 기본적인 함수는 아래와 같다.

std::chrono::system\_clock::time\_point now; // make a time point variable “now”

now = std::chrono::system\_clock::now(); // assign current time into the variable

이 library를 활용하여 아래를 만족하는 counter program을 C++를 이용해 작성하였다.

<요구 조건>

1. make a time point “prev” and save current time

2. in a while loop,

a. calculate elapsed time between current time and prev

b. if elapsed time >= 1 sec, print out counter and assign current time as prev

c. if counter is less than 0, break

|  |
| --- |
|  |
| 그림 20. C++를 이용해 작성한 counter program |

위 코드를 PC에서 native-compile과 cross-compile하여 PC와 Beaglebone Black에서 각각 실행시켰다. 정상적으로 작동하는 것을 확인하였다.

|  |
| --- |
|  |
| 그림 21. PC에서 native-compile 한 후 PC에서 실행한 모습 |

|  |
| --- |
|  |
| 그림 22. PC에서 cross-compile 한 후 PC에서 실행한 모습 |

|  |
| --- |
|  |
| 그림 23. PC에서 cross-compile 한 후 Beaglebone Black에서 실행한 모습 |

**Problem 1C. Exercise2: User Input program**

VSCode와 CMake를 이용한 개발 환경을 구축하고 debugger 사용법을 익힌다. 이를 이용해 user input을 인식하는 프로그램을 작성하고 PC와 Beaglebone Black에서 각각 실행해본다. 우선 VSCode를 설치하고 C/C++, C/C++ extension pack, CMake, CMake Tools를 Extensions에서 다운받았다. 그리고 CMake를 sudo apt install cmake 명령어를 활용하여 설치하였다. CMake는 cross-platform build management tool로 software project들을 각기 다른 platform과 compiler로 compile하고 linking해주는 과정을 자동화 시켜준다.

|  |
| --- |
|  |
| 그림 24. VSCode 설치 후 C/C++, C/C++ extension pack, CMake, CMake Tools를 설치한 모습 |

|  |
| --- |
|  |
| 그림 25. CMake 설치 모습 |

CMake: Quick Start 선택 및 project 이름을 입력하고 executable을 선택하면 세개의 아이템이 자동으로 생성된다.

* Build(folder): Compile을 위한 파일들의 temporary storage place로 executable file 역시 이 위치에 생성된다.
* CMakeLists.txt: build process를 자동화 시켜주는 macro 파일이다.
* main.cpp: 실행 코드 파일이다.

간단한 hello world 프로그램을 일반적인 compile과정과 CMake를 이용한 과정을 통해 각각 실행시켜 보았다. 이를 통해 CMake 작동 방식을 이해하였다.

|  |
| --- |
|  |
| 그림 26. 직접 compile 명령어를 작성하여 프로그램을 실행한 모습 |

|  |
| --- |
|  |
| 그림 27. CMake를 이용하여 프로그램을 실행한 모습 |

본 문제에서 요구한 프로그램을 작성하기 위해 getche.cpp와 getche.h 파일을 프로젝트에 포함시켜 간단한 예제 코드를 실행해보았다. getch() 함수와 getche() 함수는 키보드 입력값을 변수에 저장하는 역할을 한다. 정상적으로 프로그램이 작동하기 위해 CMakeLists.txt 파일에 변경된 file structure를 반영하였다.

|  |
| --- |
|  |
| 그림 28. CMakeLists.txt 변경 모습 |

|  |
| --- |
|  |
| 그림 29. 예제 코드 실행 모습 |

본 문제에서는 getch() 함수를 활용한 프로그램을 요구한다. ‘s’ 입력을 받았을 시 입력까지 걸린 시간을 출력하고, 다른 키보드 입력을 받았을 시 ‘wrong input’이라는 메시지를 출력 후 새로운 입력을 기다리는 프로그램을 짠다. 구체적으로 작동해야 하는 모습은 다음과 같다.

|  |
| --- |
|  |
| 그림 30. User Input Program |

이를 C++를 활용하여 작성하였으며 PC와 Beaglebone Black에서 각각 실행하였다. 실행 결과는 아래와 같다.

|  |
| --- |
|  |
| 그림 31. User Input program 코드 및 PC에서 실행 모습 |

|  |
| --- |
|  |
| 그림 32. Cross-compile을 통해 Beaglebone Black에서 실행한 user input program 모습 |

문제에서 요구하는 조건을 모두 만족하는 코드를 작성하였으며 VSCode와 CMake를 이용한 개발 및 cross-compiling을 통한 target system에서의 실행까지 모두 성공하였다.

**4. Discussion**

**(1) What is the difference between the development system and the target system?**

Development system은 개발자들이 software를 개발, 변형, 그리고 test하기 위해 사용하는 환경을 의미한다. 넓은 범위의 development tools, libraries, software dependencies가 설치되어 있으며 local한 머신인 경우가 많다. 이러한 특성으로 인해 개발자들이 주로 코드를 작성 및 compile하고 테스트와 디버깅을 하는 환경이다. 개발자의 효율성 극대화를 가장 큰 목적으로 한다. 실제 software가 deploy되는 환경을 고려하지 않는다.

Target system은 반대로 software가 결과적으로 deploy되고 실행되는 환경을 의미한다. single machine일수도, cloud-based 환경일수도 있으며 end-user가 software와 실제로 interact하는 환경이며. 해당 시스템은 performance 극대화, scalability, security가 주 목적으로 development system과 다른 하드웨어, OS, network configuration등을 가질 수 있다.

**(2) Is it possible to native-compile on BeagleBone? Describe the advantages and disadvantages of native-compiling and cross-compiling.**

Beaglebone에서 native-compile하는 것은 가능하다. Native-compiling은 실제 코드가 실행되는 architecture와 platform이 동일한 환경에서 compile하는 것을 의미하는데, Beaglebone은 general-purpose embedded board로서 native-compile이 가능한다.

Native-compiling의 장점은 아래와 같다.

- 쉬운 사용: 새로운 setup이나 tool 설치 등이 필요하지 않다.

- Optimization: 최종 실행 환경과 개발 환경이 동일하기에 특정 hardware에 optimize를 더욱 효율적으로 할 수 있다.

- 즉각적인 feedback: native-compiling은 개발자들이 target device에서 바로 test를 해볼 수 있기에 즉각적인 feedback이 가능한다.

반대로 cross-compiling의 단점은 additional setup이 필요하며 targert system과의 dependency와 compatibility를 체크해야 하고 optimization에 한계가 있다,

Native-compiling의 단점은 아래와 같다.

- limited portability: 개발환경에만 compatible하기에 새로운 platform이나 device에서 실행하기가 어렵다.

- 긴 compile 시간: cross-compiling에 비해 target device에서의 compiling이 오래 걸린다.

- damage 위험성: 지속적으로 동일한 device에서 compile및 실행을 할 시 hardware에 damage가 올 수 있다.

반대로 cross-compiling의 장점은 portability가 높고, compile time이 짧으며, damage 위험성이 낮다.

**(3) Can the timed loop in the countdown program ensure a pre-defined time interval (hard real-time)? If not, what is the reason and what are the ways to ensure it?**

Countdown program 내의 timed loop는 hard-real time을 보장하지 못 할 수도 있다. Process scheduling, system load, hardware interrupt 등 다양한 이유가 있을 수 있으며 이를 해결하기 위해서는 특별한 방법들을 사용해야 한다. Low-level language를 사용해 원인이 최소화되도록 할 수 있으며 RTOS(Real-Time Operating System)나 deterministic timing을 support하는 microcontroller에서 실행하는 방법도 있다. 또는, hardware timer나 interrupt를 활용해 timed loop를 트리거하는 방법이 있다. 이와 같이 hard-real time을 보장하기 위해서는 system에 대한 이해를 바탕으로 세밀한 조정이 필요하다.

**(4) Verifying your code is very important for developing programs rapidly. What methods did you use to get your code to work on the BeagleBone, and are there any alternatives?**

우선 코드가 정상적으로 작동하는지 확인하기 위해 PC에서 native-compile을 통해 코드가 제대로 실행되는지 확인 후 cross-compile하여 Beaglebone에서 실행시켰다. 코드 작성 과정에서는 unit testing과 integration testing, functional testing을 이용해 코드를 작성하였으며 debug과정에서 VSCode의 debugger를 활용, 특정 시점에 변수가 원하는 값을 가지고 있는지 확인하였다. 최종적으로는 PC에서 테스트 해 본 후 target system인 Beaglebone Black에서 정상적으로 작동하는지 확인하였다. 이 외에도 continuous integration, test-driven development 등 code를 verify하는 방법들이 존재한다.

**(5) Choose your own discussion topic related to Lab 1 and provide an answer to it.**

Q. Why is optimizing code for embedded systems is important and provide some ways to do it.

A. Beaglebone Black과 같은 embedded system의 경우 processing power와 memory 등이 제한적이기에 code optimization은 굉장히 중요하다. 이를 위해서는 다양한 방법들이 있는데 아래에 몇가지를 소개한다.

- memory allocation 최소화: dynamic memory allocation은 embedded system의 경우 느리고 비효율적일 수 있으므로 그 사용을 줄이고 stack-based variables를 사용, recursive function 사용 자제, pro-allocate memory 사용을 해야 한다.

- inline function 사용: Inline function은 function call overhead를 줄이고 performance를 높일 수 있다. 다만, code size 증가와 cache miss 증가로 이어질 수 있으므로 적절한 사용이 필요하다.

- 효율적인 data structure 선택
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