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## Description

The theoretical basis of the *Multivariate Fay-Herriot model with missing dependent variables (MMFH)* and the presented code is given in Chapter 6 of the dissertation *Model-Based Prediction and Estimation Using Incomplete Survey Data* by *Anna-Lena Wölwer*, which is available [here](https://doi.org/10.25353/ubtr-xxxx-25a6-5f2c).

This folder contains files MMFH\_gen\_dat\_m3.R and MMFH\_fitting.R, both of which contain executable functions which are illustrated in the following.

* MMFH\_gen\_dat\_m3.R contains functions for generating data according to an MMFH model
* MMFH\_fitting.R contains a function for fitting a MMFH model (parameter estimation, predictions, MSE estimates)

## Libraries

For the examples, we use the following libraries.

library(Matrix)  
library(mvtnorm)  
library(reshape2)  
library(ggplot2)  
library(sae)

Lade nötiges Paket: MASS

Lade nötiges Paket: lme4

## Overview of the R codes in this folder

### MMFH\_gen\_dat\_m3.R

source(paste0(getwd(), "/MMFH\_gen\_dat\_m3.R"))

The file comes with two functions f\_prep\_MMFH\_m3& f\_gen\_MMFH\_m3 for generating data according to a MMFH model with dependent variables (therefore the *\_m3* in the name). The code contains comments on the inputs of the functions.

Function f\_prep\_MMFH\_m3 is used to generate all quantities which are typically considered to be fixed in model-based small area simulation studies, e.g. the matrix of auxiliary information. For a model-based simulation study, we would execute this function only once. The function takes as input all parameters of a multivariate Fay-Herriot model like the fixed effects, the variance components, and the number of domains.

Function f\_gen\_MMFH\_m3 is used to generate all quantities which are typically considered random in model-based small area simulation studies like the random effects and sampling errors. For a simulation study, we would execute this function in each Monte Carlo iteration. The function takes as input all inputs and outputs of function f\_prep\_MMFH\_m3.

### MMFH\_fitting.R

source(paste0(getwd(), "/MMFH\_fitting.R"))

The file contains function f\_MMFH. The code contains comments on the inputs of the function.

Function f\_MMFH is used to fit a MMFH model to input data. This includes the estimation of the model fixed effects () and variance components () via Fisher-Scoring, either based on maximum likelihood (ML) or restricted maximum likelihood (REML). Furthermore, based on the parameter estimates, the model returns estimates of the random effects, the synthetic predictions () and the Empirical Best Predictions (EBPs). In addition, the MSE estimates are given.

Although in this example we only cover the case of dependent variables, function f\_MMFH works for an arbitrary number of dependent variables.

## Generate example data

Generate the fixed quantities of a MMFH model including randomly generated auxiliary information (documentation of required inputs is given in MMFH\_gen\_dat\_m3.R).

Set input quantities

m = 3 # total number of variables of interest, number of dependent variables  
D = 100 # total number of domains  
v\_ref = c(2,3,4) # variances of random effects of the 3 variables  
cor\_ref = c(.2,.3,.4) # correlations of random effects  
v\_rer = c(2.5,3.5,4.5) # variances of sampling errors of the 3 variables  
cor\_rer = c(.15,.25,.35) # correlations of sampling errors  
beta = list(c(1.5, 2.5), # list, for each variable: vector of fixed effects  
 c(2.3,3.3,4.3),  
 c(4.1,3.1,2.1, 2.2))  
range\_aux = c(10, 100) # range of the uniform distribution from which auxiliary information is sampled from  
perc\_mis = c(5, 5, 2) # percentage of missing domain information per variable

Generate data

d\_fix <- f\_prep\_MMFH\_m3(seed = 56)  
names(d\_fix)

[1] "m" "D" "v\_ref" "cor\_ref" "v\_rer" "cor\_rer"   
 [7] "beta" "range\_aux" "seed" "m" "V\_ed" "V\_ud"   
[13] "x"

Use f\_gen\_MMFH\_m3 to generate the model information which typically varies between Monte Carlo iterations. That is, the generation of the dependent variables. The function allows to set certain values as missing, input perc\_mis determines the number of domains for which the survey information of the three dependent variables is missing. Note that in this code the missing dependent variables are non-overlapping. That is, there is maximum one missing dependent variable per domain. This, however, can easily be changed in the code.

d\_var <- f\_gen\_MMFH\_m3( x = d\_fix$x,  
 beta = d\_fix$beta,  
 V\_ud = d\_fix$V\_ud,  
 V\_ed = d\_fix$V\_ed,  
 seed = 67,  
 verbose = TRUE )

Generated number of missing y values (non-overlapping over the 100 domains) for the three dependent variables is 5 5 0

str(d\_var)

List of 3  
 $ y\_true: num [1:100, 1:3] 220 239.4 67.8 201 53.1 ...  
 $ y\_obs : num [1:100, 1:3] 220.1 238.6 67 202.7 55.3 ...  
 $ y\_mis : num [1:100, 1:3] NA NA NA NA NA ...

y\_true are the (according to the model) true values of the dependent variables, y\_obs are the survey estimates of the dependent variables, y\_mis are the survey estimates, which we consider to be available, some of which are missing (determined by perc\_mis in f\_gen\_MMFH\_m3). The missing mechanism is *missing completely at random* (MCAR).

Have a look at the generated dependent variables.

d\_plot <- reshape2::melt(d\_var$y\_mis)  
d\_plot$Var2 <- factor(d\_plot$Var2)  
colnames(d\_plot) <- c("domain", "variable", "value")

ggplot2::ggplot(d\_plot,  
 aes(x = domain, y = value, group = variable,   
 color = variable, fill = variable,   
 shape = variable, lty = variable)) +   
 geom\_line() +  
 geom\_point()

Warning: Removed 5 row(s) containing missing values (geom\_path).

Warning: Removed 10 rows containing missing values (geom\_point).
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ggplot2::ggplot(d\_plot,  
 aes(x = variable, y = value,  
 fill = variable)) +   
 geom\_boxplot(alpha = .6) +  
 geom\_jitter(pch = 21, alpha = .6)

Warning: Removed 10 rows containing non-finite values (stat\_boxplot).

Warning: Removed 10 rows containing missing values (geom\_point).

![](data:image/png;base64,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)

From the error message, you can see that there are (as we wanted) missing values in the dependent variables. Furthermore, you can play around with the parameters of the data generation and see how the outcomes of the sampling estimates change.

The number of domains with missing values of variables 1, 2, and 3 is

colSums(is.na(d\_var$y\_mis))

[1] 5 5 0

## Function f\_MMFH

Set some of the function inputs.

method <- "REML" # REML or ML in Fisher-Scoring  
# method <- "ML"  
verbose <- TRUE # print intermediate outputs  
eps <- 1e-8 # convergence tolerance  
maxiter <- 100 # maximum number of iterations of Fisher-Socring

Fit a MMFH model to survey estimates d\_var$y\_mis (documentation of required input in MMFH\_fitting.R).

res\_MMFH <- f\_MMFH(y = d\_var$y\_mis,  
 x = d\_fix$x,  
 V\_ed = d\_fix$V\_ed,  
 theta = NULL,   
 theta\_start = NULL,   
 method = method,   
 eps = eps,   
 maxiter = maxiter,   
 verbose = TRUE)

iter loglike lambda var\_1 var\_2 var\_3 rho\_12 rho\_13 rho\_23 v1.x1 v1.x2 v2.x1 v2.x2 v2.x3 v3.x1 v3.x2 v3.x3 v3.x4   
 0 -424.337 NA 1.977 1.855 4.218 0.016 0.020 0.003 1.267 2.502 2.346 3.297 4.299 5.046 3.084 2.107 2.191   
 1 -422.650 1 1.989 1.849 4.213 0.064 0.272 0.346 1.218 2.503 2.372 3.297 4.299 4.978 3.086 2.106 2.191   
 2 -422.641 1 2.007 1.833 4.202 0.086 0.286 0.330 1.208 2.503 2.362 3.297 4.300 4.972 3.086 2.106 2.191   
 3 -422.641 1 2.009 1.834 4.202 0.087 0.288 0.331 1.208 2.503 2.362 3.297 4.300 4.971 3.086 2.106 2.191   
 4 -422.641 1 2.009 1.834 4.202 0.087 0.288 0.331 1.208 2.503 2.362 3.297 4.300 4.971 3.086 2.106 2.191   
 5 -422.641 1 2.009 1.834 4.202 0.087 0.288 0.331 1.208 2.503 2.362 3.297 4.300 4.971 3.086 2.106 2.191   
 6 -422.641 1 2.009 1.834 4.202 0.087 0.288 0.331 1.208 2.503 2.362 3.297 4.300 4.971 3.086 2.106 2.191   
 7 -422.641 1 2.009 1.834 4.202 0.087 0.288 0.331 1.208 2.503 2.362 3.297 4.300 4.971 3.086 2.106 2.191   
 8 -422.641 1 2.009 1.834 4.202 0.087 0.288 0.331 1.208 2.503 2.362 3.297 4.300 4.971 3.086 2.106 2.191   
 9 -422.641 1 2.009 1.834 4.202 0.087 0.288 0.331 1.208 2.503 2.362 3.297 4.300 4.971 3.086 2.106 2.191   
 10 -422.641 1 2.009 1.834 4.202 0.087 0.288 0.331 1.208 2.503 2.362 3.297 4.300 4.971 3.086 2.106 2.191

With verbose = TRUE, the model returns the intermediate parameter estimates.

See the model output.

str(res\_MMFH)

List of 2  
 $ est:List of 4  
 ..$ ebp : num [1:100, 1:3] 218.5 239.9 68.2 203.5 52.1 ...  
 .. ..- attr(\*, "dimnames")=List of 2  
 .. .. ..$ : chr [1:100] "1" "2" "3" "4" ...  
 .. .. ..$ : chr [1:3] "v1" "v2" "v3"  
 ..$ ref : num [1:100, 1:3] -0.0946 -0.1153 0.6099 0.404 0.5723 ...  
 .. ..- attr(\*, "dimnames")=List of 2  
 .. .. ..$ : chr [1:100] "1" "2" "3" "4" ...  
 .. .. ..$ : chr [1:3] "v1" "v2" "v3"  
 ..$ Xbeta: num [1:100, 1:3] 218.6 240 67.6 203.1 51.5 ...  
 .. ..- attr(\*, "dimnames")=List of 2  
 .. .. ..$ : chr [1:100] "1" "2" "3" "4" ...  
 .. .. ..$ : chr [1:3] "v1" "v2" "v3"  
 ..$ fit :List of 6  
 .. ..$ method : chr "REML"  
 .. ..$ covergence: logi TRUE  
 .. ..$ iterations: num 10  
 .. ..$ estcoef :'data.frame': 9 obs. of 4 variables:  
 .. .. ..$ beta : num [1:9] 1.21 2.5 2.36 3.3 4.3 ...  
 .. .. ..$ std\_error: num [1:9] 0.4909 0.0083 0.74481 0.00879 0.00868 ...  
 .. .. ..$ tvalue : num [1:9] 2.46 301.71 3.17 375.2 495.52 ...  
 .. .. ..$ pvalue : num [1:9] 0.01388 0 0.00152 0 0 ...  
 .. ..$ refvar : Named num [1:6] 2.0092 1.8342 4.2023 0.0875 0.2878 ...  
 .. .. ..- attr(\*, "names")= chr [1:6] "var\_1" "var\_2" "var\_3" "rho\_12" ...  
 .. ..$ goodness : Named num -423  
 .. .. ..- attr(\*, "names")= chr "ll"  
 $ mse: num [1:100, 1:6] 2.08 2.14 2.51 2.22 2.5 ...  
 ..- attr(\*, "dimnames")=List of 2  
 .. ..$ : chr [1:100] "1" "2" "3" "4" ...  
 .. ..$ : chr [1:6] "v1" "cov12" "cov13" "v2" ...

The function returns the parameters estimates, EBPs, predictions of random effects, synthetic predictions, and MSE estimates.

## Compare MMFH fitting algorithm to sae::eblupFH (for univariate FH models)

We make an example to compare the MMFH output to the output of a (univariate) Fay-Herriot model using function sae::mseFH.

# Calculate (univariate) Fay-Herriot models with function mseFH from the sae package  
res\_FH <- list()  
for (k in 1:m) {  
 a\_tmp <- which(!is.na(d\_var$y\_mis[,k]))  
 res\_FH[[k]] <- sae::mseFH(d\_var$y\_mis[,k][a\_tmp] ~ -1 + d\_fix$x[[k]][a\_tmp,],  
 vardir = sapply(d\_fix$V\_ed[a\_tmp], function (d){ d[k,k] }),  
 method = method,  
 PRECISION = eps,  
 MAXITER = maxiter)  
}

For illustration, we choose variable 1.

# For variable 1: Get FH results  
k = 1  
a\_tmp <- which(!is.na(d\_var$y\_mis[,k]))  
eblup\_tmp <- rep(NA, D)  
mse\_tmp <- rep(NA, D)  
eblup\_tmp[which(!is.na(d\_var$y\_mis[,k]))] <- as.vector(res\_FH[[k]]$est$eblup)   
mse\_tmp[which(!is.na(d\_var$y\_mis[,k]))] <- as.vector(res\_FH[[k]]$mse)

Compare the EBPs:

dat\_comb <- cbind("true" = d\_var$y\_true[,k],  
 "FH\_EBLUP" = eblup\_tmp,  
 "FH\_SYN" = as.vector(d\_fix$x[[k]] %\*% res\_FH[[k]]$est$fit$estcoef[,1]),  
 "MMFH" = res\_MMFH$est$ebp[,k])  
dat\_comb[1:10,]

true FH\_EBLUP FH\_SYN MMFH  
1 220.00284 NA 218.39499 218.47039  
2 239.43961 NA 239.78456 239.87485  
3 67.76777 NA 67.70109 68.23079  
4 200.96017 NA 202.99708 203.54559  
5 53.12371 NA 51.63372 52.09918  
6 220.62982 221.45050 221.51361 221.52032  
7 29.86880 30.61783 30.96469 30.50256  
8 30.34092 29.82867 28.04025 29.77866  
9 90.08939 89.70961 89.84759 89.68889  
10 215.92293 215.14182 213.88382 215.22413

Exemplary for the first 10 domains, you can see the true values of the dependent variables in the first column. Furthermore, column 2 shows the FH EBLUPs (*FH\_EBLUP*). For domains 1 to 5, the survey estimates were considered missing. Therefore, the FH model cannot be used to calculated EBLUPs and only return synthetic predictions *FH\_SYN*. In addition, column 4 gives the EBPs of the MMFH model. With the MMFH model, we can calculate EBPs also for the domains with missing values of variable 1 as the model uses the correlations of the variable to variables 2 and 3 in a multivariate model.

Compare the MSE estimates:

cbind("FH" = mse\_tmp,  
 "MMFH" = res\_MMFH$mse[,"v1"])[1:10,]

FH MMFH  
1 NA 2.075295  
2 NA 2.139458  
3 NA 2.508396  
4 NA 2.224925  
5 NA 2.495239  
6 1.205542 1.176734  
7 1.216372 1.203678  
8 1.218619 1.403823  
9 1.184507 1.135853  
10 1.200842 1.257563

Also for the MSE, only the MMFH model can give estimates for domains 1 to 5, for which the survey direct estimates are considered missing.