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**Мета роботи:** робота з бінарними деревами та бінарними деревами пошуку.

**Завдання:**

1. На вхід подається деяке бінарне дерево, із фіксованою структурою (тобто зв’язками між вузлами, їх батьком та нащадками). Необхідно переписати значення вузлів дерева таким чином, щоб:

а) їх нові значення брались тільки з того набору, який присутній у вхідному дереві;

б) зберігалась внутрішня структура дерева (зберігались зв’язки між кожним батьківським вузлом та його вузлами нащадками).

2. Після того, як вхідне дерево перетворене на бінарне дерево пошуку, необхідно в отриманому бінарному дереві пошуку знайти всі такі монотонні шляхи (які не обов'язково йдуть від кореня, але всі прямують згори донизу), що сума значень вузлів, які належать знайденим шляхам, дорівнює числу S.

**Лістинг програми:**

class Node:

def \_\_init\_\_(self, val, space=1, l=None, r=None):

self.left = l

self.right = r

self.space=space

self.v = val

if self.v == 0:

self.space=0

def display(self):

lines, \_, \_, \_ = self.\_display\_aux()

for line in lines:

print(line)

def \_display\_aux(self):

"""Returns list of strings, width, height, and horizontal coordinate of the root."""

# No child.

if self.right is None and self.left is None:

line = '%s' % self.v

width = len(line)

height = 1

middle = width // 2

return [line], width, height, middle

# Only left child.

if self.right is None:

lines, n, p, x = self.left.\_display\_aux()

s = '%s' % self.v

u = len(s)

first\_line = (x + 1) \* ' ' + (n - x - 1) \* '\_' + s

second\_line = x \* ' ' + '/' + (n - x - 1 + u) \* ' '

shifted\_lines = [line + u \* ' ' for line in lines]

return [first\_line, second\_line] + shifted\_lines, n + u, p + 2, n + u // 2

# Only right child.

if self.left is None:

lines, n, p, x = self.right.\_display\_aux()

s = '%s' % self.v

u = len(s)

first\_line = s + x \* '\_' + (n - x) \* ' '

second\_line = (u + x) \* ' ' + '\\' + (n - x - 1) \* ' '

shifted\_lines = [u \* ' ' + line for line in lines]

return [first\_line, second\_line] + shifted\_lines, n + u, p + 2, u // 2

# Two children.

left, n, p, x = self.left.\_display\_aux()

right, m, q, y = self.right.\_display\_aux()

s = '%s' % self.v

u = len(s)

first\_line = (x + 1) \* ' ' + (n - x - 1) \* '\_' + s + y \* '\_' + (m - y) \* ' '

second\_line = x \* ' ' + '/' + (n - x - 1 + u + y) \* ' ' + '\\' + (m - y - 1) \* ' '

if p < q:

left += [n \* ' '] \* (q - p)

elif q < p:

right += [m \* ' '] \* (p - q)

zipped\_lines = zip(left, right)

lines = [first\_line, second\_line] + [a + u \* ' ' + b for a, b in zipped\_lines]

return lines, n + m + u, max(p, q) + 2, n + u // 2

class Tree:

def \_\_init\_\_(self):

self.root = None

def getroot(self):

print(self.root.v)

def add(self, val):

if(self.root == None):

self.root = Node(val)

else:

self.\_add(val, self.root)

def \_add(self, val, node):

if node.left==None:

node.left=Node(val)

elif node.left.space==0 and node.right==None:

node.right=Node(val)

else:

if node.left.space:

self.\_add(val, node.left)

elif node.right.space:

self.\_add(val, node.right)

self.isspace(node)

def newadd(self, array):

self.\_newadd(array, self.root)

def \_newadd(self, array, node):

if node.v!=0:

self.\_newadd(array, node.left)

node.v=array[0]

del array[0]

self.\_newadd(array, node.right)

def isspace(self, node):

if node.left!=None and node.right!=None:

if node.left.space==0 and node.right.space==0:

node.space=0

def clean(self):

if(self.root != None):

self.\_clean(self.root)

def \_clean(self, node):

if(node != None):

if node.left!=None and node.left.v==0:

node.left=None

if node.right!=None and node.right.v==0:

node.right=None

self.\_clean(node.left)

self.\_clean(node.right)

def pathsum(self, s):

return self.path\_sum(self.root, s)

def path\_sum(self, node, s, l=[], finalans=[]):

if (sum(l)+node.v)==s:

l.append(node.v)

if l not in finalans:

finalans+=[l]

if node.left!=None:

self.path\_sum(node.left, s, [])

else:

l.append(node.v)

l2=l.copy()

if node.left != None:

self.path\_sum(node.left, s, l, finalans)

self.path\_sum(node.left, s, [], finalans)

if node.right != None:

self.path\_sum(node.right, s, l2, finalans)

self.path\_sum(node.right, s, [], finalans)

return finalans

with open("input\_10b.txt") as f:

file=f.read()

file = list(map(int, file.split()))

NewTree = Tree()

for i in file:

NewTree.add(i)

print('INPUT:')

NewTree.root.display()

l=[]

for i in file:

if i!=0:

l.append(i)

l.sort()

NewTree.newadd(l)

NewTree.clean()

print('\nOUTPUT:')

NewTree.root.display()

wanted=(int(input('\nWANTED PATHSUM: ')))

pathsums = NewTree.pathsum(wanted)

if len(pathsums)==0:

print ("THERE IS NO WAY TO GET THIS SUM.")

else:

print ("WAYS TO GET THIS SUM:")

for i in pathsums:

i=list(map(str, i))

print('-'.join(i))

**![](data:image/png;base64,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)Результат роботи:**