**1. What is Java?**

**Java** is a high-level, object-oriented programming language that was designed to be portable, meaning it can run on any device or operating system that has the Java Virtual Machine (JVM) installed. Java programs are compiled into bytecode, which the JVM interprets and runs.

* **Example:**

public class HelloWorld {

public static void main(String[] args) {

System.out.println("Hello, World!"); // Prints Hello, World! to the console

}

}

In this example, the HelloWorld class has a main method, which is the entry point for any Java application. It prints "Hello, World!" to the console.

**Java Editions:**

Java has multiple editions, each designed to cater to different types of application development. These editions provide various libraries, APIs, and tools to help developers build specific types of applications. Here's a breakdown of the main **Java Editions**:

**1. Java Standard Edition (Java SE)**

Java SE is the core Java platform and provides the foundational libraries and APIs for developing general-purpose applications. It includes all the basic features of the Java language and standard libraries.

* **Key Features:**
  + Core Java libraries (e.g., java.lang, java.util, java.io)
  + APIs for networking, database interaction, multithreading, and collections
  + Java Virtual Machine (JVM) for running Java applications
  + Tools like the Java compiler (javac), java command for running applications, and the Java Debugger (jdb)
  + Common libraries for file I/O, security, and networking
* **Applications Built with Java SE:**
  + Desktop applications
  + Standalone applications
  + Command-line utilities
  + Core back-end logic for enterprise applications
* **Version Example:** Java SE 8, Java SE 11 (LTS), Java SE 17 (LTS)

**2. Java Enterprise Edition (Java EE)**

Java EE (now known as **Jakarta EE**) is an extension of Java SE, and it's designed for building large-scale, distributed, and multi-tier enterprise applications. It includes additional libraries and specifications for building web applications and enterprise-grade systems.

* **Key Features:**
  + Servlets and JSP (Java Server Pages) for web applications
  + EJB (Enterprise JavaBeans) for building scalable, distributed applications
  + JPA (Java Persistence API) for database interaction and ORM (Object Relational Mapping)
  + JMS (Java Message Service) for messaging between systems
  + JAX-RS and JAX-WS for building RESTful and SOAP-based web services
  + Dependency injection, transactions, and security services
* **Applications Built with Java EE:**
  + Large enterprise web applications
  + E-commerce platforms
  + Cloud-based and microservice-based applications
  + RESTful services
* **Version Example:** Jakarta EE 8, Java EE 7, Jakarta EE 9

**3. Java Micro Edition (Java ME)**

Java ME is designed for embedded systems, mobile devices, and other small devices like sensors and smart appliances. It provides a smaller subset of the Java SE libraries, tailored for devices with limited resources.

* **Key Features:**
  + Optimized for small devices with limited memory and processing power
  + APIs specific to mobile and embedded development, including user interface, networking, and storage capabilities for constrained environments
  + CLDC (Connected Limited Device Configuration) and CDC (Connected Device Configuration) profiles
* **Applications Built with Java ME:**
  + Mobile applications (earlier versions of mobile platforms)
  + Embedded systems like IoT (Internet of Things) devices
  + Consumer electronics (smartwatches, MP3 players, etc.)
* **Version Example:** Java ME 8, Java ME 8.3

**Java Versions Overviews:**

### **1. Java 1.0 (January 1996)**

* **Key Features**:
  + First official release of Java.
  + Introduced the concept of Write Once, Run Anywhere (WORA).
  + Basic object-oriented features (inheritance, encapsulation, etc.).
  + Supported primitive types, objects, and references.
  + **AWT** (Abstract Window Toolkit) for GUI.
  + Applets for embedding Java programs in web browsers.
  + **java.io** for I/O operations.
  + Multi-threading, networking, and memory management with automatic garbage collection.
  + Java bytecode and the Java Virtual Machine (JVM) concept.

### **2. Java 1.1 (February 1997)**

* **Key Features**:
  + **Inner classes** introduced (local, anonymous, static, and non-static inner classes).
  + Major revision of the **event handling model**.
  + **JDBC (Java Database Connectivity)**: Basic database interaction API.
  + **RMI (Remote Method Invocation)**: Allows invoking methods on remote objects.
  + Reflection API: Enables runtime retrieval of information about classes and methods.
  + **JavaBeans**: Reusable software components (getter/setter methods).
  + Internationalization (support for different languages and regions).
  + CORBA support for distributed computing.
  + **Object serialization** for object persistence and transmission.

### **3. Java 1.2 (December 1998) – "Java 2"**

* **Key Features**:
  + Rebranding of the platform as Java 2.
  + **Swing** introduced: A new GUI toolkit replacing AWT components.
  + **Collections Framework** introduced: Data structures such as List, Set, Map, etc.
  + **Just-In-Time (JIT) compiler** improvements for better performance.
  + **Java Plug-in** for embedding Java applets into web browsers.
  + **Security enhancements**: Signed applets, permissions model, and AccessControl.
  + **Java Foundation Classes (JFC)**, including Swing, accessibility, drag-and-drop, and more.

### **4. Java 1.3 (May 2000)**

* **Key Features**:
  + **HotSpot JVM** becomes the default: Optimizes performance through JIT compilation.
  + **Java Sound API** for sound and audio manipulation.
  + **RMI over IIOP**: RMI interoperates with CORBA (Common Object Request Broker Architecture).
  + Enhancements in Java AWT (lightweight components).
  + Improvements in the **JDBC API** and **JNDI** (Java Naming and Directory Interface).

### **5. Java 1.4 (February 2002)**

* **Key Features**:
  + **Java NIO (New I/O)**: Non-blocking I/O, buffers, selectors, and channels for scalable I/O operations.
  + **Assertions** introduced to test assumptions in the code.
  + **Chained exceptions**: Allows associating exceptions for better debugging.
  + **Logging API**: Provides logging facilities within the Java SE platform.
  + **Regular Expressions** support via java.util.regex package.
  + XML processing (JAXP) introduced.
  + Security enhancements: Java Cryptography Architecture (JCA), JSSE, and others.
  + Performance improvements in garbage collection and JVM execution.

### **6. Java 5 (September 2004) – "Java 1.5"**

* **Key Features**:
  + **Generics**: Strongly typed collections (e.g., List<String>).
  + **Enhanced for-loop**: Simplified looping through collections and arrays.
  + **Autoboxing and unboxing**: Automatic conversion between primitive types and their wrapper objects.
  + **Enums**: Introduced as a special class type.
  + **Varargs**: Allows passing variable-length arguments.
  + **Annotations**: Metadata for classes, methods, fields, etc., (@Override, @Deprecated, @SuppressWarnings).
  + **Concurrency utilities**: Java 5 introduced the java.util.concurrent package with features like Executor, Future, and Semaphore.
  + **Static imports**: To use static members of classes without prefixing class names.
  + JVM improvements: Better performance and memory management.

### **7. Java 6 (December 2006)**

* **Key Features**:
  + **Scripting language support (JSR 223)**: Integrates with scripting languages like JavaScript.
  + **JAX-WS**: Standard for web services development.
  + **Pluggable annotations**: Allows custom annotations processing using APT (Annotation Processing Tool).
  + Improvements to **Swing** for GUI development.
  + **Compiler API**: Programmatically compile Java code using the javax.tools package.
  + **Java Compiler (javac)** improvements.
  + **Monitoring and Management**: Enhanced JVM monitoring, management using JMX (Java Management Extensions).
  + Performance optimizations in the **JIT compiler** and JVM.

### **8. Java 7 (July 2011)**

* **Key Features**:
  + **Try-with-resources**: Automatic resource management in try blocks.
  + **Diamond operator** (<>): Simplifies code involving generics.
  + **Switch with Strings**: Allows switch statement to accept String types.
  + **Fork/Join framework**: Simplifies parallelism in applications using multiple processors.
  + **NIO.2 (Non-blocking I/O 2)**: Advanced file operations, symbolic links, and new Path API.
  + **Multicatch**: Handle multiple exceptions in a single catch block.
  + Binary literals and underscores in numeric literals for better readability.
  + **G1 (Garbage First) garbage collector**: A low-pause garbage collector.

### **9. Java 8 (March 2014)**

* **Key Features**:
  + **Lambda expressions**: Enables functional programming in Java.
  + **Stream API**: Allows functional-style operations on collections.
  + **Default methods in interfaces**: Provides method implementations in interfaces.
  + **Optional class**: Helps avoid NullPointerException by wrapping nullable values.
  + **New Date and Time API** (java.time): Modern date/time management classes like LocalDate, LocalTime, LocalDateTime, etc.
  + **Method references**: Shorter lambda expressions by referring to methods (ClassName::methodName).
  + **Functional interfaces**: Interfaces with a single abstract method, e.g., Runnable, Callable, Supplier.
  + **Nashorn JavaScript engine**: Replaces the older Rhino engine.
  + **Repeating annotations**: Multiple annotations of the same type can be applied to a declaration.

### **10. Java 9 (September 2017)**

* **Key Features**:
  + **Modular System (Project Jigsaw)**: Breaks the JDK into modules, enabling better scaling and performance.
  + **JShell**: A REPL (Read-Eval-Print Loop) for experimenting with Java snippets.
  + **Private methods in interfaces**: Allows private methods inside interfaces.
  + **Factory methods for collections**: List.of(), Set.of(), Map.of() for creating immutable collections.
  + **HTTP/2 Client API** (incubating): Supports HTTP/2 protocol.
  + Improved performance and memory handling for garbage collection.
  + Multi-version JARs: JARs that can support multiple Java versions.
  + Process API improvements for controlling and managing OS processes.

### **11. Java 10 (March 2018)**

* **Key Features**:
  + **Local-Variable Type Inference (var)**: Java introduces var to infer types of local variables.
  + **Garbage Collector Interface**: Improves modularity of garbage collectors.
  + **Application Class-Data Sharing**: Reduces startup time by sharing class data between JVMs.
  + **Thread-Local Handshakes**: Enables JVM to stop individual threads and not stop all threads for a safepoint.
  + **Experimental JIT Compiler (Graal)**: Available as an experimental feature.

### **12. Java 11 (September 2018)** – **LTS** release

* **Key Features**:
  + **HTTP Client API** (standardized): Supports HTTP/2 and WebSocket.
  + **New String Methods**: strip(), repeat(), lines(), and isBlank().
  + **Nest-Based Access Control**: Improves access between nested classes.
  + **Lambda Parameter Syntax**: Supports local-variable syntax for lambda parameters.
  + Removal of **Java EE** and **CORBA** modules.
  + **Single File Source Code**: Run Java files directly from the command line without compilation (java HelloWorld.java).

### **13. Java 12 (March 2019)**

* **Key Features**:
  + **Switch Expressions (preview)**: Allows switch to return values and simplifies syntax.
  + **Shenandoah garbage collector**: A low-pause garbage collector.
  + **JVM Constants API**: Simplifies JVM support for dynamic languages.
  + **Microbenchmark Suite**: Tool for writing microbenchmarks for Java applications.

### **14. Java 13 (September 2019)**

* **Key Features**:
  + **Text Blocks (preview)**: Multiline strings with better readability.
  + Switch expressions become a **second preview** feature.
  + Improvements to **ZGC (Z Garbage Collector)**: Supports returning unused memory to the OS.

### **15. Java 14 (March 2020)**

* **Key Features**:
  + **Pattern Matching for instanceof (preview)**: Simplifies casting after instanceof checks.
  + **Records (preview)**: Immutable data classes with minimal boilerplate.
  + **Text Blocks**: Standardized after being in preview.
  + **Helpful NullPointerExceptions**: JVM provides more informative error messages.
  + **Foreign-Memory Access API (preview)**: Allows programs to access memory outside the JVM.

### **16. Java 15 (September 2020)**

* **Key Features**:
  + **Sealed Classes (preview)**: Restricts which classes can extend or implement a class.
  + **ZGC improvements**: Makes Z Garbage Collector ready for production.
  + **Hidden Classes**: Classes that can only be used by frameworks and cannot be directly used by bytecode.

### **17. Java 16 (March 2021)**

* **Key Features**:
  + **Pattern Matching for instanceof**: Now standardized.
  + **Records**: Finalizes the record feature.
  + **Sealed Classes (second preview)**.
  + **Vector API (Incubator)**: Operations for vector computations.
  + Improved **foreign linker API** for calling native code.

### **18. Java 17 (September 2021)** – **LTS** release

* **Key Features**:
  + **Sealed Classes**: Now a standard feature.
  + **Pattern Matching for switch (preview)**.
  + **Deprecation of Applet API**.
  + Removal of the **RMI Activation** mechanism.
  + Improvements in **G1 Garbage Collector** and performance optimizations.

### **19. Java 18 (March 2022)**

* **Key Features**:
  + **Simple Web Server**: Minimal HTTP file serving for easy prototyping.
  + **UTF-8 by Default**: UTF-8 becomes the default charset.
  + **Pattern Matching for switch (third preview)**.
  + Second incubator for **Vector API**.
  + **Foreign Function & Memory API (preview)**: Interact with native libraries and memory outside the JVM.

### **20. Java 19 (September 2022)**

* **Key Features**:
  + **Virtual Threads (preview)**: Improves thread scalability.
  + **Structured Concurrency (incubator)**: Simplifies concurrent code development.
  + Fourth incubator for **Vector API**.
  + **Foreign Function & Memory API (second preview)**.
  + **Pattern Matching for switch (fourth preview)**.

### **21. Java 20 (March 2023)**

* **Key Features**:
  + Virtual Threads further refined.
  + Continued improvements to **Foreign Function & Memory API** and **Pattern Matching**.
  + Advancements in **Project Loom** for scaling concurrency in Java.

### **Java 21 (September 2023)** – **LTS** release

Java 21 is a **Long-Term Support (LTS)** version, meaning it will have extended support for many years. It introduced several important features, building upon previous improvements and continuing to expand Java's capabilities for performance, security, and modern programming paradigms.

* **Virtual Threads (Production Ready)**:
  + Introduced in Java 19 as a preview, Virtual Threads are now fully supported. They allow lightweight concurrency by decoupling tasks from operating system threads, making it easier to write scalable and concurrent applications.
* **Pattern Matching for Switch (Standard)**:
  + After multiple preview iterations, pattern matching for switch statements has become a standard feature. It allows the switch construct to work more effectively with different data types and simplifies code by eliminating the need for explicit type casts.
* **Sequenced Collections**:
  + A new family of interfaces (SequencedCollection, SequencedSet, and SequencedMap) that support methods to access elements in order. It provides a unified view for collections that maintain a predictable iteration order, like lists and linked maps.
* **String Templates (Preview)**:
  + String templates enable the embedding of expressions within string literals in a safe, concise, and flexible manner. It makes string formatting easier and less error-prone than manually concatenating strings and expressions.
* **Unnamed Patterns and Variables**:
  + Java 21 allows the use of unnamed patterns and variables, useful for destructuring objects without binding them to a specific name, reducing boilerplate code.
* **Record Patterns (Final)**:
  + Record patterns allow pattern matching on records, which were introduced in Java 16. This feature improves code readability and conciseness by allowing data classes (records) to be destructured directly within switch and if statements.
* **Scoped Values**:
  + Scoped values provide an alternative to thread-local variables. They are immutable values that can be shared with threads in a more controlled and safer manner, avoiding some of the pitfalls of thread-local storage in concurrent applications.
* **Foreign Function & Memory API (Third Preview)**:
  + Continues to refine the API for accessing native memory and calling native functions. This is particularly useful for Java applications that need to interact with non-Java libraries.
* **Structured Concurrency (Second Incubator)**:
  + Structured Concurrency simplifies the handling of concurrent operations by managing them in a structured way, improving error handling, cancellation, and data aggregation from parallel tasks.
* **Generational ZGC (Experimental)**:
  + The Generational Z Garbage Collector builds on ZGC to improve performance by adding generational collection, which allows the GC to handle short-lived objects more efficiently.

### **Java 22 (September 2023)** – **LTS** release

### 1. **Immutability**

* **What it means**: Scoped values are immutable, meaning that once a value is set, it cannot be changed.
* **Why it's important**: Immutability prevents unintended side effects or race conditions in concurrent applications. It enhances **thread safety** by ensuring that no thread can accidentally or maliciously alter the value, avoiding complex synchronization issues like locking mechanisms.

#### Example:

In traditional **ThreadLocal** variables, you would have to manage synchronization if multiple threads attempt to access or modify the value. With **Scoped Values**, this complexity is reduced because the value is constant once initialized.

### 2. **Automatic Lifecycle Management**

* **What it means**: The scoped value is automatically removed when it goes out of scope (i.e., when the thread or the block of code that uses the value finishes execution).
* **Why it's important**: This simplifies memory management by avoiding common pitfalls like memory leaks, which can occur when data tied to a thread is not properly cleaned up. It provides a built-in mechanism to ensure that scoped values are discarded when no longer needed.

#### Example:

In a scenario where you create a temporary value in a thread, such as session data, the scoped value will automatically be cleaned up when the session (or thread) ends. This makes it easier for developers to manage resources.

### 3. **Thread-Safe Sharing**

* **What it means**: Scoped values can be safely shared between a parent thread and its child threads without fear of the child threads modifying the original value.
* **Why it's important**: This facilitates better coordination between threads, allowing for safe access to shared data. Unlike **ThreadLocal** variables, where each thread maintains its own copy of the value, scoped values can propagate safely across child threads while maintaining immutability.

#### Example:

Imagine a **web server** where each thread represents a request. The main thread could pass a scoped value (like a **user session ID**) to the worker threads processing different parts of the request. Each worker thread would have access to the same session ID without being able to modify it, ensuring consistency.

### Use Case Example: **Scoped Values in Action**

Think of a **shopping cart** metaphor:

* **Customer (Thread)**: Each customer (thread) gets their own shopping cart (scoped value).
* **Shopping Cart**: The cart (value) holds the items that the customer picks. This cart is specific to that customer and can’t be shared or modified by other customers.
* **Immutability**: Once the customer picks an item (sets the value), the items cannot be modified.
* **Automatic Cleanup**: When the customer leaves the store (the thread ends), the cart is automatically discarded, freeing up memory and avoiding clutter.
* **Thread-Safe Sharing**: The customer can ask a store employee (child thread) to help with shopping, and the employee has access to the same shopping cart (scoped value) without modifying the items.

### Key Differences Between **Scoped Values** and **ThreadLocal Variables**:

* **Immutability**: ThreadLocal variables are mutable by default, which can lead to concurrency issues. Scoped values eliminate this risk by being immutable.
* **Propagation**: Scoped values can be explicitly shared with child threads, whereas **ThreadLocal** variables require each thread to maintain its own copy of the data.
* **Lifecycle Management**: Scoped values are automatically cleaned up, reducing the risk of memory leaks, while **ThreadLocal** variables require manual cleanup to prevent such issues.

### Conclusion

**Scoped Values** are a powerful new tool introduced in **JDK 22** that significantly improve thread safety, immutability, and lifecycle management when dealing with shared data across threads. They simplify concurrent programming in Java by providing a cleaner and more efficient alternative to **ThreadLocal** variables.

This feature is especially valuable for applications that rely heavily on concurrency and threading, such as **web servers, distributed systems, and parallel processing frameworks**.

**2. Features of Java**

1. **Simple**: Java’s syntax is clear and easy to learn for developers who have experience in other languages like C and C++. Java removes many complex features, such as pointers and operator overloading, making it easier to use.
2. **Object-Oriented**: Everything in Java revolves around classes and objects. It follows principles such as inheritance, polymorphism, abstraction, and encapsulation.
3. **Platform-Independent**: Java programs are compiled into bytecode that runs on the Java Virtual Machine (JVM), making them independent of operating systems. "Write Once, Run Anywhere (WORA)" is a key principle.
4. **Secure**: Java has built-in security features, such as bytecode verification, access control, and exception handling, which provide a robust environment for building secure applications.
5. **Robust**: Java has strong memory management through automatic garbage collection, exception handling, and type checking, reducing the likelihood of crashing or memory leaks.
6. **Multithreaded**: Java supports concurrent programming through multithreading, allowing multiple threads to run simultaneously. This is useful in applications like gaming, multimedia, and web servers.
7. **High Performance**: Though not as fast as C or C++, Java’s performance is boosted by the use of Just-In-Time (JIT) compilation and efficient garbage collection.
8. **Distributed**: Java supports distributed computing, allowing users to work on multiple systems connected to a network. Java’s networking capabilities are used for building enterprise-scale applications.
9. **Dynamic**: Java is highly dynamic and adaptable, supporting dynamic loading of classes, functions, and libraries during runtime.
10. **Portable**: Because Java compiles into bytecode, it can run on any system with a JVM, making it portable across different hardware architectures.

**3. Career Scope of Java**

Java offers vast career opportunities. Some career paths include:

* **Backend Developer**: Specializing in server-side logic, database interactions, and APIs using Java frameworks like Spring Boot.
* **Full Stack Developer**: Working with both frontend (using technologies like Angular or React) and backend (Java-based frameworks).
* **Android Developer**: Building mobile applications using Java or Kotlin (which runs on the JVM).
* **Example Projects**:
  + **Banking Applications**: Java is used for transaction processing, financial services, and ATM software.
  + **Web Portals**: Java is often used to build websites or backend APIs for websites like LinkedIn or e-commerce platforms.

**4. Types of Applications Built with Java**

* **Core Java (JSE)**: Used for building standalone applications like desktop software (e.g., text editors, media players).
  + **Example**: A simple note-taking application using Swing (Java's GUI framework).
* **Advanced Java (JEE)**: Suitable for web applications, enterprise systems, distributed systems, and more.
  + **Example**: A web-based e-commerce system using JSP (Java Server Pages), Servlets, and databases.
* **Spring Boot**: A modern framework for building scalable microservices and web applications.
  + **Example**: A REST API for managing employee data (CRUD operations) with endpoints like /employees.

**5. What is a Compiler, Interpreter, and Assembler?**

* **Compiler**: Converts entire high-level code (like Java) into machine code or bytecode before execution.
  + **Example**: Java uses the javac compiler to convert .java files into .class bytecode files.
* **Interpreter**: Executes code line-by-line. Java uses the JVM to interpret the bytecode and execute it on the system.
  + **Example**: The JVM interprets bytecode and runs it on any OS.
* **Assembler**: Converts assembly language (a low-level language) into machine code that the processor understands.
  + **Example**: In system programming, an assembler might be used to write hardware-specific code.

**6. Low-Level, High-Level, and Middle-Level Languages**

* **Low-Level Language**: These languages (e.g., Assembly) are close to machine language and are hardware-specific.
  + **Example**: Assembly language instructions for arithmetic operations.
* **High-Level Language**: Easier to read and write by humans (e.g., Java, Python). These are abstracted from hardware.
  + **Example**: In Java, System.out.println("Hello"); prints to the console without needing to manage CPU or memory directly.
* **Middle-Level Language**: These languages (e.g., C) provide features of both low-level and high-level languages, allowing for more control while still being easier to write than assembly.
  + **Example**: Writing a program in C that manipulates memory addresses.

**7. Functional, Procedural, and Object-Oriented Programming**

* **Functional Programming**: A style of programming that treats computation as the evaluation of mathematical functions without side effects.
  + **Example in Java** (with lambdas):

List<Integer> numbers = Arrays.asList(1, 2, 3, 4);

numbers.stream().map(n -> n \* 2).forEach(System.out::println);

* **Procedural Programming**: Focuses on procedures or routines. Java supports this through functions and loops.
  + **Example**:

public class Sum {

public static int addNumbers(int a, int b) {

return a + b;

}

}

* **Object-Oriented Programming (OOP)**: Java is based on OOP principles like inheritance, encapsulation, abstraction, and polymorphism.
  + **Example**:

class Animal {

void sound() {

System.out.println("Animal makes a sound");

}

}

class Dog extends Animal {

void sound() {

System.out.println("Dog barks");

}

}

**8. What is Client and Server?**

* **Client**: The device (or software) that requests resources or services from a server (e.g., a web browser requesting a webpage).
  + **Example**: A web browser sends a request to a web server for a webpage.
* **Server**: A machine or software that provides services or resources to the client.
  + **Example**: A web server hosts and serves HTML pages, APIs, or media files to the client.

**9. What is Localhost?**

**Localhost** is the default hostname that refers to the local computer. It is often used for testing and developing applications on a local machine.

* **Example**: If a developer runs a web server on their local machine, they can access it by visiting http://localhost:8080 in a browser.

**10. Tools Used in Java Development and Why**

In real-life software development, tools play a crucial role in streamlining processes, improving efficiency, and ensuring high-quality outcomes. Here are a few reasons why tools are important, along with real-life examples:

* **Integrated Development Environments (IDEs)**: Tools like Eclipse and IntelliJ IDEA provide features like syntax highlighting, auto-completion, and debugging.
  + **Example**: Debugging Java code in IntelliJ.
* **Build Tools**: Maven and Gradle manage project dependencies and automate build processes.
  + **Example**: Using Maven to include Spring Boot dependencies in a project.
* **Version Control Systems**: Git and GitHub are used for tracking code changes, collaboration, and managing code versions.
  + **Example**: Committing and pushing Java code changes to GitHub.

#### **1. Postman**

**Postman** is a widely used API development tool that allows developers to design, test, and document APIs without needing to write any additional code. It simplifies testing RESTful web services by providing a GUI for sending HTTP requests and viewing the responses.

* **Why Use Postman?**
  + To test Java backend APIs (built with Spring Boot, for example) by making GET, POST, PUT, DELETE requests.
  + To debug APIs before integrating them with frontend applications.
* **Example Usage:**
  + You can send a POST request to http://localhost:8080/api/employees with a JSON payload to add a new employee to the database.

#### **2. Jira**

**Jira** is an issue-tracking tool developed by Atlassian that is widely used for agile project management, bug tracking, and task management. It helps teams manage development tasks, track bugs, and coordinate work.

* **Why Use Jira?**
  + To track and manage project tasks, bugs, and development progress.
  + To manage sprints in Agile and track stories assigned to developers.
* **Example Usage:**
  + A developer uses Jira to update the status of a bug they are fixing in a Spring Boot application. A task might be tagged as "In Progress" and then "Completed" once done.

#### **3. PuTTY**

**PuTTY** is a free and open-source SSH and telnet client. It allows developers to securely connect to remote servers and perform command-line tasks.

* **Why Use PuTTY?**
  + To connect to remote Linux servers where Java applications are hosted.
  + To deploy or troubleshoot server-side Java applications.
* **Example Usage:**
  + Use PuTTY to SSH into a remote server and check the status of a Java Spring Boot microservice using commands like systemctl status myservice.

#### **4. Log4j / SLF4J**

**Log4j** and **SLF4J** are logging libraries used in Java to log messages during application runtime. They help developers monitor application behavior and troubleshoot issues.

* **Why Use Log4j / SLF4J?**
  + To generate logs for debugging or tracking application flow.
  + To log error messages, warnings, or other useful information in a structured way.
* **Example Usage:**

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class EmployeeService {

private static final Logger logger = LoggerFactory.getLogger(EmployeeService.class);

public void addEmployee(Employee emp) {

logger.info("Adding employee: {}", emp.getName());

}

}

#### **5. JUnit / Mockito / PowerMockito**

* **JUnit** is a popular framework for unit testing Java applications.
* **Mockito** is a mocking framework used in conjunction with JUnit to mock dependencies in unit tests.
* **PowerMockito** extends Mockito and allows testing code with static methods, constructors, etc., which are otherwise hard to mock.
* **Why Use JUnit / Mockito / PowerMockito?**
  + To ensure your code works as expected by writing unit tests.
  + Mockito is useful to simulate the behavior of classes your code interacts with, making it easier to test code in isolation.
  + PowerMockito is used for mocking static methods or final classes, which are otherwise difficult to test.
* **Example Usage:**

@RunWith(MockitoJUnitRunner.class)

public class EmployeeServiceTest {

@Mock

private EmployeeRepository employeeRepository;

@InjectMocks

private EmployeeService employeeService;

@Test

public void testAddEmployee() {

Employee emp = new Employee("John");

employeeService.addEmployee(emp);

verify(employeeRepository, times(1)).save(emp);

}

}

#### 6. **Swagger**

**Swagger** is an open-source tool used to document and test RESTful APIs. It automatically generates interactive API documentation from your Java code.

* **Why Use Swagger?**
  + To provide clear, interactive API documentation.
  + It enables testing APIs directly from the documentation.
* **Example Usage:**
  + Spring Boot applications can integrate Swagger with the springfox-swagger2 and springfox-swagger-ui libraries. After integration, Swagger provides an interactive UI where users can test API endpoints.

swagger: '2.0'

info:

description: API for managing employees

paths:

/employees:

get:

summary: Retrieve a list of employees

#### **7. FileZilla**

**FileZilla** is an FTP client that allows developers to transfer files between their local machine and a remote server.

* **Why Use FileZilla?**
  + To upload Java application files or logs to a remote server.
  + To download files or logs from a remote server for debugging.
* **Example Usage:**
  + A developer can use FileZilla to transfer a WAR file from their local machine to the server where the Java application is hosted.

#### **8. WinSCP**

**WinSCP** is another tool for file transfer, primarily used on Windows. It supports FTP, SFTP, and SCP protocols.

* **Why Use WinSCP?**
  + To securely transfer files between a local machine and a remote server (similar to FileZilla).
  + WinSCP also integrates with PuTTY for easier remote command execution after transferring files.
* **Example Usage:**
  + After deploying a Java application on a Linux server, you can use WinSCP to access log files for analysis or transfer necessary configuration files.

#### **9. Linux**

**Linux** is a widely used operating system in server environments, and many Java applications are deployed on Linux-based servers.

* **Why Use Linux?**
  + Linux is preferred for server-side applications because it is stable, secure, and customizable.
  + Java applications are often deployed on Linux servers in production environments.
* **Example Usage:**
  + A developer might use Linux commands to start or stop a Java Spring Boot microservice running on a server:

sudo systemctl start my-java-service

### 11. ****What is Full Stack, Frontend, and Backend?****

A full-stack developer handles both **frontend** and **backend** development.

* **Frontend**: Refers to the part of the application that users interact with directly (UI/UX).
  + Technologies: HTML, CSS, JavaScript, Angular, React
  + **Example**: A webpage designed using HTML, CSS, and JavaScript.
* **Backend**: Refers to the server-side of an application. It handles data processing, database interactions, and business logic.
  + Technologies: Java (Spring Boot), Node.js, Python, Databases
  + **Example**: A REST API created in Java using Spring Boot that interacts with a MySQL database.
* **Full Stack**: A developer skilled in both frontend and backend technologies can build complete applications.

### 12. ****Machine Code and Human Code Conversion****

**Machine code** consists of binary instructions (1s and 0s) that are executed directly by a computer's CPU. High-level programming languages like Java are easier for humans to read and write but must be compiled into machine code (or bytecode in the case of Java) to run on the machine.

* **Example of Conversion**:
  + The Java code:

System.out.println("Hello, World!");

is compiled into bytecode:

0xB2 0x00 0x04 0xB6 0x00 0x05 0xB1

* **Why Convert?**
  + Computers only understand machine code (binary instructions), so any code written by a human in high-level languages must be compiled into machine code.

These tools and concepts play a critical role in the development, testing, and deployment of Java applications. By understanding and utilizing these tools effectively, developers can streamline the process and ensure the quality of their software.

### **How to Use Java?**

To develop applications using Java, follow these steps:

#### **Setting Up Java Environment**

1. **Download and Install JDK (Java Development Kit)**:
   * The JDK contains the Java compiler (javac), the Java runtime environment (JRE), and libraries necessary for development.
   * Download from [Oracle](https://www.oracle.com/java/technologies/javase-downloads.html) or use OpenJDK.
2. **Set Up Environment Variables**:
   * Add Java’s bin folder to your system’s PATH environment variable so that Java commands like javac and java can be used from the command line.
3. **Write Your First Program**:
   * Java programs are written in .java files and compiled into .class files.

**Example Program:**

public class HelloWorld {

public static void main(String[] args) {

System.out.println("Hello, World!");

}

}

1. **Compile and Run Java Program**:
   * **Compile**: javac HelloWorld.java
   * **Run**: java HelloWorld

#### **Key Components in Java Development**

* **JVM (Java Virtual Machine)**: Runs Java bytecode. Different platforms have their own JVM implementation.
* **JRE (Java Runtime Environment)**: Contains the JVM and libraries required to run Java applications.
* **JDK (Java Development Kit)**: Includes the JRE and additional tools such as the compiler (javac) for development.

### **When to Use Java?**

Java is ideal for a variety of application development scenarios. Here are common use cases:

* **Enterprise Applications**: Java’s scalability and robustness make it a preferred choice for large-scale, enterprise-level applications.
  + **Examples**: Banking systems, ERP systems, CRM systems.
* **Web Applications**: Frameworks like **Spring** and **Hibernate** simplify Java-based web development.
  + **Examples**: E-commerce websites, financial portals.
* **Android Development**: Java is the primary language used for developing Android apps. Google’s Android SDK is built using Java.
  + **Examples**: Mobile apps, games, tools.
* **Distributed Systems**: Java supports the development of distributed applications using technologies like **RMI (Remote Method Invocation)** and **EJB (Enterprise JavaBeans)**.
  + **Examples**: Cloud services, microservices architectures.
* **Big Data Technologies**: Java is used in tools like **Hadoop**, **Apache Kafka**, and **Apache Spark** for managing big data.
  + **Examples**: Data analysis tools, machine learning platforms.
* **Scientific and Financial Applications**: With its high performance and security, Java is used in scientific computing and high-frequency trading platforms.

### **5. Where to Use Java?**

Java can be used in a variety of platforms and industries:

#### **1. Web Development:**

* **Frameworks**: Spring, Hibernate, Struts.
* **Application Servers**: Apache Tomcat, JBoss, GlassFish.
* **Use Case**: Building REST APIs, microservices, and enterprise-level web applications.

#### **2. Android Development:**

* **Tools**: Android SDK, Android Studio.
* **Use Case**: Developing native Android apps for mobile devices.

#### **3. Enterprise Applications:**

* **Tools**: Java EE, Spring Boot, EJB.
* **Use Case**: Large-scale enterprise applications such as CRM, ERP systems.

#### **4. Cloud Computing:**

* **Tools**: AWS SDK for Java, Google Cloud, Microsoft Azure SDKs.
* **Use Case**: Building scalable cloud-based applications using microservices and distributed systems.

#### **5. Big Data Technologies:**

* **Frameworks**: Hadoop, Apache Spark, Apache Kafka.
* **Use Case**: Processing and analyzing big data in real time.

#### **6. IoT and Embedded Systems:**

* **Tools**: Java ME (Micro Edition), OpenJDK.
* **Use Case**: Developing applications for small devices such as sensors and IoT gateways.

#### **7. Financial Services:**

* **Tools**: Java SE, multithreading libraries.
* **Use Case**: Building secure, real-time financial applications such as trading platforms, banking software.

### Q. Standalone vs Distributed application?

### Standalone Application

**Standalone applications** are self-contained software programs that run independently on a single machine or device. They do not require a network connection to operate, and all necessary resources are bundled within the application itself or are locally available.

#### Characteristics:

* **Single-User**: Typically designed for use by a single user at a time.
* **Local Resources**: All resources (data, files, etc.) are stored and accessed locally on the machine where the application is installed.
* **No Network Dependency**: Does not require network connectivity to function.
* **Simpler Architecture**: Generally simpler in terms of design and development compared to distributed applications.

#### Advantages:

* **Offline Capability**: Can be used without an internet connection.
* **Performance**: Often faster in terms of response time since it does not rely on network communication.
* **Simplicity**: Easier to develop and deploy because it does not involve complex network interactions or server management.

#### Disadvantages:

* **Limited Scalability**: Not designed for handling multiple users or large-scale operations.
* **Data Synchronization**: Data stored locally is not automatically synchronized with other systems or users.
* **Update Management**: Updates must be installed on each individual machine.

#### Examples:

* **Desktop Applications**: Microsoft Word, Adobe Photoshop.
* **Utilities**: System utilities, local database management tools.

### Distributed Application

**Distributed applications** are software systems that run on multiple interconnected machines or nodes, often across a network. They are designed to work together to provide a cohesive service or functionality.

#### Characteristics:

* **Multi-User**: Supports multiple users or clients simultaneously.
* **Network-Based**: Requires network connectivity to communicate between different components or nodes.
* **Scalable Architecture**: Can be scaled horizontally by adding more nodes or servers to handle increased load.
* **Complex Interactions**: Involves coordination and communication between different parts of the system.

#### Advantages:

* **Scalability**: Can be scaled to handle more users or larger data volumes by adding more servers or nodes.
* **Reliability**: Can be designed to be fault-tolerant, with redundancy and failover mechanisms.
* **Centralized Management**: Allows for centralized data storage and management, which can be accessed from multiple locations.

#### Disadvantages:

* **Complexity**: More complex to design, develop, and deploy due to the need for network communication and coordination.
* **Latency**: Network communication can introduce latency and affect performance.
* **Security**: Requires robust security measures to protect data and communication over the network.

#### Examples:

* **Web Applications**: Online banking systems, social media platforms.
* **Enterprise Systems**: Customer Relationship Management (CRM) systems, Enterprise Resource Planning (ERP) systems.

### Notes:

* **Standalone Applications**: Self-contained, run on a single machine, do not require network connectivity. Examples include desktop applications and utilities.
* **Distributed Applications**: Run across multiple machines, require network connectivity, designed for scalability and multi-user support. Examples include web applications and enterprise systems.

### Q. Monolithic vs Microservice Application?

### Monolithic Architecture

**Monolithic Architecture** is a traditional model where an application is developed as a single, unified unit. All components of the application are interwoven into a single codebase and deployed together.

#### Characteristics:

* **Single Codebase**: All functionalities are contained within a single codebase.
* **Tightly Coupled**: Components are closely interconnected, making changes in one area potentially affect others.
* **Unified Deployment**: The entire application is packaged and deployed as a single unit.

#### Advantages:

1. **Simplicity**: Easier to develop, test, and deploy since all components are contained within a single codebase.
2. **Performance**: Can be more performant for small to medium-sized applications as there is no inter-service communication overhead.
3. **Easier to Debug**: Debugging is simpler as there is a single application and a single codebase to analyze.

#### Disadvantages:

1. **Scalability**: Difficult to scale specific components individually. Scaling the application requires scaling the entire monolith.
2. **Complexity Over Time**: As the application grows, it becomes more complex and harder to maintain, leading to a "big ball of mud" scenario.
3. **Deployment Challenges**: Any change or update requires redeploying the entire application, which can be risky and time-consuming.

#### Example:

Consider an e-commerce application where the user interface, product catalog, and order processing are all part of a single, large application.

### Microservices Architecture

**Microservices Architecture** is a design approach where an application is broken down into a set of loosely coupled, independently deployable services. Each microservice focuses on a specific business capability and communicates with others via well-defined APIs.

#### Characteristics:

* **Decomposed Services**: The application is divided into multiple microservices, each responsible for a distinct functionality.
* **Loose Coupling**: Services are loosely coupled, meaning changes in one service have minimal impact on others.
* **Independent Deployment**: Each microservice can be developed, deployed, and scaled independently.

#### Advantages:

1. **Scalability**: Individual services can be scaled independently based on demand, improving resource utilization.
2. **Flexibility**: Different technologies, frameworks, and programming languages can be used for different services.
3. **Resilience**: Failures in one service do not necessarily bring down the entire application. This can lead to improved system reliability.
4. **Team Autonomy**: Development teams can work on different services independently, improving development speed and efficiency.

#### Disadvantages:

1. **Complexity**: Increased complexity in managing multiple services, including communication, data consistency, and deployment.
2. **Inter-Service Communication**: Communication between services can introduce latency and requires handling various issues like data serialization, network failures, etc.
3. **Data Management**: Data consistency and transactions across services can be challenging to manage.

#### Example:

In an e-commerce application using microservices, you might have separate services for user management, product catalog, order processing, and payment. Each service runs independently and interacts with others through APIs.

### Comparison

| **Aspect** | **Monolithic Architecture** | **Microservices Architecture** |
| --- | --- | --- |
| **Structure** | Single unified codebase | Multiple loosely coupled services |
| **Deployment** | Deploy as a single unit | Deploy each service independently |
| **Scalability** | Scale the entire application | Scale individual services |
| **Complexity** | Simpler for small applications | More complex due to service orchestration |
| **Flexibility** | Less flexibility in technology choices | Greater flexibility in technology choices |
| **Resilience** | Failure affects the entire application | Failure in one service does not bring down others |
| **Development** | All features developed together | Features can be developed by separate teams |

### Choosing Between Monolithic and Microservices

* **Monolithic Architecture** is often suitable for small to medium-sized applications with a single team where simplicity and ease of deployment are prioritized.
* **Microservices Architecture** is ideal for large-scale applications requiring scalability, flexibility, and independent development teams.

**What is an Identifier?**

An identifier is a name given to elements in a program, such as variables, methods, classes, objects, etc. In Java, identifiers are used to uniquely name elements for easy reference in code.

**Rules for Naming Identifiers:**

1. **Allowed Characters**: Identifiers can only consist of letters (a-z, A-Z), digits (0-9), underscore (\_), and dollar sign ($).
2. **No Reserved Keywords**: Keywords (like int, class, static, etc.) cannot be used as identifiers.
3. **Case-sensitive**: Java treats identifiers as case-sensitive, meaning MyClass and myclass are considered different.
4. **Cannot Begin with a Digit**: An identifier cannot start with a number, but it can contain numbers after the first letter.

**Example**:

* + Valid: myVariable, counter1, \_totalSum, $mainClass.
  + Invalid: 1variable (cannot start with a digit), class (keyword), total#sum (special character not allowed).

**Types of Identifiers in Java**

Java identifies various elements in a program, such as:

1. **Variable Names**: For storing data.
   * Example: int age;
2. **Method Names**: For defining actions.
   * Example: void calculateSum()
3. **Class Names**: For defining the blueprint of an object.
   * Example: class Student {}
4. **Object Names**: Instance of a class.
   * Example: Student student1 = new Student();
5. **Constants**: Final variables are usually written in uppercase.
   * Example: final int MAX\_COUNT = 100;

**Best Practices for Naming Identifiers:**

1. **Meaningful Names**: Choose meaningful names that reflect the purpose of the variable, method, or class. For example, instead of naming a variable x, use age, price, or name to enhance code readability.

**Example**:

// Good identifier name

int numberOfStudents;

// Bad identifier name

int n;

1. **Follow Camel Case**: It's a common convention to use **camel case** for variable and method names in Java. The first letter is lowercase, and subsequent words start with an uppercase letter.
   * **Class Names**: Start with an uppercase letter.
     + Example: StudentData
   * **Method and Variable Names**: Start with a lowercase letter.
     + Example: calculateArea
2. **Avoid Lengthy Names**: While meaningful names are important, extremely long identifiers should be avoided for simplicity.

**Practical Example 1: Variable Identifiers**

public class IdentifierExample {

public static void main(String[] args) {

int age = 25; // 'age' is the identifier

String name = "John"; // 'name' is the identifier

double salary = 50000.50; // 'salary' is the identifier

System.out.println("Name: " + name + ", Age: " + age + ", Salary: " + salary);

}

}

**Output**:

Name: John, Age: 25, Salary: 50000.5

In this example, age, name, and salary are the identifiers for different variables.

**Practical Example 2: Class and Method Identifiers**

class Calculator { // 'Calculator' is the identifier for the class

public int add(int num1, int num2) { // 'add' is the method identifier

return num1 + num2;

}

}

public class Main {

public static void main(String[] args) {

Calculator calc = new Calculator(); // 'calc' is the identifier for the object

int sum = calc.add(10, 20); // 'sum' is the identifier

System.out.println("Sum: " + sum);

}

}

**Output**:

Sum: 30

Here, we have:

* Calculator as the class identifier.
* add as the method identifier.
* num1, num2 as parameter identifiers.
* calc as an object identifier.
* sum as a variable identifier.

**Common Errors with Identifiers:**

1. **Using a reserved keyword**: Trying to use Java keywords like class, int, new as identifiers.

int new = 5; // Error! 'new' is a keyword.

1. **Starting with a digit**: An identifier cannot start with a digit.

int 2value = 100; // Error! Cannot start with a digit.

1. **Using special characters**: Identifiers should only contain letters, digits, underscore, or dollar sign.

int value# = 100; // Error! Special character '#' not allowed.

**1. Allowed Characters:**

Identifiers can only consist of letters (a-z, A-Z), digits (0-9), underscore (\_), and dollar sign ($). Any other special characters are not allowed.

public class IdentifierExample {

public static void main(String[] args) {

int validVariable = 10; // valid identifier (letters)

int \_validVariable = 20; // valid identifier (underscore)

int $validVariable = 30; // valid identifier (dollar sign)

int valid123 = 40; // valid identifier (contains digits after letters)

// Example usage

System.out.println(validVariable); // Output: 10

System.out.println(\_validVariable); // Output: 20

System.out.println($validVariable); // Output: 30

System.out.println(valid123); // Output: 40

// Invalid identifiers:

// int invalid-var = 50; // Error: '-' not allowed

// int valid!@ = 60; // Error: '!' and '@' are not allowed

}

}

**2. No Reserved Keywords:**

Java keywords such as int, class, static, void, etc., cannot be used as identifiers.

public class IdentifierKeywordExample {

public static void main(String[] args) {

// int class = 100; // Error: 'class' is a keyword

// int static = 200; // Error: 'static' is a keyword

// Correct usage of valid identifiers:

int myClass = 100; // Valid (not using reserved keyword)

int myStatic = 200; // Valid (not using reserved keyword)

System.out.println(myClass); // Output: 100

System.out.println(myStatic); // Output: 200

}

}

**3. Case-Sensitive:**

Java is case-sensitive, meaning MyClass and myclass are treated as two different identifiers.

public class CaseSensitiveExample {

public static void main(String[] args) {

int MyClass = 10; // Valid identifier

int myclass = 20; // Different identifier due to case sensitivity

System.out.println(MyClass); // Output: 10

System.out.println(myclass); // Output: 20

}

}

In this example, MyClass and myclass are considered two different variables due to their case difference.

**4. Cannot Begin with a Digit:**

An identifier cannot start with a digit, but it can contain digits after the first letter.

public class DigitIdentifierExample {

public static void main(String[] args) {

int valid123 = 100; // Valid identifier (starts with a letter, contains digits)

// int 123valid = 200; // Error: Cannot start with a digit

System.out.println(valid123); // Output: 100

}

}

**Combining the Concepts:**

In this example, let's create a small program that uses valid identifiers, demonstrates case-sensitivity, and adheres to the rules we've discussed.

public class IdentifierDemo {

public static void main(String[] args) {

// Correct identifier examples:

int age = 25; // Valid

int $salary = 50000; // Valid (dollar sign allowed)

int \_year2024 = 2024; // Valid (underscore and digits allowed)

// Case-sensitivity demonstration:

int Age = 30; // Different from 'age'

int AGE = 35; // Different from 'age' and 'Age'

System.out.println(age); // Output: 25

System.out.println(Age); // Output: 30

System.out.println(AGE); // Output: 35

// Invalid examples:

// int 123name = 50; // Error: Cannot start with a digit

// int public = 60; // Error: 'public' is a reserved keyword

}

}

**Explanation:**

* **Allowed Characters**: We use a combination of letters, digits, underscore, and dollar sign in identifiers like \_year2024, $salary.
* **No Reserved Keywords**: We ensure that no Java reserved keywords are used, such as public, class, etc.
* **Case-sensitive**: Variables age, Age, and AGE are treated as three different identifiers due to case sensitivity.
* **Cannot Begin with a Digit**: The program avoids starting any identifier with a digit (123name would cause an error).

These examples give a comprehensive understanding of how identifiers work in Java, following all the rules and best practices.

### ****Variables in Java****

Variables in Java act as containers to store data values. They must be declared with a **data type** that determines the kind of data the variable can hold. Java variables can be classified into three main categories based on where they are declared and how they behave.

#### **Types of Variables**

1. **Local Variables:**
   * **Definition:** Declared within a method or a block and are only accessible within that method/block.
   * **Scope:** Limited to the method/block where declared.
   * **Initialization:** Must be initialized before use.
   * **Example:**

public class LocalVariableExample {

public void display() {

int localVar = 100; // Local variable

System.out.println("Local Variable: " + localVar);

}

}

* + **Output:**

Local Variable: 100

1. **Instance Variables:**
   * **Definition:** Declared inside a class but outside any method. They are tied to a specific object (instance of the class).
   * **Scope:** Throughout the class as long as the object exists.
   * **Access:** Accessed using an object of the class.
   * **Example:**

public class InstanceVariableExample {

// Instance variables

int empId;

String empName;

public static void main(String[] args) {

// Creating an object

InstanceVariableExample emp1 = new InstanceVariableExample();

emp1.empId = 101;

emp1.empName = "Alice";

System.out.println("Employee ID: " + emp1.empId);

System.out.println("Employee Name: " + emp1.empName);

}

}

* + **Output:**

Employee ID: 101

Employee Name: Alice

1. **Static Variables:**
   * **Definition:** Declared with the static keyword. Shared by all instances of the class, meaning there is only one copy of the static variable in memory.
   * **Scope:** Associated with the class itself, not with objects.
   * **Access:** Can be accessed directly using the class name.
   * **Example:**

public class StaticVariableExample {

// Static variable

static String company = "Tech Solutions";

public static void main(String[] args) {

System.out.println("Company: " + company);

}

}

* + **Output:**

Company: Tech Solutions

### ****Variable Declaration and Initialization****

In Java, variables can be declared and initialized at the same time or separately.

* **Declaration:** Assigns a data type and a variable name.
* **Initialization:** Assigns an initial value to the variable.

**Example:**

public class VariableExample {

// Instance variable

String name;

// Static variable

static String company = "Tech Corp";

public static void main(String[] args) {

// Local variable

int age = 30;

System.out.println("Company: " + company);

System.out.println("Age: " + age);

// Creating an object to access the instance variable

VariableExample emp = new VariableExample();

emp.name = "John";

System.out.println("Employee Name: " + emp.name);

}

}

**Output:**

Company: Tech Corp

Age: 30

Employee Name: John

### ****Scope of Variables****

1. **Local Scope:**
   * Variables declared inside a method or block are accessible only within that method/block.
2. **Instance Scope:**
   * Instance variables exist as long as the object that contains them exists.
3. **Static Scope:**
   * Static variables are available as long as the class is loaded into memory, shared across all instances.

**Example:**

public class VariableScopeExample {

// Static variable

static String company = "Tech Global";

// Instance variable

int empId;

public void show() {

// Local variable

String empName = "Alice";

System.out.println("Company: " + company); // Accessing static variable

System.out.println("Employee ID: " + empId); // Accessing instance variable

System.out.println("Employee Name: " + empName); // Accessing local variable

}

public static void main(String[] args) {

// Creating an object

VariableScopeExample emp1 = new VariableScopeExample();

emp1.empId = 101;

emp1.show();

}

}

**Output:**

Company: Tech Global

Employee ID: 101

Employee Name: Alice

Example:

**package** com.weekend.class1.core.java1;

**public** **class** VariablePractical {

String str="Amarjeet";// instance variable , how to call instance variable

**static** String *name*="Usha"; // static variable , how to call static variable guys

**public** **static** **void** main(String[] args) {

**int** x=10; //local variable , how to call local variable

//this is for the local variable

System.***out***.println(x);

//below is for instance one

VariablePractical anupma=**new** VariablePractical();

System.***out***.println(anupma.str);

//for static one

VariablePractical objectName= **new** VariablePractical();

System.***out***.println(objectName.*name*);

System.***out***.println("this is static caling: "+*name*);

System.***out***.println("always used with calss or interface neme: "+VariablePractical.*name*);

//keep in the mind there is three type of variable local, static, instance

}

}

### ****Data Types in Java****

Java is a strongly typed language, meaning every variable must have a data type, which specifies the type and size of data it can store. Java provides two categories of data types:

Or Which type of data you are going to assign to particular variable called data type

#### **1. Primitive Data Types**

These are the most basic data types and are predefined in Java.

* **byte:** 1 byte, range: -128 to 127.
* **short:** 2 bytes, range: -32,768 to 32,767.
* **int:** 4 bytes, range: -2^31 to 2^31-1.
* **long:** 8 bytes, range: -2^63 to 2^63-1.
* **float:** 4 bytes, stores fractional numbers.
* **double:** 8 bytes, stores double precision fractional numbers.
* **char:** 2 bytes, stores a single character (Unicode).
* **boolean:** 1 bit, stores true or false.

**Example:**

public class DataTypeExample {

public static void main(String[] args) {

// Primitive data types

int age = 25; // Integer type

double salary = 45000.75; // Floating-point type

char grade = 'A'; // Character type

boolean isEmployed = true; // Boolean type

// Printing values

System.out.println("Age: " + age);

System.out.println("Salary: " + salary);

System.out.println("Grade: " + grade);

System.out.println("Employed: " + isEmployed);

}

}

**Output:**

Age: 25

Salary: 45000.75

Grade: A

Employed: true

#### **2. Reference Data Types**

These refer to objects and are created using defined classes.

* **Examples:** Classes, arrays, interfaces, and strings.
* Unlike primitive data types, reference types do not hold the data directly but reference the memory location where the object is stored.

### ****Conclusion****

* **Variables** serve as containers for data, and their scope determines their lifetime and accessibility.
* **Data types** define the kind of values a variable can hold.
* Understanding the scope of variables and their types is fundamental to developing efficient Java programs.

### Conditional Statements in Java

Conditional statements in Java are used to execute specific blocks of code based on the evaluation of conditions. They are fundamental in controlling the flow of execution in a program. Here’s a comprehensive overview:

#### 1. **if Statement**

**Definition:** The if statement executes a block of code if a specified condition is true.

**Syntax:**

if (condition) {

// Code to be executed if condition is true

}

**Example:**

int age = 20;

if (age >= 18) {

System.out.println("You are an adult.");

}

**When to Use:** Use the if statement when you need to execute a block of code based on a single condition.

**Real-Time Use Case:** Checking if a user’s age qualifies them for adult content access or verifying if an input value meets certain criteria.

#### **2. if-else Statement**

**Definition:** The if-else statement provides an alternative block of code to be executed if the condition is false.

**Syntax:**

if (condition) {

// Code to be executed if condition is true

} else {

// Code to be executed if condition is false

}

**Example:**

int age = 16;

if (age >= 18) {

System.out.println("You are an adult.");

} else {

System.out.println("You are not an adult.");

}

**When to Use:** Use the if-else statement when you need to handle two mutually exclusive cases.

**Real-Time Use Case:** Deciding whether to grant access based on user authentication or handling valid vs. invalid input.

#### 3. **if-else-if Ladder**

**Definition:** The if-else-if ladder allows for multiple conditions to be checked sequentially. The first true condition’s block is executed, and the rest are ignored.

**Syntax:**

if (condition1) {

// Code to be executed if condition1 is true

} else if (condition2) {

// Code to be executed if condition2 is true

} else if (condition3) {

// Code to be executed if condition3 is true

} else {

// Code to be executed if none of the above conditions are true

}

**Example:**

int score = 85;

if (score >= 90) {

System.out.println("Grade: A");

} else if (score >= 80) {

System.out.println("Grade: B");

} else if (score >= 70) {

System.out.println("Grade: C");

} else {

System.out.println("Grade: D");

}

**When to Use:** Use the if-else-if ladder when you need to evaluate multiple conditions and execute different blocks of code based on which condition is true.

**Real-Time Use Case:** Assigning grades based on score ranges or categorizing items based on their attributes.

### 4*.* Nested if Statements in Java

**Definition:** Nested if statements are if statements placed inside other if statements, allowing for more complex decision-making.

**Syntax:**

if (condition1) {

if (condition2) {

// Code executed if both conditions are true

}

}

**Example:**

int age = 20;

boolean hasTicket = true;

if (age >= 18) { // Check if age is 18 or older

if (hasTicket) { // Check if ticket is available

System.out.println("You can enter the movie."); // Both conditions true

} else {

System.out.println("You need a ticket to enter."); // Age is 18+, but no ticket

}

} else {

System.out.println("You are not old enough to enter."); // Age less than 18

}

**Working:**

1. **Outer if**: Checks if age >= 18.
2. **Inner if**: If the outer condition is true, it checks if hasTicket is true.
3. **Output**:
   * Both conditions true: "You can enter the movie."
   * Outer true, inner false: "You need a ticket to enter."
   * Outer false: "You are not old enough to enter."

**When to Use:**

* For evaluating multiple, dependent conditions.
* When one condition must be true for the next condition to be checked.

**Real-Time Use Case:**

* Determining eligibility based on multiple criteria, like age and ticket possession for event entry.

#### **5. Ternary Operator**

**Definition:** The ternary operator is a shorthand for the if-else statement. It is used to evaluate a condition and choose between two values based on that condition.

**Syntax:**

condition ? value\_if\_true : value\_if\_false;

**Example:**

int age = 20;

String result = (age >= 18) ? "Adult" : "Not an adult";

System.out.println(result);

**When to Use:** Use the ternary operator for simple conditional assignments. It makes the code concise and easier to read for straightforward cases.

**Real-Time Use Case:** Assigning values based on a condition in a concise manner, such as setting user roles or status messages.

### Notes:

* **if Statement:** Use when you need to execute code based on a single condition.
* **if-else Statement:** Use when you need to handle two mutually exclusive cases.
* **if-else-if Ladder:** Use when you have multiple conditions to evaluate sequentially.
* **Nested if Statement:** Use for complex decision-making involving multiple layers of conditions.
* **Ternary Operator:** Use for concise conditional assignments.

**Q. Difference between Switch vs for, while and do-while loop?**

The **main difference** between a switch statement and a loop (for, while, do-while) in Java lies in their **purpose and behavior**:

**1. Purpose:**

* **Switch Case:**
  + A switch statement is used for **decision-making** where you want to execute different blocks of code based on the value of a single expression or variable.
  + It **selects** one of many possible **code paths** to execute, depending on the value of the expression.
  + **No iteration** or repetition happens here.
* **Loop:**
  + A loop (for, while, do-while) is used for **repeating** a block of code **multiple times** until a specified condition is met.
  + Loops are used when you need to **execute the same block of code multiple times**, either a fixed number of times or until a condition becomes false.

**2. Execution Flow:**

* **Switch Case:**
  + It **evaluates a single expression** (like a variable or result of an operation) and matches it against different cases. The code in the matching case is executed.
  + It is a **one-time selection** and doesn't repeat unless explicitly called again.
* **Loop:**
  + The loop **repeatedly executes** the same block of code as long as a specified condition is true.
  + It **keeps executing** until the condition is false or a break is encountered.

**3. Syntax Differences:**

* **Switch Case Example:**

int day = 3;

switch (day) {

case 1:

System.out.println("Monday");

break;

case 2:

System.out.println("Tuesday");

break;

case 3:

System.out.println("Wednesday");

break;

default:

System.out.println("Invalid day");

}

**Explanation:**

* + Here, based on the value of day, the corresponding case block executes. It’s a **single choice** operation based on the value of day.
* **Loop Example:**

for (int i = 1; i <= 5; i++) {

System.out.println("Iteration: " + i);

}

**Explanation:**

* + This loop will execute 5 times, incrementing the value of i each time. It **repeats** the same block of code until the condition i <= 5 is no longer true.

**4. Use Cases:**

* **Switch Case:**
  + **Used when**: You have a variable with multiple possible values, and you want to execute different code based on each value.
  + **Example**: Menu selection, handling multiple states (e.g., days of the week, grades).
* **Loop:**
  + **Used when**: You need to perform **repetitive tasks** like iterating over arrays, processing input multiple times, or running code until a condition is met.
  + **Example**: Iterating over a list of items, performing a task repeatedly, counting occurrences.

**5. Repetition and Iteration:**

* **Switch Case:**
  + **No repetition**. Once a case is selected, only that block of code runs. You **cannot iterate** through cases.
* **Loop:**
  + **Repetition is inherent**. The same block of code runs multiple times as long as the condition is satisfied.

**Notes:**

| **Feature** | **Switch Case** | **Loop** |
| --- | --- | --- |
| **Purpose** | Decision making based on a single value | Repeating a block of code multiple times |
| **Condition** | Single value evaluation | Condition checked before or after each iteration |
| **Repetition** | No repetition, executes once per case | Repeats as long as the condition is true |
| **Use Case** | Menu selections, handling multiple cases | Iterating over arrays, processing data repeatedly |
| **Example** | Handling different days of the week | Counting numbers, looping through a list |

### 1. **For Loop**

#### When to use:

* When you know in advance **how many times** the loop needs to run (i.e., a fixed number of iterations).
* Ideal for iterating through arrays, lists, or collections where the number of elements is known.

#### Syntax:

for (initialization; condition; increment/decrement) {

// Code to be executed

}

#### Real-Time Use Case:

**Scenario**: Printing a list of student names.

public class ForLoopExample {

public static void main(String[] args) {

String[] students = {"Alice", "Bob", "Charlie", "David"};

for (int i = 0; i < students.length; i++) {

System.out.println("Student: " + students[i]);

}

}

}

Here, you know the number of students in advance, so the for loop is a perfect fit.

### 2. **While Loop**

#### When to use:

* When you **do not know** how many iterations are required but you have a **condition** that needs to be checked before entering the loop.
* Ideal for scenarios where you need to keep repeating an action until a certain condition is met.

#### Syntax:

while (condition) {

// Code to be executed

}

#### Real-Time Use Case:

**Scenario**: Taking user input until they enter the correct password.

import java.util.Scanner;

public class WhileLoopExample {

public static void main(String[] args) {

String correctPassword = "java123";

Scanner scanner = new Scanner(System.in);

String input;

System.out.print("Enter password: ");

input = scanner.nextLine();

while (!input.equals(correctPassword)) {

System.out.print("Incorrect password. Try again: ");

input = scanner.nextLine();

}

System.out.println("Access granted!");

}

}

Here, you don’t know how many attempts the user will take to enter the correct password, so a while loop is ideal.

### 3. **Do-While Loop**

#### When to use:

* When you need the loop to run **at least once**, regardless of the condition, and then repeat as long as the condition is true.
* Ideal for user interaction scenarios where you want to ensure an action is performed at least once.

#### Syntax:

do {

// Code to be executed

} while (condition);

#### Real-Time Use Case:

**Scenario**: Displaying a menu until the user selects the "Exit" option.

import java.util.Scanner;

public class DoWhileLoopExample {

public static void main(String[] args) {

int choice;

Scanner scanner = new Scanner(System.in);

do {

System.out.println("Menu:");

System.out.println("1. Start Game");

System.out.println("2. Load Game");

System.out.println("3. Exit");

System.out.print("Enter your choice: ");

choice = scanner.nextInt();

} while (choice != 3);

System.out.println("Exiting the game...");

}

}

Here, the menu is displayed **at least once**, and the loop continues until the user selects "Exit." This makes do-while suitable since you want the menu to show at least once.

### Summary:

* **For Loop**: Use when the number of iterations is known beforehand (e.g., iterating over arrays, collections).
* **While Loop**: Use when you do not know how many iterations are required but need to check the condition **before** entering the loop (e.g., user validation, fetching data).
* **Do-While Loop**: Use when you want to ensure the loop runs **at least once** regardless of the condition, and then repeat based on the condition (e.g., displaying menus, user prompts).

Each type of loop fits specific real-world programming scenarios depending on whether you know the number of iterations and when the condition should be checked.

### Q. Java Operators

In Java, operators are symbols that perform operations on variables and values. They can be categorized into several types:

#### 1. Unary Operator

**Definition:** Unary operators operate on a single operand to produce a new value.

**Types and Syntax:**

* **Unary Plus (+)**: Indicates a positive value.

int a = +5; // a is 5

* **Unary Minus (-)**: Negates the value.

int b = -5; // b is -5

* **Increment (++)**: Increases the value by 1.

int c = 10;

c++; // c is now 11

* **Decrement (--)**: Decreases the value by 1.

int d = 10;

d--; // d is now 9

* **Logical NOT (!)**: Reverses the logical state.

boolean e = true;

boolean f = !e; // f is false

**Practical Example:**

int x = 5;

x++; // x is 6

System.out.println("Incremented value: " + x);

boolean flag = true;

System.out.println("Negated value: " + !flag); // false

#### 2. Arithmetic Operator

**Definition:** Arithmetic operators perform mathematical operations.

**Types and Syntax:**

* **Addition (+)**: Adds two values.

int sum = 5 + 3; // sum is 8

* **Subtraction (-)**: Subtracts the second value from the first.

int difference = 5 - 3; // difference is 2

* **Multiplication (\*)**: Multiplies two values.

int product = 5 \* 3; // product is 15

* **Division (/)**: Divides the first value by the second.

int quotient = 5 / 2; // quotient is 2

* **Modulus (%)**: Finds the remainder of division.

int remainder = 5 % 2; // remainder is 1

**Practical Example:**

int a = 10;

int b = 3;

System.out.println("Sum: " + (a + b)); // 13

System.out.println("Product: " + (a \* b)); // 30

System.out.println("Quotient: " + (a / b)); // 3

System.out.println("Remainder: " + (a % b)); // 1

#### 3. Shift Operator

**Definition:** Shift operators shift the bits of a value left or right.

**Types and Syntax:**

* **Left Shift (<<)**: Shifts bits to the left, filling with zero.

int a = 5 << 1; // a is 10 (binary 0101 shifted to 1010)

* **Right Shift (>>)**: Shifts bits to the right, preserving the sign bit.

int b = 5 >> 1; // b is 2 (binary 0101 shifted to 0010)

* **Unsigned Right Shift (>>>)**: Shifts bits to the right, filling with zero regardless of sign.

int c = -5 >>> 1; // c is a large positive value

**Practical Example:**

int number = 16;

System.out.println("Left Shift: " + (number << 2)); // 64

System.out.println("Right Shift: " + (number >> 2)); // 4

#### 4. Relational Operator

**Definition:** Relational operators compare two values and return a boolean result.

**Types and Syntax:**

* **Equal to (==)**: Checks if two values are equal.

boolean result = (5 == 5); // true

* **Not Equal to (!=)**: Checks if two values are not equal.

boolean result = (5 != 3); // true

* **Greater Than (>)**: Checks if the first value is greater than the second.

boolean result = (5 > 3); // true

* **Less Than (<)**: Checks if the first value is less than the second.

boolean result = (5 < 8); // true

* **Greater Than or Equal to (>=)**: Checks if the first value is greater than or equal to the second.

boolean result = (5 >= 5); // true

* **Less Than or Equal to (<=)**: Checks if the first value is less than or equal to the second.

boolean result = (5 <= 8); // true

**Practical Example:**

int a = 10;

int b = 20;

System.out.println("a == b: " + (a == b)); // false

System.out.println("a < b: " + (a < b)); // true

#### 5. Bitwise Operator

### 1. **Bitwise AND (**&**)**

* The **bitwise AND** operator compares each corresponding bit of two numbers and returns 1 if **both** bits are 1, otherwise it returns 0.

#### Example:

int a = 5 & 3;

System.out.println(a); // Output: 1

**Explanation**:

1. Convert the numbers to binary:
   * 5 in binary is 0101.
   * 3 in binary is 0011.
2. Perform the AND operation on each bit:

0101 (binary for 5)

& 0011 (binary for 3)

------

0001 (result of AND)

1. The result is 0001 in binary, which equals 1 in decimal.

### 2. **Bitwise OR (**|**)**

* The **bitwise OR** operator compares each corresponding bit of two numbers and returns 1 if **either** bit is 1, otherwise it returns 0.

#### Example:

int b = 5 | 3;

System.out.println(b); // Output: 7

**Explanation**:

1. Convert the numbers to binary:
   * 5 in binary is 0101.
   * 3 in binary is 0011.
2. Perform the OR operation on each bit:

0101 (binary for 5)

| 0011 (binary for 3)

------

0111 (result of OR)

1. The result is 0111 in binary, which equals 7 in decimal.

### 3. **Bitwise XOR (**^**)**

* The **bitwise XOR** (exclusive OR) operator compares each corresponding bit of two numbers and returns 1 if the bits are **different**, otherwise it returns 0.

#### Example:

int c = 5 ^ 3;

System.out.println(c); // Output: 6

**Explanation**:

1. Convert the numbers to binary:
   * 5 in binary is 0101.
   * 3 in binary is 0011.
2. Perform the XOR operation on each bit:

0101 (binary for 5)

^ 0011 (binary for 3)

------

0110 (result of XOR)

1. The result is 0110 in binary, which equals 6 in decimal.

### 4. **Bitwise Complement (**~**)**

* The **bitwise complement** operator (~) inverts all the bits of the number. In Java, numbers are stored using **two's complement** for negative numbers.

#### Example:

int d = ~5;

System.out.println(d); // Output: -6

**Explanation**:

1. Convert 5 to binary (32 bits):
   * 5 in binary (32-bit) is 00000000 00000000 00000000 00000101.
2. Perform the bitwise NOT (invert all the bits):

~00000000 00000000 00000000 00000101

= 11111111 11111111 11111111 11111010

1. This result represents -6 in two's complement:
   * Inverting all bits gives us 00000000 00000000 00000000 00000110 (which is 6), but in two's complement, this becomes -6.

### **Summary of Operators**:

1. **AND (&)**: Both bits must be 1 to get 1.
   * Example: 5 & 3 → 0101 & 0011 = 0001 → Result: 1.
2. **OR (|)**: Either bit must be 1 to get 1.
   * Example: 5 | 3 → 0101 | 0011 = 0111 → Result: 7.
3. **XOR (^)**: If the bits are different, the result is 1.
   * Example: 5 ^ 3 → 0101 ^ 0011 = 0110 → Result: 6.
4. **Complement (~)**: Inverts all bits (using two's complement for negative numbers).
   * Example: ~5 → Inverts 00000000 00000000 00000000 00000101 to 11111111 11111111 11111111 11111010, which is -6.

#### 6. Logical Operator

**Definition:** Logical operators perform logical operations on boolean values.

**Types and Syntax:**

* **Logical AND (&&)**: Returns true if both conditions are true.

boolean result = (true && false); // false

* **Logical OR (||)**: Returns true if at least one condition is true.

boolean result = (true || false); // true

* **Logical NOT (!)**: Reverses the boolean value.

boolean result = !true; // false

**Practical Example:**

boolean a = true;

boolean b = false;

System.out.println("AND: " + (a && b)); // false

System.out.println("OR: " + (a || b)); // true

System.out.println("NOT: " + !a); // false

#### 7. Ternary Operator

**Definition:** The ternary operator is a shorthand for if-else statements, returning one of two values based on a condition.

**Syntax:**

condition ? valueIfTrue : valueIfFalse;

**Example:**

int a = 10;

int b = 20;

int max = (a > b) ? a : b; // max is 20

**Practical Example:**

int age = 18;

String status = (age >= 18) ? "Adult" : "Minor";

System.out.println("Status: " + status); // Adult

#### 8. Assignment Operator

**Definition:** Assignment operators assign values to variables.

**Types and Syntax:**

* **Simple Assignment (=)**: Assigns a value to a variable.

int a = 5;

* **Add and Assign (+=)**: Adds and assigns a value.

a += 3; // a is 8

* **Subtract and Assign (-=)**: Subtracts and assigns a value.

a -= 2; // a is 6

* **Multiply and Assign (\*=)**: Multiplies and assigns a value.

a \*= 4; // a is 24

* **Divide and Assign (/=)**: Divides and assigns a value.

a /= 3; // a is 8

* **Modulus and Assign (%=)**: Computes modulus and assigns a value.

a %= 5; // a is 3

**Practical Example:**

int x = 10;

x += 5; // x is 15

x \*= 2; // x is 30

x /= 3; // x is 10

System.out.println("Final value: " + x); // 10

**Q. Java Keywords Breakdown:**

1. **Data Type-Related Keywords (8)**:
   * byte, short, int, long, float, double, char, boolean
2. **Control Flow-Related Keywords (11)**:
   * if, else, switch, case, default, while, do, for, break, continue, return
3. **Object-Related Keywords (5)**:
   * new, instanceof, super, this, null
4. **Return Type Keyword (1)**:
   * void
5. **Exception-Related Keywords (7)**:
   * try, catch, finally, throw, throws, assert, enum (Note: enum also serves as a type)
6. **Class-Related Keywords (7)**:
   * class, interface, extends, implements, package, import, enum
7. **Access Modifier Keywords (3)**:
   * public, private, protected
8. **Non-Access Modifier-Related Keywords (8)**:
   * static, final, abstract, synchronized, native, strictfp, transient, volatile
9. **Other Important Keywords (4)**:
   * true, false, null, const (reserved but not used)
10. **Unused or Reserved Keywords (2)**:

* const, goto (These are reserved for potential future use but are not currently used in Java.)

**Complete Breakdown:**

* **Total keywords**: 53 (51 are in active use; const and goto are reserved and not used, and true, false, and null are considered literals).

Thus, the total number of keywords in active use, excluding the reserved ones (const and goto), is 51-3(literals)=48

### Q. **Order of Execution of Java Program:**

1. **Static Variables Initialization:**
   * **When:** When the class is first loaded by the JVM.
   * **Details:** Static variables are initialized to their default values (e.g., 0 for int, null for objects) and then assigned their explicit values if provided. This happens before any static blocks are executed.
2. **Static Blocks Execution:**
   * **When:** After static variables are initialized and before any instance of the class is created.
   * **Details:** Static blocks are executed in the order they appear in the class. They are used for initializing static variables or performing setup tasks needed when the class is loaded.
3. **Instance Variables Initialization:**
   * **When:** When an instance of the class is created.
   * **Details:** Instance variables are initialized to their default values and then assigned explicit values defined in their declaration or constructor.
4. **Instance Blocks Execution:**
   * **When:** After instance variables are initialized and before the constructor is executed.
   * **Details:** Instance initialization blocks are executed in the order they appear in the class. They are used for initializing instance variables or performing setup tasks needed for every instance.
5. **Constructor Execution:**
   * **When:** After instance initialization blocks have been executed.
   * **Details:** The constructor initializes new objects. It is called when an instance of the class is created, and it sets up the instance's initial state.
6. **Static Methods:**
   * **When:** Static methods can be called at any time after the class is loaded.
   * **Details:** Static methods can be called without creating an instance of the class. They can access static variables but not instance variables directly.
7. **Instance Methods:**
   * **When:** After an object of the class has been created and initialized.
   * **Details:** Instance methods operate on an instance of the class. They can access both instance variables and static variables.

### **Execution Flow Example:**

Here is an example to illustrate the order of execution:

public class Example {

// Static variable

static int staticVar = 10;

// Static block

static {

System.out.println("Static block 1 executed");

staticVar = 20;

}

// Another static block

static {

System.out.println("Static block 2 executed");

}

// Instance variable

int instanceVar = 30;

// Instance block

{

System.out.println("Instance block executed");

instanceVar = 40;

}

// Constructor

Example() {

System.out.println("Constructor executed");

instanceVar = 50;

}

// Static method

static void staticMethod() {

System.out.println("Static method executed");

System.out.println("Static variable: " + staticVar);

}

// Instance method

void instanceMethod() {

System.out.println("Instance method executed");

System.out.println("Instance variable: " + instanceVar);

}

public static void main(String[] args) {

// Calling static method without creating an object

Example.staticMethod();

// Creating an object

Example obj = new Example();

obj.instanceMethod();

}

}

### **Summary:**

* **Static variables** are initialized when the class is loaded.
* **Static blocks** execute after static variables are initialized and before any objects are created.
* **Instance variables** are initialized when an object is created.
* **Instance blocks** execute after instance variables are initialized and before the constructor.
* **Constructors** execute after instance blocks and are used to set up new objects.
* **Static methods** can be called without creating an instance of the class.
* **Instance methods** can be called on an object of the class.

**Another program**

class Example {

// Static variable

static int staticVar = 10;

// Static block

static {

System.out.println("Static block executed");

staticVar = 20;

}

// Instance variable

int instanceVar = 30;

// Instance block

{

System.out.println("Instance block executed");

instanceVar = 40;

}

// Constructor

Example() {

System.out.println("Constructor executed");

instanceVar = 50;

}

// Static method

static void staticMethod() {

System.out.println("Static method executed");

System.out.println("Static variable: " + staticVar);

}

// Instance method

void instanceMethod() {

System.out.println("Instance method executed");

System.out.println("Instance variable: " + instanceVar);

}

public static void main(String[] args) {

// Calling static method without creating an object

Example.staticMethod();

// Creating an object

Example obj = new Example();

obj.instanceMethod();

}

}

**Q. Difference between JDK, JRE and JVM?**

### JDK (Java Development Kit)

* **Definition**: JDK stands for Java Development Kit. It is a software development environment used to develop Java applications. The JDK includes a variety of tools and components essential for Java development.
* **Components**:
  + **Compiler**: Used to compile source code (.java files) into bytecode (.class files).
  + **JRE (Java Runtime Environment)**: Provides libraries and other resources needed to execute Java programs.
  + **Development Tools**: Includes tools such as a debugger, build tools, and documentation generators(docs).

### JRE (Java Runtime Environment)

* **Definition**: JRE stands for Java Runtime Environment. It is the implementation of the JVM (Java Virtual Machine) and provides the necessary environment to run Java applications.
* **Components**:
  + **Java Class Library**: Contains core API classes and packages required for running Java applications.
  + **JVM**: Converts bytecode into machine-specific code and executes it.

### JVM (Java Virtual Machine)

* **Definition**: JVM stands for Java Virtual Machine. It is an abstract machine that provides the runtime environment in which Java bytecode can be executed. The JVM is a specification that defines the working of the Java Virtual Machine.
* **Components**:

### **1. Class Loader:**

**Role:** The Class Loader is responsible for loading Java classes into the JVM at runtime. It ensures that the classes needed for execution are loaded from the file system or network into memory.

**Types of Class Loaders:**

1. **Bootstrap Class Loader:**
   * **Role:** The first class loader in the hierarchy. It is part of the core JVM and loads essential classes from the rt.jar file (runtime classes like java.lang.\*, java.util.\*).
   * **Scope:** Loads core Java classes and is implemented in native code.
2. **Extension Class Loader:**
   * **Role:** Loads classes from the jre/lib/ext directory or any directory specified by the java.ext.dirs system property.
   * **Scope:** Handles classes that are part of standard extensions.
3. **Application Class Loader:**
   * **Role:** Also known as the System Class Loader, it loads classes from the classpath specified by the CLASSPATH environment variable or the -cp option.
   * **Scope:** Loads user-defined classes and application-specific libraries.

**Class Loading Process:**

1. **Loading:** The class loader reads the class file from the file system or network and loads it into memory.
2. **Linking:** Consists of:
   * **Verification:** Checks the bytecode for security and correctness to prevent illegal access or modifications.
   * **Preparation:** Allocates memory for class variables and initializes them with default values.
   * **Resolution:** Replaces symbolic references in the bytecode with direct references.
3. **Initialization:** Initializes class variables with their specified values and executes static initializers.

### **2. Memory Areas:**

**a. Method Area (Class Area):**

* **Role:** Stores class-level data such as class structures (metadata), method data, and static variables.
* **Scope:** Shared among all threads.
* **Details:** Includes the runtime constant pool, field and method data, and method and constructor code.

**b. Heap Area:**

* **Role:** Stores all the objects and their instance variables. This area is where dynamic memory allocation occurs.
* **Scope:** Shared among all threads.
* **Details:** The garbage collector manages this area, reclaiming memory from objects that are no longer reachable.

**c. Stack Area:**

* **Role:** Each thread has its own stack. It stores local variables, method call information, and partial results.
* **Scope:** Thread-specific.
* **Details:** Each method call creates a new stack frame that holds the local variables and method parameters. It also maintains the method's execution context.

**d. PC (Program Counter) Register:**

* **Role:** Contains the address of the currently executing JVM instruction.
* **Scope:** Thread-specific.
* **Details:** Helps track the execution flow of the current thread. Each thread has its own PC register.

**e. Native Method Stack:**

* **Role:** Used for executing native methods (methods written in languages other than Java, such as C or C++).
* **Scope:** Thread-specific.
* **Details:** Handles calls to native libraries and manages their execution.

### **3. Execution Engine:**

**a. Interpreter:**

* **Role:** Reads and executes bytecode instructions one by one.
* **Scope:** Part of the JVM that deals with bytecode execution.
* **Details:** While it provides immediate execution of bytecode, it is generally slower than the JIT compiler because it doesn’t perform optimizations.

**b. JIT (Just-In-Time) Compiler:**

* **Role:** Compiles bytecode into native machine code at runtime to improve execution speed.
* **Scope:** Operates during program execution.
* **Details:** Translates frequently executed bytecode into native code, which is cached and reused. This reduces the overhead of interpretation and improves performance.

**c. Garbage Collector:**

* **Role:** Manages memory by automatically reclaiming memory occupied by objects that are no longer reachable.
* **Scope:** Runs in the background to free up memory.
* **Details:** Various garbage collection algorithms (e.g., Mark and Sweep, Generational Garbage Collection) are used to optimize memory management.

### **4. Program Termination:**

**Role:**

* Manages the shutdown of the JVM once the program execution is complete.
* Involves performing cleanup operations such as finalizing garbage collection, releasing resources, and terminating threads.

**Details:**

* **Shutdown Hooks:** The JVM provides a mechanism for executing code before the JVM terminates (e.g., releasing resources, saving state).
* **Resource Management:** Ensures all resources (e.g., file handles, network connections) are properly closed.

### **Summary of JVM Execution Flow:**

1. **Class Loading:**
   * Class files are loaded into memory by the class loader.
   * The class loader handles the loading, linking, and initialization of classes.
2. **Memory Management:**
   * The JVM allocates memory for classes, objects, and thread-specific data.
   * The garbage collector manages the heap area and reclaims memory.
3. **Execution:**
   * Bytecode is executed either by the interpreter or JIT compiler.
   * The execution engine processes instructions and manages method calls and local variables.
4. **Program Termination:**
   * The JVM performs final cleanup operations and releases resources.
   * It shuts down gracefully and ensures all threads are terminated.

### **Summary**

* **Method Area:** Stores static variables, static blocks, static methods, and class metadata.
* **Heap Area:** Stores objects and instance variables.
* **Stack Area:** Stores local variables and method call information.
* **PC Register:** Tracks the current instruction.
* **Native Method Stack:** Handles native method calls.
* **String Pool:** Special area in the method area for storing string literals.

![](data:image/png;base64,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)

Q. Select correct option below:
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Note: Lifecycle and execution flow of the java pram link for reference below:

<https://www.cesarsotovalero.net/blog/how-the-jvm-executes-java-code.html>

<https://medium.com/@fullstacktips/understanding-the-order-of-code-execution-in-java-classes-8f5f865d0ccb>

<https://docs.oracle.com/javase/specs/jls/se7/html/jls-12.html>

<https://www.geeksforgeeks.org/compilation-execution-java-program/>

**Unit-2 Notes**

## **Java Arrays**

### **1. Introduction**

* An array is a data structure that stores a fixed-size sequential collection of elements of the same type.
* Arrays are used to store multiple values in a single variable, instead of declaring separate variables for each value.
* We can access the array through indexing.

Advantage of Array:

* Code Optimization
* Random Access
* Easy to Use and Ease of Iteration

Disadvantage of Array:

* Fixed in size
* Only can store homogenious data items(same time of data)

### **2. One-Dimensional Array**

#### **2.1. Declaration and Initialization**

* **Declaration**: Specifies the type of elements and the name of the array.

int[] arr; // Declares an array of integers

int []arr;

int arr[];

* **Initialization**: Allocates memory for the array and optionally initializes its elements.

arr = new int[5]; // Creates an array of size 5

* **Declaration and Initialization in a Single Line**:

int[] arr = new int[5]; // Creates an array of size 5 with default values (0 for integers)

* **Array Initialization with Values**:

int[] arr = {1, 2, 3, 4, 5}; // Creates and initializes the array

#### **2.2. Accessing Array Elements**

* Access elements using the index (zero-based).

int firstElement = arr[0]; // Accesses the first element of the array

#### **2.3. Iterating Over an Array**

* **Using a for loop**:

for (int i = 0; i < arr.length; i++) {

System.out.println(arr[i]);

}

* **Using an enhanced for loop**:

for (int value : arr) {

System.out.println(value);

}

#### **2.4. Common Methods**

* **length**: Returns the number of elements in the array.

int size = arr.length;

### **3. Multidimensional Arrays**

#### **3.1. Declaration and Initialization**

* **Declaration**:

int[][] matrix; // Declares a two-dimensional array

* **Initialization**:

matrix = new int[3][4]; // Creates a 3x4 matrix

* **Declaration and Initialization in a Single Line**:

int[][] matrix = new int[3][4]; // Creates a 3x4 matrix

* **Array Initialization with Values**:

int[][] matrix = {

{1, 2, 3, 4},

{5, 6, 7, 8},

{9, 10, 11, 12}

};

#### **3.2. Accessing Elements**

* Access elements using two indices (row and column).

int value = matrix[1][2]; // Accesses the element in the 2nd row and 3rd column

#### **3.3. Iterating Over a Multidimensional Array**

* **Using nested for loops**:

for (int i = 0; i < matrix.length; i++) { // Iterate over rows

for (int j = 0; j < matrix[i].length; j++) { // Iterate over columns

System.out.println(matrix[i][j]);

}

}

### **Java Strings:**

#### **1. What is a String?**

In Java, a String is an object that represents a sequence of characters. It is used to store and manipulate text. Java String objects are immutable, meaning once created, their values cannot be changed.

#### **2. Ways to Create String Objects**

1. **Using String Literals**:
   * String str1 = "Hello";
   * Stored in the String Constant Pool. Reuses existing instances with the same value.
2. **Using the new Keyword**:
   * String str2 = new String("Hello");
   * Creates a new String object in the heap memory.
3. **Using Character Arrays**:
   * char[] chars = {'H', 'e', 'l', 'l', 'o'};
   * String str3 = new String(chars);
4. **Using Byte Arrays**:
   * byte[] bytes = {65, 66, 67};
   * String str4 = new String(bytes);

#### **3. Advantages and Disadvantages of Strings**

**Advantages**:

1. **Immutability**:
   * Strings are immutable, ensuring thread safety and allowing string interning.
2. **Ease of Use**:
   * Strings come with many built-in methods for manipulation and comparison.
3. **Memory Efficiency**:
   * Strings in the constant pool save memory by reusing immutable string instances.

**Disadvantages**:

1. **Performance Overhead**:
   * Frequent modifications (e.g., concatenation) lead to creation of new String objects, impacting performance.
2. **Memory Consumption**:
   * Excessive string object creation can increase memory usage and garbage collection overhead.

#### **4. Immutability in Java**

**Immutability** means that once a String object is created, its state cannot be modified.

**Example of Immutability**:

public class ImmutableStringExample {

public static void main(String[] args) {

String str1 = "Hello";

String str2 = str1.concat(" World");

// str1 remains unchanged

System.out.println("Original String: " + str1); // Output: "Hello"

System.out.println("Concatenated String: " + str2); // Output: "Hello World"

}

}

#### **5. Heap and String Constant Pool**

**Heap**:

* Dynamic memory allocation area where objects are created using the new keyword.

**String Constant Pool**:

* Special memory area where Java stores string literals to optimize memory usage.

**Example**:

public class HeapAndPoolExample {

public static void main(String[] args) {

String str1 = "Java"; // Stored in String Constant Pool

String str2 = new String("Java"); // Creates a new object in the Heap

System.out.println(str1 == str2); // Output: false (different references)

System.out.println(str1.equals(str2)); // Output: true (same content)

}

}

#### **6. Difference Between** == **and** .equals()

* **== Operator**:
  + Compares memory references, not content.
* **.equals() Method**:
  + Compares content of the strings.

**Example**:

public class EqualsVsDoubleEquals {

public static void main(String[] args) {

String str1 = "Hello";

String str2 = new String("Hello");

System.out.println(str1 == str2); // Output: false (different references)

System.out.println(str1.equals(str2)); // Output: true (same content)

}

}

#### **7. String Methods**

1. **length()**:
   * Returns the length of the string.
   * int len = str.length();
   * **Example**: "Hello".length() returns 5.
2. **isEmpty()**:
   * Checks if the string is empty.
   * boolean empty = str.isEmpty();
   * **Example**: "".isEmpty() returns true.
3. **trim()**:
   * Removes leading and trailing whitespace.
   * String trimmed = str.trim();
   * **Example**: " Hello ".trim() returns "Hello".
4. **charAt(int index)**:
   * Returns the character at the specified index.
   * char ch = str.charAt(0);
   * **Example**: "Hello".charAt(0) returns 'H'.
5. **concat(String str)**:
   * Concatenates the specified string to the end.
   * String concatenated = str.concat(" World");
   * **Example**: "Hello".concat(" World") returns "Hello World".
6. **split(String regex)**:
   * Splits the string around matches of the given regular expression.
   * String[] parts = str.split(",");
   * **Example**: "a,b,c".split(",") returns ["a", "b", "c"].
7. **indexOf(String str)**:
   * Returns the index of the first occurrence of the specified substring.
   * int index = str.indexOf("lo");
   * **Example**: "Hello".indexOf("lo") returns 3.
8. **lastIndexOf(String str)**:
   * Returns the index of the last occurrence of the specified substring.
   * int lastIndex = str.lastIndexOf("o");
   * **Example**: "Hello".lastIndexOf("o") returns 4.
9. **endsWith(String suffix)**:
   * Checks if the string ends with the specified suffix.
   * boolean ends = str.endsWith("llo");
   * **Example**: "Hello".endsWith("llo") returns true.
10. **startsWith(String prefix)**:
    * Checks if the string starts with the specified prefix.
    * boolean starts = str.startsWith("He");
    * **Example**: "Hello".startsWith("He") returns true.
11. **equals(String anotherString)**:
    * Compares the string to the specified object for equality.
    * boolean equals = str.equals("Hello");
    * **Example**: "Hello".equals("Hello") returns true.
12. **equalsIgnoreCase(String anotherString)**:
    * Compares the string to the specified object, ignoring case considerations.
    * boolean equalsIgnoreCase = str.equalsIgnoreCase("HELLO");
    * **Example**: "Hello".equalsIgnoreCase("HELLO") returns true.
13. **contains(CharSequence sequence)**:
    * Checks if the string contains the specified sequence of characters.
    * boolean contains = str.contains("ell");
    * **Example**: "Hello".contains("ell") returns true.
14. **replace(CharSequence target, CharSequence replacement)**:
    * Replaces each substring of this string that matches the specified target sequence with the specified replacement sequence.
    * String replaced = str.replace("l", "x");
    * **Example**: "Hello".replace("l", "x") returns "Hexxo".
15. **replaceFirst(String target, String replacement)**:
    * Replaces the first substring that matches the given regular expression with the given replacement.
    * String replacedFirst = str.replaceFirst("l", "x");
    * **Example**: "Hello".replaceFirst("l", "x") returns "Hexlo".
16. **replaceAll(String target, String replacement)**:
    * Replaces each substring that matches the given regular expression with the given replacement.
    * String replacedAll = str.replaceAll("l", "x");
    * **Example**: "Hello".replaceAll("l", "x") returns "Hexxo".
17. **toLowerCase()**:
    * Converts all characters in the string to lowercase.
    * String lower = str.toLowerCase();
    * **Example**: "Hello".toLowerCase() returns "hello".
18. **toUpperCase()**:
    * Converts all characters in the string to uppercase.
    * String upper = str.toUpperCase();
    * **Example**: "Hello".toUpperCase() returns "HELLO".
19. **join(CharSequence delimiter, CharSequence... elements)**:
    * Joins the given elements into a single string separated by the specified delimiter.
    * String joined = String.join(", ", "a", "b", "c");
    * **Example**: String.join(", ", "a", "b", "c") returns "a, b, c".
20. **subSequence(int start, int end)**:
    * Returns a new character sequence that is a subsequence of this sequence.
    * CharSequence subSeq = str.subSequence(1, 4);
    * **Example**: "Hello".subSequence(1, 4) returns "ell".

#### **Complete Example with All Methods**

**public** **class** StringMethods {

**public** **static** **void** main(String[] args) {

String str1 = "AMARJET KUMAR singh";

String str2 = "amarjeet Kumar Singh";

// 1. length() --> Used to find the length of the string.

System.***out***.println(str1.length());

// 2. concat() --> Used to combine two string.

String str = str1.concat("From Bihar");

System.***out***.println("Combining two string: " + str);

// 3. indexOf() --> Used to find index of value.

**int** index1 = str1.indexOf("S");

System.***out***.println("first index: " + index1);

// 4.lastIndexOf()--> Used to find last index of the element.

**int** lastIndexOf = str1.lastIndexOf("Kumar");

System.***out***.println("last index: " + lastIndexOf);

// 5. charAt() --> Used to find character at index.

**char** charAt = str1.charAt(5);

System.***out***.println(charAt);

// 6. trim() --> Used to remove whitespace from begging and end.

System.***out***.println(str1.trim());

// 7. isEmpty() --> Used to checks whether a String is empty or not

System.***out***.println("isEmpty check: " + str1.isEmpty());

// 8. equals() --> Used to check if two object content is same or not if same

// then return true or if not same then return false.

System.***out***.println(str1.equals(str2));

// 9. equalsToIgnoreCase() --> Used to check content of two object by ignoring

// case if content is same then return true if not same then reurn false..

System.***out***.println(str1.equalsIgnoreCase(str2));

// 10. startWith() --> Used to check string is start with given value or not.

System.***out***.println("startWith check: " + str1.startsWith("A"));

// 11. endsWith() --> Used to check string is ends with given string or not.

System.***out***.println("endsWith check:" + str1.endsWith("e"));

// 12. contains() --> Used to check value present in string or not.

System.***out***.println(str1.contains("singh"));

// 13. replace(old,new) --> Used to replace old value to new value.

System.***out***.println("Replacing old value with new value: " + str.replace("Amarjeet", "Sanjeet"));

// 14. replaceFirst(old,new) --> Used to replace first value

System.***out***.println(str.replaceFirst("Amarjeet", "Rajnish"));

// 15. replaceAll(old,new) --> Used to replace all value

System.***out***.println(str1.replaceAll("Amarjeet Kumar Singh", "Rajnish Kumar Singh"));

// 16. toLowerCase() --> Used to convert upper case to lower case.

System.***out***.println(str1.toLowerCase());

// 17. toUpperCase() --> Used to convert lower into upper case.

System.***out***.println(str1.toUpperCase());

// 18. join() --> Used to join two element with given delimeters.

System.***out***.println(String.*join*("---", str1, str2));

// 19. subSequence() --> Used to find the element between given index

System.***out***.println(str1.subSequence(3, 6));

// 20 substring() --> Used to find the element betwen given index.

System.***out***.println(str1.substring(3, 6));

// Note: substring() and subSequence() is working but syntax wise different.

}

}

**Explain StringBuffer class and its methods?**

StringBuffer class is used to create mutable string object StringBuffer class is similar to String class only difference is String class is immutable.

StringBuffer class is threat safe means synchronized and performace wise slow.

**Methods:**

                  // 1. append() --> Used to add value at last of the index it is like concat().

System.*out*.println(sb.append("From Bihar"));

// 2. insert() --> Used to insert the element at given position.

System.*out*.println(sb.insert(20, "Working at Edifecs Technologies"));

// 3. replace() -->

System.*out*.println(sb.replace(20, 62, "Working at UpWork India"));

// 4. delete() --> Used to delete element from position.

System.*out*.println(sb.delete(20, 62));

// 5. reverse() --> Used to reverse the element

System.*out*.println(sb.reverse());

//6. Capacity() 🡪 used to find the default initial capacity of StringBuffer class

System.out.println(sb.capacity()); //default capacity is 16

**StringBuilder class and its methods?**

StringBuilder class is used to create mutable string object StringBuilder class is similar to String class only difference is String class is immutable.

StringBuilder class is not threat safe means non-synchronized and performace wise fast

**Methods:**

                  // 1. append() --> Used to add value at last of the index it is like concat().

System.*out*.println(sb.append("From Bihar"));

// 2. insert() --> Used to insert the element at given position.

System.*out*.println(sb.insert(20, "Working at Edifecs Technologies"));

// 3. replace() -->

System.*out*.println(sb.replace(20, 62, "Working at UpWork India"));

// 4. delete() --> Used to delete element from position.

System.*out*.println(sb.delete(20, 62));

// 5. reverse() --> Used to reverse the element

System.*out*.println(sb.reverse());

//6. Capacity() 🡪 used to find the default initial capacity of StringBuffer class

System.out.println(sb.capacity()); //default capacity is 16

**17.What is the difference between String, StringBuffer and StringBuilder?**

|  |  |  |
| --- | --- | --- |
| **String** | **StringBuffer** | **StringBuilder** |
| The String objects are immutable. | The StringBuffer objects are mutable. | The StringBuilder object is mutable. |
| String objects stored in Heap area as well inside string constant pool. | StringBuffer objects are only stored inside the Heap area. | StringBuilder objects are only stored inside the Heap area. |
| String objects are synchronized, means  thread safe. | StringBuffer objects are synchronized, means  thread safe. | StringBuilder objects are non-synchronized, which means they are not thread safe. |
| Performance is slow. | Performance is slow**.** | Performance is fast. |

**Type Casting :**

Type casting means whenever you are assigning/converting one type of data to another type called type casting, There are two types of casting.

1. Widening or automatic casting→ **smaller into larger.**

**byte -> short -> char -> int -> long -> float -> double**

public class Main {

public static void main(String[] args) {

int myInt = 9;

double myDouble = myInt; // Automatic casting: int to double

System.out.println(myInt); // Outputs 9

System.out.println(myDouble); // Outputs 9.0

}

}

1. Narrowing or manual casting→ **larger into smaller.**

double -> float -> long -> int -> char -> short -> byte

public class Main {

public static void main(String[] args) {

double myDouble = 9.78d;

int myInt = (int) myDouble; // Manual casting: double to int

System.out.println(myDouble); // Outputs 9.78

System.out.println(myInt); // Outputs 9

}

}

### **Wrapper Classes in Java:**

Wrapper classes in Java are used to convert primitive data types into objects. Each primitive type has a corresponding wrapper class, which allows us to use primitives in situations that require objects, such as in collections or when using generics.
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## **Autoboxing**

The automatic conversion of primitive data type into its corresponding wrapper class is known as autoboxing, for example, byte to Byte, char to Character, int to Integer, long to Long, float to Float, boolean to Boolean, double to Double, and short to Short. **Since Java 5, we do not need to use the valueOf() method of wrapper classes to convert the primitive into objects**.

![](data:image/png;base64,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)

## **Unboxing:**

The automatic conversion of wrapper type into its corresponding primitive type is known as unboxing. It is the reverse process of autoboxing. Since Java 5, we do not need to use the intValue() method of wrapper classes to convert the wrapper type into primitives
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### Object Class in Java

The Object class is the parent class of all classes in Java by default and is present in the java.lang package. It serves as the topmost class in the hierarchy, meaning all classes are derived from it. This class provides essential methods that can be overridden to define the behavior of objects.

### Methods of the Object Class

Here’s a brief explanation of some key methods of the Object class:

1. **hashCode()**
   * Returns an integer representation (hash code) of the object. This method is crucial for the proper functioning of hash-based collections like HashMap.
   * The default implementation returns a unique integer for each object, but it can be overridden to return a hash code based on the object's fields.
2. **toString()**
   * Returns a string representation of the object. The default implementation returns a string that consists of the class name followed by the object's hash code.
   * It is common to override this method to provide a meaningful description of the object.
3. **equals(Object obj)**
   * Compares this object with the specified object for equality. The default implementation checks for reference equality (i.e., whether they are the same object).
   * It is often overridden to define equality based on the object's state (i.e., field values).
4. **getClass()**
   * Returns the runtime class of the object. This method can be used to retrieve the class type of an object at runtime, which can be helpful for reflection.
5. **notify()**
   * Wakes up a single thread that is waiting on this object's monitor. This method is used in synchronization to manage thread communication.
   * It must be called from a synchronized context (inside a synchronized method or block).
6. **notifyAll()**
   * Wakes up all threads that are waiting on this object's monitor. Like notify(), it also requires a synchronized context.
   * It is used when you want to ensure that all waiting threads are notified to check the condition they are waiting for.
7. **finalize()**
   * This method is called by the garbage collector when the object is about to be reclaimed. It allows you to perform cleanup operations (like releasing resources) before the object is destroyed.
   * Note: finalize() has been deprecated in Java 9 and later due to its unpredictability.
8. **clone()**
   * Creates and returns a copy of the object. This method allows for creating a shallow copy of the object.
   * To use clone(), the class must implement the Cloneable interface, and the clone() method must be overridden to allow for cloning.
9. **wait()**
   * Causes the current thread to wait until another thread invokes the notify() or notifyAll() method on the same object. This method is also used in synchronization to manage thread communication.
   * Like notify(), it must be called from a synchronized context.

**Math Class:**

The Math class in Java is a utility class that provides a variety of mathematical operations such as logarithms, square roots, trigonometric functions, random number generation, and more. The methods in the Math class are static, meaning you do not need to create an instance of Math to use them.

Here's a complete guide to the Math class with code examples:

### 1. **Basic Methods**

#### Math.abs(): Absolute Value

This method returns the absolute value of a number (i.e., the positive version of the number).

public class MathExample {

public static void main(String[] args) {

int x = -10;

double y = -12.5;

System.out.println(Math.abs(x)); // Output: 10

System.out.println(Math.abs(y)); // Output: 12.5

}

}

#### Math.max() and Math.min(): Maximum and Minimum

These methods return the maximum or minimum of two numbers.

public class MathExample {

public static void main(String[] args) {

int a = 5, b = 10;

System.out.println(Math.max(a, b)); // Output: 10

System.out.println(Math.min(a, b)); // Output: 5

}

}

#### Math.sqrt(): Square Root

This method returns the square root of a number.

public class MathExample {

public static void main(String[] args) {

double number = 16;

System.out.println(Math.sqrt(number)); // Output: 4.0

}

}

#### Math.pow(): Power

This method raises the first argument to the power of the second argument (e.g., aba^bab).

public class MathExample {

public static void main(String[] args) {

double base = 2;

double exponent = 3;

System.out.println(Math.pow(base, exponent)); // Output: 8.0

}

}

#### Math.random(): Random Numbers

This method returns a pseudo-random number between 0.0 (inclusive) and 1.0 (exclusive).

public class MathExample {

public static void main(String[] args) {

double randomValue = Math.random();

System.out.println(randomValue); // Output: Some random value between 0 and 1

}

}

You can scale the random value to a desired range:

public class MathExample {

public static void main(String[] args) {

int min = 1, max = 100;

int randomNumber = (int)(Math.random() \* (max - min + 1) + min);

System.out.println(randomNumber); // Output: Random number between 1 and 100

}

}

### 2. **Trigonometric Methods**

#### Math.sin(), Math.cos(), Math.tan(): Sine, Cosine, and Tangent

These methods return the sine, cosine, or tangent of an angle (in radians).

public class MathExample {

public static void main(String[] args) {

double angle = Math.toRadians(45); // Convert degrees to radians

System.out.println(Math.sin(angle)); // Output: 0.7071067811865476 (sin 45°)

System.out.println(Math.cos(angle)); // Output: 0.7071067811865476 (cos 45°)

System.out.println(Math.tan(angle)); // Output: 1.0 (tan 45°)

}

}

#### Math.toRadians() and Math.toDegrees(): Convert Angle Units

These methods are used to convert angles between degrees and radians.

public class MathExample {

public static void main(String[] args) {

double degrees = 180;

double radians = Math.toRadians(degrees);

System.out.println(radians); // Output: 3.141592653589793 (π radians)

double rad = Math.PI;

System.out.println(Math.toDegrees(rad)); // Output: 180.0 degrees

}

}

#### Math.asin(), Math.acos(), Math.atan(): Inverse Trigonometric Functions

These methods return the inverse sine, cosine, or tangent of a value.

public class MathExample {

public static void main(String[] args) {

double value = 0.5;

System.out.println(Math.asin(value)); // Output: 0.5235987755982989 (in radians)

System.out.println(Math.acos(value)); // Output: 1.0471975511965979 (in radians)

System.out.println(Math.atan(value)); // Output: 0.4636476090008061 (in radians)

}

}

### 3. **Exponential and Logarithmic Methods**

#### Math.exp(): Exponent

This method returns the exponential of a number, i.e., exe^xex where eee is Euler's number (approximately 2.71828).
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public class MathExample {

public static void main(String[] args) {

double value = 2;

System.out.println(Math.exp(value)); // Output: 7.38905609893065 (e^2)

}

}

#### Math.log(): Natural Logarithm

This method returns the natural logarithm (base eee) of a number.

public class MathExample {

public static void main(String[] args) {

double value = 7.389056;

System.out.println(Math.log(value)); // Output: 2.0

}

}

#### Math.log10(): Logarithm Base 10

This method returns the logarithm of a number with base 10.

public class MathExample {

public static void main(String[] args) {

double value = 100;

System.out.println(Math.log10(value)); // Output: 2.0

}

}

### 4. **Rounding Methods**

#### Math.round(): Round to Nearest Integer

This method rounds a floating-point number to the nearest integer.

public class MathExample {

public static void main(String[] args) {

double value = 5.67;

System.out.println(Math.round(value)); // Output: 6

}

}

#### Math.ceil(): Round Up

This method returns the smallest integer greater than or equal to the argument.

public class MathExample {

public static void main(String[] args) {

double value = 5.01;

System.out.println(Math.ceil(value)); // Output: 6.0

}

}

#### Math.floor(): Round Down

This method returns the largest integer less than or equal to the argument.

public class MathExample {

public static void main(String[] args) {

double value = 5.99;

System.out.println(Math.floor(value)); // Output: 5.0

}

}

### 5. **Other Utility Methods**

#### Math.signum(): Sign of a Number

This method returns -1.0, 0.0, or 1.0 depending on whether the argument is negative, zero, or positive.

public class MathExample {

public static void main(String[] args) {

System.out.println(Math.signum(-10)); // Output: -1.0

System.out.println(Math.signum(0)); // Output: 0.0

System.out.println(Math.signum(10)); // Output: 1.0

}

}

#### Math.hypot(): Hypotenuse Calculation

This method returns the length of the hypotenuse of a right-angled triangle given the lengths of the other two sides.

public class MathExample {

public static void main(String[] args) {

double a = 3;

double b = 4;

System.out.println(Math.hypot(a, b)); // Output: 5.0

}

}

### 6. **Math Constants**

#### Math.PI: Pi Constant

This constant represents the value of π (approximately 3.14159).

#### Math.E: Euler's Number

This constant represents the value of eee (approximately 2.71828).

public class MathExample {

public static void main(String[] args) {

System.out.println(Math.PI); // Output: 3.141592653589793

System.out.println(Math.E); // Output: 2.718281828459045

}

}

### Summary

* **Common Methods**: abs(), max(), min(), sqrt(), pow(), random().
* **Trigonometry**: sin(), cos(), tan(), asin(), acos(), atan(), toRadians(), toDegrees().
* **Exponential/Logarithmic**: exp(), log(), log10().
* **Rounding**: round(), ceil(), floor().
* **Other**: signum(), hypot(), and constants like PI and E.

**Java Shell Tool (JShell)**

**JShell** is an interactive command-line tool introduced in **Java 9** that enables users to execute Java code directly from the shell, displaying output immediately. It functions as a **REPL** (Read-Evaluate-Print Loop) environment, allowing developers to evaluate and test code snippets quickly without creating a full Java program structure. JShell simplifies and speeds up Java development, especially useful for quick tests and prototyping.

**Key Features of JShell**

* **Interactive Execution**: Allows immediate feedback on code, making it perfect for quick experimentation and testing.
* **Code Evaluation**: JShell can evaluate individual expressions, statements, methods, and classes, providing flexibility in code testing.
* **Command-Line Interface**: Run from the terminal or command prompt, making it accessible and lightweight.
* **Direct Output**: Displays results instantly, making debugging and learning Java easier and faster.

**Advantages of Using JShell**

JShell significantly reduces the steps required to write, compile, and run Java code. With JShell, you can skip many of the traditional steps involved in Java development:

1. **Simplified Development**: In a typical Java development workflow:
   * Open an editor and write the program.
   * Save the program to a file.
   * Compile the program.
   * Edit if any compile-time error occurs.
   * Run the program.
   * Edit if any runtime error occurs and repeat.

With JShell, you can skip all these steps. You can simply enter your Java code directly in the shell, and it will be executed immediately, showing output right away.

1. **No Need for Boilerplate Code**:
   * You can test small snippets or business logic without creating a full Java class with a main method.
   * For example, you can write a simple "Hello, World!" program without creating a class or method.
2. **Efficient Testing and Debugging**:
   * Allows for quick testing of statements, expressions, methods, or even small classes without the need to manage a file structure.
   * You can make changes on the fly and re-evaluate code snippets without leaving the shell.
3. **Ideal for Learning and Prototyping**:
   * Provides a friendly environment for beginners to learn Java syntax interactively.
   * Helps in testing out new APIs or Java features without setting up an entire project.

**Practical Example in JShell**

To understand the efficiency of JShell, compare the standard Java setup process with JShell's simplicity.

1. **Without JShell**:
   * Write code in an editor (e.g., a "Hello, World!" program).
   * Save the file as HelloWorld.java.
   * Compile using javac HelloWorld.java.
   * Run the program with java HelloWorld.
2. **With JShell**:
   * Open JShell by typing jshell in the terminal.
   * Write the statement directly:

jshell> System.out.println("Hello, World!");

* + JShell immediately displays the output:

Hello, World!

**Summary**

JShell simplifies the process of writing, compiling, and running Java code by providing an interactive shell that allows for immediate execution. This tool removes the need for repetitive steps in program creation, enabling developers to test ideas, learn, and debug faster and more effectively.

**Practical of Jshell**

**1. Starting and Exiting JShell**

* **Starting JShell:**

jshell

* + Type jshell in the terminal or command prompt to start JShell.
* **Exiting JShell:**

/exit

* + Type /exit to leave JShell.

**2. Basic Commands**

* **Executing Expressions:**  
  JShell evaluates expressions directly.

jshell> 2 + 3

Output:

$1 ==> 5

* **Printing Output:**  
  JShell prints the result automatically, but you can also use System.out.println.

jshell> System.out.println("Hello, JShell!")

Output:

Hello, JShell!

* **Assigning Variables:**

jshell> int a = 10;

jshell> String name = "JShell";

**3. Commands in JShell**

JShell provides several commands, all of which start with /.

* **Listing Commands:**

/help

* + Shows a list of all commands available in JShell.
* **Viewing All Variables, Methods, and Imports:**

/vars // Lists all defined variables.

/methods // Lists all defined methods.

/imports // Lists all imports in the current session.

/list // Lists of sources you have type so far

* **Editing Code:**

/edit <variable\_name> // Opens the editor for the specified variable or method.

* **Resetting JShell:**

/reset

* + Clears all defined variables, methods, and imports.
* **History of Commands:**

/history

* + Shows the command history in the session.
* **Loading and Saving JShell Code:**

/save mySession.jsh

/open mySession.jsh

* + /save saves the current JShell session to a file.
  + /open loads a saved session.

**4. Working with Methods and Classes**

* **Defining Methods:**

jshell> int add(int x, int y) {

return x + y;

}

jshell> add(5, 7)

Output:

$3 ==> 12

* **Creating Classes:**

jshell> class Person {

String name;

int age;

Person(String name, int age) {

this.name = name;

this.age = age;

}

void display() {

System.out.println(name + " is " + age + " years old.");

}

}

jshell> Person p = new Person("Alice", 30);

jshell> p.display();

Output:

Alice is 30 years old.

* **Creating Interfaces:**

jshell> interface Greetable {

void greet();

}

jshell> class Greeter implements Greetable {

public void greet() {

System.out.println("Hello from JShell!");

}

}

jshell> Greeter greeter = new Greeter();

jshell> greeter.greet();

Output:

Hello from JShell!

**5. Importing Packages**

JShell has a few default imports (like java.util.\*, java.io.\*). You can import additional packages as needed.

jshell> import java.time.LocalDate;

jshell> LocalDate.now();

Output:

$7 ==> 2024-10-27

**6. JShell Snippets**

Each executed line is stored as a snippet and is identified by $<number>. You can re-evaluate or use previous results:

jshell> int x = 5;

jshell> int y = x \* 2;

jshell> int result = $3 + 10; // Using previous snippet result

**7. Using /set Command for Configuration**

JShell allows setting preferences with the /set command.

* **Set Feedback Mode:**

/set feedback verbose // Provides detailed output

/set feedback concise // Provides minimal output

* **Setting Prompt:**

/set prompt "jshell> " // Custom prompt

**Unit-3 Notes**

**Oops in Java**

There are six main features of oops in java

1. Class
2. Object
3. Inheritance
4. Polymorphism
5. Encapsulation
6. Abstraction

**Class→** class in a **group of objects** and class is **not a real world entity** it is just **blueprint or template** and **class does not occupy memory.**

**Ex:-** Animal, Vehicle

**Object→** object is an **instance of a class** and object is a **real world entity** and **object occupies memory** and every object consists of **identity** (name of object), **attribute**(color, age, breed) and **behavior** (run, eat, walk, sleep)**.**

**Ex:** - inside the animal class dog, cat, rat is an object name which identity, attribute and behavior.

**Inheritance→** inheritance is a process in which a **child class acquires the properties of the parent class** called inheritance and it has three types.

**Ex:-son acquired the properties from father.**

1. Single level
2. Multi level
3. Hierarchical
4. Hybride(not supported by java)
5. Multiple(not supported by java)

**Polymorphism→** The word **polymorphism means having many forms** called polymorphism in another way polymorphism in which one object has many forms called polymorphism and there are two types of polymorphism.

1. Compile time/static polymorphism**(achieved by method overloading)**
2. Runtime/Dynamic polymorphism**(achieved by method overriding)**

**Encapsulation→** wrapping a **data member and member function** together in a **single unit** called encapsulation.We can create a fully encapsulated class in Java by making all the data members of the class private. Now we can use **setter and getter methods to set and get the data** in it. **java bean class is an example of a fully encapsulated class**.

**Abstraction→ is** a process of **hiding the implementation details** and showing only **functionally** to the user called abstraction and there are two ways to achieve abstraction in java.

1. **Abstract class** (0 - 100 percent abstraction we can achieve).
2. **Interface** (100 percent abstraction we can achieve).

Ex:- ATM machine, Whatsapp how they are working we don't know we are just using it like several functions and services are available.

**Constructor in Java**

* constructor is a block (similar to method) having the same name as that of class name called constructor.
* constructor does not have any return type even void.
* constructor execute automatically when we create an object.
* Only four modifiers are applicable for constructors: public,private,protected and default.

**There are 3 type in java**

1. Default constructor
2. User define constructor
3. Parameterized constructor

**Note:** Uses of the constructor to initialization of an object.

**Example:**

In Java, there are three types of constructors:

1. **Default Constructor**:
   * Provided by the compiler if no constructors are explicitly defined in the class.
   * Has no parameters.
2. **No-Argument Constructor**:
   * Defined by the programmer.
   * Does not take any parameters.
3. **Parameterized Constructor**:
   * Defined by the programmer.
   * Takes one or more parameters to initialize the object with specific values.

**Example Program with All Types of Constructors**

public class Car {

// Attributes

private String brand;

private String model;

private int year;

// 1. Default Constructor (implicitly provided by the compiler)

// If no constructor is defined, the compiler provides a default constructor.

// This constructor does nothing but allows creating objects without initialization.

// 2. No-Argument Constructor (explicitly defined)

public Car() {

this.brand = "Unknown";

this.model = "Unknown";

this.year = 0;

System.out.println("No-Argument Constructor called");

}

// 3. Parameterized Constructor

public Car(String brand, String model, int year) {

this.brand = brand;

this.model = model;

this.year = year;

System.out.println("Parameterized Constructor called");

}

// Method to display car details

public void displayDetails() {

System.out.println("Brand: " + brand);

System.out.println("Model: " + model);

System.out.println("Year: " + year);

}

public static void main(String[] args) {

// Using the Default Constructor (only available if no other constructors are defined)

// Car defaultCar = new Car(); // Uncommenting this line will cause a compilation error if no constructors are defined.

// Using the No-Argument Constructor

Car car1 = new Car();

car1.displayDetails(); // Output: Unknown, Unknown, 0

System.out.println();

// Using the Parameterized Constructor

Car car2 = new Car("Toyota", "Corolla", 2020);

car2.displayDetails(); // Output: Toyota, Corolla, 2020

}

}

**Explanation:**

1. **Default Constructor**:
   * The default constructor is provided by the compiler if no other constructors are defined.
   * If you define any constructor (either no-argument or parameterized), the default constructor is no longer provided by the compiler.
2. **No-Argument Constructor**:
   * The no-argument constructor is explicitly defined by the programmer.
   * It initializes the attributes with default values.
3. **Parameterized Constructor**:
   * The parameterized constructor takes arguments to initialize the attributes with specific values.
   * It allows creating objects with customized initial values.

**Output:**

When you run the program, the output will be:

No-Argument Constructor called

Brand: Unknown

Model: Unknown

Year: 0

Parameterized Constructor called

Brand: Toyota

Model: Corolla

Year: 2020

**Summary:**

* The **No-Argument Constructor** is used when you want to create objects with default values.
* The **Parameterized Constructor** allows creating objects with specific initial values.
* The **Default Constructor** is automatically provided by the compiler when no other constructors are defined in the class. However, if any constructor is defined, the default constructor must be explicitly declared if needed.

**Example of Class, object and Constructor in java?**

#### 1. **Class**:

A class is a blueprint for creating objects. It defines the attributes (properties) and behaviors (methods) of the objects.

#### 2. **Object**:

An object is an instance of a class. It is created using the new keyword and has its own state (defined by the attributes).

#### 3. **Constructor**:

A constructor is a special method that is called when an object is instantiated. It is used to initialize the object’s attributes.

### Example Code:

// Defining a class named Car

class Car {

// Attributes (properties)

String brand;

String model;

int year;

// Constructor: used to initialize the attributes

Car(String brand, String model, int year) {

this.brand = brand;

this.model = model;

this.year = year;

}

// Method to display car details

void displayDetails() {

System.out.println("Brand: " + brand);

System.out.println("Model: " + model);

System.out.println("Year: " + year);

}

}

public class Main {

public static void main(String[] args) {

// Creating an object of the Car class using the constructor

Car myCar = new Car("Toyota", "Corolla", 2020);

// Calling the method to display car details

myCar.displayDetails();

}

}

### Explanation:

1. **Class Definition**:
   * The Car class defines three attributes: brand, model, and year.
   * It also has a constructor Car(String brand, String model, int year) that initializes these attributes when a Car object is created.
2. **Object Creation**:
   * In the Main class, an object myCar of the Car class is created using the new keyword and the constructor: new Car("Toyota", "Corolla", 2020).
   * This initializes the myCar object with the brand "Toyota", model "Corolla", and year 2020.
3. **Method Call**:
   * The displayDetails() method of the myCar object is called to print the car's details to the console.

### Output:

Brand: Toyota

Model: Corolla

Year: 2020

**Elements of the class below or class can contains**

In Java, a class can contain several elements that define its structure and behavior. These elements can be grouped into three main categories: attributes, methods, and additional components like constructors, blocks, and nested classes.

**Elements of a Class:**

1. **Attributes (Fields/Properties/Variables)**:
   * These are variables that hold the state or data of an object.
   * **Example**:

String brand;

int year;

1. **Methods (Functions/Behaviors)**:
   * Methods define the actions or behaviors that objects of the class can perform.
   * **Example**:

void startEngine() {

System.out.println("Engine started.");

}

1. **Constructors**:
   * Constructors are special methods used to initialize objects. They have the same name as the class and do not have a return type.
   * **Example**:

Car(String brand, int year) {

this.brand = brand;

this.year = year;

}

1. **Blocks**:
   * These include instance initializer blocks, static initializer blocks, and synchronized blocks.
   * **Example**:

// Instance initializer block

{

System.out.println("Instance initializer block");

}

// Static initializer block

static {

System.out.println("Static initializer block");

}

1. **Nested Classes**:
   * A class can contain other classes, which are called nested or inner classes. These can be static or non-static.
   * **Example**:

class Engine {

// Nested class

}

1. **Access Modifiers**:
   * These are keywords that set the visibility and accessibility of the class, its methods, and its attributes. The common access modifiers are private, protected, public, and the default (package-private).
   * **Example**:

private String brand;

public void startEngine() {}

1. **Static Members**:
   * Static members belong to the class rather than any specific object. They include static variables and static methods.
   * **Example**:

static int numberOfCars;

static void displayTotalCars() {

System.out.println("Total cars: " + numberOfCars);

}

1. **Final Members**:
   * The final keyword can be used to create constants or to prevent methods from being overridden and classes from being subclassed.
   * **Example**:

final String VIN; // Vehicle Identification Number

1. **Interfaces and Abstract Classes**:
   * A class can implement interfaces or extend an abstract class, providing specific implementations for abstract methods.
   * **Example**:

interface Drivable {

void drive();

}

abstract class Vehicle {

abstract void fuel();

}

**Example:**

public class Car {

// Attributes (Fields)

private String brand;

private String model;

private int year;

private static int numberOfCars;

// Constructor

public Car(String brand, String model, int year) {

this.brand = brand;

this.model = model;

this.year = year;

numberOfCars++;

}

// Method to start the engine

public void startEngine() {

System.out.println("Engine started for " + brand + " " + model);

}

// Static Method to display total number of cars

public static void displayTotalCars() {

System.out.println("Total cars: " + numberOfCars);

}

// Nested Class

class Engine {

void run() {

System.out.println("Engine running for " + brand + " " + model);

}

}

// Static Block

static {

numberOfCars = 0;

}

// Instance Initializer Block

{

System.out.println("Car object created");

}

// Main method to execute the program

public static void main(String[] args) {

// Creating an object of Car class

Car myCar = new Car("Toyota", "Corolla", 2020);

// Calling method to start the engine

myCar.startEngine();

// Calling static method to display total number of cars

Car.displayTotalCars();

// Creating and using an instance of the nested class Engine

Car.Engine myEngine = myCar.new Engine();

myEngine.run();

}

}

**Object initialization using reference variable, method and constructor in java**

Here’s a detailed explanation of how to initialize an object in Java using different approaches: by reference variable, by method, and by constructor. I'll provide code examples for each approach.

**1. Object Initialization Using a Reference Variable**

In this approach, you create an object using a constructor and then use the reference variable to initialize or modify the object's attributes.

public class Car {

private String brand;

private String model;

private int year;

// Constructor

public Car(String brand, String model, int year) {

this.brand = brand;

this.model = model;

this.year = year;

}

// Method to display car details

public void displayDetails() {

System.out.println("Brand: " + brand);

System.out.println("Model: " + model);

System.out.println("Year: " + year);

}

public static void main(String[] args) {

// Object creation and initialization using constructor

Car myCar = new Car("Toyota", "Corolla", 2020);

// Display car details

myCar.displayDetails();

}

}

**2. Object Initialization Using a Method**

In this approach, you first create an object using a constructor and then use a method to initialize or set its attributes.

public class Car {

private String brand;

private String model;

private int year;

// No-Argument Constructor

public Car() {}

// Method to initialize car attributes

public void initialize(String brand, String model, int year) {

this.brand = brand;

this.model = model;

this.year = year;

}

// Method to display car details

public void displayDetails() {

System.out.println("Brand: " + brand);

System.out.println("Model: " + model);

System.out.println("Year: " + year);

}

public static void main(String[] args) {

// Object creation using no-argument constructor

Car myCar = new Car();

// Initialize object attributes using method

myCar.initialize("Honda", "Civic", 2019);

// Display car details

myCar.displayDetails();

}

}

**3. Object Initialization Using a Constructor**

Here’s how you can initialize an object directly through different types of constructors: no-argument and parameterized constructors.

public class Car {

private String brand;

private String model;

private int year;

// No-Argument Constructor

public Car() {

this.brand = "Unknown";

this.model = "Unknown";

this.year = 0;

}

// Parameterized Constructor

public Car(String brand, String model, int year) {

this.brand = brand;

this.model = model;

this.year = year;

}

// Method to display car details

public void displayDetails() {

System.out.println("Brand: " + brand);

System.out.println("Model: " + model);

System.out.println("Year: " + year);

}

public static void main(String[] args) {

// Object initialization using no-argument constructor

Car car1 = new Car();

car1.displayDetails(); // Output: Unknown, Unknown, 0

// Object initialization using parameterized constructor

Car car2 = new Car("Ford", "Mustang", 2021);

car2.displayDetails(); // Output: Ford, Mustang, 2021

}

}

**Summary**

1. **Using a Reference Variable**:
   * Create the object and initialize it using the constructor. Attributes are set at object creation time.
2. **Using a Method**:
   * Create the object and initialize its attributes through a method call after object creation.
3. **Using a Constructor**:
   * Initialize the object with either a no-argument constructor (for default values) or a parameterized constructor (for specific values).

**Inheritance code below**

**Single-Level Inheritance**

In single-level inheritance, a class (subclass) inherits from another class (superclass).

**Example**:

// Superclass

class Animal {

void eat() {

System.out.println("This animal eats food.");

}

}

// Subclass inheriting from Animal

class Dog extends Animal {

void bark() {

System.out.println("The dog barks.");

}

}

public class SingleLevelInheritanceDemo {

public static void main(String[] args) {

Dog myDog = new Dog();

myDog.eat(); // Method from Animal class

myDog.bark(); // Method from Dog class

}

}

**Explanation**:

* Dog class inherits the eat() method from the Animal class.
* Dog class also has its own method bark().

**2. Multi-Level Inheritance**

In multi-level inheritance, a class (subclass) is derived from another subclass, forming a chain of inheritance.

**Example**:

// Base class

class Vehicle {

void start() {

System.out.println("Vehicle started.");

}

}

// Intermediate class

class Car extends Vehicle {

void drive() {

System.out.println("Car is driving.");

}

}

// Derived class

class SportsCar extends Car {

void turboBoost() {

System.out.println("Sports car turbo boost!");

}

}

public class MultiLevelInheritanceDemo {

public static void main(String[] args) {

SportsCar mySportsCar = new SportsCar();

mySportsCar.start(); // Method from Vehicle class

mySportsCar.drive(); // Method from Car class

mySportsCar.turboBoost(); // Method from SportsCar class

}

}

**Explanation**:

* SportsCar inherits from Car, which inherits from Vehicle.
* SportsCar can access methods from both Car and Vehicle, along with its own method turboBoost().

**3. Hierarchical Inheritance**

In hierarchical inheritance, multiple subclasses inherit from a single superclass.

**Example**:

// Superclass

class Animal {

void eat() {

System.out.println("This animal eats food.");

}

}

// Subclass 1

class Dog extends Animal {

void bark() {

System.out.println("The dog barks.");

}

}

// Subclass 2

class Cat extends Animal {

void meow() {

System.out.println("The cat meows.");

}

}

public class HierarchicalInheritanceDemo {

public static void main(String[] args) {

Dog myDog = new Dog();

Cat myCat = new Cat();

myDog.eat(); // Method from Animal class

myDog.bark(); // Method from Dog class

myCat.eat(); // Method from Animal class

myCat.meow(); // Method from Cat class

}

}

**Explanation**:

* Both Dog and Cat inherit from the Animal class.
* Each subclass has its own unique methods but also shares the eat() method from the Animal class.

**Summary**

* **Single-Level Inheritance**: A subclass inherits directly from a single superclass.
* **Multi-Level Inheritance**: A chain of inheritance where a class inherits from another subclass.
* **Hierarchical Inheritance**: Multiple subclasses inherit from a single superclass

**Polymorphism program below;**

**1. Compile-time Polymorphism (Method Overloading)**

Method overloading allows a class to have more than one method with the same name but different parameters (different type or number of parameters).

**Example**:

class MathOperations {

// Method to add two integers

int add(int a, int b) {

return a + b;

}

// Method to add three integers

int add(int a, int b, int c) {

return a + b + c;

}

// Method to add two doubles

double add(double a, double b) {

return a + b;

}

}

public class CompileTimePolymorphismDemo {

public static void main(String[] args) {

MathOperations math = new MathOperations();

// Calling overloaded methods

System.out.println("Sum of 10 and 20: " + math.add(10, 20));

System.out.println("Sum of 10, 20, and 30: " + math.add(10, 20, 30));

System.out.println("Sum of 10.5 and 20.5: " + math.add(10.5, 20.5));

}

}

**Explanation**:

* The add method is overloaded with different parameter lists.
* The appropriate method is selected at compile-time based on the arguments passed.

**2. Run-time Polymorphism (Method Overriding)**

Method overriding allows a subclass to provide a specific implementation of a method that is already defined in its superclass. The method in the subclass should have the same name, return type, and parameters as the method in the superclass.

**Example**:

class Main {

public void m1(int a, int b) {

int c = a + b;

System.out.println("Adding two numbers in Main: " + c);

}

}

class B extends Main {

@Override

public void m1(int a, int b) {

super.m1(1, 2); // Call the m1 method from Main with fixed arguments

int c = a - b;

System.out.println("Subtracting two numbers in B class: " + c);

}

}

class C extends B {

@Override

public void m1(int a, int b) {

super.m1(1, 2); // Call the m1 method from B with fixed arguments

int c = a \* b;

System.out.println("Multiplying two numbers in C class: " + c);

}

}

public class Test {

public static void main(String[] args) {

C c = new C();

c.m1(1, 2); // This will call the m1 method in C

super.m1(1,3); //not valid

// You cannot use super directly in the static main method.

// Instead, use instance methods to call super methods.

}

}

**Explanation**:

* The sound method in the Animal class is overridden in both Dog and Cat subclasses.
* The method that gets executed is determined at runtime based on the object type (Dog or Cat) that myAnimal refers to.

**Summary**

* **Compile-time Polymorphism (Method Overloading)**: Achieved by defining multiple methods with the same name but different parameter lists in the same class.
* **Run-time Polymorphism (Method Overriding)**: Achieved by redefining a method in a subclass with the same signature as in the superclass, allowing dynamic method dispatch at runtime.

Polymorphism is a core concept in object-oriented programming that enhances flexibility and maintainability in your code by allowing objects to be manipulated through a common interface.

**Encapsulation program below:**

1. **Encapsulation**: Encapsulation is the practice of hiding the internal state and requiring all interactions to be performed through methods. This ensures that the internal representation of the object is protected from outside interference and misuse.
2. **Classes and Methods**: The code contains three classes: Ecapsulation1, Ecapsulation, and A. Each class has its own purpose and demonstrates different aspects of encapsulation.

### Detailed Explanation

#### 1. **Class** Ecapsulation1

This is the main class containing the main method, which serves as the entry point of the application. It demonstrates how to use the Ecapsulation class and the A class.

public class Ecapsulation1 {

public static void main(String[] args) {

// Create an instance of Ecapsulation

Ecapsulation e = new Ecapsulation();

e.setId(102);

e.setCity("Bangalore");

e.setCollege("CMRIT");

// Print the values using getter methods

System.out.println(e.getId());

System.out.println(e.getCity());

System.out.println(e.getCollege());

System.out.println("---------------------------------");

// Create an instance of class A and call its method

A a = new A();

a.initialize();

}

}

* **Creating an Instance of Ecapsulation**: An object e of the class Ecapsulation is created. Methods setId(), setCity(), and setCollege() are called to set values.
* **Printing Values**: The getter methods getId(), getCity(), and getCollege() are used to retrieve and print the values.
* **Creating an Instance of A**: An object a of the class A is created, and its initialize() method is called.

#### 2. **Class** Ecapsulation

This class demonstrates encapsulation by using private fields and public getter and setter methods to access and modify the private fields.

class Ecapsulation {

private int id;

private String city;

private String college;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getCity() {

return city;

}

public void setCity(String city) {

this.city = city;

}

public String getCollege() {

return college;

}

public void setCollege(String college) {

this.college = college;

}

}

* **Private Fields**: The fields id, city, and college are private, which means they cannot be accessed directly from outside the class.
* **Public Getter and Setter Methods**: These methods provide controlled access to the private fields. setId(), setCity(), and setCollege() are used to set values, while getId(), getCity(), and getCollege() are used to retrieve them.

#### 3. **Class** A

This class has a method initialize() that demonstrates how to use the Ecapsulation class to create and manipulate objects.

class A {

void initialize() {

// Create an instance of Ecapsulation

Ecapsulation e = new Ecapsulation();

e.setId(101);

e.setCity("Delhi");

e.setCollege("CMRIT");

// Print the values using getter methods

System.out.println(e.getId());

System.out.println(e.getCity());

System.out.println(e.getCollege());

}

}

* **Creating an Instance of Ecapsulation**: An object e of the class Ecapsulation is created within the initialize() method.
* **Setting and Printing Values**: The object’s fields are set using setter methods, and the values are printed using getter methods.

### Summary

* **Encapsulation**: The Ecapsulation class uses encapsulation by keeping its data private and providing public methods to access and modify that data.
* **Object Creation**: Objects of Ecapsulation and A are created in the main method and initialize() method, respectively.
* **Method Usage**: Methods in both Ecapsulation and A demonstrate how encapsulated objects can be manipulated and accessed.

This design ensures that the internal state of the Ecapsulation class is protected and only modified through well-defined methods, adhering to the principle of encapsulation in object-oriented programming.

**Abstraction Program with notes:**

**Two way to achieve abstraction in java below is written**

### 1. ****Abstract Classes****

An abstract class is a class that cannot be instantiated on its own and is meant to be subclassed. It may contain abstract methods (methods without a body) that must be implemented by subclasses, as well as non-abstract methods (methods with a body).

### ****2. Interfaces****

An interface in Java is a reference type, similar to a class, that can contain only constants, method signatures, default methods, static methods, and nested types. Interfaces are used to achieve abstraction and multiple inheritance.

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| abstract class must be declare with abstract keyword | interface must be declared with interface keyword. |
| abstract classes can have an abstract and non-abstract method. | interface can have only abstract methods. |
| we can not create objects of abstract class. | we can not create objects of interface. |
| abstract class does not support multiple inheritance. | interface supports multiple inheritance. |
| abstract class used to achieve (0-100) percent abstraction in java. | interface  used to achieve (100) percent abstraction in java. |
| abstract class can have (1) abstract and (2)non-abstract method as well as (3)simple block, (4)static block, (5)constructor, (6)static method, (7)final method and (8)static and (9)final variable. | interface can have **static method, Default method since java 8**, and **private method we can write since java9**, by **default every variable in interface is public, static and fina**l and **every method is public and abstract** we can not use  block and constructor inside the interface. |

**Note:-we can not use constructor and block inside interface.**

**Abstract class program below:**

**public** **abstract** **class** AbstractClass {

**static** **int** *x* = 10; //static variable

**final** **int** y = 20; //final variable

**abstract** **void** run1(); //abstract method

**void** run2() { //Non-abstract method

System.***out***.println("non abstract method..");

}

AbstractClass() { //constructor

System.***out***.println("this is constructor...");

}

{ //block

System.***out***.println("this is block");

}

**static** { //static block

System.***out***.println("this is static block");

}

**static** **void** static\_method() { //static method

System.***out***.println("this is static method");

}

**final** **void** final\_method() { //final method

System.***out***.println("this is final method");

}

}

**class** Amarjeet1 **extends** AbstractClass{

@Override

**void** run1() {

System.***out***.println("this is abstract method");

}

**public** **static** **void** main(String[] args) {

Amarjeet1 am=**new** Amarjeet1();

System.***out***.println(am.y);

System.***out***.println(AbstractClass.*x*);

am.final\_method();

am.run2();

am.run1();

AbstractClass.*static\_method*();

}

}

//abstract class can have abstract method

//abstract class can have non-abstract method

//abstract class can have constructor

//abstract class can have static method

//abstract class can have final method

//abstract class can have concreate method

**Interface program below:**

**interface** InterfaceDemo {

**abstract** **void** m1();

**abstract** **void** m2();

**public** **void** m2();

**default** **void** default\_method() {

System.***out***.println("Default method");

}

**static** **void** static\_method() {

System.***out***.println("This is static method...");

}

}

**class** B **implements** InterfaceDemo {

**public** **void** m1() {

System.***out***.println("calling m1() of interface...");

}

**public** **void** m2() {

System.***out***.println("calling m1() of interface...");

}

**public** **static** **void** main(String[] args) {

B b = **new** B();

b.m1();

b.m2();

InterfaceDemo.*static\_method*();

}

**public** **void** m2() {

System.***out***.println("calling m2() of interface...");

}

}

**Rules in java for oops conccepts:**

In Object-Oriented Programming (OOP), certain rules and principles govern the design and implementation of object-oriented systems. These rules ensure that the code adheres to the core principles of OOP and is maintainable, scalable, and reusable. Here’s a list of key rules and regulations in OOP concepts:

**1. Encapsulation**

* **Private Members**: Data members (fields) should be private to prevent direct access from outside the class. This hides the internal state and allows modification only through methods.
* **Public Methods**: Provide public getter and setter methods to access and modify the private data fields.

**2. Abstraction**

* **Abstract Classes**: Cannot be instantiated and may contain abstract methods (methods without implementation) that must be implemented by subclasses.
* **Interfaces**: Define methods that a class must implement. Interfaces support multiple inheritance and can include default methods and static methods.

**3. Inheritance**

* **Single Inheritance**: A class can inherit from only one superclass, which is the default behavior in languages like Java.
* **Multiple Inheritance**: Java does not support multiple inheritance through classes (a class cannot inherit from more than one class) but supports it through interfaces.
* **Overriding**: Subclasses can provide a specific implementation of methods that are already defined in their superclass using the @Override annotation.

**4. Polymorphism**

* **Method Overloading**: Multiple methods in the same class with the same name but different parameters. This is compile-time polymorphism.
* **Method Overriding**: A subclass provides a specific implementation of a method that is already defined in its superclass. This is runtime polymorphism.
* **Dynamic Method Dispatch**: The method that gets executed is determined at runtime based on the object’s actual type.

**5.Class Rules**

* **Definition**: A class is a blueprint for creating objects. It defines the properties (fields) and behaviors (methods) that the objects created from the class will have.
* **Access Modifiers**:
  + public: The class can be accessed from any other class.
  + protected: The class can be accessed by subclasses and classes in the same package.
  + default (no modifier): The class is accessible only within its own package.
  + private: Not allowed for top-level classes (only for inner classes).
* **Naming Conventions**:
  + Class names should be in PascalCase (e.g., StudentInfo).
  + Use meaningful names that reflect the purpose of the class.
* **Fields**:
  + Typically private to encapsulate data.
  + Use getters and setters to access and modify private fields.
* **Methods**:
  + Define the behaviors of the class.
  + Use appropriate access modifiers (public, protected, private).
* **Static Members**:
  + Static fields and methods belong to the class itself rather than instances of the class.
* **Inheritance**:
  + A class can extend only one other class (single inheritance).
  + Use extends keyword to inherit from a superclass.

**6. Object Rules**

* **Creation**:
  + An object is created using the new keyword followed by a constructor call.
  + Example: Student s = new Student();
* **Access**:
  + Access the object's fields and methods using the dot operator (e.g., s.getName()).
* **Initialization**:
  + An object should be properly initialized before using its fields and methods.

**7. Constructor Rules**

* **Definition**:
  + A constructor is a special method that is called when an object is instantiated. It initializes the object.
  + Constructors have the same name as the class and do not have a return type.
* **Types of Constructors**:
  + **Default Constructor**: Provided by the compiler if no constructor is explicitly defined. It initializes all fields to default values.
  + **Parameterized Constructor**: Allows initializing fields with specific values when an object is created. Defined with parameters.
  + **Copy Constructor**: (In Java, not explicitly supported) Can be simulated using a constructor that takes an instance of the same class as a parameter.
* **Rules**:
  + **No Return Type**: Constructors do not have a return type, not even void.
  + **Overloading**: Multiple constructors can be defined in a class with different parameters (constructor overloading).
  + **Chaining**: Constructors can call other constructors in the same class using this() or the superclass constructor using super().
  + **Initialization Block**: Can use initialization blocks to initialize common setup code. Initialization blocks are executed before constructors.