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# Теоретичні відомості

## Динамічне програмування (доступно)

*Динамическое программирование — это когда у нас есть задача, которую непонятно как решать, и мы разбиваем ее на меньшие задачи, которые тоже непонятно как решать. (с) А.Кумок*

Чтобы успешно решить задачу динамикой нужно:

1. Состояние динамики: параметр(ы), однозначно задающие подзадачу.
2. Значения начальных состояний.
3. Переходы между состояниями: формула пересчёта.
4. Порядок пересчёта.
5. Положение ответа на задачу: иногда это сумма или, например, максимум из значений нескольких состояний.

### Порядок пересчёта

Существует три порядка пересчёта:  
1) Прямой порядок:  
Состояния последовательно пересчитывается исходя из уже посчитанных.![](data:image/png;base64,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)

2) Обратный порядок:

Обновляются все состояния, зависящие от текущего состояния.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMgAAABkCAIAAABM5OhcAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAATASURBVHhe7d1BThw7FIVh1sIysgaUZTBklmUgMc4WMmLCLKOsIoqUIQtAiAlInWvfY6eq3VVlquzu8vX5hN6jL1X9ZNf/aAQluDoQVcCwzubp8HI1eLvF2CiGdR5/Dq/DqvTty+EDH7aHYZ2HD+sdDw7vt2jr9QETcxjWhbzpJy2zL4gM60IYFpX38cCXQioo+RI+ftVlDsM6p3FYdqsSDGurqzFMTwthvT1hYBfDWk9L+jWmQxyR0q/ZGRZNSZMammurDwxrjfmq1Km2+FJI03KqUklb4ceFdr/LEDGsEUkhqeGYHIBwliRPxc9YffN1AUaBTFBNnvQZOsGwFvi6nPgQyeSJJ/am2LL//r67fry5frz7/oKJMb4uB8nkkeNxfmcYVi6tSiCZPHI8zu9MuWU/39sLS0tS8SGSyaMndohhHdN6FEZefCjvoJolR8/QFYbluIgCjMaGc3kf4SyZeraEwdvhi4d1/xOP985FFGA0IT1AJmhn2uLTBsm9NO6t+dvh+wrLRRRgtGTqSJmjoFPynx9hmbsd3n5YLqIAo2zzp+hzIqVAhzhiHRN3LZcL6+XH192EpVdXYfR5mefqfyXCdAuGNXLpsHBhPYw2KPIka1i5Hf5C21eIZqQwalXyJXzjNy6Xux7n+nYDOvIwsmAcVvu3wxe7NuFHOjffnjEpCB15GFlj7Y6a/X7GQkceRrbZuh1+X9cMHXkYUZsuf/3QkYdRj/hSWAI68jAyDUsNMB2xdjv8+a4rNtXDqH2La9H14rvygQ5xBPAzVh7duyF8wJyZpcmHkNIphvdElF+bi6jGT9B27OTSZIjFT7O8J/h3IfO72U9bOVUpq3tSclU5u9lJWwyr2Kq4lUKXlr8VyuSGMKzCZHX5W6FMbkiZJa3YStuwzjxyPPbRkIuFhTPNcVlxNxhWWbou7oZgWMUMF5W/ISa3QjCsMo5WxLCKrarnrTy5opwNsVqVYFhbzSxnfk8MVyVKri2nrX6qUnKAwOIDHeIIowovL93EIWO7mb8c19EApqaVX6TuHVIKdKhwHJlW6zIjogBTDyMPIzLnwpcWfXkYkQk7upzoi4WZsMeriL48jKg1e79y6MvDyBqbf92+pauFvjyMmpf8LhD3ZuGv27d6hdBX84X5sMz9Oj/R/P/66MvDqGlW/gi5mdcUB315GDWHYe0c+mqrMEN/3d5sWBH68jAqpNwTJl/C8xevtUXzUhhtU+h5xmG1X5XoK6whzUvg8SobTw+s/UYQ0W9YkealMPqMdWcds/Xr/ATDGtG8FEZL5o/Up4ow7QDDmoQWPIwmnDxAT8T9aIEOccR/fCnslQYh8HgsncsEKZ2SHG/wr9szrM9xcQUYecOH8j4KmjY+nZ+xaMDFNRCHaGdJPMUkhlWGT8ttpvwT4SzR461iWGV8tipluC2GVUDsg2FFDGurYRwMK2JYmxyVwbAihrVemgXDihjWSlNN5LdluCrBsNaYaYJhKYZVXk5btqsSDKuK+bbMVyUYVi1ST5qXDnGEaQyrLi0pwrQDDIuqYFhUBcOiKhgWVcGwqAqGRVUwLKqCYVEVDIuqYFhUBcOiKhgWVcGwqAqGRVUwLKqCYVEVDIuqYFhUweHwD5aioQEfTclIAAAAAElFTkSuQmCC)

3) Ленивая динамика:

Рекурсивная [мемоизированная](http://ru.wikipedia.org/wiki/%D0%9C%D0%B5%D0%BC%D0%BE%D0%B8%D0%B7%D0%B0%D1%86%D0%B8%D1%8F) функция пересчёта динамики. Это что-то вроде [поиска в глубину](http://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D0%B8%D1%81%D0%BA_%D0%B2_%D0%B3%D0%BB%D1%83%D0%B1%D0%B8%D0%BD%D1%83) по ацикличному графу состояний, где рёбра — это зависимости между ними.
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Элементарный пример: [числа Фибоначчи](http://ru.wikipedia.org/wiki/%D0%A7%D0%B8%D1%81%D0%BB%D0%B0_%D0%A4%D0%B8%D0%B1%D0%BE%D0%BD%D0%B0%D1%87%D1%87%D0%B8). Состояние — номер числа.

Прямой порядок:

fib[1] = 1 # Начальные значения

fib[2] = 1 # Начальные значения

**for** i **in** range(3, n + 1):

fib[i] = fib[i - 1] + fib[i - 2] # Пересчёт состояния i

Обратный порядок:

fib[1] = 1 # Начальные значения

**for** i **in** range(1, n):

fib[i + 1] += fib[i] # Обновление состояния i + 1

fib[i + 2] += fib[i] # Обновление состояния i + 2

Ленивая динамика:

**def** **get\_fib**(i):

**if** (i <= 2): # Начальные значения

**return** 1

**if** (fib[i] != -1): # Ленивость

**return** fib[i]

fib[i] = get\_fib(i - 1) + get\_fib(i - 2) # Пересчёт

**return** fib[i]

Все три варианта имеют права на жизнь. Каждый из них имеет свою область применения, хотя часто пересекающуюся с другими.

### Многомерная динамика

Пример одномерной динамики приведён выше, в «порядке пересчёта», так что я сразу начну с многомерной. Она отличается от одномерной, как вы уже наверно догадались, количеством измерений, то есть количеством параметров в состоянии. Классификация по этому признаку обычно строится по схеме «один-два-много» и не особо принципиальна, на самом деле.

Многомерная динамика не сильно отличается от одномерной, в чём вы можете убедиться взглянув на пару примеров:

### Пример №1: Количество СМСок

Раньше, когда у телефонов были кнопки, их клавиатуры выглядели примерно так:  
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Требуется подсчитать, сколько различных текстовых сообщений множно написать используя не более k нажатий на такой клавиатуре.

**Решение**

1) Состояние динамики: dp[n][m] — количество различных сообщений длины n, использующих m нажатий.  
2) Начальное состояние: есть одно сообщение длины ноль, использующее ноль нажатий — пустое.  
3) Формулы пересчёта: есть по восемь букв, для написания которых нужно одно, два и три нажатия, а так же две буквы требующие 4 нажатия.  
  
Прямой пересчёт:

dp[n][m] = (dp[n - 1][m - 1] + dp[n - 1][m - 2] + dp[n - 1][m - 3]) \* 8 + dp[n - 1][m - 4] \* 2

Обратный пересчёт:

dp[n + 1][m + 1] += dp[n][m] \* 8

dp[n + 1][m + 2] += dp[n][m] \* 8

dp[n + 1][m + 3] += dp[n][m] \* 8

dp[n + 1][m + 4] += dp[n][m] \* 2

### Пример №2: Конь

Шахматный конь стоит в клетке (1, 1) на доске размера N x M. Требуется подсчитать количество способов добраться до клетки (N, M) передвигаясь четырьмя типами шагов:  
  
![](data:image/png;base64,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)

**Решение**

1) Состояние динамики: dp[i][j] — количество способов добраться до (i, j).

2) Начальное значение: В клетку (1, 1) можно добраться одним способом — ничего не делать.

3) Формула пересчёта:

Для прямого порядка:

dp[i][j] = dp[i - 2][j - 1] + dp[i - 2][j + 1] + dp[i - 1][j - 2] + dp[i + 1][j - 2]

Для обратного порядка:

dp[i + 1][j + 2] += dp[i][j]

dp[i + 2][j + 1] += dp[i][j]

dp[i - 1][j + 2] += dp[i][j]

dp[i + 2][j - 1] += dp[i][j]

4) А теперь самое интересное в этой задаче: порядок. Здесь нельзя просто взять и пройтись по строкам или по столбцам. Потому что иначе мы будем обращаться к ещё не пересчитанным состояниям при прямом порядке, и будем брать ещё недоделанные состояния при обратном подходе.  
  
Есть два пути:  
1) Придумать хороший обход.  
2) Запустить ленивую динамику, пусть сама разберётся.  
  
Если лень думать — запускаем ленивую динамику, она отлично справится с задачей.  
Если не лень, то можно придумать обход наподобие такого:
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Этот порядок гарантирует обработанность всех требуемых на каждом шаге клеток при прямом обходе, и обработанность текущего состояния при обратном.  
  
5) Ответ просто лежит в dp[n][m].

### Динамика и матрица переходов

Если никогда не умножали матрицы, но хотите понять этот заголовок, то стоит прочитать хотя бы [вики](http://ru.wikipedia.org/wiki/%D0%A3%D0%BC%D0%BD%D0%BE%D0%B6%D0%B5%D0%BD%D0%B8%D0%B5_%D0%BC%D0%B0%D1%82%D1%80%D0%B8%D1%86).  
  
Допустим, есть задача, которую мы уже решили динамическим программированием, например, извечные числа Фибоначчи.  
Давайте немного переформулируем её. Пусть у нас есть вектор , из которого мы хотим получить вектор ![](data:image/gif;base64,R0lGODlhXAAsAIQAAP///wAAANDQ0KCgoHBwcEBAQPDw8ODg4JCQkMDAwCAgIDAwMICAgBAQELCwsFBQUGBgYAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAABcACwAAAX+ICCOojCQaKqSQlGcayzHhFvCc0nEiOOwIkfNQEowUoKcMlYYDXCyFlHFYBAUI0RjxMAWjyTtcoawPpKj5ggCVRkKh1gjcYiLDHYABIIyovAzdGRTCQFoAGpphyoECDECAVMrCm1+YyIMCTMFPyINfCKJJQsxCV4rA1sxBwF5IpaXmTMNDyMLiaIiEGApC20jBwwFCgwwAgmOIgMKCQ4DhLzHyTKyMgeSATuhKQcNrsqnKwW8ACfMugtEb6+85prU70qpkrm6oCQF0ysNneUHkFMojQjATtm/SDOq5TCwYFE9AAIaSALA6huKiigI1KLYSgSrgiM0qnBBUsEtktr+GC1CNAkKAVIyHKgiIbDcqWUgRdSEJ28lS0YwdZKjkksmgB/CRjyAActovxUKHx3i9RBAITus4q14kBITnyMtXt2DxeBrQq0qBGRK0IxqjAAwBhCcoeCpVQIJpgxopg9WArwTqaDtFaBw4X5VEYF6OYNV4CWwxkS99BNoqMQCfGykbHWokmuc08RgMLeB5zQECPiEfDr0mMSFkgRoTTHBasgQBLm+dCxoikJ54e7OEWzycBkDqqwK4AD48efQx8x2Hr26dRTTAwy+zn149u3dw1P+Lr68a/Lm00tnYEB4+BYv1NdIzOrH7DE9nqIRUmBi5BLlwaYdAKYtUcUVWcz+1EUfQ4kBnQC+bbNCbIgkhsIcdYwAiD0M/mFRHx9+QVoKiY0IAGM5ACTDTjlJBl4fc+FDA0xyyTOTChh9wZlxKhRCIhOgZGWNMMQYg4wTzDgDzQjS5MDjbzGKtoJ7ABCTwzgkuIOOOmrAoiVPOfiIQlVXhRShCvw4cVBAOMxlyQBrnqWEmDJaBkxHy30jEkdYuUnOnmOSNMxJLnRVRJQSpsAiIvqkYBQKNeEETouLCjYnopWxIBEKkkJV1BZIJbJUTk7JGSamD+2hgi8xcIVCWQCA1eVYvMBKGyYvHvrjRd70GA6kdv2VlzJ86fgKYKaWwsAD2TCQRz270NCoRwhDcfafEk8qkQuEMrzhSmYObEbZtcQ99tqYtzHZH2qquUZugCSwoYQAKR1g224J5Bbidb058csj/4ZWXK7VJQeGCSuEAAA7). Чуть-чуть раскроем формулы: ![](data:image/gif;base64,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). Можно заметить, что из вектора  можно получить вектор ![](data:image/gif;base64,R0lGODlhmwAsAIQAAP///wAAANDQ0KCgoHBwcEBAQPDw8ODg4JCQkMDAwCAgIDAwMICAgBAQELCwsFBQUGBgYAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAACbACwAAAX+ICCOojCQaKqSQlGcKOGudG3f7Xvvt1yUsJ2AQEM4HCyRQ2YgJRgpwejHqwKMyCRgWWiOnlGrGEAFDIK1ljfFYBAUI0RjxIA7oST5dHxrv/NzInUoYIB8KgILKWUAEGgqBgUHNA0JB5MiBpiNEIR4I5p7NpZWlZckoSIQnXcoqTSkNU8MAYsoBVI0BAg0AgFrKgqPhSuMKwwJVb7AwcOfVcg7CbW3KImwdisDgSsHAZsixCrGKtE82zbe4ADiPOaj1CTkEM8kC48jBwwFCgwwAgl4iRigIIGDAV6IARQoghybZDf08fM3YuEIggYRhvtk0cY7WfFEkTjQYJ2ZbMX+np0oqGpBk0gbLwJg2bAPxB0F6q2ECMElAJjsPu30eBOkrRSrFjFc0SCLmQPLRAgbQa3QAKi/RNL4aKMpiatRZwapigds1hpcV0w7aq0BMHU14JIg8ECEXG8xR9CVN86FCwUL/BYg0u1bir0A7pKdW3eRYMCCCadYW63ZXEU1HHAbMfXkRTviOtckykOzZc8DQT8TvbUorJCjD2OWWo+NMdNI9o14AIMYbq3HXG8l91u3CN55t8xxGlwabDJqDScOIBzFA8mCOkFpEY5VUDragZerruI6m/Dc2XknxiA8WvKEnjsUEQDGgOcpFDBnRyCBlwEGLUVMAv2tMR8Jaa3+oN9kBQ4UYCvhNPjeKAw8EAABDGxyYAGsEDBbYczw0E5lE0Z01hgj2nQIdCt42NCBAhzRGIq18ZVOiNbIuGKKN654IC0iNFBjQwQQkAuNNRxoxWBG7jjkijccOI0UATx5QAJHoghBLCwk8OGKV2apJZdQ4uDla/7VV2ZcbQg3QBtrxplYm3La8KaVATgwDXx19unnn3VWuSeghBZq6CGCUnfooow2SkKifDoq6aSIIqMopZhmWumgmnbqqQ1VGqDmp1bkgM+fPkzqDRJVdoqFNUowAaEWgCoJ6KBCauoHSnoIgtJ3hqx5DYmNTkmGrYaaAs4rSc2aiUmEQPtFG/L+TQokAC5iGhYNrAFrRYLxsdVotvdlik5c0k07BrhOVCsph3Zd6qhE/QTR0UkZJcRRQCrCIy6jo870pKE5oTBUIz4BRczBrd1AmY3FppvtpF5dhJUXoi321LbN+UvsohNPJ22hcjEWLyZ4eYvtjPI8Fphf2H3hbqPdFrAUo6blZ182BCUnVr9GfWyoAG4Z/OuixpFQXBnIeftbiUFDvGizKNwjqXkotAfAdlQksN4nWg+8daTszHwoSdAmcLShCxIiIYAOCPgJgf6RBkuFF2YoHqH06HIzySeKwSPUYiAb57ArRDKynDE6wLLgYqtwAI44MYqLDWoQXKSYVgxe69Qdp0YRs59hQuk1mYQC9OWfZygTOqlzslvnnUOHHgIAOw==) путем умножения на какую-то матрицу, ведь в итоговом векторе фигурируют только сложенные переменные из первого вектора. Эту матрицу легко вывести, вот она: ![](data:image/gif;base64,R0lGODlhZAAsAIQAAP///wAAAPDw8ICAgODg4KCgoMDAwHBwcCAgIFBQUEBAQJCQkNDQ0LCwsGBgYBAQEDAwMAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAABkACwAAAX+ICCOZGmeaJoyheq+AAvPdD0yh60DRbv/O4ZCAKw5fMWkSqAgKGkKxnNaOixODEgxi9VSqQaEyTAYBH5kM8ox+E4hyJLhDJyjCA+nu1gQo+x1dCcODntFCld/gjuAWA9EhjoEAXonjYyLJghxkTMHXopFlyafnTYIbSmjNqskc5WmLpMGKq00tiMBnLEoBZljvzW4IgqFIwJlA7AjBWW0VKW1wbfTI9EkBwHPrggJewoKqgMJAQfKrOPl5ydqJQObJu+7Sg+pvNJSIwQFCvYiCwwo7Qng754lbSQKEDjg7UaDPnsE6DKoYlIDEm0GhBvRhtCeOdsoniCIEUCDB8z+nMBDkQCcy5cKcigKKbIESRH7AAAScGXSsicga6K4ycOJRCmpIH5EKNQEUXvaDDzzuEKq1asG8h2k2RTA0xExEwFYiSKZWbPzRATtSuImAbEKIEDyaUhiWpEWkSGAI2LARWTkBnB9QhQFlx8PDQBUxZRtPXHtdDQwBgDCT7UBtHYF52KYCghiE8iMV43itVA7GmtEcbqrr86lGW+LXKIYW32ND2KaPW3ibRGopO3mGOzVbxGt5cSeSfxE8q50UduQOBsUCbLHETH+QZYqCQaPjjPzo3vHAMoIuHoXX3kXGXLmLrs4QGvBLjzy2YaJRMAApBJssFeFWPccJuAxTVAZFMWBJQjxnylHMGgCDrz0ICEWdz0hwwkhAAA7). Назовём её матрицей перехода.  
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А теперь пример посерьёзнее:

### Пример №3: Пилообразная последовательность

Обозначим пилообразную последовательность длины N как последовательность, у которой для каждого не крайнего элемента выполняется условие: он или меньше обоих своих соседей или больше. Требуется посчитать количество пилообразных последовательностей из цифр длины N. Выглядит это как-то так:  
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**Решение**

Для начала решение без матрицы перехода:  
  
1) Состояние динамики: dp[n][last][less] — количество пилообразных последовательностей длины n, заканчивающихся на цифру last. Причём если less == 0, то последняя цифра меньше предпоследней, а если less == 1, значит больше.  
2) Начальные значения:

**for** last **in** range(10):

dp[2][last][0] = 9 - last

dp[2][last][1] = last

3) Пересчёт динамики:

**for** prev **in** range(10):

**if** prev > last:

dp[n][last][0] += dp[n - 1][prev][1]

**if** prev < last:

dp[n][last][1] += dp[n - 1][pref][0]

4) Порядок пересчёта: мы всегда обращаемся к предыдущей длине, так что просто пара вложенных for'ов.  
5) Ответ — это сумма dp[N][0..9][0..1].  
  
Теперь надо придумать начальный вектор и матрицу перехода к нему. Вектор, кажется, придумывается быстро: все состояния, обозначающие длину последовательности N. Ну а матрица перехода выводится, смотря на формулы пересчёта.

.

**Вектор и матрица перехода**
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### Динамика по подотрезкам

Это класс динамики, в котором состояние — это границы подотрезка какого-нибудь массива. Суть в том, чтобы подсчитать ответы для подзадач, основывающихся на всех возможных подотрезках нашего массива. Обычно перебираются они в порядке увеличения длины, и пересчёт основывается, соответственно на более коротких отрезках.

### Пример №4: Запаковка строки

Вот [Развернутое условие](http://acm.timus.ru/problem.aspx?space=1&num=1238). Я вкратце его перескажу:  
  
Определим сжатую строку:  
1) Строка состоящая только из букв — это сжатая строка. Разжимается она в саму себя.  
2) Строка, являющаяся конкатенацией двух сжатых строк A и B. Разжимается она в конкатенацию разжатых строк A и B.  
3) Строка D(X), где D — целое число, большее 1, а X — сжатая строка. Разжимается она в конкатенацию D строк, разжатых из X.  
Пример: “3(2(A)2(B))C” разжимается в “AABBAABBAABBC”.  
  
Необходимо по строке s узнать длину самой короткой сжатой строки, разжимающийся в неё.

**Решение**

Решается эта задача, как вы уже наверняка догадались, динамикой по подотрезкам.  
  
1) Состояние динамики: d[l][r] — сжатая строка минимальной длины, разжимающаяся в строку s[l:r]  
2) Начальные состояния: все подстроки длины один можно сжать только в них самих.  
3) Пересчёт динамики:  
У лучшего ответа есть какая-то последняя операция сжатия: либо это просто строка из заглавных букв, или это конкатенация двух строк, или само сжатие. Так давайте переберём все варианты и выберем лучший.

dp\_len = r - l

dp[l][r] = dp\_len # Первый вариант сжатия - просто строка.

**for** i **in** range(l + 1, r):

dp[l][r] = min(dp[l][r], dp[l][i] + dp[i][r]) # Попробовать разделить на две сжатые подстроки

**for** cnt **in** range(2, dp\_len):

**if** (dp\_len % cnt == 0): # Если не делится, то нет смысла пытаться разделить

good = True

**for** j **in** range(1, (dp\_len / cnt) + 1): # Проверка на то, что все cnt подстрок одинаковы

good &= s[l:l + dp\_len / cnt] == s[l + (dp\_len / cnt) \* j:l + (dp\_len / cnt) \* (j + 1)]

**if** good: # Попробовать разделить на cnt одинаковых подстрок и сжать

dp[l][r] = min(dp[l][r], len(str(cnt)) + 1 + dp[l][l + dp\_len / cnt] + 1)

4) Порядок пересчёта: прямой по возрастанию длины подстроки или ленивая динамика.  
5) Ответ лежит в d[0][len(s)].

### Пример №5: [Дубы](http://habrahabr.ru/post/112386)

### Динамика по поддеревьям

Параметром состояния динамики по поддеревьям обычно бывает вершина, обозначающая поддерево, в котором эта вершина — корень. Для получения значения текущего состояния обычно нужно знать результаты всех своих детей. Чаще всего реализуют лениво — просто пишут поиск в глубину из корня дерева.

### Пример №6: Логическое дерево

Дано подвешенное дерево, в листьях которого записаны однобитовые числа — 0 или 1. Во всех внутренних вершинах так же записаны числа, но по следующему правилу: для каждой вершины выбрана одна из логических операций: «И» или «ИЛИ». Если это «И», то значение вершины — это логическое «И» от значений всех её детей. Если же «ИЛИ», то значение вершины — это логическое «ИЛИ» от значений всех её детей.  
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Требуется найти минимальное количество изменений логических операций во внутренних вершинах, такое, чтобы изменилось значение в корне или сообщить, что это невозможно.

**Решение**

1) Состояние динамики: d[v][x] — количество операций, требуемых для получения значения x в вершине v. Если это невозможно, то значение состояния — +inf.  
2) Начальные значения: для листьев, очевидно, что своё значение можно получить за ноль изменений, изменить же значение невозможно, то есть возможно, но только за +inf операций.  
3) Формула пересчёта:  
Если в этой вершине уже значение x, то ноль. Если нет, то есть два варианта: изменить в текущей вершине операцию или нет. Для обоих нужно найти оптимальный вариант и выбрать наилучший.  
  
Если операция «И» и нужно получить «0», то ответ это минимум из значений d[i][0], где i — сын v.  
Если операция «И» и нужно получить «1», то ответ это сумма всех значений d[i][1], где i — сын v.  
Если операция «ИЛИ» и нужно получить «0», то ответ это сумма всех значений d[i][0], где i — сын v.  
Если операция «ИЛИ» и нужно получить «1», то ответ это минимум из значений d[i][1], где i — сын v.  
  
4) Порядок пересчёта: легче всего реализуется лениво — в виде поиска в глубину из корня.  
5) Ответ — d[root][value[root] xor 1].

### Динамика по подмножествам

В динамике по подмножествам обычно в состояние входит маска заданного множества. Перебираются чаще всего в порядке увеличения количества единиц в этой маске и пересчитываются, соответственно, из состояний, меньших по включению. Обычно используется ленивая динамика, чтобы специально не думать о порядке обхода, который иногда бывает не совсем тривиальным.

Пример №7: Гамильтонов цикл минимального веса, или задача коммивояжера

Задан взвешенный (веса рёбер неотрицательны) граф G размера N. Найти [гамильтонов цикл](http://ru.wikipedia.org/wiki/%D0%93%D0%B0%D0%BC%D0%B8%D0%BB%D1%8C%D1%82%D0%BE%D0%BD%D0%BE%D0%B2_%D1%86%D0%B8%D0%BA%D0%BB) (цикл, проходящий по всем вершинам без самопересечений) минимального веса.

**Решение**

Так как мы ищем цикл, проходящий через все вершины, то можно выбрать за «начальную» вершину любую. Пусть это будет вершина с номером 0.  
  
1) Состояние динамики: dp[mask][v] — путь минимального веса из вершины 0 в вершину v, проходящий по всем вершинам, лежащим в mask и только по ним.  
2) Начальные значения: dp[1][0] = 0, все остальные состояния изначально — +inf.  
3) Формула пересчёта: Если i-й бит в mask равен 1 и есть ребро из i в v, то:

dp[mask][v] = min(dp[mask][v], dp[mask - (1 << i)][i] + w[i][v])

Где w[i][v] — вес ребра из i в v.  
4) Порядок пересчёта: самый простой и удобный способ — это написать ленивую динамику, но можно поизвращаться и написать перебор масок в порядке увеличения количества единичных битов в ней.  
5) Ответ лежит в d[(1 << N) - 1][0].

### Динамика по профилю

Классическими задачами, решающимися динамикой по профилю, являются задачи на замощение поля какими-нибудь фигурами. Причём спрашиваться могут разные вещи, например, количество способов замощения или замощение минимальным количеством фигур.  
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Профиль — это k (зачастую один) столбцов, являющиеся границей между уже замощённой частью и ещё не замощённой. Эта граница заполнена только частично. Очень часто является частью состояния динамики.  
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Почти всегда состояние — это профиль и то, где этот профиль. А переход увеличивает это местоположение на один. Узнать, можно ли перейти из одного профиля в другой можно за линейное от размера профиля время. Это можно проверять каждый раз во время пересчёта, но можно и предподсчитать. Предподсчитывать будем двумерный массив can[mask][next\_mask] — можно ли от одной маски перейти к другой, положив несколько фигурок, увеличив положение профиля на один. Если предподсчитывать, то времени на выполнение потребуется меньше, а памяти — больше.

### Пример №8: Замощение доминошками

Найти количество способов замостить таблицу N x M с помощью доминошек размерами 1 x 2 и 2 x 1.

**Решение**

Здесь профиль — это один столбец. Хранить его удобно в виде двоичной маски: 0 — не замощенная клетка столбца, 1 — замощенная. То есть всего профилей ![](data:image/gif;base64,R0lGODlhEwAQAOMAAP///wAAAJCQkICAgHBwcFBQUNDQ0PDw8MDAwEBAQLCwsBAQEGBgYDAwMODg4KCgoCH5BAEAAAAALAAAAAATABAAAARpEMhJHTITacqBI8shIQ3ScUMqOc+JOov0OJIwEAU2sQDTDjURABHQAWYAQwMABCQUkwVj0nQ+WoBFYdJIUCePBc0jBAQISUZp4u2Eyy7KoWGMUwh1uyyvNxircQYDGggKgC4NAYqKUHoRADs=).  
  
0) Предподсчёт (опционально): перебрать все пары профилей и проверить, что из одного можно перейти в другой. В этой задаче это проверяется так:  
  
Если в первом профиле на очередном месте стоит 1, значит во втором обязательно должен стоять 0, так как мы не сможем замостить эту клетку никакой фигуркой.  
  
Если в первом профиле на очередном месте стоит 0, то есть два варианта — или во втором 0 или 1.  
Если 0, это значит, что мы обязаны положить вертикальную доминошку, а значит следующую клетку можно рассматривать как 1. Если 1, то мы ставим вертикальную доминошку и переходим к следующей клетке.  
  
Примеры переходов (из верхнего профиля можно перейти в нижние и только в них):  
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После этого сохранить всё в массив can[mask][next\_mask] — 1, если можно перейти, 0 — если нельзя.  
1) Состояние динамики: dp[pos][mask] — количество полных замощений первых pos - 1 столбцов с профилем mask.  
2) Начальное состояние: dp[0][0] = 1 — левая граница поля — прямая стенка.  
3) Формула пересчёта:

dp[pos][mask] += dp[pos - 1][next\_mask] \* can[mask][next\_mask]

4) Порядок обхода — в порядке увеличения pos.  
5) Ответ лежит в dp[pos][0].  
  
Полученная асимптотика — ![](data:image/gif;base64,R0lGODlhWwAVAIQAAP///wAAALCwsMDAwKCgoHBwcPDw8GBgYCAgIDAwMBAQEICAgJCQkODg4EBAQFBQUNDQ0AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAABbABUAAAX+ICCOZGmeqNgM0Di8aSzPdG0yzHEYaqHwgEFiYCsaba0UgSAqFEaLqIp5rI6SJ8FLQC0xZIKFSOCANhQiQsM6MkQXaxMhSgQ0BCZBAQgQHLx1IgwLBQ9YIwd4dkwHTGJsJAUBgS4IDyULhwR/JY1tZSMMQAMBml1qABAJAI+QIgsIXVCxJQagfQh8IwSraV8jDooACpx9eHGtDkuuUw6tghABcSQPawYKsi4BwIcKlyIJoAJJT6y7CtNKM2qFJBBcCCeDrGjy2yL3Iw18AU8CAQADZDowBBiNfCnELLhlTseJAWUQFOsUz069EwR+MANQAI+/cifECLiIipYJCLnCAvwyIVEERBQGEhyC1OBAAUIH0pFowISUCANfGkhDMWlSlqFBGEaayYyAshioDJQyB4BAxRMBpFICBvKlHKaQBCQII1YYphGTYABwSBRAgpWhEvCRehLLMzaoLvFEkazASpMmhAS5muaBrmElICx4MSDMRrQxGqx0IFcF0sDf9KxRnE3EA0oJAgI0y0xnG1gJqCzA4+aBwK2v4EIYYHqEnse4j1QuojS3bxQ1jwzo/Lt4k8M1BCA37hsC2Bq1meOeFgIAOw==).

### Динамика по изломанному профилю

Это очень сильная оптимизация динамики по профилю. Здесь профиль — это не только маска, но ещё и место излома. Выглядит это так:  
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Теперь, после добавления излома в профиль, можно переходить к следующему состоянию, добавляя всего одну фигурку, накрывающую левую клетку излома. То есть увеличением числа состояний в N раз (надо помнить, где место излома) мы сократили число переходов из одного состояния в другое с ![](data:image/gif;base64,R0lGODlhFAAQAIQAAP///wAAALCwsNDQ0FBQUCAgIGBgYHBwcICAgKCgoODg4EBAQJCQkMDAwBAQEPDw8DAwMAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAUABAAAAVoICCOJKA0w9isZascziM2UNO2SC4qyY0rDlFC4SPxAIYeokgaAgYQwJIpmgIWiR5VOko4iCSBeCB4GmqjRYmQAhQMW8DBWtAyFQEwHsxMFLp/WwhqIgZwZUwDhAoFDEdUCSsCCQgMWyEAOw==) до ![](data:image/gif;base64,R0lGODlhCwAKAOMAAP///wAAAHZ2dpiYmLq6ujIyMszMzGZmZlRUVCIiIqqqqu7u7hAQENzc3IiIiAAAACH5BAEAAAAALAAAAAALAAoAAAQwEMhJqxiDjFqMLAclIFOiUMEJLMEyGa2kFBTBTIcAbOsNNInBQgVQXAiEg6PClEQAADs=). Асимптотика улучшилась с  до ![](data:image/gif;base64,R0lGODlhfQAVAIQAAP///wAAALCwsMDAwKCgoHBwcPDw8GBgYCAgIDAwMBAQEICAgJCQkODg4EBAQFBQUNDQ0AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAB9ABUAAAX+ICCOZGmeY0MMZjNA4yCjdG3feK7rTUK0BYVBNEiwdsikckmC2RCN02IqUjGv2JPzJJAJfibGrYEAGI6jRUMhIkSZhql6BJGjk/Hpu0SYshoCJgIFQyICByUMdygEBw0QBWhWBz8LWQALAZYpCXtMBQGLAAMIDyQLWwCNJpQjBg44BwVRnm4AEAmYlwsPZSlgWAsIwGnDJK8jAgiFJAS5bWI3ww+euiIOBMRLKgIBgW3VSioOmyMMEAHV1GYK2kQBIw6pKGQAlATM5QQK4Xw3tgoQiShHw50JNwVM0fniiwQDSwvYnGAAT0TFEgIyQgg0SNUCMBAOGIl34yKNTaD+ChFEYRIFRFhp7AkkMQAWgpklDvhaY+KBk5uXABQIVABAR5dVAvywgmKoUKNFkQqQqCqKsRIQlgWIZgLoKJgjCpS7mqWBrAUFHNEDliCXLXpn0/YDYGVARQNiGqQ7ESoUl71fSeh9MzhoG2w13qoKUOcf4oJRDDC2RqBhiQCSRQFwEDXwiMqfLWMRkEDAAtLfTBA0oEBsDdSnSyO1KOPIAZwk4CXgai4BM8mnwN42esmWKaaqc7ZLHOW4QWubC3AlSzMXKT4PmImgegsmGQbIL7Us0YD3KMA2xgvm6sB30n4DFA6KUsfggzsrBnxZYL4sijgI+FACWDbMBaCAmAQ3EscDmojCXxMDzAWVYRRWyIR7OxBo4YYcnmBWEgM81+GIFBKihADakahiUBDMs4OEK8aIxB4hAAA7).  
  
Переходы в динамике по изломанному профилю на примере задачи про замощение доминошками (пример №8):  
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Восстановление ответа

Иногда бывает, что просто знать какую-то характеристику лучшего ответа недостаточно. Например, в задаче «Запаковка строки» (пример №4) мы в итоге получаем только длину самой короткой сжатой строки, но, скорее всего, нам нужна не её длина, а сама строка. В таком случае надо восстановить ответ.  
  
В каждой задаче свой способ восстановления ответа, но самые распространенные:

* Рядом со значением состояния динамики хранить полный ответ на подзадачу. Если ответ — это что-то большое, то может понадобиться чересчур много памяти, поэтому если можно воспользоваться другим методом, обычно так и делают.
* Восстанавливать ответ, зная предка(ов) данного состояния. Зачастую можно восстановить ответ, зная только как он был получен. В той самой «Запаковке строки» можно для восстановления ответа хранить только вид последнего действия и то, из каких состояний оно было получено.
* Есть способ, вообще не использующий дополнительную память — после пересчёта динамики пойти с конца по лучшему пути и по дороге составлять ответ.

### Небольшие оптимизации

Память

Зачастую в динамике можно встретить задачу, в которой состояние требует быть посчитанными не очень большое количество других состояний. Например, при подсчёте чисел Фибоначчи мы используем только два последних, а к предыдущим уже никогда не обратимся. Значит, можно про них забыть, то есть не хранить в памяти. Иногда это улучшает асимптотическую оценку по памяти. Этим приёмом можно воспользоваться в примерах №1, №2, №3 (в решении без матрицы перехода), №7 и №8. Правда, этим никак не получится воспользоваться, если порядок обхода — ленивая динамика.

Время

Иногда бывает так, что можно улучшить асимптотическое время, используя какую-нибудь структуру данных. К примеру, в [алгоритме Дейкстры](http://ru.wikipedia.org/wiki/%D0%90%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC_%D0%94%D0%B5%D0%B9%D0%BA%D1%81%D1%82%D1%80%D1%8B) можно воспользоваться [очередью с приоритетами](http://ru.wikipedia.org/wiki/%D0%9E%D1%87%D0%B5%D1%80%D0%B5%D0%B4%D1%8C_%D1%81_%D0%BF%D1%80%D0%B8%D0%BE%D1%80%D0%B8%D1%82%D0%B5%D1%82%D0%BE%D0%BC_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)) для изменения асимптотического времени.

Замена состояния

В решениях динамикой обязательно фигурирует состояние — параметры, однозначно задающие подзадачу, но это состояние не обязательно одно единственное. Иногда можно придумать другие параметры и получить с этого выгоду в виде снижения асимптотического времени или памяти.

### Пример №9: Разложение числа

Требуется найти количество разложений числа N на различные слагаемые. Например, если N = 7, то таких разложений 5:

* 7
* 3 + 4
* 2 + 5
* 1 + 7
* 1 + 2 + 4

**Два решения с различными состояниями**

Решение №1:

1) Состояние динамики: dp[n][k] — количество разложений числа n на числа, меньшие или равные k. Параметр k нужен, чтобы брать всегда только большие числа, чем уже имеющиеся.  
2) Начальные значения: dp[1][1] = 1, dp[1][i] = 0.  
3) Формула пересчёта:

**for** last\_summand **in** range(1, k + 1):

dp[n][k] += dp[n - last\_summand][last\_summand]

4) Порядок: прямой, в порядке увеличения n.  
5) Ответ — сумма dp[N][1..N].  
  
Состояний: , переходов: ![](data:image/gif;base64,R0lGODlhKwATAIQAAP///wAAALCwsMDAwKCgoHBwcPDw8GBgYCAgIDAwMBAQEICAgJCQkODg4EBAQFBQUNDQ0AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAArABMAAAX7ICCOZElCZmqiqjAMApEypbHczQjdyyA2ApOgYBgJDiWGz7QILEiNRG60YIkIyNJBJjI4VIsHAsodeY2IYomQGBFopgZBEAhep6RHzqAokwYBIw5WJAQ5ClkATyYMTwsKKgyBIpNMIgUBaoslA18IiVpjAA2QKYsNATJyKRBpAXAmnyKdKasiCW2GKgGASyV0U7QmulcBOyoAmbwpDgUjwiWbAHwF0iWBCbAjDAlq05Uk1gd9KgNtA6JuD94ipVDaAIB4nA8iQzk7fiMPvjYICfq+gNEGYcC8X86QKRzRbaEJgQ5VNAAVMZ6+ipfYYRSgsSIEQhh/hByBJwQAOw==). Асимптотика: ![](data:image/gif;base64,R0lGODlhMgAUAIQAAP///wAAALCwsMDAwKCgoHBwcPDw8GBgYCAgIDAwMBAQEICAgJCQkODg4EBAQFBQUNDQ0AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAyABQAAAX+ICCOZGme6LgsxWGksAnF56CIByPOqDAMAsJJRzKsFo0R5DjYiRwCUSNaEhReIsGhxGiaFoEFqZFIjgYLoYonImxLBzXA4EAtHoixfERn00cCCFgkBAkjBEQlDQQCAVQABGZzZnckD0kGCntnASMObIRJCm8AYipvLSQMYgs3Q50isF8iBQFYpiJGAgIOgwADdQikcHkADa6zxgFCizJeJBCCAYklwiLAJ80iCYaRNCMBA+EnjWbYJt5tAUvf4AbjJg4FZ3XJuQoFuN+dCdQiDAkGvTuhD8ABTe1+GRpQ7NADXwCQjWjgT5wkGgMeZCmQZMkmEQ+eGUGQYFO9dgsnqEEYcLHKvITtAsIEcHJmigbD2g34aJPElZ4CIPbcAWpmy6HGRoQAADs=).

Решение №2:

1) Поменяем состояние. Теперь dp[n][k] — это количество разложений числа n на k различных чисел. Казалось бы незачем, но сейчас будет понятно.  
2) Начальные значения: dp[1][1] = 1, dp[1][i] = 0.  
3) Формула пересчёта:

dp[n][k] = dp[n - k][k] + dp[n - k][k - 1]

Теперь надо пояснить, что значит эта формула. Все состояния можно получить (причём единственным способом) делая поочерёдно два действия:

* Все уже имеющиеся числа увеличить на 1.
* Все уже имеющиеся числа увеличить на 1. Добавить число 1 в разложение.

Чтобы понять, почему это так можно посмотреть на [диаграммы Юнга](http://en.wikipedia.org/wiki/Young_tableau#Diagrams):  
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Строки здесь обозначают слагаемые.  
  
Первое решение последовательно добавляет по одной строчке внизу таблицы, а второе — по одному столбцу слева таблицы. Вариантов размера следующей строчки много — главное, чтобы она была больше предыдущей, а столбцов — только два: такой же как предыдущий и на единичку больше.  
  
4) Порядок пересчёта: прямой, в порядке увеличения n.  
  
Невооруженным взглядом кажется, что у этого решения асимптотика , ведь есть два измерения в состоянии и ![](data:image/gif;base64,R0lGODlhIwATAIQAAP///wAAALCwsMDAwKCgoHBwcPDw8GBgYCAgIDAwMBAQEICAgJCQkODg4EBAQFBQUNDQ0AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAjABMAAAXBICCOZElCZommgDAMApEyLNkIplAYo3CUjIEqYVqsRIRf6SATGRykwWIRMD17CF6JQETSSoOq6dEAGBRNsBjgOI7CswVgoWAx1uto/g1FKE0HCCINdSZwJhBZAV8mfiIDUIZ7IwFhQjkBZQCQKYcmAQaVKQ4FfJ2TIlUJjCMMCVpmqJ5RRAOCJAQPsCKFap0PIjplEAtpJA+XjwsPAQULmiILrBAD0DmlNSWv2aPcIw1/3m/GNTviObspEG7n39zQIQA7) переходов. Но это не так, ведь второй параметр — k ограничен сверху не числом N, а формулой ![](data:image/gif;base64,R0lGODlhigAnAIQAAP///wAAANDQ0JCQkMDAwPDw8EBAQKCgoODg4BAQEFBQULCwsHBwcICAgCAgIGBgYDAwMAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAACKACcAAAX+ICCKwmieaKqWauu+JhvDdA0P5sIYhe3iIx3PRxwhFqdjcXkjnBoO5mngNEGlLQEE1ZCJutiwqGBAPR5ishldIyBehEYjgFKb7GLpAWhyHMR7KH42DVVwdCgKbyaKeVIGXgAIAYsvfy2QSZSEhi4EiFMNoY5MoCMHUQACC0gqpiivAKgkrC+FNJ8pBGUmu6RFCAlrAAQFDKkmDEgMADoowcPFx7adLbkoAsgk2r+4vH0HVQiVRg8MDQwP5CK+J37i61zVKtew9t027UYBDws9LgcMXEKhT8Skfv9SGFi40AEEhgaY6YolIhZFfPS+iZhFIEE8EQsgLGgQslUvjbL+onT8KA/XRYsYaxR4daaiE5On3iiQNHDEzBM1AQS4Sc2lri29kMaEIQxcRQEI5o24KKLpiEFCoUq1svVEvV47wS6loaCTxy8Hej5zUdbEWQAN0sK45amBggDnyDXg84UvqQJyGlQSELiKM4yHpdBlAiGhiMZMCHT9EkCUEQjkUP7STASB485syi0hoECwLQXaEKgloJYU67EvGHyWTYR0g88pVC8IYPJAPH8xgcNOISBScR+2cavwDSBBaMtrY7KEHW86wdLKW1hmEOAf9OHgMQrAXsTypD+qw6vHh8Du5NwDIWxhXjGA/fv48+vfz7+///8ABoifC4C1VQN9sgSTQNh6DGJU4Htf3JHAOQ1W2M2DtgCVQGsWdihFgZEY4dcn1nloog0FxAOYQ2pxduKLMI41ADoKhBjjjWEM8M8nNnpIWGBAytEjjicYYJJzOEYl2ZJMlkhkc2EB8NCTVDLh2VQSVallEQckkN2WYKZQAARDhmnmCAyUeaaZB6i5JpjHRfjmm4QtOdKcb0KQH054+hACADs=) (сумма чисел от 1 до k меньше или равна разлагаемого числа). Из этой формулы видно, что количество состояний .  
  
5) Ответ — это сумма dp[N][1..k\_max].

## Динамічне програмування (не дуже доступно, але структуровано)

В процессе составления алгоритмов динамического программирования, требуется следовать последовательности из четырёх действий:

1. Описать структуру оптимального решения.
2. Рекурсивно определить значение оптимального решения.
3. Вычислить значение оптимального решения с помощью метода восходящего анализа.
4. Составить оптимальное решение на основе полученной информации.

Задача имеет оптимальную подструктуру, если её оптимальное решение может быть рационально составлено из оптимальных решений её подзадач.

Наличие оптимальной подструктуры в задаче используется для определения применимости динамического программирования и жадных алгоритмов для решения оной. Например, задача по нахождению кратчайшего пути между некоторыми вершинами графа содержит в себе оптимальное решение подзадач.

Многие задачи, решаемые динамическим программированием, можно определить как поиск в заданном ориентированном ациклическом графе [кратчайшего пути](https://neerc.ifmo.ru/wiki/index.php?title=%D0%9A%D1%80%D0%B0%D1%82%D1%87%D0%B0%D0%B9%D1%88%D0%B8%D0%B9_%D0%BF%D1%83%D1%82%D1%8C_%D0%B2_%D0%B0%D1%86%D0%B8%D0%BA%D0%BB%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%BE%D0%BC_%D0%B3%D1%80%D0%B0%D1%84%D0%B5) от одной вершины к другой.

### Принцип оптимальности на префиксе
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Рассмотрим некий необратимый процесс производства и представим его в виде ориентированного и ациклического графа. Процесс проходит некий ряд состояний. Началом производства (первым состоянием) обозначим вершину графа SS, а конец производства (последнее состояние) TT. Процесс требует оптимизации, т.е. требуется найти оптимальный путь S⇝TS⇝T. Он проходит через вершину графа UU. Префикс оптимального пути S⇝US⇝U является оптимальным путём S⇝US⇝U. Теперь рассмотрим принцип оптимальности для динамического программирования на префиксе. Итак, имеем некоторый оптимальный путь S⇝TS⇝T, который проходит через UU. Пусть префикс ΔUΔU, т.е. путь от S⇝US⇝U, неоптимален. Тогда заменим неоптимальную часть S⇝US⇝U пути S⇝TS⇝T оптимальной, а путь U⇝TU⇝T добавим в конец. Получим оптимальный путь S⇝TS⇝T. Принцип оптимальности для подзадач выполняется. Т.е. чтобы получить оптимальный путь из одной вершины графа в другую, префиксы меньших путей должны быть оптимальными.

В качестве примера рассмотрим следующую задачу: пусть дан ациклический ориентированный взвешенный граф, требуется найти вес кратчайшего пути из u в v. Воспользуемся принципом оптимальности на префиксе.  
Пусть dd — функция, где d(i)d(i) — вес кратчайшего пути из uu в ii. Ясно, что d(u)d(u) равен 00. Пусть w(i,j)w(i,j) — вес ребра из ii в jj. Будем обходить граф в порядке [топологической сортировки](https://neerc.ifmo.ru/wiki/index.php?title=%D0%98%D1%81%D0%BF%D0%BE%D0%BB%D1%8C%D0%B7%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5_%D0%BE%D0%B1%D1%85%D0%BE%D0%B4%D0%B0_%D0%B2_%D0%B3%D0%BB%D1%83%D0%B1%D0%B8%D0%BD%D1%83_%D0%B4%D0%BB%D1%8F_%D1%82%D0%BE%D0%BF%D0%BE%D0%BB%D0%BE%D0%B3%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%BE%D0%B9_%D1%81%D0%BE%D1%80%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%BA%D0%B8). Получаем следующие соотношения:

d(i)=minj:j⇝i(d(j)+w(j,i))d(i)=minj:j⇝i(d(j)+w(j,i))

Так как мы обходим граф в порядке [топологической сортировки](https://neerc.ifmo.ru/wiki/index.php?title=%D0%98%D1%81%D0%BF%D0%BE%D0%BB%D1%8C%D0%B7%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5_%D0%BE%D0%B1%D1%85%D0%BE%D0%B4%D0%B0_%D0%B2_%D0%B3%D0%BB%D1%83%D0%B1%D0%B8%D0%BD%D1%83_%D0%B4%D0%BB%D1%8F_%D1%82%D0%BE%D0%BF%D0%BE%D0%BB%D0%BE%D0%B3%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%BE%D0%B9_%D1%81%D0%BE%D1%80%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%BA%D0%B8), то на ii-ом шаге всем d(j)d(j) (jj такие, что существует ребро из jj в ii) уже присвоены оптимальные ответы, и, следовательно, d(i)d(i) также будет присвоен оптимальный ответ.

**Примеры задач**

* [Кратчайший путь в ациклическом графе](https://neerc.ifmo.ru/wiki/index.php?title=%D0%9A%D1%80%D0%B0%D1%82%D1%87%D0%B0%D0%B9%D1%88%D0%B8%D0%B9_%D0%BF%D1%83%D1%82%D1%8C_%D0%B2_%D0%B0%D1%86%D0%B8%D0%BA%D0%BB%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%BE%D0%BC_%D0%B3%D1%80%D0%B0%D1%84%D0%B5)
* [Задача о числе путей в ациклическом графе](https://neerc.ifmo.ru/wiki/index.php?title=%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BE_%D1%87%D0%B8%D1%81%D0%BB%D0%B5_%D0%BF%D1%83%D1%82%D0%B5%D0%B9_%D0%B2_%D0%B0%D1%86%D0%B8%D0%BA%D0%BB%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%BE%D0%BC_%D0%B3%D1%80%D0%B0%D1%84%D0%B5)

### Принцип оптимальности на подотрезках

Требуется посчитать функцию f(1,n)f(1,n). Принцип состоит в следующем: пусть для всех отрезков ii, jj (где u⩽i⩽j⩽vu⩽i⩽j⩽v) известен оптимальный ответ для функции f(i,j)f(i,j). Тогда мы будем вычислять f(u,v)f(u,v) через такие f(i,j)f(i,j). В качестве примера рассмотрим следующую классическую задачу: дана строка длины n, нужно найти максимальный подпалиндром (подпоследовательность максимальной длины, которая является палиндромом). Пусть d(i,j)d(i,j) - ответ на задачу для подстроки, начинающаяся с символа ii и заканчивающаяся в символе jj. Ясно, что d(i,j)=0d(i,j)=0 для всех i,j,i,j, таких что i>ji>j и d(i,i)=1d(i,i)=1 для всех ii. Пусть нам нужно посчитать значение для d(i,j)d(i,j), причем значение dd для всех l,rl,r, таких что i⩽l⩽r⩽ji⩽l⩽r⩽j уже посчитаны и они оптимальны. Рассмотрим два случая:

1. s(i)≠s(j)s(i)≠s(j), тогда d(i,j)=max(d(i,j−1),d(i+1,j))d(i,j)=max(d(i,j−1),d(i+1,j))
2. s(i)=s(j)s(i)=s(j), тогда d(i,j)=d(i+1,j−1)+2d(i,j)=d(i+1,j−1)+2

Доказательство:

1. Так s(i)≠s(j)s(i)≠s(j), символы s(i)s(i) и s(j)s(j) не могут входить в максимальный подпалиндром одновременно, то есть либо s(i)s(i) входят в максимальный подпалиндром(тогда его длина d[i,j−1]d[i,j−1]), либо s(j)s(j) входит в максимальный подпалиндром (тогда его длина d[i+1,j]d[i+1,j]), либо оба не входят в максимальный подпалиндром (тогда его длина =d[i,j−1]=d[i+1,j]=d[i,j−1]=d[i+1,j]).
2. Данное равенство следует из факта, что выгодно включить в максимальный подпалиндром символы s(i)s(i) и s(j)s(j).

**Примеры задач**

* [Задача о расстановке знаков в выражении](https://neerc.ifmo.ru/wiki/index.php?title=%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BE_%D1%80%D0%B0%D1%81%D1%81%D1%82%D0%B0%D0%BD%D0%BE%D0%B2%D0%BA%D0%B5_%D0%B7%D0%BD%D0%B0%D0%BA%D0%BE%D0%B2_%D0%B2_%D0%B2%D1%8B%D1%80%D0%B0%D0%B6%D0%B5%D0%BD%D0%B8%D0%B8)
* [Задача о порядке перемножения матриц](https://neerc.ifmo.ru/wiki/index.php?title=%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BE_%D0%BF%D0%BE%D1%80%D1%8F%D0%B4%D0%BA%D0%B5_%D0%BF%D0%B5%D1%80%D0%B5%D0%BC%D0%BD%D0%BE%D0%B6%D0%B5%D0%BD%D0%B8%D1%8F_%D0%BC%D0%B0%D1%82%D1%80%D0%B8%D1%86)
* [Задача о выводе в контекстно-свободной грамматике, алгоритм Кока-Янгера-Касами](https://neerc.ifmo.ru/wiki/index.php?title=%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BE_%D0%B2%D1%8B%D0%B2%D0%BE%D0%B4%D0%B5_%D0%B2_%D0%BA%D0%BE%D0%BD%D1%82%D0%B5%D0%BA%D1%81%D1%82%D0%BD%D0%BE-%D1%81%D0%B2%D0%BE%D0%B1%D0%BE%D0%B4%D0%BD%D0%BE%D0%B9_%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B5,_%D0%B0%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC_%D0%9A%D0%BE%D0%BA%D0%B0-%D0%AF%D0%BD%D0%B3%D0%B5%D1%80%D0%B0-%D0%9A%D0%B0%D1%81%D0%B0%D0%BC%D0%B8)
* [Задача об оптимальном префиксном коде с сохранением порядка. Монотонность точки разреза](https://neerc.ifmo.ru/wiki/index.php?title=%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BE%D0%B1_%D0%BE%D0%BF%D1%82%D0%B8%D0%BC%D0%B0%D0%BB%D1%8C%D0%BD%D0%BE%D0%BC_%D0%BF%D1%80%D0%B5%D1%84%D0%B8%D0%BA%D1%81%D0%BD%D0%BE%D0%BC_%D0%BA%D0%BE%D0%B4%D0%B5_%D1%81_%D1%81%D0%BE%D1%85%D1%80%D0%B0%D0%BD%D0%B5%D0%BD%D0%B8%D0%B5%D0%BC_%D0%BF%D0%BE%D1%80%D1%8F%D0%B4%D0%BA%D0%B0._%D0%9C%D0%BE%D0%BD%D0%BE%D1%82%D0%BE%D0%BD%D0%BD%D0%BE%D1%81%D1%82%D1%8C_%D1%82%D0%BE%D1%87%D0%BA%D0%B8_%D1%80%D0%B0%D0%B7%D1%80%D0%B5%D0%B7%D0%B0)
* [Задача о наибольшей общей подпоследовательности](https://neerc.ifmo.ru/wiki/index.php?title=%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BE_%D0%BD%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B5%D0%B9_%D0%BE%D0%B1%D1%89%D0%B5%D0%B9_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D0%B8)
* [Задача о редакционном расстоянии, алгоритм Вагнера-Фишера](https://neerc.ifmo.ru/wiki/index.php?title=%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BE_%D1%80%D0%B5%D0%B4%D0%B0%D0%BA%D1%86%D0%B8%D0%BE%D0%BD%D0%BD%D0%BE%D0%BC_%D1%80%D0%B0%D1%81%D1%81%D1%82%D0%BE%D1%8F%D0%BD%D0%B8%D0%B8,_%D0%B0%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC_%D0%92%D0%B0%D0%B3%D0%BD%D0%B5%D1%80%D0%B0-%D0%A4%D0%B8%D1%88%D0%B5%D1%80%D0%B0)
* [Задача о расстоянии Дамерау-Левенштейна](https://neerc.ifmo.ru/wiki/index.php?title=%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BE_%D1%80%D0%B0%D1%81%D1%81%D1%82%D0%BE%D1%8F%D0%BD%D0%B8%D0%B8_%D0%94%D0%B0%D0%BC%D0%B5%D1%80%D0%B0%D1%83-%D0%9B%D0%B5%D0%B2%D0%B5%D0%BD%D1%88%D1%82%D0%B5%D0%B9%D0%BD%D0%B0)

### Принцип оптимальности на подмножествах

Требуется посчитать функцию f(A)f(A), где AA — некоторое множество. Принцип состоит в следующем: пусть для всех множеств BB (где B∈AB∈A) известен оптимальный ответ для функции f(B)f(B). Тогда будем вычислять f(A)f(A) через такие f(B)f(B). В качестве примера рассмотрим задачу о коммивояжере.

Обозначим d[i][mask]d[i][mask] как наименьшую стоимость пути из вершины ii в вершину 00, проходящую (не считая вершины ii) единожды по всем тем и только тем вершинам jj, для которых maskj=1maskj=1 (т.е. d[i][mask]d[i][mask] уже найденный оптимальный путь от ii-ой вершины до 00-ой, проходящий через те вершины, где maskj=1maskj=1. Если maskj=0maskj=0,то эти вершины еще не посещены). Тогда воспользуемся принципом оптимальности на подмножествах. Стоимостью минимального гамильтонова цикла в исходном графе будет значение d[0][2n−1]d[0][2n−1] — стоимость пути из 00-й вершины в 00-ю, при необходимости посетить все вершины.

**Примеры задач**

* [Задача коммивояжера, ДП по подмножествам](https://neerc.ifmo.ru/wiki/index.php?title=%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BA%D0%BE%D0%BC%D0%BC%D0%B8%D0%B2%D0%BE%D1%8F%D0%B6%D0%B5%D1%80%D0%B0,_%D0%94%D0%9F_%D0%BF%D0%BE_%D0%BF%D0%BE%D0%B4%D0%BC%D0%BD%D0%BE%D0%B6%D0%B5%D1%81%D1%82%D0%B2%D0%B0%D0%BC)

# Вариант 1

2127 год. Прошло уже много лет с тех пор, как состоялась первая олимпиада по информатике. Как и многие другие соревнования, наши олимпиады теперь проводятся в несколько дней. Теперь даже задача выбора подходящего времени для олимпиады представляет определенные трудности. Ведь на разных планетах, используются разные способы отсчета времени: длина месяца, количество дней в неделе и те дни, по которым невозможно проведение олимпиады, могут различаться. Возникла необходимость написания программы, которая поможет решить эту задачу. И тогда в жюри вспомнят, что уже сейчас мы предвидели такую ситуацию и предложили вам решить подобную задачу.

В качестве первого шага найдите количество способов выбрать время проведения олимпиады.

В первой строке входного файла INPUT.TXT содержатся два целых числа n и k (1 ≤ k ≤ n ≤ 100000) - количество дней месяца и продолжительность олимпиады соответственно. Во второй строке задаются количество дней в неделе w, количество дней, запрещенных еженедельно, dw и день недели, на который приходится первый день месяца s (1 ≤ s ≤ w ≤ n, 0 ≤ dw ≤ w). Третья строка содержит dw номеров дней недели (например, выходных), в которые нельзя проводить олимпиаду. В четвертой строке записано количество дней месяца dm, не подходящих для проведения олимпиады по причинам отличным от еженедельного распорядка (например, такими днями являются государственные праздники). Последняя строка содержит dm целых чисел - номера этих дней. Дни месяца так же нумеруются начиная с 1. Заметим, что некоторые дни могут быть запрещенными сразу по обеим причинам.

В выходной файл OUTPUT.TXT выведите единственное целое число - количество способов выбрать k подряд идущих дней, в которые возможно проведение олимпиады.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 31 3 7 1 7 7 2 1 9 | 15 |

# Вариант 2

Для проведения эксперимента надо выбрать из N имеющихся приборов только три. Для этого выполняют следующую операцию - если в группе приборов больше трех, то их нумеруют и выбирают одну из групп: с четными или нечетными номерами. Операцию повторяют до тех пор, пока в группе не останется три или менее приборов. Если их остается ровно три, то они и берутся для эксперимента.

Требуется написать программу, которая подсчитает количество способов такого выбора приборов.

В единственной строке входного файла INPUT.TXT записано число N (1 ≤ N ≤ 2147483647).

В единственную строку выходного файла OUTPUT.TXT нужно вывести одно число - найденное количество способов выбора приборов.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 | 1 |
| 2 | 6 | 2 |

# Вариант 3

- Ты врешь, Коля! На Марсе жизни нет! Кто тебе такую чушь сказал?

- Петя. А ему сказал Саша.

- Да от Пети я в жизни правдивого слова не слышал! Ему что ни скажут, он все переврет. Да и Саше откуда знать?

- А Саше рассказал про это Владимир Алексеевич, наш учитель биологии.

- Ну, Владимиру Алексеевичу-то можно верить... Только вряд ли он так сказал, это либо Саша, либо Петя придумал. А может, это ты меня разыгрываешь?..

- Минуточку, ребята, - вмешался подошедший к спорящим учитель математики, Глеб Тимофеевич, - давайте подойдем к проблеме формально. Допустим, что все диалоги - Владимира Алексеевича с Сашей, Саши с Петей и Пети с Колей - действительно имели место. Пронумеруем ребят числами 1, 2 и 3. Предположим также, что каждый из ребят независимо друг от друга передал полученную информацию относительно жизни на Марсе верно с вероятностью pi, а соврал с вероятностью qi = 1 - pi для i = 1, 2, 3. Вероятности – это вещественные числа от нуля до единицы; событие, имеющее вероятность 0, никогда не произойдет, событие же с вероятностью 1 произойдет без всякого сомнения. Зная, что Коля после этого объявил, что жизнь на Марсе все-таки есть, найдите по данным pi вероятность того, что так действительно сказал Владимир Алексеевич.

- А как искать эту вероятность? И что значит независимо друг от друга? – растерялись ребята.

- Независимость означает, что действие одного из ребят никак не отражается на том, как поступят другие. К примеру, Пете неважно, соврал ли Саша - в любом случае он передаст сказанное Сашей правильно с вероятностью ровно p2. Задача несложная, и можно рассмотреть все восемь возможных случаев. Первый случай - все ребята говорили правду, и вероятность этого случая равна p1∙p2∙p3. В этом случае жизнь на Марсе, без сомнения, есть - Владимиру Алексеевичу мы верим, а ребята передали его слова правильно. Второй случай, когда соврал только Саша, имеет место с вероятностью q1∙p2∙p3, и в этом случае жизни на Марсе нет. Далее переберем остальные шесть случаев, каждый раз перемножая соответствующие вероятности, а потом просуммируем вероятности тех случаев, в которых слова учителя переданы правильно. То, что вероятности для отдельных ребят в каждом случае надо перемножить - это и есть формальное определение независимости. Ну, в скольких случаях будет передано именно то, что говорил Владимир Алексеевич?

- В одном …

- А вот и нет. Например, если Петя и Коля соврали, а Саша сказал правду, то истина, дважды исказившись, дойдет до нас в неизменном виде. И вообще, четное количество отрицаний, примененных к утверждению, дает само утверждение. В нашей задаче случаев с четным количеством отрицаний - четыре, и итоговая вероятность равна p1∙p2∙p3+q1∙q2∙p3+q1∙p2∙q3+p1∙q2∙q3.

- То есть если Петя и Коля точно соврут, а Саша точно скажет правду, то от Коли мы услышим в точности то, что говорил учитель?

- Совершенно верно. А теперь решите-ка задачу для общего случая, когда ребят не трое, а n. Первому, кто решит - пятерка на следующей контрольной!

Входной файл INPUT.TXT содержит целое число n (1 ≤ n ≤ 100). Во второй строке через пробел записаны n вещественных чисел - это числа p1, p2, ..., pn (0 ≤ pi ≤ 1). Числа даны с не более чем шестью десятичными знаками после запятой.

В выходной файл OUTPUT.TXT выведите одно вещественное число, округленное до шести знаков после запятой - вероятность существования жизни на Марсе.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 1 0.1 0.9 | 0.18 |

# Вариант 4

Вова стоит перед лесенкой из N ступеней. На каждой из ступеней написаны произвольные целые числа. Первым шагом Вова может перейти на первую ступень или, перепрыгнув через первую, сразу оказаться на второй. Также он поступает и дальше, пока не достигнет N-ой ступени. Посчитаем сумму всех чисел, написанных на ступенях через которые прошел Вова.

Требуется написать программу, которая определит оптимальный маршрут Вовы, при котором, шагая, он получит наибольшую сумму.

Входной файл INPUT.TXT содержит в первой строке натуральное число N – количество ступеней лестницы (2 ≤ N ≤ 1000). Во второй строке через пробел заданы числа, написанные на ступенях лестницы, начиная с первой. Числа, написанные на ступенях, не превосходят по модулю 1000.

Выходной файл OUTPUT.TXT должен содержать в первой строке наибольшее значение суммы. Во второй строке должны быть записаны через пробел номера ступеней по возрастанию, по которым должен шагать Вова. Если существует несколько различных правильных маршрутов, то можно вывести любой из них.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 1 2 1 | 4 1 2 3 |
| 2 | 3 1 -1 1 | 2 1 3 |

# Вариант 5

Найдите n-й элемент строго возрастающей последовательности, которая описывается следующими правилами:

1. число 1 является элементом последовательности;
2. если a – элемент последовательности, то 2a, 3a, 5a тоже являются элементами последовательности;
3. последовательности принадлежат только элементы, заданные правилами 1 и 2.

Входной файл INPUT.TXT содержит одно натуральное число n (n ≤ 10000).

В выходной файл OUTPUT.TXT выведите одно число – n-й элемент последовательности.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 | 2 |
| 2 | 9 | 10 |

# Вариант 6

Цепочкой слов длины N назовем последовательность слов W1, W2, ..., WN такую, что для 1 ≤ i < N слово Wi является собственным префиксом слова Wi+1.

Напомним, что слово U длины K называется собственным префиксом слова V длины L, если K < L и первые K букв слова V совпадают со словом U.

Задан набор слов S = {S1, S2, ..., SM}. Найдите максимальную длину цепочки слов, которую можно построить, используя (возможно, не все) слова этого набора.

Входной файл INPUT.TXT содержит целое число M (1 ≤ M ≤ 255). Каждая из последующих M строк содержит по одному слову из набора S. Все слова не пусты, имеют длину, не превосходящую 255 символов, и состоят только из строчных букв английского алфавита.

В выходной файл OUTPUT.TXT выведите ответ на задачу.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 a ab abc | 3 |
| 2 | 5 a ab bc bcd add | 2 |

# Вариант 7

Карта лабиринта представляет собой квадратное поле размером N×N. Некоторые квадраты этого поля запрещены для прохождения. Шаг в лабиринте – перемещение из одной разрешенной клетки к другой разрешенной клетке, смежной с первой по стороне. Путь – это некоторая последовательность таких шагов. При этом каждую клетку, включая начальную и конечную, можно посещать несколько раз.

Требуется написать программу, которая подсчитает количество различных путей из клетки (1, 1) в клетку (N, N) ровно за K шагов (то есть оказаться в клетке (N, N) после K-го шага).

Входной файл INPUT.TXT содержит в первой строке числа N и K, разделенные пробелом (1 < N ≤ 15, 0 < K ≤ 30). Следующие N строк, по N символов в каждой, содержат карту лабиринта, начиная с клетки (1, 1). Символ «0» означает не запрещенную для прохождения клетку, а символ «1» - запрещенную. Начальная и конечная клетки всегда разрешены для прохождения.

Выходной файл OUTPUT.TXT должен содержать количество возможных различных путей длины K. Во всех тестах это значение не будет превышать 2147483647.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 6 000 101 100 | 5 |
| 2 | 2 8 01 10 | 0 |

# Вариант 8

Вы можете вспомнить хоть одного своего знакомого до двадцатилетнего возраста, который в детстве не играл в компьютерные игры? Если да, то может быть вы и сами не знакомы с этим развлечением? Впрочем, трудностей при решении этой задачи это создать не должно.

Во многих старых играх с двумерной графикой можно столкнуться с подобной ситуацией. Какой-нибудь герой прыгает по платформам (или островкам), которые висят в воздухе. Он должен перебраться от одного края экрана до другого. При этом при прыжке с одной платформы на соседнюю, у героя уходит |y2-y1| единиц энергии, где y1 и y2 – высоты, на которых расположены эти платформы. Кроме того, у героя есть суперприем, который позволяет перескочить через платформу, но на это затрачивается 3\*|y3-y1| единиц энергии. Конечно же, энергию следует расходовать максимально экономно.

Предположим, что вам известны координаты всех платформ в порядке от левого края до правого. Сможете ли вы найти, какое минимальное количество энергии потребуется герою, чтобы добраться с первой платформы до последней?

В первой строке входного файла INPUT.TXT записано количество платформ n (1 ≤ n ≤ 30000). Вторая строка содержит n натуральных чисел, не превосходящих 30000 – высоты, на которых располагаются платформы.

В выходной файл OUTPUT.TXT запишите единственное число – минимальное количество энергии, которую должен потратить игрок на преодоление платформ (конечно же в предположении, что cheat-коды использовать нельзя).

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 1 5 10 | 9 |
| 2 | 3 1 5 2 | 3 |

# Вариант 9

Прямоугольный коридор длиной N метров и шириной M метров решили застелить N прямоугольными плитками шириной 1 метр и длиной M метров, таким образом, чтобы не было не застеленной поверхности.

Требуется написать программу, которая найдет количество способов это сделать. Например, для коридора с размерами 6 на 4 существует четыре способа застелить плитками 1 на 4.

![Коридор](data:image/gif;base64,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)

Входной файл INPUT.TXT содержит два целых числа – M (длина плитки и ширина коридора) и N (длина коридора). Для этих чисел верны неравенства 2 ≤ M ≤ N ≤ 50.

Выходной файл OUTPUT.TXT должен содержать одно число – количество способов.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 6 | 4 |
| 2 | 2 2 | 2 |

# Вариант 10

Дана числовая последовательность, требуется найти длину наибольшей возрастающей подпоследовательности.

В первой строке входного файла INPUT.TXT записано число N - длина последовательности (1 ≤ N ≤ 1000). Во второй строке записана сама последовательность (через пробел). Числа последовательности - целые числа, не превосходящие 10000 по модулю.

В выходной файл OUTPUT.TXT требуется вывести наибольшую длину возрастающей подпоследовательности.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 6 3 29 5 5 28 6 | 3 |

# Вариант 11

В таблице из N строк и N столбцов клетки заполнены цифрами от 0 до 9. Требуется найти такой путь из клетки (1, 1) в клетку (N, N), чтобы сумма цифр в клетках, через которые он пролегает, была минимальной; из любой клетки ходить можно только вниз или вправо.

В первой строке входного файла INPUT.TXT находится число N. В следующих N строках содержатся по N цифр без пробелов. (2 ≤ N ≤ 250)

В выходной файл OUTPUT.TXT выведите N строк по N символов. Символ «#» (решетка) показывает, что маршрут проходит через эту клетку, а «.» (точка) - что не проходит. Если путей с минимальной суммой цифр несколько, можно вывести любой.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 943 216 091 | #.. ### ..# |

# Вариант 12

Многие, вероятно, слышали песни про приключения лягушонка Crazy Frog. На этот раз неугомонное милое создание решило подкрепиться, но даже такое простое действие решило выполнить в виде игры. Итак, в каждой клетке квадратного игрового поля, разбитого на N×N (N ≤ 50) клеток, находится один комар весом aij (вес комара – натуральное число ≤ 50), i - номер строки, j - номер столбца. Лягушонок, прыгая с клетки на клетку, ест комаров. Правила игры таковы - в каждом столбце можно съесть не более одного комара. Всякий раз при съедании комара запоминаем номер строки, откуда съеден комар, и сумма номеров строк, в которых были съедены комары, в конце игры должна быть в точности равна N. Учтите, если из какой-то строки съедено несколько комаров, то номер данной строки участвует в суммировании более одного раза.

Определите максимальный вес комаров, который можно съесть при следовании приведённым правилам.

Первая строка входного файла INPUT.TXT содержит число N. Следующие N строк содержат по N чисел aij, разделенных пробелами.

В выходной файл OUTPUT.TXT выведите целое число – вес съеденных комаров.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 8 2 1 1 2 6 2 7 2 | 14 |
| 2 | 5 8 2 1 2 3 1 2 6 2 4 2 7 2 3 4 1 3 2 4 4 1 3 4 3 1 | 19 |

# Вариант 13

Энты были созданы в Первоначальную эпоху вместе с другими обитателями Средиземья. Эльфийские легенды гласят, что когда Варда зажгла звёзды и пробудились Эльфы, вместе с ними пробудились и Энты в Великих Лесах Арды.

Когда Энты пришли в Арду, они ещё не умели говорить — этому искусству их обучали Эльфы, и Энтам это ужасно нравилось. Им доставляло удовольствие изучать разные языки, даже щебетание Людей.

Эльфы выработали хорошую технику обучения энтов своему языку. Первый энт, которого обучили эльфы, выучил всего два слова — «tancave» (да) и «la» (нет). Обученный энт выбрал одного старого и одного молодого энта, не умеющих говорить, и обучил их всем словам, которые знал сам. Затем обучение этих двух энтов продолжили сами эльфы. Каждый обучившийся у эльфов энт снова выбирал из неговорящих сородичей одного старого и одного молодого, обучал их всем словам, которые знал, передавал эльфам и так далее.

Выяснилось, что более молодые энты выучивали у эльфов ещё ровно столько же слов, сколько они узнали от обучавшего их энта. А вот более старые, уже склонные к одеревенению энты, пополняли свой запас всего лишь одним словом. После обучения у эльфов энты до конца света уже не могли выучить ни одного нового слова.

Общее число энтов в Средиземье больше, чем вы думаете. Интересно, а сколько из них знают ровно 150 квенийских слов? Похожую задачу вам предстоит решить.

Входной файл INPUT.TXT содержит натуральные числа K и P (K ≤ 106; 1 ≤ P ≤ 109), записанные через пробел.

Мы понимаем, что число энтов, знающих в точности K слов, может быть слишком велико, поэтому просим вывести в выходной файл OUTPUT.TXT лишь количество энтов, знающих ровно K слов, по модулю P.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 10 | 2 |
| 2 | 8 10 | 5 |
| 3 | 360 1000 | 179 |

# Вариант 14

На прямой ветке железной дороги расположено несколько станций. Задана стоимость проезда между любыми двумя станциями.

Требуется написать программу нахождения минимальной стоимости проезда между крайними станциями. Двигаться по железной дороге можно только в одном направлении (от станции с меньшим номером до станции с большим номером.).

Входной файл INPUT.TXT содержит в первой строке натуральное число N, не большее 250. Всего на дороге расположено N+1 станций, пронумерованных от 0 до N. В следующих строках записано N(N+1)/2 чисел, задающих стоимости проезда между станциями: сначала стоимость проезда от станции 0 до станций 1, 2, 3, …, N, затем от станции 1 до станций 2, 3, …, N, …, от станции N-1 до станции N. Все стоимости проезда – неотрицательные целые числа, не превосходящие 10000.

Выходной файл OUTPUT.TXT должен содержать одно число – минимальную стоимость проезда от станции 0 до станции N с возможными пересадками.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 7 10 20 4 8 2 | 12 |

В приведенном примере всего 4 станции с номерами 0, 1, 2, 3. Оптимальный маршрут проходит через станции 0, 2 и 3. Его стоимость равна 10+2=12.

# Вариант 15

Слово называется палиндромом, если его первая буква совпадает с последней, вторая – с предпоследней и т.д. Например: "abba", "madam", "x".

Для заданного числа K слово называется почти палиндромом, если в нем можно изменить не более K любых букв так, чтобы получился палиндром. Например, при K = 2 слова "reactor", "kolobok", "madam" являются почти палиндромами (подчеркнуты буквы, заменой которых можно получить палиндром).

Подсловом данного слова являются все слова, получающиеся путем вычеркивания из данного нескольких (возможно, одной или нуля) первых букв и нескольких последних. Например, подсловами слова "cat" являются слова "c", "a", "t", "ca", "at" и само слово "cat" (а "ct" подсловом слова "cat" не является).

Требуется для данного числа K определить, сколько подслов данного слова S являются почти палиндромами.

В первой строке входного файла INPUT.TXT вводятся два натуральных числа: N (1 ≤ N ≤ 5 000) – длина слова и K (0 ≤ K ≤ N). Во второй строке записано слово S, состоящее из N строчных английских букв.

В выходной файл OUTPUT.TXT требуется вывести одно число – количество подслов слова S, являющихся почти палиндромами (для данного K).

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 1 abcde | 12 |
| 2 | 3 3 aaa | 6 |

# Вариант 16

![](data:image/gif;base64,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)Как известно, стакан – предмет весьма функциональный. Самый банальный способ применения – ёмкость для жидкости, самый оригинальный ещё не изобретён. А мальчик Слава строит из стаканов башни, пользуясь удивительным свойством стаканов ставиться друг на друга или вставляться друг в друга.

Слава строит башни из стаканов высотой 10 сантиметров, которых у него имеется бесконечное количество. Стакан можно поставить на уже имеющуюся конструкцию либо дном вниз, либо дном вверх. Если предыдущий стакан установлен аналогично новому, то конструкция вырастет на 1 сантиметр, так как стаканы надеваются друг на друга. В противном случае башня вырастет на 10 сантиметров.

Однажды Слава заметил, что ни в коем случае нельзя вставлять друг в друга более трёх стаканов, иначе один из стаканов обязательно разобьётся.

На рисунке показан пример башни высотой 32 сантиметра из 5 стаканов.

Слава умудрился построить красивую башню высотой k сантиметров. Но когда он пошёл за фотоаппаратом, чтобы запечатлеть это достижение, случайно задел конструкцию, и башня упала. Пытаясь восстановить своё творение, Слава понял, что есть несколько способов построить башню аналогичной высоты. Помогите Славе вычислить точное количество способов.

Входной файл INPUT.TXT содержит натуральное число k (k ≤ 105).

В выходной файл OUTPUT.TXT выведите количество способов построить башню заданной высоты, взятое по модулю 106.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 11 | 2 |
| 2 | 22 | 6 |
| 3 | 32 | 12 |

# Вариант 17

Будем называть натуральное число *трипростым*, если в нем любые подряд идущие 3 цифры образуют трехзначное простое число.

Требуется найти количество N-значных трипростых чисел.

Входной файл INPUT.TXT содержит натуральное число N (3 ≤ N ≤ 10000).

Выходной файл OUTPUT.TXT должен содержать количество N-значных трипростых чисел, которое следует вывести по модулю 109+9.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 | 204 |

# Вариант 18

Саша, не сделал домашнюю работу, зато купил шоколадку. И, по глупости, начал распечатывать ее прямо на уроке... Шелест золотинки услышала учительница. Она хотела вызвать в школу родителей, но Саша уговорил ее не вызывать их, а дать дополнительное задание.

Учительница внимательно посмотрела на шоколадку (она была размером 3х4 плиток), разделила на кусочки по две плитки и угостила всех, кто сделал домашнюю работу. А Сашу попросила написать программу, которая определяет, сколько существует способов деления шоколадки размером 3×N плиток на кусочки по две плитки.

Для выполнения задания Саше нужна помощь.

Входной файл INPUT.TXT содержит натуральное число N – размер плитки, (N < 33).

В выходной файл OUTPUT.TXT выведите одно целое число – количество возможных способов.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 | 3 |
| 2 | 4 | 11 |

# Вариант 19

Последовательность из английских букв строится следующим образом. Вначале она пуста. На каждом последующем шаге последовательность удваивается, после чего к ней слева дописывается очередная буква английского алфавита (a, b, c, …). Ниже приведены первые шаги построения по-следовательности:

Шаг 1. a

Шаг 2. baa

Шаг 3. cbaabaa

Шаг 4. dcbaabaacbaabaa

…………………………

Требуется написать программу, которая по заданному числу N находит символ, который стоит на N-ом месте в последовательности, получившейся после 26-го шага.

В единственной строке входного файла INPUT.TXT записано число N (1 ≤ N < 226).

В единственную строку выходного файла OUTPUT.TXT нужно вывести символ, стоящий в N-й позиции получившейся последовательности.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 | w |

# Вариант 20

Земельный комитет города принял решение о сдаче в аренду части муниципальной территории, имеющей форму прямоугольника размером H на W километров. Стоимость аренды каждого квадратного участка 1×1 км была определена с учётом локальных условий, и занесена в таблицу.

С целью организации открытого тендера на аренду, земельный комитет решил выставить на своём веб-сайте карту территории, и предоставить посетителям возможность узнавать суммарную стоимость аренды для произвольной прямоугольной группы соседних участков.

Данное предложение вызвало большой интерес у населения и предпринимателей, и нагрузка на сервер очень высока.

Требуется написать программу, позволяющую как можно более эффективно рассчитывать стоимость аренды для N запросов. В каждом запросе требуется определить общую стоимость участков внутри прямоугольной группы с противоположными углами, расположенными в элементах таблицы (ai, bi) и (ci, di).

В первой строке входного файла INPUT.TXT находятся числа H, W, N (1 ≤ H, W ≤ 100, 1 ≤ N ≤ 106). В следующих H строках содержится по W чисел (стоимости участков находятся в диапазоне от 0 до 10 000). Далее идут N строк с числами ai, bi, ci и di (1 ≤ ai ≤ ci ≤ H, 1 ≤ bi ≤ di ≤ W).

В выходной файл OUTPUT.TXT должен содержать N чисел, по одному числу в строке.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 3 1 5 1 2 6 7 3 2 1 2 3 | 16 |

# Вариант 21

Русский бизнесмен Иван Петров закупил в Китае большую партию наручных часов, чтобы продать их на родине за полцены (т.е. в 5 раз дороже, чем они стоили в Китае). Иван столкнулся с проблемой: китайские часы оказались некачественными. Мало того, что часы работали на протяжении всего нескольких часов, пока их не стукнешь, так еще и время подводить неудобно: вращать можно не минутную, а только секундную стрелку, причем, что самое ужасное, только в одну сторону в направлении увеличении времени. Например, для того, чтобы подвести часы на секунду назад, необходимо было сделать более 700 полных оборотов секундной стрелки, на что Иван бы потратил более 10 минут.

Чтобы продать эти часы оптом Ивану необходимо на момент сделки создать видимость того, что часы исправны. Для этого он собирается остановить все часы, установить их на одно и то же время. А перед сделкой ударить по чемодану с часами, чтобы они все дружно пошли.

Помогите Ивану выяснить: какое время на часах лучше установить для того, чтобы Иван потратил как можно меньше времени для того, чтобы подвести все часы.

В первой строке входного файла INPUT.TXT содержится натуральное число N – количество часов (N ≤ 50000). В последующих N строках располагаются показания всех часов в формате h:mm:ss, где h – показывает который час, mm – минуты, ss - секунды (1 ≤ h ≤ 12, 0 ≤ mm ≤ 59, 0 ≤ ss ≤ 59).

Выходной файл OUTPUT.TXT должен содержать время, которое нужно установить на всех часах, в формате, указанном выше. В случае неоднозначного ответа выведите наименьшее время.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 8:19:16 2:05:11 12:50:07 | 2:05:11 |

# Вариант 22

Задана матрица размером m×n из целых чисел. Путь начинается в любой строке первого столбца и состоит из последовательности шагов, обрывающихся в столбце n. Каждый шаг состоит в переходе из столбца i в столбец i+1 в соседнюю (по горизонтали или диагонали) ячейку. Весом пути называется сумма целых чисел, записанных в каждой из n посещенных ячеек.

Требуется написать программу, которая вычисляет путь с минимальным весом с левого края матрицы до правого.

Входной текстовый файл INPUT.TXT содержит в первой строке количество строк и столбцов матрицы, которые обозначаются m и n соответственно. Далее следует m строк по n чисел в каждой. Числа отделяются друг от друга пробелами. Число строк не превышает 10, столбцов – 100. Вес любого пути не будет превышать целого числа, для хранения которого потребуется больше 30 бит.

Выходной текстовый файл OUTPUT.TXT должен содержать две строки. Первая строка задает путь минимальной стоимости, а вторая – соответственно стоимость этого пути. Путь состоит из последовательности n целых чисел (разделенных одним или более пробелами), задающих номера строк, из которых состоит путь минимальной стоимости. Если путей минимальной стоимости больше одного, то должен быть выведен лексикографически минимальный путь.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 6 3 4 1 2 8 6 6 1 8 2 7 4 5 9 3 9 9 5 8 4 1 3 2 6 3 7 2 8 6 4 | 1 2 3 4 4 5 16 |

# Вариант 23

У вас имеется неограниченное количество монеток N разных достоинств. Определить, можно ли с их помощью разменять заданные К сумм денег.

В первой строке входного файла INPUT.TXT задано число N, далее во второй строке записаны N чисел, задающих достоинства монеток. В третьей строке задано число К – количество сумм. В четвертой строке располагаются К чисел, определяющих размеры сумм. Все числа во входном файле натуральны и не превосходят 1000.

В выходной файл OUTPUT.TXT выведите К чисел через пробел: для каждой суммы следует вывести 0, если ее разменять нельзя, и 1, если можно.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 3 5 5 3 6 7 11 12 | 1 1 0 1 1 |
| 2 | 1 10 1 3 | 0 |

# Вариант 24

Кубик, грани которого помечены цифрами от 1 до 6, бросают N раз. Требуется найти вероятность того, что сумма выпавших чисел будет равна Q.

Входной файл INPUT.TXT содержит натуральные числа N и Q (N ≤ 500, Q ≤ 3000).

В выходной файл OUTPUT.TXT выведите единственное вещественное число – искомую вероятность, которая должна отличаться от истинного значения не более чем на 10-6.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 1 6 | 0.166667 |
| 2 | 1 7 | 0 |
| 3 | 4 14 | 0.112654 |
| 4 | 100 100 | 1.530647E-78 |

# Вариант 25

Сколько N-значных чисел можно составить, используя цифры 5 и 9, в которых три одинаковые цифры не стоят рядом?

Во входном файле INPUT.TXT записано число N (1 ≤ N ≤ 30).

В выходной файл OUTPUT.TXT нужно вывести одно число - количество чисел с указанным свойством.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 | 6 |

# Вариант 26

В околоземном космическом пространстве накопилось много мусора, поэтому ученые сконструировали специальный аппарат ловушку для космического мусора. Аппарат должен двигаться по достаточно сложной траектории, сжигая по пути мусор. Ловушка может передвигаться в пространстве по 6 направлениям: на север (N), на юг (S), на запад (W), на восток (E), вверх (U) и вниз (D). Движением ловушки управляет процессор. Программа движения задается шестью правилами движения, которые соответствуют каждому из указанных направлений. Каждое такое правило представляет собой строку символов из множества {N, S, W, E, U, D}.

Команда ловушки состоит из символа направления и целого положительного числа M. Если параметр больше 1, то ловушка перемещается на один метр в направлении, которое указано в команде, а затем последовательно выполняет команды, заданные правилом для данного направления, с параметром меньше на 1. Если же параметр равен 1, то просто перемещается на один метр в указанном направлении.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Пусть, например, заданы правила, отраженные в таблице справа. Тогда при выполнении команды S(3) мусорщик сначала переместится на 1 метр в направлении S, а потом выполнит последовательно команды N(2), U(2), S(2), D(2), D(2), U(2), S(2), E(2).  Если далее проанализировать действия мусорщика, получим, что в целом он совершит ровно 34 перемещения. | |  |  | | --- | --- | | **Направление** | **Правило** | | N | N | | S | NUSDDUSE | | W | UEWWD | | E |  | | U | U | | D | WED | |

Первые шесть строк входного файла INPUT.TXT задают правила для команд с направлением N, S, W, E, U и D соответственно. Каждая строка содержит не более 100 символов (и может быть пустой). Следующая строка содержит команду ловушки: сначала символ из множества {N, S, W, E, U, D}, затем пробел и параметр команды – целое положительное число, не превышающее 100.

Выведите в выходной файл OUTPUT.TXT единственное число - количество перемещений, которое совершит ловушка. Гарантируется, что ответ не превышает 109.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | N NUSDDUSE UEWWD  U WED S 3 | 34 |

# Вариант 27

На вершине лесенки, содержащей N ступенек, находится мячик, который начинает прыгать по ним вниз, к основанию. Мячик может прыгнуть на следующую ступеньку, на ступеньку через одну или через две. То есть, если мячик лежит на 8-ой ступеньке, то он может переместиться на 5-ую, 6-ую или 7-ую.

Требуется написать программу, которая определит число всевозможных "маршрутов" мячика с вершины на землю.

Входной файл INPUT.TXT содержит число N (0 < N ≤ 70).

Выходной файл OUTPUT.TXT должен содержать искомое число.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 1 | 1 |
| 2 | 4 | 7 |

# Вариант 28

Задан целочисленный прямоугольный массив M×N. Необходимо определить прямоугольную область данного массива, сумма элементов которого максимальна.

В первой строке входного файла INPUT.TXT записаны два натуральных числа N и M (1 ≤ N, M ≤ 100) – количество строк и столбцов прямоугольной матрицы. Далее идут N строк по M чисел, записанных через пробел – элементы массива, целые числа, не превосходящие 100 по абсолютной величине.

В выходной файл OUTPUT.TXT необходимо вывести целое число – сумму элементов найденного прямоугольного подмассива. Подмассив должен содержать хотя бы один элемент.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 3 5 0 9 1 2 7 | 24 |
| 2 | 4 5 -7 8 -1 0 -2 2 -9 2 4 -6 -7 0 6 8 1 4 -8 -1 0 -6 | 20 |

# Вариант 29

В одной военной части было принято революционное решение перейти от портянок к носкам. По такому случаю прапорщику Недалекому было поручено закупить n пар носков. Однако предложенная прапорщиком смета не удовлетворила начальство, и прапорщику было предложено очень-очень быстро переделать ее так, чтобы затраты были минимально возможными. Помогите бедному прапорщику составить такую смету.

Изучение рынка показало, что всего существует m различных поставщиков, которые продают носки разными пачками и по разным ценам. Пачка, содержащая ai пар носков, продается за bi рублей.

Разрешено покупать любое количество пачек у одного поставщика. Разрешено покупать пачки у нескольких поставщиков.

В первой строке входного файла INPUT.TXT содержатся числа n и m (1 ≤ n ≤ 10000, 1 ≤ m ≤ 100). Далее идут m пар чисел ai, bi (1 ≤ ai ≤ 10000, 1 ≤ bi ≤ 10000).

Выведите в выходной файл OUTPUT.TXT минимальную сумму денег, которую нужно потратить на покупку n пар носок.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 9 2 1 1 10 8 | 8 |

# Вариант 30

За билетами на премьеру нового мюзикла выстроилась очередь из N человек, каждый из которых хочет купить 1 билет. На всю очередь работала только одна касса, поэтому продажа билетов шла очень медленно, приводя «постояльцев» очереди в отчаяние. Самые сообразительные быстро заметили, что, как правило, несколько билетов в одни руки кассир продаёт быстрее, чем когда эти же билеты продаются по одному. Поэтому они предложили нескольким подряд стоящим людям отдавать деньги первому из них, чтобы он купил билеты на всех.

Однако для борьбы со спекулянтами кассир продавала не более 3-х билетов в одни руки, поэтому договориться таким образом между собой могли лишь 2 или 3 подряд стоящих человека.

Известно, что на продажу i-му человеку из очереди одного билета кассир тратит Ai секунд, на продажу двух билетов — Bi секунд, трех билетов — Ci секунд. Напишите программу, которая подсчитает минимальное время, за которое могли быть обслужены все покупатели.

Обратите внимание, что билеты на группу объединившихся людей всегда покупает первый из них. Также никто в целях ускорения не покупает лишних билетов (то есть билетов, которые никому не нужны).

Во входном файле INPUT.TXT записано сначала число N — количество покупателей в очереди (1≤N≤5000). Далее идет N троек натуральных чисел Ai, Bi, Ci. Каждое из этих чисел не превышает 3600. Люди в очереди нумеруются, начиная от кассы.

В выходной файл OUTPUT.TXT выведите одно число — минимальное время в секундах, за которое могли быть обслужены все покупатели.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 5 10 15 2 10 15 5 5 5 20 20 1 20 1 1 | 12 |
| 2 | 2 3 4 5 1 1 1 | 4 |

# Вариант 31

Любое натуральное число можно представить в виде суммы натуральных слагаемых, каждое из которых является степенью числа 2. Суммы, различающиеся лишь порядком слагаемых, считаются одинаковыми. Например, для числа 7 таких представлений 6 (4+2+1, 4+1+1+1, 2+2+2+1, 2+2+1+1+1, 2+1+1+1+1+1, 1+1+1+1+1+1+1).

Требуется написать программу, которая найдет количество способов такого представления заданного числа N.

Входной файл INPUT.TXT содержит число N (1 ≤ N ≤ 1000).

В выходной файл OUTPUT.TXT выведите одно число – найденное количество способов представления числа N.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 | 4 |
| 2 | 7 | 6 |

# Вариант 32

![Ферзя в угол!](data:image/gif;base64,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)Рассмотрим бесконечную вправо и вверх шахматную доску, на которой стоит ферзь. Двое по очереди двигают этого ферзя. Разрешается двигать ферзя только вниз, влево или по диагонали вниз влево на любое положительное количество клеток в выбранном направлении. Цель игры – задвинуть ферзя в угол, то есть клетку с координатами (1, 1). На рисунке показаны разрешенные движения ферзя.

Требуется написать программу, которая найдет номер игрока, который выиграет при правильной игре.

Входной файл INPUT.TXT содержит координаты ферзя перед первым ходом - два числа M и N, записанные через пробел (1 ≤ M, N ≤ 250). Гарантируется, что ферзь изначально не находится в клетке с координатами (1,1).

Выходной файл OUTPUT.TXT должен содержать найденный номер победителя.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 2 | 2 |
| 2 | 6 7 | 1 |

# Вариант 33

N гангстеров собираются в ресторан. i-й гангстер приходит в момент времени Ti и имеет богатство Pi. Дверь ресторана имеет K+1 степень открытости, они обозначаются целыми числами из интервала [0, K]. Степень открытости двери может изменяться на единицу в единицу времени, то есть дверь может открыться на единицу, закрыться на единицу или остаться в том же состоянии. В начальный момент времени дверь закрыта (степень открытости 0). i-й гангстер заходит в ресторан, только если дверь открыта специально для него, то есть когда степень открытости двери соответствует его полноте Si. Если в момент, когда гангстер подходит к ресторану, степень открытости двери не соответствует его полноте, он уходит и больше не возвращается. Ресторан работает в интервале времени [0, T].

Требуется собрать гангстеров с максимальным суммарным богатством в ресторане, открывая и закрывая дверь соответствующим образом.

В первой строке входного файла INPUT.TXT находятся числа N, K, T, во второй - T1, T2, ..., TN, в третьей - P1, P2, ..., PN. в четвёртой - S1, S2, ..., SN. Числа в строках разделены пробелами. Ограничения: 1 ≤ N ≤ 100, 1 ≤ K ≤ 100, 1 ≤ T ≤ 30 000, 0 ≤ Ti ≤ T, 1 ≤ Pi ≤ 300, 1 ≤ Si ≤ K .

В выходной файл OUTPUT.TXT выведите одно число - максимальное суммарное богатство гангстеров, попавших в ресторан. Если зайти не удалось никому, вывести 0.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 10 20 10 16 8 16 10 11 15 1 10 7 1 8 | 26 |
| 2 | 2 17 100 5 0 50 33 6 1 | 0 |

# Вариант 34

Когда Миша и Маша покупали подарок, возникла интересная ситуация. У них была в распоряжении только одна большая купюра, а у продавца – некоторое количество мелочи. Дело происходило утром, поэтому продавцу нужно было экономить мелочь, и он хотел отдать сдачу минимальным количеством монет. Подумав некоторое время, они точно определили, с каким количеством монет продавцу придется расстаться.

А вы сможете решить такую задачу?

В первой строке входного файла INPUT.TXT записано число N (1 ≤ N ≤ 10) – количество различных номиналов монет, содержащихся в кассе. Можно считать, что количество монет каждого номинала достаточно. На следующей строке содержится N целых чисел ai (0 < ai ≤ 2000) – номиналы монет. В третьей строке записано одно число K (1 ≤ K ≤ 106) – сумма, которую нужно набрать.

В выходной файл OUTPUT.TXT выведите минимальное количество монет, которое придется отдать продавцу, или -1, если продавец вообще не сможет дать им сдачу.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 1 5 7 19 | 3 |
| 2 | 5 7 8 9 10 11 13 | -1 |

# Вариант 35

В этом году Иван Иванович решил отметить приход осени субботником, чтобы убрать весь мусор во дворе дома номер 31 по улице Осенней. На субботник он пригласил N знакомых старушек, живущих в том же самом доме. Однако, в самом начале мероприятия выяснилось, что по одиночке старушки работают плохо, так как им хочется во время работы еще и поговорить друг с другом.

Иван Иванович подумал и принял волевое решение разбить старушек на группы так, чтобы в каждой группе было не менее 2 старушек. Старушки отличаются друг от друга уровнем разговорчивости, и если в одну группу попадут две старушки, у одной из которых маленький уровень разговорчивости, а у второй - большой, то они не могут поговорить друг с другом и работа будет стопориться.

Назовем разговорчивостью группы разность между максимальным и минимальным уровнями разговорчивости старушек в группе. Например, если уровни разговорчивости старушек в группе равны 7, 3 и 11, то разговорчивость группы равна 11 - 3 = 8. Разговорчивостью разбиения старушек на группы назовем максимальную из разговорчивостей групп, входящих в разбиение.

Требуется написать программу, которая поможет Ивану Ивановичу найти разбиение старушек на группы, разговорчивость которого минимальна.

Входной файл INPUT.TXT содержит в первой строке число N (2 ≤ N ≤ 1000) – количество старушек. Во второй строке записано N чисел от 1 до 109 – разговорчивости старушек.

Выходной текстовый файл OUTPUT.TXT должен содержать одно целое число, равное минимально возможной разговорчивости разбиения старушек на группы.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 1 1000000000 | 999999999 |
| 2 | 3 1 2 3 | 2 |
| 3 | 8 1 10 100 1000 1000 100 10 1 | 0 |
| 4 | 10 258 740 156 244 458 680 390 694 844 817 | 102 |

# Вариант 36

Напомним, что cтрока B = b1b2b3...bm, является подпоследовательностью строки A = a1a2a3...an, если существует строго возрастающая последовательность {i1, i2, i3, ... , im} индексов A, такая, что для всех j от 1 до m выполняется Aij=Bj. Например, B = ”aba” является подпоследовательностью строки A = ”abacaba”. Последовательность индексов в этом случае может быть такой: {1, 2, 3}.

Пусть Вам дана строка S, состоящая только из маленьких букв английского алфавита. Ваша задача заключается в том, чтобы посчитать количество ее подпоследовательностей “abc”.

Входной файл INPUT.TXT содержит строку S, длиной не более 105 символов.

В выходной файл OUTPUT.TXT выведите ответ на задачу.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | abc | 1 |
| 2 | ab | 0 |

# Вариант 37

Недавно на уроке информатики ученики одного из классов изучили булевы функции. Напомним, что булева функция f сопоставляет значениям двух булевых аргументов, каждый из которых может быть равен 0 или 1, третье булево значение, называемое результатом. Для учеников, которые выразили желание более подробно изучать эту тему, учительница информатики на дополнительном уроке ввела в рассмотрение понятие цепного вычисления булевой функции f.

Если задана булева функция f и набор из N булевых значений a1, a2, ..., aN , то результат цепного вычисления этой булевой функции определяется следующим образом:

* если N = 1, то он равен a1;
* если N > 1, то он равен результату цепного вычисления булевой функции f для набора из (N–1) булевого значения f(a1,a2), a3, …, aN, который получается путем замены первых двух булевых значений в наборе из N булевых значений на единственное булево значение – результат вычисления функции f от a1 и a2.

Например, если изначально задано три булевых значения: a1 = 0, a2 = 1, a3 = 0, а функция f – ИЛИ (OR), то после первого шага получается два булевых значения – (0 OR 1) и 0, то есть, 1 и 0. После второго (и последнего) шага получается результат цепного вычисления, равный 1, так как 1 OR 0 = 1.

В конце дополнительного урока учительница информатики написала на доске булеву функцию f и попросила одного из учеников выбрать такие N булевых значений ai, чтобы результат цепного вычисления этой функции был равен единице. Более того, она попросила найти такой набор булевых значений, в котором число единиц было бы как можно большим.

Требуется написать программу, которая решала бы поставленную учительницей задачу.

Первая строка входного файла INPUT.TXT содержит одно натуральное число N (2 ≤ N ≤ 100 000). Вторая строка содержит описание булевой функции в виде четырех чисел, каждое из которых – ноль или единица.

Первое из них есть результат вычисления функции в случае, если оба аргумента – нули, второе – результат в случае, если первый аргумент – ноль, второй – единица, третье – результат в случае, если первый аргумент – единица, второй – ноль, а четвертый – в случае, если оба аргумента – единицы.

В выходной файл OUTPUT.TXT необходимо вывести строку из N символов, определяющих искомый набор булевых значений ai с максимально возможным числом единиц. Если ответов несколько, требуется вывести любой из них. Если такого набора не существует, выведите в выходной файл фразу «No solution».

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 0110 | 1011 |
| 2 | 5 0100 | 11111 |
| 3 | 6 0000 | No solution |

# Вариант 38

Вы любите играть в игры? Конечно, любите! Но про эту игру, возможно, ничего не знаете и не слышали даже. Что ж, расскажем о новой игре. На доске написана последовательность n целых чисел. Играют двое. На очередном ходе игрок выбирает число с правого или с левого края последовательности, затем это число стирается и последовательность становится на одно число меньше, а ход переходит к противнику. Выигрывает тот, кто наберет в сумме больше. Написать программу, определяющую победителя в конкретной игре, при условии, что игроки будут играть оптимально.

В первой строке входного файла INPUT.TXT записано целое число n (0 < n < 100). Во второй строке через пробел заданы n натуральных чисел, не превосходящих 1000.

В единственную строку выходного файла OUTPUT.TXT нужно вывести 1, если победит первый игрок, 2 – если победит второй игрок и 0 – в случае ничьей.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 3 2 5 4 | 1 |
| 2 | 6 5 5 5 5 5 5 | 0 |
| 3 | 9 2 1 3 2 9 1 2 3 1 | 2 |
| 4 | 10 2 5 3 12 4 6 13 7 1 3 | 1 |

# Вариант 39
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Сотрудники одной из фирм разработали специальную машину «Мусорщик-001», которая предназначена для уборки прямоугольных пустых помещений. Машина не совершенна и может пока двигаться на 1 метр только влево, вправо и вперед (вдоль оси OY). Каждое помещение можно разбить на квадратные сектора со стороной в 1 метр и обозначить те, которые загрязнены. Для уборки помещения достаточно, чтобы машина-уборщик побывала в каждом из загрязненных секторов. Известно, что перед уборкой машина всегда находится в клетке (1,1) .

Одна из компаний, где в штате нет уборщицы, но имеется полный штат программистов, приобрела «Мусорщик-001». Пока программистам никак не удается написать программу, определяющую по заданному плану загрязнения помещения минимально возможную длину маршрута машины-уборщика, необходимого для уборки данной территории. Возможно, Вам удастся им помочь!

Первая строка входного файла INPUT.TXT содержит натуральное число n (n ≤ 1000). Следующие n строк содержат по два натуральных числа: xi и yi – координаты загрязненных секторов в заданном помещении (xi, yi ≤ 50).

В выходной файл OUTPUT.TXT выведите целое число, соответствующее минимальной длине маршрута в метрах, необходимого для уборки.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 7 2 1 3 2 5 2 5 4 1 4 3 6 6 6 | 18 |

# Вариант 40
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Обозначим через aij число, стоящее на пересечении i-ой строки и j-ого столбца. Первая строка таблицы заполняется заданными числами – a11, a12, …, a1m. Затем заполняются строки с номерами от 2 до n. Число aij вычисляется как сумма всех чисел таблицы, находящихся в «треугольнике» над элементом aij. Все вычисления при этом выполняются по модулю r.

Более точно, значение aij вычисляется по следующей формуле:
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Например, если таблица состоит из трех строк и четырех столбцов, и первая строка состоит из чисел 2,3,4,5, а r = 40 то для этих исходных данных таблица будет выглядеть следующим образом (взятие по модулю показано только там, где оно приводит к изменению числа):
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Требуется написать программу, которая по заданной первой строке таблицы (a11, a12, …, a1m), вычисляет последнюю строку, как описано выше.

Первая строка входного файла INPUT.TXT содержит числа n, m и r (2 ≤ n, m ≤ 2000, 2 ≤ r ≤ 109) – число строк и столбцов таблицы соответственно, а так же число, по модулю которого надо посчитать ответ. Следующая строка содержит m целых чисел – первую строку таблицы: a11, a12, …, a1m. Все a1i неотрицательны и не превосходят 109.

В первой строке выходного файла OUTPUT.TXT необходимо вывести m чисел – последнюю строку таблицы: an1, an2, …, anm.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 3 10 1 2 3 | 3 6 5 |
| 2 | 3 3 10 1 1 1 | 8 0 8 |
| 3 | 3 4 40 2 3 4 5 | 23 0 4 33 |

# Вариант 41

Вася уже долго занимается K-расширениями. Недавно ему это надоело, и он стал изучать следующую операцию на строках: сначала удаляется каждый K-ый символ строки с начала и до конца (т. е. сначала K-й, потом 2K-й, и т. д., пока число iK не превосходит длины строки). Потом эта операция повторяется, и так далее, пока в строке есть хотя бы K символов.

Например, если дана строка длины 10, и K = 2, то сначала будут удалены 2, 4, 6, 8 и 10 символы. Затем будут удалены 2 и 4 символы новой строки, которые соответствуют 3 и 7 символам старой. Затем будет удален 2 символ получившейся строки - 5 символ старой. Последним будет удален 9 символ старой строки.

Собственно, задумал он это все для того, чтобы узнать, какой и когда символ исчезнет. Но когда ему надоело вручную удалять символы, он решил поручить это Вам. А именно, Вам придется отвечать на его вопросы: "А на какой секунде был удален i-ый символ строки?" На удаление каждого символа тратится одна секунда.

В первой строке входного файла INPUT.TXT находятся три числа: 1 ≤ N ≤ 5×106 - количество символов, которые написал Вася, число 1 ≤ K ≤ N, и 1 ≤ L ≤ 10 000 - количество вопросов, которые задает Вася. В последующих L строках указаны номера символов, для которых Вася хочет узнать, когда они были удалены. Все номера лежат в пределах от 1 до N и могут повторяться.

В выходной файл OUTPUT.TXT выведите L строк с ответами на вопросы в том порядке, в каком они были во входном файле. Если окажется, что символ из строки не будет удален никогда, выведите 0.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 10 2 6 1 2 3 5 10 5 | 0 1 6 8 5 8 |

# Вариант 42

Компания BrokenTiles планирует заняться выкладыванием во дворах у состоятельных клиентов узор из черных и белых плиток, каждая из которых имеет размер 1×1 метр. Известно, что дворы всех состоятельных людей имеют наиболее модную на сегодня форму прямоугольника M×N метров.

Однако при составлении финансового плана у директора этой организации появилось целых две серьезных проблемы: во первых, каждый новый клиент очевидно захочет, чтобы узор, выложенный у него во дворе, отличался от узоров всех остальных клиентов этой фирмы, а во вторых, этот узор должен быть симпатичным. Как показало исследование, узор является симпатичным, если в нем нигде не встречается квадрата 2×2 метра, полностью покрытого плитками одного цвета. На рисунке 1 показаны примеры различных симпатичных узоров, а на рисунке 2 – несимпатичных.

![](data:image/gif;base64,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)

Для составления финансового плана директору необходимо узнать, сколько клиентов он сможет обслужить, прежде чем симпатичные узоры данного размера закончатся. Помогите ему!

В первой строке входного файла INPUT.TXT находятся два положительных целых числа, разделенные пробелом – M и N (1 ≤ M∙N ≤ 30).

Выведите в выходной файл OUTPUT.TXT единственное число – количество различных симпатичных узоров, которые можно выложить во дворе размера M×N. Узоры, получающиеся друг из друга сдвигом, поворотом или отражением считаются различными.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 2 | 14 |
| 2 | 3 3 | 322 |

# Вариант 43

Около Петиного университета недавно открылось новое кафе, в котором действует следующая система скидок: при каждой покупке более чем на 100 рублей покупатель получает купон, дающий право на один бесплатный обед (при покупке на сумму 100 рублей и меньше такой купон покупатель не получает).

Однажды Пете на глаза попался прейскурант на ближайшие N дней. Внимательно его изучив, он решил, что будет обедать в этом кафе все N дней, причем каждый день он будет покупать в кафе ровно один обед. Однако стипендия у Пети небольшая, и поэтому он хочет по максимуму использовать предоставляемую систему скидок так, чтобы его суммарные затраты были минимальны.

В первой строке входного файла INPUT.TXT записано целое число N (0 ≤ N ≤ 100). В каждой из последующих N строк записано одно целое число, обозначающее стоимость обеда в рублях на соответствующий день. Стоимость — неотрицательное целое число, не превосходящее 300.

В первой строке выходного файла OUTPUT.TXT выдайте минимальную возможную суммарную стоимость обедов. Во второй строке выдайте два числа K1 и K2 — количество купонов, которые останутся неиспользованными у Пети после этих N дней и количество использованных им купонов соответственно. Если существует несколько решений с минимальной суммарной стоимостью, то выдайте то из них, в котором значение K1 максимально (на случай, если Петя когда-нибудь ещё решит заглянуть в это кафе).

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 35 40 101 59 63 | 235 0 1 |

# Вариант 44

Изделие изготавливают из n блоков, каждый из которых имеет два технологических параметра – mi и ki. Известно, что ki=mi+1, i=1, 2, …, n-1. При этом условии два последовательных блока i и i+1 можно объединять в один новый, который будет иметь технологические параметры - mi и ki+1, и на это потребуется mi\*ki+1 технологических операций. Новый блок можно опять объединять с одним из соседних и так далее. Меняя порядок сборки блоков можно добиться уменьшения количества технологических операций.

Поясним это на примере трех блоков: 34 и 29, 29 и 4, 4 и 15. Если собрать вначале 2 и 3 блок, а затем присоединить собранное к первому, то потребуется 29\*15+34\*15=435+510=945 операций. Если собрать вначале блок из 1 и 2 исходных блоков, а затем присоединить 3 блок, то потребуется 34\*4+34\*15=136+510=646 операций.

Требуется написать программу, которая найдет минимальное число технологических операций для изготовления изделия.

Входной файл INPUT.TXT содержит в первой строке число n – количество блоков (1 ≤ n ≤ 100). Последующие n строк содержат пары чисел (разделенных пробелом) – технологические параметры блоков. Технологические параметры – целые неотрицательные числа, не превышающие 100.

Выходной текстовый файл OUTPUT.TXT должен содержать одно число – минимальное число технологических операций.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 34 29 29 4 4 15 | 646 |

# Вариант 45

В сообщении, состоящем из заглавных русских букв и пробелов, каждую букву заменили её порядковым номером в русском алфавите (А - 1, Б - 2, ..., Я - 33), а пробел - нулем.

Требуется по заданной последовательности цифр найти количество исходных сообщений, из которых она могла получиться.

Входной файл INPUT.TXT содержит последовательность цифр, состоящую не более чем из 100 цифр.

В выходной файл OUTPUT.TXT выведите ответ на задачу.

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 1025 | 4 |
| 2 | 21705 | 3 |
| 3 | 33222 | 8 |

# Вариант 46

Пицца – любимое лакомство Васи, он постоянно покупает и с удовольствием употребляет различные сорта этого великолепного блюда. Однажды, в очередной раз, разрезая круглую пиццу на несколько частей, Вася задумался: на какое максимальное количество частей можно разрезать пиццу за N прямых разрезов?

Помогите Васе решить эту задачу, определив максимальное число не обязательно равных кусков, которые может получить Вася, разрезая пиццу таким образом.

Входные данные

Входной файл INPUT.TXT содержит натуральное число N – число прямых разрезов пиццы (N ≤ 1000).

Выходные данные

В выходной файл OUTPUT.TXT выведите ответ на задачу.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 | 4 |
| 2 | 3 | 7 |

# Вариант 47

Садовник посадил N деревьев в один ряд. После посадки деревьев садовнику нужно их покрасить. В его распоряжении есть краска трех цветов: белая, синяя и оранжевая. Сколько способов покраски деревьев есть у него, если никакие два соседних дерева нельзя красить в одинаковый цвет?

Входные данные

В единственной строке входного файла INPUT.TXT записано одно натуральное число - количество деревьев N (1 ≤ N ≤ 50).

Выходные данные

В единственную строку выходного файла OUTPUT.TXT нужно вывести одно число - количество способов покраски.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 | 12 |

# Вариант 48
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В левой нижней клетке шахматной доски размера N×N стоит пешка. Двое игроков по очереди двигают её, причём каждый может подвинуть её на одну клетку вверх или на одну клетку вправо. На диагонали доски написаны числа a1, a2, …, aN. Когда пешка попадает на диагональ, игра кончается и выигрыш первого игрока равен значению числа, написанного в клетке с остановившейся пешкой. Напишите программу определения гарантированного выигрыша первого игрока.

Входные данные

В первой строке входного файла INPUT.TXT записано число N (1 ≤ N ≤ 100). Во второй строке записаны натуральные числа a1, a2, …, aN (1 ≤ ai ≤ 100).

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число – выигрыш первого игрока.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 8 3 1 4 1 5 9 2 6 | 5 |

# Вариант 49

![A picture containing text, clock
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В прямоугольной таблице N×M (в каждой клетке которой записано некоторое число) в начале игрок находится в левой верхней клетке. За один ход ему разрешается перемещаться в соседнюю клетку либо вправо, либо вниз (влево и вверх перемещаться запрещено). При проходе через клетку с игрока берут столько у.е., какое число записано в этой клетке (деньги берут также за первую и последнюю клетки его пути).

Требуется найти минимальную сумму у.е., заплатив которую игрок может попасть в правый нижний угол.

Входные данные

Во входном файле INPUT.TXT задано два числа N и M - размеры таблицы (1 ≤ N ≤ 20, 1 ≤ M ≤ 20). Затем идет N строк по M чисел в каждой - размеры штрафов в у.е. за прохождение через соответствующие клетки (числа от 0 до 100).

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальную сумму, потратив которую можно попасть в правый нижний угол.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 4 1 1 1 1 5 2 2 100 9 4 2 1 | 8 |
| 2 | 5 5 1 1 1 1 1 3 100 100 100 100 1 1 1 1 1 2 2 2 2 1 1 1 1 1 1 | 11 |

# Вариант 50

Игровое поле N×M заполняется целыми числами, одно неотрицательное целое число в каждой клетке. Цель игры состоит в том, чтобы пройти по любому разрешенному пути от верхнего левого угла до правого нижнего. Целое число в каждой клетке указывает, какой длины шаг должен быть из текущей клетки. Все шаги могут быть или направо или вниз. Если в результате какого-либо шага игрок покидает пределы поля, такой шаг запрещается.

На рис. 1 приведен пример игрового поля 3×4, где сплошная окружность показывает положение начала, а пунктирная окружность – цель. Рис. 2 показывает три возможных пути от начала до цели для рассматриваемого примера игрового поля, с удаленными промежуточными числами.

![Только вправо или вниз](data:image/gif;base64,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)

Требуется написать программу, которая определит число различных вариантов путей от верхнего левого угла до правого нижнего.

Входные данные

Входной файл INPUT.TXT содержит в первой строке размеры поля N (1 ≤ N ≤ 70) и M (1 ≤ M ≤ 70). В последующих N строках входного файла, каждая из которых описывает отдельную строку игрового поля, записаны через пробел по M целых чисел от 0 до 100 – длины шагов из клеток данной строки.

Выходные данные

Выходной файл OUTPUT.TXT должен содержать одно число - число различных вариантов путей от верхнего левого угла до правого нижнего. Для каждого поля будет менее чем 231 различных путей.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 4 2 1 1 2 3 2 1 44 3 1 1 0 | 3 |

# Вариант 51

Агент Джеймс Бонд пошел на пенсию, но неугомонный характер требовал новых впечатлений. Поэтому Джеймс Бонд с удовольствием согласился провести мастер-класс в некоторых группах школы «Молодого агента». Тема одного из занятий – работа агента с напарником. В таком опасном деле, как разведка, важно иметь очень надёжного напарника, поэтому напарниками могут стать только агенты, которые максимально близки по возрасту (т.е. два агента не могут стать напарниками, если в группе существует третий агент, который старше одного и младше другого).

Задание Бонда состоит в том, чтобы агенты нашли друг другу напарников таким образом, чтобы у каждого агента был хотя бы один напарник (всего у агента может быть 2 напарника – один младше, и один старше него, но эти двое не считаются напарниками между собой). Очевидно, что группа из 4 и более агентов может поделиться несколькими способами.

После нескольких занятий Бонд узнал способности групп, обучающихся в школе «Молодого агента», и оценил риск раскрытия каждого агента в отдельности. Но специфика работы с напарником такова, что в паре риску подвергается только старший из двух агентов, поэтому группу надо распределить так, чтобы суммарный риск был минимален.

Входные данные

В первой строке входного файла INPUT.TXT находится одно целое число N – количество агентов в группе (2 ≤ N ≤ 10000). Во второй строке находятся N пар целых положительных чисел, разделенных пробелом. Первое число в паре – это возраст агента (в днях) из диапазона [5000, 16000], второе – риск раскрытия агента, число в диапазоне [1, 1000]. Известно, что в любой группе все агенты разного возраста.

Выходные данные

В выходной файл OUTPUT.TXT выведите единственное число – минимальное значение суммарного риска раскрытия группы.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 6000 2 5500 3 5000 4 | 5 |
| 2 | 5 5005 1 5004 2 5003 3 5002 4 5001 5 | 7 |

# Вариант 52

На прямой дощечке вбиты гвоздики. Любые два гвоздика можно соединить ниточкой. Требуется соединить некоторые пары гвоздиков ниточками так, чтобы к каждому гвоздику была привязана хотя бы одна ниточка, а суммарная длина всех ниточек была минимальна.

Входные данные

В первой строке входного файла INPUT.TXT записано число N - количество гвоздиков (2 ≤ N ≤ 100). В следующей строке записано N чисел - координаты всех гвоздиков (неотрицательные целые числа, не превосходящие 10000).

Выходные данные

В выходной файл OUTPUT.TXT нужно вывести единственное число - минимальную суммарную длину всех ниточек.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 6 3 4 12 6 14 13 | 5 |

# Вариант 53

На расстоянии N шагов от магазина стоит человек. Каждую минуту он выбирает, куда сделать шаг: к магазину или в противоположном направлении.

Требуется написать программу, которая определит, сколькими способами он может попасть в магазин, пройдя ровно K шагов и оказавшись в магазине только после выполнения последнего шага.

Входные данные

Входной файл INPUT.TXT содержит два числа N и K, записанные через пробел. Известно, что 1 ≤ N ≤ K ≤ 37.

Выходные данные

Выходной файл OUTPUT.TXT должен содержать одно число – количество способов попадания в магазин.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 4 | 2 |
| 2 | 5 5 | 1 |

# Вариант 54

Дано натуральное число N. Над ним можно произвести следующий набор операций:

вычитать единицу;

делить на три, если число кратно трем;

делить на два, если число четное.

После выполнения одной из операций к полученному результату также можно применить указанные операции, и делается это до тех пор, пока результат не окажется равным 1.

Входные данные

Входной файл INPUT.TXT содержит натуральное число N (N ≤ 106).

Выходные данные

В выходной файл OUTPUT.TXT выведите наименьшее количество операций, в результате выполнения которых будет получена единица.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 5 | 3 |
| 2 | 1 | 0 |
| 3 | 10 | 3 |

# Вариант 55

Требуется вычислить количество N-значных чисел в системе счисления с основанием K, таких что их запись не содержит двух подряд идущих нулей.

Входные данные

Во входном файле INPUT.TXT записаны два натуральных числа N и K в десятичной системе счисления (2 ≤ K ≤ 10; 2 ≤ N; 4 ≤ N+K ≤ 18).

Выходные данные

В выходной файл OUTPUT.TXT необходимо вывести целое число в десятичной записи – ответ на задачу.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 10 | 90 |
| 2 | 4 2 | 5 |
| 3 | 6 3 | 328 |

# Вариант 56

Фермер решил на своем квадратном участке земли вспахать пашню квадратной формы максимальной площади, т.к. он посчитал, что именно квадратная форма пашни наиболее удобна для обработки. Но на его участке присутствуют деревья и хозяйственные постройки, которые он никуда не хочет переносить, а так же иные места, не пригодные для пашни. Для удобства он составил квадратную карту местности N×N в форме матрицы и пометил нулями непригодные для пашни зоны, в остальные зоны он поставил единицу.

Необходимо помочь фермеру определить максимальную площадь пашни.

Входные данные

В первой строке входного файла INPUT.TXT записано единственное натуральное число N (1 ≤ N ≤ 1000) – длина стороны квадратного участка фермы. Далее, следует N строк, в каждой из которых находится последовательность (без пробелов) нулей и единиц, описывающих ферму.

Выходные данные

В выходной файл OUTPUT.TXT необходимо вывести максимально возможную площадь пашни.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 7 1101101 1111110 1011100 0011100 1000010 1100111 1001110 | 9 |

# Вариант 57

Часто для пробного тура на различных олимпиадах по информатике предлагается задача «A + B», в которой по заданным целым числам A и B требуется найти их сумму.

При проведении городской олимпиады по информатике председатель жюри решил сам подготовить тесты для такой задачи. Для этого он использовал свою оригинальную методику, которая заключалась в следующем: сначала готовятся предполагаемые правильные ответы, а затем подбираются входные данные, соответствующие этим ответам.

Пусть председатель жюри выбрал число C, запись которого состоит из n десятичных цифр и не начинается с нуля. Теперь он хочет подобрать такие целые положительные числа A и B, чтобы их сумма была равна C, и запись каждого из них также состояла из n десятичных цифр и не начиналась с нуля. В дополнение к этому председатель жюри старается подобрать такие числа A и B, чтобы каждое из них было красивым. Красивым в его понимании является число, запись которого не содержит двух одинаковых подряд идущих цифр. Например, число 1272 считается красивым, а число 1227 — нет.

Требуется написать программу, которая для заданного натурального числа C вычисляет количество пар красивых положительных чисел A и B, сумма которых равна C. Поскольку количество пар красивых чисел может быть большим, необходимо вывести остаток от деления этого количества на число 109+7.

Входные данные

Входной файл INPUT.TXT содержит одно целое положительное число C. Число C не начинается с нуля. Количество цифр в записи числа С не превышает 10 000.

Выходные данные

В выходной файл OUTPUT.TXT должен содержать одно целое число — остаток от деления количества искомых пар красивых чисел A и B на число 109+7.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 22 | 2 |
| 2 | 200 | 0 |
| 3 | 1000 | 0 |
| 4 | 239 | 16 |

Пояснения к примерам

Число 22 можно представить в виде суммы двузначных чисел тремя способами: 10 + 12, 11 + 11, 12 + 10. Способ 11 + 11 не подходит, поскольку число 11 не является красивым. Следовательно, ответ для числа 22 равен 2.

Число 200 можно представить в виде суммы трехзначных чисел единственным способом: 100 + 100. Этот способ не подходит, поэтому ответ для числа 200 равен 0.

Число 1000 нельзя представить в виде суммы четырехзначных чисел, поэтому ответ для числа 1000 аналогично равен 0.

# Вариант 58

Мэр города Урюпинска решил посадить на главной аллее города, которая проходит с запада на восток, голубые ели. Причем сажать ели можно не во всех местах, а только на специально оставленных при асфальтировании аллеи клумбах.

Как оказалось, голубые ели бывают M различных сортов. Для ели каждого сорта известна максимальная длина ее тени в течение дня в западном и в восточном направлении (Wi и Ei соответственно). При этом известно, что ели растут гораздо лучше, если в течение дня они не оказываются в тени других елей.

Координатная ось направлена вдоль аллеи с запада на восток.

По заданным координатам клумб вычислите максимальное число елей, которое можно посадить, соблюдая условие о том, что никакая ель не должна попадать в тень от другой ели.

Входные данные

Во входном файле INPUT.TXT записано сначала натуральное число M — количество сортов елей (1 ≤ M ≤ 100). Затем идет M пар чисел Wi, Ei, описывающих максимальную длину тени в западном и восточном направлении в течение дня для каждого сорта ели (числа Wi, Ei — целые, из диапазона от 0 до 30000). Далее идет натуральное число N — количество клумб, в которых можно сажать ели (1 ≤ N ≤ 100). Далее идет N чисел, задающих координаты клумб (координаты — целые числа, по модулю не превышающие 30000). Клумбы перечислены с запада на восток (в порядке возрастания их координат).

Примечание

Если на клумбе с координатой X мы посадили ель, максимальная тень которой в восточном направлении равна E, то все клумбы с координатами от X+1 до X+E–1 попадают в тень от этой ели, а клумба с координатами X+E — уже нет. Аналогично для тени в западном направлении.

Выходные данные

В выходной файл OUTPUT.TXT выведите число A — максимальное количество елей, которые удастся посадить.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 1000 3 1 200 128 256 3 1 2 4 | 2 |

# Вариант 59

Гриша и Дима играют в следующую игру: они разложили однокопеечные монетки в стопки (в разных стопках может быть различное количество монет), а стопки расположили на столе перед собой в ряд слева направо. Затем Гриша и Дима по очереди делают ходы. На каждом ходе один из игроков берет слева несколько стопок, не меньше одной, но и не больше, чем перед этим взял его соперник. Первый игрок своим первым ходом берет не более K стопок. Игра заканчивается, когда стопок не остается.

Требуется написать программу, позволяющую вычислить, какое максимальное число монет может получить первый участник после окончания игры, если второй – тоже старается ходить так, чтобы получить как можно больше монет.

Входные данные

Входной файл INPUT.TXT состоит из одной строки, в которой записаны: число стопок N (1 ≤ N ≤ 180), за ним идут N чисел, задающих количество монет в стопках слева направо (количество монет в стопке – не менее 1 и не более 20000), а затем число K, ограничивающее количество стопок, которые первый игрок может взять на первом ходе (1 ≤ K ≤ 80). Все числа в строке разделены пробелом.

Выходные данные

В выходной файл OUTPUT.TXT необходимо вывести одно число – максимальное количество монет, которое заведомо может получить первый игрок, как бы ни играл второй.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3  4 9 1  3 | 14 |
| 2 | 4  1 2 2 7  3 | 5 |
| 3 | 5  3 4 8 1 7  2 | 18 |

# Вариант 60

Дана матрица N×N, заполненная положительными числами. Путь по матрице начинается в левом верхнем углу. За один ход можно пройти в соседнюю по вертикали или горизонтали клетку (если она существует). Нельзя ходить по диагонали, нельзя оставаться на месте.

Требуется найти максимальную сумму чисел, стоящих в клетках по пути длиной K (клетку можно посещать несколько раз).

Входные данные

Входной файл INPUT.TXT в первой строке содержит разделенные пробелом числа N и K. Затем идут N строк по N чисел в каждой – данные таблицы. Элементы матрицы – целые числа от 1 до 9999, 2 ≤ N ≤ 100, 1 ≤ K ≤ 2000.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число – максимальную сумму.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 5 7 1 1 1 1 1 1 1 3 1 9 1 1 6 1 1 1 1 3 1 1 1 1 1 1 1 | 21 |

# Вариант 61

Рассмотрим последовательности длины N, состоящие из 0 и 1. Требуется написать программу, которая по заданному натуральному числу N определяет количество тех из них, в которых никакие две единицы не стоят рядом.

Входные данные

Входной файл INPUT.TXT содержит число N (1 ≤ N ≤ 1000).

Выходные данные

В выходной файл OUTPUT.TXT выведите ответ на задачу.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 | 3 |
| 2 | 3 | 5 |

# Вариант 62

Рассмотрим числовую последовательность, первоначально состоящую из двух единиц: 1, 1. Далее на каждом последующем шаге будем вставлять между соседними элементами их сумму. В примере добавляемые элементы выделены:

|  |  |
| --- | --- |
| Номер шага | Последовательность |
| 0 | 1, 1 |
| 1 | 1, 2, 1 |
| 2 | 1, 3, 2, 3, 1 |
| 3 | 1, 4, 3, 5, 2, 5, 3, 4, 1 |

Требуется написать программу, которая подсчитает сумму членов последовательности, построенной за K шагов.

Входные данные

Входной файл INPUT.TXT содержит одно натуральное число K (0 ≤ K ≤ 100) – номер последнего шага.

Выходные данные

Выходной файл OUTPUT.TXT должен содержать одно натуральное число – сумму элементов последовательности, построенной за K шагов.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 | 28 |
| 2 | 10 | 59050 |

# Вариант 63

Дано N целых чисел A1, A2, ..., AN. Требуется найти количество различных значений сумм вида k1A1 + k2A2 + ... + kNAN.

Входные данные

Входной файл INPUT.TXT в первой строке содержит число N, во второй - A1, A2, ..., AN через пробел. Ограничения: все числа целые, 1 ≤ N ≤ 500, 0 ≤ Ai ≤100, 0 ≤ ki ≤ 1.

Выходные данные

В выходной файл OUTPUT.TXT выведите количество различных значений сумм.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 1 1 2 | 5 |
| 2 | 3 1 3 2 | 7 |
| 3 | 5 49 100 98 49 0 | 10 |

# Вариант 64

Автомобильные пробки случаются везде, даже в нашем небольшом городе. Дороги у нас имеют по две полосы в одном направлении, а автомобили только двух видов: легковые (в пробке занимают квадратное место 1×1 от ширины одной полосы) и грузовые (занимают прямоугольное место 1×2). Автомобилисты очень дисциплинированы: не становятся поперек полосы, не занимают чужую площадь, но и не оставляют свободных мест.

Требуется написать программу, которая определит количество различных автомобильных пробок длины N.

Входные данные

Входной файл INPUT.TXT содержит одно натуральное число N (N ≤ 1000).

Выходные данные

Выходной файл OUTPUT.TXT должен содержать найденное количество автомобильных пробок.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 | 4 |
| 2 | 3 | 9 |

# Вариант 65

Будем называть пару строк (α, β) подпарой строки γ, если γ = γ1αγ2βγ3 для некоторых (возможно пустых) строк γ1, γ2 и γ3. Длиной пары строк будем называть сумму длин составляющих ее строк: |(α, β)| = |α| + |β|.

По заданным двум строкам ξ и η найдите их длиннейшую общую подпару, то есть такую пару строк (α, β), что она является подпарой как ξ, так и η, и ее длина максимальна.

Входные данные

Входной файл INPUT.TXT содержит две непустые строки ξ и η, состоящие из маленьких букв английского алфавита. Длина каждой из строк не превышает 2000.

Выходные данные

В выходной файл OUTPUT.TXT выведите α на первой строке выходного файла и β на второй строке.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | abacabadabacaba acabacadacabaca | acaba abaca |
| 2 | ab bc | b |

# Вариант 66

Участник игры в морской бой размещает на игровом поле свои корабли. По правилам этой разновидности игры корабли могут быть только прямоугольниками любых размеров, не могут пересекаться и иметь общих граничных точек. Количество уже размещённых кораблей равно K. Последний корабль он хочет сделать максимально большим.

Входные данные

В первой строке входного файла INPUT.TXT записаны три числа N, M и K – количество клеток по вертикали, количество клеток по горизонтали и число уже выстроенных кораблей соответственно (1 ≤ N, M ≤ 100, 1 ≤ K ≤ 10). Следующие K строк содержат координаты K размещённых кораблей – 4 числа в каждой строке. 1-е и 2-е число – вертикальная и горизонтальная координаты левой верхней угловой клетки корабля, 3-е и 4-е число – вертикальная и горизонтальная координаты правой нижней угловой клетки корабля. Клетки поля нумеруются сверху вниз (от 1 до N) и слева направо (от 1 до M).

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число – количество клеток в последнем корабле.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 8 7 3 1 1 2 2 3 5 3 7 4 2 4 3 | 21 |

# Вариант 67

В поисках пропитания большая дружная семья кроликов добрела до морковного поля. К сожалению, чуть раньше сюда же прибыла большая дружная семья голодных хомяков. Во избежание конфликта было решено собирать урожай по очереди. Поле представляет собой N грядок по M кустов; на каждом кусте растет некоторое количество морковок. Очередной собирающий стартует от любого куста первой грядки и движется к последней, переходя от одного куста к другому по следующему правилу: от куста номер K на грядке L можно перейти только на грядку L+1 к одному из трех кустов с номерами K-1, K, K+1 (конечно, если кусты с такими номерами есть). Каждый посещенный куст очищается от моркови полностью. Первым на сбор урожая выходит один из кроликов, следом идет хомяк, потом снова кролик и так до тех пор, пока на поле есть хоть одна морковка.

Кролики суетливы, поэтому они выбирают путь наиболее выгодный внешне: стартуют от самого богатого куста первой грядки, а из трех последующих вариантов всегда выбирают самый большой куст (при наличии нескольких кустов с одинаковым числом морковок выбирается куст с наибольшим номером). Хомяки, прибыв на поле раньше, успели составить подробную карту поля и поддерживают её в актуальном состоянии на основе оперативных данных о сборе урожая, поэтому они для каждого хомяка выбирают путь, позволяющий собрать максимальное количество морковок из возможных (при наличии нескольких вариантов с максимально возможным количеством морковок выбирается тот, где лексикографически больше последовательность номеров кустов в порядке посещения).

По известной карте поля определите, сколько моркови удалось собрать кроликам и хомякам по отдельности.

Входные данные

В первой строке входного файла INPUT.TXT содержится два целых числа N и M (1 ≤ N, M ≤ 100). Следом идут N строк, в каждой из которых M чисел Xi,j (0 ≤ Xi,j ≤ 10). Xi,j - количество морковок на j-ом кусте i-ой грядки.

Выходные данные

В выходной файл OUTPUT.TXT выведите через пробел два числа: количество морковок, собранных кроликами и хомяками, соответственно.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 3 1 1 2 1 1 1 10 1 1 | 7 12 |
| 2 | 4 4 1 1 1 2 1 1 1 1 1 1 1 1 10 10 1 1 | 18 17 |

# Вариант 68

Дана последовательность чисел a1, a2, …, aN. За одну операцию разрешается удалить любое (кроме крайних) число, заплатив за это штраф, равный произведению этого числа на сумму соседних. Требуется удалить все числа, кроме крайних, с минимальным суммарным штрафом.

Например:

Начальная последовательность: 1 50 51 50 1.

Удаляем четвёртое число, штраф 50(51+1)=2600, получаем 1 50 51 1.

Удаляем третье число, штраф 51(50+1)=2601, получаем 1 50 1.

Удаляем второе число, штраф 50(1+1)=100.

Итого штраф 5301.

Входные данные

В первой строке входного файла INPUT.TXT записано одно число N (1 ≤ N ≤ 100) - количество чисел в последовательности.

Во второй строке находятся N целых чисел a1, a2, …, aN; никакое из чисел не превосходит по модулю 100.

Выходные данные

В единственную строку выходного файла OUTPUT.TXT нужно вывести одно число - минимальный суммарный штраф.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 5 1 50 51 50 1 | 5301 |

# Вариант 69

Непустая строка, содержащая некоторое слово, называется палиндромом, если это слово одинаково читается как слева направо, так и справа налево. Пусть задана строка, в которой записано слово S, состоящее из N букв английского алфавита. Путем вычеркивания из этого слова некоторого набора символов, можно получить строку, которая будет палиндромом.

Требуется написать программу, с помощью которой можно определить, сколько существует способов вычеркивания из заданного слова некоторого (возможно пустого) набора символов, чтобы образованная таким образом строка была палиндромом. Способы, отличающиеся порядком вычеркивания символов, считаются одинаковыми.

Входные данные

В первой и единственной строке входного файла INPUT.TXT записано слово S, состоящее из N символов (1 ≤ N ≤ 30).

Выходные данные

В выходной файл OUTPUT.TXT выведите найденное число способов.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | AAA | 7 |
| 2 | BAOBAB | 22 |

# Вариант 70

Задан вес E пустой копилки и вес F копилки с монетами. В копилке могут находиться монеты N видов, для каждого вида известна ценность Pi и вес Wi одной монеты. Найти минимальную и максимальную суммы денег, которые могут находиться в копилке.

Входные данные

В первой строке входного файла INPUT.TXT находятся числа E и F, во второй - число N, в следующих N строках - по два числа, Pi и Wi. (1 ≤ E ≤ F ≤ 10000, 1 ≤ N ≤ 500, 1 ≤ Pi ≤ 50000, 1 ≤ Wi ≤ 10000).

Выходные данные

В выходной файл OUTPUT.TXT выведите два числа через пробел - минимальную и максимальную суммы. Если копилка не может иметь точно заданный вес при условии, что она наполнена монетами заданных видов, следует вывести "This is impossible.".

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 1000 1100 2 1 1 5 2 | 100 250 |
| 2 | 1000 1010 2 6 3 2 2 | 10 16 |
| 3 | 1000 2000 1 10 3 | This is impossible. |

# Вариант 71

Художественная гимнастика – это вид спорта, где всё познаётся в сравнении, здесь нельзя, как в беге или плавании, измерить результат спортсмена с точностью до сотой доли секунды. Поэтому на выступлениях оценки выступлениям дают судьи. При выставлении оценок судьи ориентируются не только на текущее выступление, но, безусловно, сравнивают текущее выступление с выступлениями, показанными ранее. Кроме того, учитывается сложность показанного упражнения и рейтинг спортсмена.

Каждый выход спортсмена описывается двумя числами: номер спортсмена в рейтинге (наиболее профессиональные спортсмены имеют наибольший номер), и номер исполненного упражнения (упражнения нумеруются, начиная с самых простых). Судья сравнивает каждый выход спортсмена с каждым из выполненных ранее выходов. Если в результате сравнения получается, что спортсмен с большим номером показал более простое упражнение, чем спортсмен с меньшим номером, судья удивляется. Следует учитывать, что один выход может удивить судью несколько раз. Один спортсмен может выполнить несколько выходов, так же, как и одно упражнение может быть показано несколькими спортсменами – но такие выходы в сравнении судью не удивляют. Спортсмен не исполняет уже показанное упражнение повторно. Требуется подсчитать, сколько раз за время выступлений будет удивлён судья.

Входные данные

Первая строка входного файла INPUT.TXT содержит количество спортсменов N (0 < N ≤ 250), количество упражнений M (0 < M ≤ 250) и количество выходов P. Следующие P строк содержат по два числа, описывающие выход спортсмена – номер спортсмена и номер упражнения.

Выходные данные

В выходной файл OUTPUT.TXT выведите, сколько раз был удивлен судья.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 3 4 3 1 1 2 1 3 3 2 | 3 |
| 2 | 2 2 2 1 1 2 2 | 0 |

# Вариант 72

Заклинание Ауэрса представляет собой набор звуков, записываемых малыми буквами английского алфавита без пробелов. Сам по себе этот набор не обладает ни секретностью, ни магической силой и приведен во всех учебниках по белой магии в соответствующем разделе. Там же указан способ его применения:

а) разбить набор букв на палиндромы, то есть непустые слова, которые читаются одинаково как справа налево, так и слева направо;

б) произносить их по порядку, после каждого, взмахивая умклайдетом (в крайнем случае, щелкая пальцами);

в) магическая сила заклинания обратно пропорциональна числу палиндромов, на которые разбит набор букв.

Даже домовые знают, что это заклинание можно разбить на отдельные буквы и очень забавно наблюдать, как они, щелкая пальцами и выкрикивая отдельные звуки заклинания, выводят клопов. Однако истинную мощь заклинание обретает только тогда, когда оно разбито на наименьшее возможное число палиндромов. Знание этого разбиения доступно только самым великим магам, например Кристобалю Хозевичу Хунте.

Желая поднять свою квалификацию мага, Александр Привалов решил использовать современные средства для нахождения кратчайшего разбиения заклинания Ауэрса на палиндромы. Уже неделю он бьется над составлением переборной программы для своего Алдана, но пока все без толку. У него уже начала расти шерсть на ушах, помогите ему.

Входные данные

В единственной строке файла INPUT.TXT содержится непустой исходный набор, состоящий из маленьких букв английского алфавита без пробелов (количество символов в наборе не больше 70).

Выходные данные

В первой строке выходного файла OUTPUT.TXT необходимо указать наименьшее число k палиндромов, на которые разбивается набор. Эти k палиндромов нужно привести в следующих k строках в том порядке, в котором они входят в исходный набор и должны произноситься при использовании заклинания. Если имеется несколько минимальных разбиений, достаточно вывести любое из них.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | baobab | 4 b a o bab |
| 2 | aaaaa | 1 aaaaa |
| 3 | rarabar | 3 rar aba r |

# Вариант 73

В школу бальных танцев профессора Падеграса записались n учеников — мальчиков и девочек. Профессор построил их в один ряд, и хочет отобрать из них для первого занятия группу стоящих подряд учеников, в которой количество мальчиков и девочек одинаково. Сколько вариантов выбора есть у профессора?

Входные данные

В первой строке входного файла INPUT.TXT задано число n (1 ≤ N ≤ 106). Во второй строке задается описание построенного ряда из мальчиков и девочек — строка из n символов a и b (символ a соответствует девочке, а символ b — мальчику).

Выходные данные

В единственной строке выходного файла OUTPUT.TXT должно содержаться единственное число — количество вариантов выбора требуемой группы.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 bab | 2 |
| 2 | 8 abbababa | 13 |

# Вариант 74

Вася недавно узнал, что такое циклическое k-расширение строки S. Его можно получить следующим образом: склеить k экземпляров строки S, а потом взять первые k символов результата.

Узнав это, Вася обрадовался, взял некоторую строку, и начал к ней применять описанную операцию, не запоминая, какое он каждый раз брал k.

Вам дана часть строки, получившейся у Васи. Ваша задача определить, не ошибся ли Вася в своих сложных преобразованиях, т. е., мог ли у него из первоначальной строки получиться ответ, содержащий данную строку в качестве подстроки.

Входные данные

В первой строке входного файла INPUT.TXT находится изначальная строка, которую Вася бережно записал перед тем, как приступить к своим действиям. Во второй строке находится подстрока результата, полученного Васей. Обе строки не пусты и по длине не превышают 5 000 символов. Строки могут состоять из больших и маленьких английских букв (с учетом регистра), а также цифр.

Выходные данные

В выходной файл OUTPUT.TXT выведите "NO", если можно точно сказать, что Вася ошибся, и "YES", если мог и не ошибиться.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | abc abc | YES |
| 2 | abcd bcabc | YES |
| 3 | abcabc abcA | NO |

# Вариант 75

Задан шаблон, состоящий из круглых скобок и знаков вопроса. Требуется определить, сколькими способами можно заменить знаки вопроса круглыми скобками так, чтобы получилось правильное скобочное выражение.

Входные данные

Единственная строка входного файла INPUT.TXT содержит заданный шаблон длиной от 1 до 80 символов.

Выходные данные

Выведите в выходной файл OUTPUT.TXT искомое количество способов. Исходные данные будут таковы, что это количество не превзойдет 2×109.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | ????(? | 2 |

# Вариант 76

Играют двое. Задаётся какая-то дата 2008 года. Каждый игрок на своём ходе называет более позднюю дату, увеличивая на 1 или 2 либо день в месяце, либо месяц, но не то и другое сразу. При этом сочетание дня и месяца должно оставаться датой. Игрок, назвавший 31 декабря, проигрывает. Оба играют наилучшим образом. Исходя из заданной даты вывести, кто выиграет.

Входные данные

В первой строке входного файла INPUT.TXT находятся числа, обозначающие день и месяц. Месяц указывается от 1 до 12, день от 1 до числа дней в месяце, дата «31 декабря» отсутствует во входных данных.

Выходные данные

В выходной файл OUTPUT.TXT выведите 1, если выигрывает первый (начинающий) игрок, или 2 – в противном случае.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 30 12 | 2 |
| 2 | 29 12 | 1 |
| 3 | 29 11 | 2 |

# Вариант 77

![Кубик](data:image/gif;base64,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)

В последнее время настольные игры стали очень популярны. В нашу жизнь возвращаются как некогда забытые, так и новые увлекательные игры. К вам попала совершенно новая, уникальная настольная игра. Для игры нужен игральный кубик (его развертка приведена на рисунке) и прямоугольное игровое поле, разбитое на клетки. В каждой клетке поля написано целое число.

Играть могут несколько человек по следующим правилам:

Первым ходом игрок ставит кубик в левую верхнюю клетку поля на любую грань.

Каждым следующим ходом игрок переходит на соседнюю справа или снизу клетку, перекатывая кубик на любую из 4 соседних граней.

За каждый ход игрок получает K\*A очков, где A - число, записанное в текущей клетке поля, K - цифра на той грани кубика, которой он стоит на игровом поле.

Игрок ходит, пока не окажется в нижней правой клетке поля. Тогда очки за все его ходы суммируются.

Когда один игрок закончил ходить, начинает ходить второй игрок и т.д.

Победитель - игрок, набравший больше всех очков.

По заданному игровому полю определите максимальную сумму очков, которую можно получить, играя по указанным правилам.

Входные данные

Первая строка входного файла INPUT.TXT содержит разделенные пробелом числа N и M - размеры игрового поля (1 ≤ N×M ≤ 105). Далее идет N строк по M чисел, разделенных пробелами - числа, записанные в клетках игрового поля. Все числа по модулю не превышают 103.

Выходные данные

В выходной файл OUTPUT.TXT выведите целое число – наибольшее количество очков, которые можно получить при оптимальной игре.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 3 1 -2 3 -4 5 -6 7 -8 9 | 78 |

# Вариант 78

Закончив университет, Петя решил заняться разработкой web-приложений. Получив первый заказ, Петя посчитал разумным на время выполнения заказа обеспечить себя доступом в Интернет. Провайдер, с которым Петя заключил контракт, обеспечивает доступ в Интернет только посредством сервис-карт. Когда Петя пришел в местное почтовое отделение за их покупкой, то оказалось, что в продаже имеется N сервис-карт.

Каждая сервис-карта характеризуется тремя числами Bi, Ei, Si, где Si – цена карты, а Bi и Ei – это начало и окончание промежутка времени её действия, т.е. сервис-карта позволяет получить доступ в Интернет в любой момент времени t такой, что Bi ≤ t ≤ Ei. Время отсчитывается от некоторого фиксированного момента в прошлом.

Петя решил, что будет работать над выполнением заказа, начиная с момента времени B и заканчивая моментом времени E. Основная проблема состоит в том, что Петя не богат, поэтому он хочет на время выполнения заказа обеспечить себя «стабильным» Интернетом и потратить на это как можно меньшую сумму денег. Будем говорить, что данное множество сервис-карт обеспечивает Пете «стабильный» Интернет, если для любого момента времени t, такого, что B ≤ t ≤ E, найдется хотя бы одна сервис-карта из данного множества, которая позволяет получить доступ в Интернет в этот момент времени.

Ваша задача состоит в том, чтобы определить минимальную сумму денег, необходимую Пете для приобретения множества карт, которое обеспечит ему «стабильный» Интернет на время выполнения заказа.

Входные данные

В первой строке входного файла INPUT.TXT находится одно число N. Во второй строке два числа B и E, разделенные пробелом, где B – момент начала промежутка времени, в который Петя будет работать над выполнением заказа, а E – момент окончания.

Следующие N строк описывают сервис-карты, i-ая из этих строк описывает i-ю сервис-карту и содержит три числа Bi, Ei и Si, разделенные одиночными пробелами.

Ограничения: все числа натуральные, 1 ≤ N ≤ 105, 1 ≤ Bi < Ei ≤ 109, 1 ≤ B < E ≤ 109, 1 ≤ Si ≤ 20 000. Существует хотя бы одно множество карт, которое обеспечивает «стабильный» Интернет на время выполнения заказа

Выходные данные

Выходной файл OUTPUT.TXT должен содержать одно число, равное минимальной сумме денег, необходимой Пете для приобретения множества сервис-карт, которое обеспечит ему «стабильный» Интернет на время выполнения заказа.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 7 10 30 9 14 10 13 19 18 14 18 16 18 24 14 24 30 9 17 2005 24 15 20 14 | 49 |

# Вариант 79

|  |  |
| --- | --- |
| В нашем зоопарке появился заяц. Его поместили в клетку, и чтобы ему не было скучно, директор зоопарка распорядился поставить в его клетке лесенку. Теперь наш зайчик может прыгать по лесенке вверх, перепрыгивая через ступеньки. Лестница имеет определенное количество ступенек N. Заяц может одним прыжком преодолеть не более К ступенек. Для разнообразия зайчик пытается каждый раз найти новый путь к вершине лестницы. Директору любопытно, сколько различных способов есть у зайца добраться до вершины лестницы при заданных значениях K и N. Помогите директору написать программу, которая поможет вычислить это количество. Например, если K=3 и N=4, то существуют следующие маршруты: 1+1+1+1, 1+1+2, 1+2+1, 2+1+1, 2+2, 1+3, 3+1. Т.е. при данных значениях у зайца всего 7 различных маршрутов добраться до вершины лестницы. |  |
|  |  |

Входные данные

В единственной строке входного файла INPUT.TXT записаны два натуральных числа K и N (1 ≤ K ≤ N ≤ 300). К - максимальное количество ступенек, которое может преодолеть заяц одним прыжком, N – общее число ступенек лестницы.

Выходные данные

В единственную строку выходного файла OUTPUT.TXT нужно вывести количество возможных вариантов различных маршрутов зайца на верхнюю ступеньку лестницы без ведущих нулей.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 1 3 | 1 |
| 2 | 2 7 | 21 |
| 3 | 3 10 | 274 |

# Вариант 80

Однажды глава семейства заказал фотографию своей большой семьи, состоящей из N человек, возраст которых 1 год, 2 года, …, N-1 лет и N лет. На фотографии должны присутствовать все родственники, и для этого они должны расположиться в один ряд. Сначала было решено расположить родственников по старшинству, начиная с самого младшего. Но фотограф сказал, что, возможно, на фото это будет выглядеть неестественно. Тогда было решено использовать следующее размещение:

слева сидит ребенок возрастом в 1 год

разность возрастов двух соседних родственников не превышает 2 года

Действительно, на фотографии, таким образом, все будут все равно выглядеть, будто расположенные по старшинству (ведь среди людей возрастом, к примеру, 25 и 27 лет не так легко определить старшего). Способов такой посадки существует, понятно, несколько. Фотограф снял все такие способы. Сколько же фотографий получилось в итоге?

Входные данные

Во входном файле INPUT.TXT содержится число N (1 ≤ N ≤ 55) – количество членов большой семьи.

Выходные данные

Выходной файл OUTPUT.TXT должен содержать искомое число фотографий.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 4 | 4 |
| 2 | 7 | 14 |

# Вариант 81

Математики – люди, весьма ценящие красоту. Они умеют находить ее даже в объектах, к которым, по мнению большинства, это понятие даже не может быть применимо. Например, недавно один математик, занимавшийся изучением последовательностей натуральных чисел, заметил, что некоторые из последовательностей отличаются необычайной красотой. Особенно красивыми он посчитал последовательности a1, ... , an длины n из чисел от 1 до k, обладающие следующими свойствами:

a1=1;

если ai=M , i > 1, то найдется j < i : aj=M-1, либо M=1.

Примером такой последовательности для n = 5, k = 3 является «1, 1, 2, 3, 1», а последовательность «1, 3, 1, 4» не является особенно красивой ни для каких n и k.

Ваша задача состоит в нахождении числа особенно красивых последовательностей для заданных n и k.

Входные данные

Входной файл INPUT.TXT содержит два целых числа: n и k (1 ≤ n, k ≤ 500).

Выходные данные

В выходной файл OUTPUT.TXT выведите ответ на задачу.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 3 | 5 |
| 2 | 7 6 | 876 |

# Вариант 82

Дана цепочка из N символов, состоящая из прописных английских букв. Необходимо пройти с первого символа цепочки до последнего символа, прыгая не более чем на K символов. Стоимость прыжка, при котором символ не меняется, равна 0, а стоимость прыжка на другой символ равна 1.

Требуется написать программу, которая вычислит наименьшую стоимость перехода с первого на последний символ.

Входные данные

Входной файл INPUT.TXT содержит в первой строке два целых числа: длина цепочки N (2 ≤ N ≤ 105) и максимальная длина прыжка K (1 ≤ K < N). Во второй строке содержится цепочка из N английских букв.

Выходные данные

Выходной файл OUTPUT.TXT должен содержать одно число – минимальную стоимость перехода.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 10 2 ABABBCACBC | 2 |

# Вариант 83

Алеша Попович и Добрыня Никитич сражаются со стаей двух- и трехголовых драконов. Они по очереди взмахивают мечами, и одним махом могут отрубить любое натуральное число голов (по своему желанию), но только у одного дракона. Отрубивший последнюю голову у последнего дракона получает в жены прекрасную принцессу.

Кто из богатырей (начинающий или второй) может получить в жены принцессу независимо от действий другого?

Входные данные

Во входном файле INPUT.TXT записано два числа N и M — количество двух- и трехголовых драконов соответственно (оба числа целые из диапазона от 0 до 100, N+M>0).

Выходные данные

В выходной файл OUTPUT.TXT выведите число 1 или 2 определяющее, кто из богатырей имеет все шансы получить в жены принцессу (1 — тот, кто начинает, 2 — второй).

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 2 | 2 |
| 2 | 1 2 | 1 |

# Вариант 84

Всем известно сверхпопулярное теле-шоу «Поле чудес».

В игре принимают участие n человек. Их цель - отгадать загаданное слово. Изначально известна только длина слова, а буквы на специальном табло закрыты черными прямоугольниками. В свой ход игрок называет одну букву. Если эта буква встречается в слове, то все ее вхождения открываются, и игрок делает еще один ход. Если в слове нет такой буквы, то ход передается следующему игроку. От последнего игрока ход передается первому. Выигрывает тот игрок, который отгадывает последнюю букву.

Пусть, например, загадано секретное слово «CONTEST». Изначально игроки видят только «-------». Если первый игрок скажет 'E', то она открывается, и теперь табло выглядит как «----E--». Первый игрок делает еще один ход - пусть, например, он называет 'A'. В слове нет такой буквы, поэтому ход передается следующему игроку. Если тот скажет 'T', то игроки увидят «---TE-T», и так далее.

Пашин друг собирается поучаствовать в игре. Павлу интересно: каковы шансы на победу его друга. Паша оценил интеллектуальный потенциал каждого из игроков qt. Вероятность того, что игрок t правильно отгадает букву в ситуации, когда еще не были названы i букв, неизвестны еще j разных букв слова, и на табло осталось k закрытых букв, вычисляется по следующей формуле:

![A group of white and blue symbols

Description automatically generated](data:image/gif;base64,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)

Здесь мы будем считать, что 00 = 1.

Вероятности угадывания каждой из все еще неизвестных букв слова одинаковы. По заданным n, очереди хода друга Павла r, загаданному слову и значениям интеллектуального потенциала игроков, определите вероятность того, что Пашин друг победит в игре.

Входные данные

Первая строка входного файла INPUT.TXT содержит n и r (2 ≤ n ≤ 10, 1 ≤ r ≤ n). На второй строке записано загаданное слово. Оно состоит из больших букв английского алфавита, и его длина не превосходит 12. Третья строка содержит n вещественных чисел - значения интеллектуального потенциала игроков (0 ≤ qt ≤ 0.99).

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число - вероятность победы друга Павла. Ответ должен быть дан с точностью, не хуже, чем 10-8.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 1 CONTEST 0.7 0.2 0.1 | 0.4648222937 |

# Вариант 85

Сегодня на уроке математики Петя и Вася изучали понятие арифметической прогрессии. Арифметической прогрессией с разностью d называется последовательность чисел a1, a2, …, ak, в которой разность между любыми двумя последовательными числами равна d. Например, последовательность 2, 5, 8, 11 является арифметической прогрессией с разностью 3.

После урока Петя и Вася придумали новую игру с числами. Игра проходит следующим образом.

В корзине находятся n фишек, на которых написаны различные целые числа a1, a2, …, an. По ходу игры игроки выкладывают фишки из корзины на стол. Петя и Вася делают ходы по очереди, первым ходит Петя. Ход состоит в том, что игрок берет одну фишку из корзины и выкладывает ее на стол. Игрок может сам решить, какую фишку взять. После этого он должен назвать целое число d ≥ 2 такое, что все числа на выбранных к данному моменту фишках являются членами некоторой арифметической прогрессии с разностью d, не обязательно последовательными. Например, если на столе выложены фишки с числами 2, 8 и 11, то можно назвать число 3, поскольку эти числа являются членами приведенной в начале условия арифметической прогрессии с разностью 3.

Игрок проигрывает, если он не может сделать ход из-за отсутствия фишек в корзине или из-за того, что добавление любой фишки из корзины на стол приводит к тому, что он не сможет подобрать соответствующее число d.

Например, если в корзине имеются числа 2, 3, 5 и 7, то Петя может выиграть. Для этого ему необходимо первым ходом выложить на стол число 3. После первого хода у него много вариантов назвать число d, например он может назвать d = 3. Теперь у Васи два варианта хода.

1. Вася может вторым ходом выложить фишку с числом 5 и назвать d = 2. Тогда Петя выкладывает фишку с числом 7, называя d = 2. На столе оказываются фишки с числами 3, 5 и 7, а в корзине осталась только фишка с числом 2. Вася не может ее выложить, поскольку после этого он не сможет назвать корректное число d. В этом случае Вася проигрывает.
2. Вася может вторым ходом выложить фишку с числом 7 и также назвать, например, d = 2. Тогда Петя выкладывает фишку с числом 5, называя также d = 2. Вася снова попадает в ситуацию, когда на столе оказываются фишки с числами 3, 5 и 7, а в корзине осталась только фишка с числом 2, и он также проигрывает.

Заметим, что любой другой первый ход Пети приводит к его проигрышу. Если он выкладывает число 2, то Вася отвечает числом 7, и Петя не может выложить ни одной фишки. Если Петя выкладывает фишку с числом 5 или 7, то Вася выкладывает фишку с числом 2, и у Пети также нет допустимого хода.

Требуется написать программу, которая по заданному количеству фишек n и числам на фишках a1, a2, …, an определяет, сможет ли Петя выиграть вне зависимости от действий Васи, и находит все возможные первые ходы Пети, ведущие к выигрышу.

Входные данные

Первая строка входного файла INPUT.TXT содержит целое число (1 ≤ n ≤ 200). Вторая строка содержит n различных целых чисел a1, a2, …, an (для всех i от 1 до n выполняется неравенство 1 ≤ ai ≤ 105). Соседние числа разделены ровно одним пробелом.

Выходные данные

Первая строка выходного файла OUTPUT.TXT должна содержать число k — количество различных первых ходов, которые может сделать Петя, чтобы выиграть. Если Вася может выиграть вне зависимости от действий Пети, строка должна содержать цифру 0.

Во второй строке должно содержаться k различных целых чисел — все выигрышные числа. Будем называть число выигрышным, если, выложив в качестве первого хода фишку, содержащую это число, Петя может выиграть вне зависимости от действий Васи. Соседние числа в строке должны быть разделены ровно одним пробелом.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 2 3 5 7 | 1 3 |
| 2 | 2 2 4 | 0 |

# Вариант 86

*Вершинный кактус* - это связный неориентированный граф, каждая вершина которого лежит не более, чем на одном простом цикле.

Дерево можно превратить в кактус, добавив в него несколько ребер (поскольку дерево само является кактусом, то можно не добавлять ребер вообще). Вообще говоря, может существовать несколько способов превратить дерево в кактус. Количество способов сделать это назовем *кактусастостью* дерева.

Например, кактусастость дерева, изображенного на картинке слева, равна 12. Двенадцать кактусов, в которые оно может быть превращено, изображены справа.

![A black and white image of a face

Description automatically generated with medium confidence](data:image/gif;base64,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)

Для заданного дерева требуется найти его кактусастость.

Входные данные

Первая строка входного файла INPUT.TXT содержит одно целое число n - количество вершин в дереве (1 ≤ n ≤ 200). Следующие n-1 строк задают ребра дерева.

Выходные данные

В выходной файл OUTPUT.TXT выведите единственное целое число - кактусастость заданного дерева.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 6 1 3 2 3 3 4 4 5 4 6 | 12 |

# Вариант 87

В тридесятом государстве есть N деревень. Некоторые пары деревень соединены дорогами. В целях экономии, «лишних» дорог нет, т.е. из любой деревни в любую можно добраться по дорогам единственным образом.

Новейшие исследования показали, что тридесятое государство находится в сейсмически опасной зоне. Поэтому глава государства захотел узнать, какой именно ущерб может принести его державе землетрясение. А именно, он хочет узнать, какое минимальное число дорог должно быть разрушено, чтобы образовалась изолированная от остальных группа ровно из P деревень такая, что из любой деревни из этой группы до любой другой деревни из этой группы по-прежнему можно будет добраться по неразрушенным дорогам (группа изолирована от остальных, если никакая неразрушенная дорога не соединяет деревню из этой группы с деревней не из этой группы).

Вы должны написать программу, помогающую ему в этом.

Входные данные

Первая строка входного файла INPUT.TXT содержит два числа: N и P (1 ≤ P ≤ N ≤ 150). Все остальные строки содержат описания дорог, по одному на строке: описание дороги состоит из двух номеров деревень (от 1 до N), которые эта дорога соединяет. Все числа во входном файле разделены пробелами и/или переводами строки.

Выходные данные

В выходной файл OUTPUT.TXT выведите единственное число – искомое количество дорог.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 2 1 2 3 2 | 1 |
| 2 | 11 6 1 2 1 3 1 4 1 5 2 6 2 7 2 8 4 9 4 10 4 11 | 2 |

# Вариант 88

Далеко не все в Тентуре имеют право носить малиновые штаны, и конечно, не все владеют пепелацем с гравицапой, поэтому для большинства жителей проблема перемещения между планетами была неразрешимой. Но с некоторых пор один предприимчивый чатланин с планеты Плюк вышел на рынок пассажирских перевозок, и за немного чатлов, готов перевозить желающих с планеты на планету. Рейс начинается с планеты Плюк, включает нескольких других планет, и завершается там же, на планете Плюк. Однако при подготовке рейса возникли неожиданные проблемы. Например, если чатланин с планеты Плюк хочет попасть на планету, которая является в рейсе предпоследней – ему невольно придётся посетить все планеты, которые находятся в рейсе между планетой Плюк и его точкой назначения. Очевидно, что часть планет в этом списке могут оказаться пацакскими. Но каждый чатланин обязан носить цак на пацакской планете и, наоборот, каждый пацак должен носить цак на чатланской планете. (Цак — колокольчик для носа, знак отличия для относительно низшей касты на данной планете). А процедура ношения цака унизительна во всех смыслах этого слова…

Поскольку данное бюро путешествий пока не имеет представительств на других планетах, перевозка осуществляется только с планеты Плюк на какую-либо другую, либо с другой планеты на Плюк. Задача планирования рейса упрощается – можно посещать планеты в произвольном порядке (но нельзя посещать одну и ту же планету дважды – в пути может закончиться луц). Необходимо вычислить такой порядок посещения планет, при котором надевать цак на промежуточных планетах придётся минимальное количество раз.

Входные данные

Первая строка входного файла INPUT.TXT содержит натуральное число N ≤ 22 – количество планет, обслуживаемых данным рейсом (не считая планеты Плюк). N следующих строк содержат информацию о планетах, в следующем виде: тип планеты (английская заглавная буква С – чатланская, P – пацакская), количество чатлан, следующих до этой планеты с Плюка, количество пацаков, следующих до этой планеты с Плюка, количество чатлан, с данной планеты на Плюк, количество пацаков, с данной планеты на Плюк. Всего пассажиров ≤ 1000.

Выходные данные

В выходной файл OUTPUT.TXT выводится, сколько раз придётся надевать цак при оптимальном маршруте, затем порядок посещения планет через пробел. Планеты, перечисленные во входном файле, нумеруются начиная с единицы, планета Плюк имеет номер ноль и всегда указывается в последовательности дважды – в начале и в конце последовательности. Если существуют несколько оптимальных маршрутов – то следует выбрать тот, где планета с меньшим номером посещается раньше.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 C 1 4 5 2 P 2 5 1 4 | 5 0 2 1 0 |
| 2 | 4 C 3 0 0 0 C 3 0 0 1 C 3 0 0 1 C 3 0 0 1 | 3 0 1 2 3 4 0 |

Пояснение

В первом тесте возможны два варианта маршрута: 0 1 2 0, и 0 2 1 0. В первом варианте при посадке на чатланской планете 1 пятерым пацакам, которые следуют транзитом к своей планете 2, придётся надеть цак, а при следующей посадке на пацакской планете 2, пятерым чатланинам, которые сели на планете 1 и следуют до Плюка, также придётся надеть цак. Итого в первом варианте маршрута цак надевается 10 раз. В варианте 2 цак на промежуточных посадках надевается 4 и 1 раз соответственно, всего 5 раз. Второй вариант предпочтительнее.

Во втором тесте все планеты чатланские, поэтому надевать цак придётся только пацакам. С Плюка пацаки не отправляются, но прибывают с трёх разных планет по одному. Первой посещается единственная планета, где пацак не заходит в пепелац, затем следуют три планеты с одинаковым набором пассажиров – на втором шаге из трёх оставшихся равноценных планет выбирается планета номер 2 как имеющая наименьший номер, затем 3 и оставшаяся 4. Пассажир с последней планеты не имеет промежуточных посадок, с предпоследней совершает одну посадку и надевает цак 1 раз, и оставшийся пассажир надевает цак на двух промежуточных остановках, итого цак надевается 3 раза.