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# Теоретична частина

## Алгоритм Дейкстри – Інтуітивно

Зберігатимемо поточну мінімальну відстань до всіх вершин **V** (від даної вершини **a**) і на кожному кроці алгоритму намагатимемося зменшити цю відстань. Спочатку встановимо відстані до всіх вершин рівними нескінченості, а до вершини **а** — нулю. [![](data:image/png;base64,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)](https://uk.wikipedia.org/wiki/%D0%A4%D0%B0%D0%B9%D0%BB:Dijkstra_graph0.PNG) Розглянемо виконання алгоритму на прикладі. Хай потрібно знайти відстані від 1-ї вершини до всіх інших. Кружечками позначені вершини, лініями — шляхи між ними («дуги»). Над дугами позначена їх «ціна» — довжина шляху. Надписом над кружечком позначена поточна найкоротша відстань до вершини.

### Крок 1

Ініціалізація. Відстань до всіх вершин [графу](https://uk.wikipedia.org/wiki/%D0%93%D1%80%D0%B0%D1%84_(%D0%BC%D0%B0%D1%82%D0%B5%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0)" \o "Граф (математика)) **V** = {\displaystyle \infty }. Відстань до **а** = 0. Жодної вершини графу ще не опрацьовано.  
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### Крок 2

Знаходимо таку вершину (із ще не опрацьованих), поточна найкоротша відстань до якої мінімальна. В нашому випадку це вершина 1. Обходимо всіх її сусідів і, якщо шлях в сусідню вершину через 1 менший за поточний мінімальний шлях в цю сусідню вершину, то запам'ятовуємо цей новий, коротший шлях як поточний найкоротший шлях до сусіда.  
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### Крок 3

Перший по порядку сусід 1-ї вершини — 2-а вершина. Шлях до неї через 1-у вершину дорівнює найкоротшій відстані до 1-ї вершини + довжина дуги між 1-ю та 2-ю вершиною, тобто 0 + 7 = 7. Це менше поточного найкоротшого шляху до 2-ї вершини, тому найкоротший шлях до 2-ї вершини дорівнює 7.  
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### Кроки 4, 5

Аналогічну операцію проробляємо з двома іншими сусідами 1-ї вершини — 3-ю та 6-ю.  
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### Крок 6
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### Крок 7
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### Крок 8

Перший (по порядку) сусід вершини № 2 — 1-ша вершина. Але вона вже оброблена (або викреслена — див. крок 6). Тому з 1-ю вершиною нічого не робимо.

### Крок 8 (з іншими вхідними даними)

Інший сусід вершини 2 — вершина 4. Якщо йти в неї через 2-у, то шлях буде = найкоротша відстань до 2-ї + відстань між 2-ю і 4-ю вершинами = 7 + 15 = 22. Оскільки 22 < ∞, встановлюємо відстань до вершини № 4 рівним 22. [![](data:image/png;base64,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)](https://uk.wikipedia.org/wiki/%D0%A4%D0%B0%D0%B9%D0%BB:Dijkstra_graph8.PNG)

### Крок 9

Ще один сусід вершини 2 — вершина 3. Якщо йти в неї через 2-у, то шлях буде = 7 + 10 = 17. Але 17 більше за відстань, що вже запам'ятали раніше до вершини № 3 і дорівнює 9, тому поточну відстань до 3-ї вершини не міняємо. [![](data:image/png;base64,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)](https://uk.wikipedia.org/wiki/%D0%A4%D0%B0%D0%B9%D0%BB:Dijkstra_graph9.PNG)

### Крок 10
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### Кроки 11 — 15

По вже «відпрацьованій» схемі повторюємо кроки 2 — 6. Тепер «найближчою» виявляється вершина № 3. Після її «обробки» отримаємо такі результати:  
[![](data:image/png;base64,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)](https://uk.wikipedia.org/wiki/%D0%A4%D0%B0%D0%B9%D0%BB:Dijkstra_graph11.PNG)

### Наступні кроки

Проробляємо те саме з вершинами, що залишилися (№ по порядку: 6, 4 і 5).  
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### Завершення виконання алгоритму

Алгоритм закінчує роботу, коли викреслені всі вершини. Результат його роботи видно на останньому малюнку: найкоротший шлях від 1-ї вершини до 2-ї становить 7, до 3-ї — 9, до 4-ї — 20, до 5-ї — 20, до 6-ї — 11 умовних одиниць

## Пошук з поверненням

### **Огляд**

Класичний приклад використання пошуку з вертанням — це [задача про вісім ферзів](https://uk.wikipedia.org/wiki/%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BF%D1%80%D0%BE_%D0%B2%D1%96%D1%81%D1%96%D0%BC_%D1%84%D0%B5%D1%80%D0%B7%D1%96%D0%B2" \o "Задача про вісім ферзів), в який потрібно знайти розташування восьми ферзів на стандартній [шахівниці](https://uk.wikipedia.org/wiki/%D0%A8%D0%B0%D1%85%D0%B8" \o "Шахи) таким чином, щоб жоднен ферзь не атакував іншого. В звичайному підході пошуку з вертанням, неповні кандидати це розташування *k* ферзів в перших *k* рядах дошки, всі в різних рядах і стовпцях. Будь-який неповний розв'язок, що містить два ферзі, які атакують один одного має бути відкинутий, бо він не може бути доведеним до повного правильного розв'язку.

Пошук з вертанням може бути застосований тільки до задач, що дозволяють поняття «неповних кандидатів на розв'язок» і порівняно швидку перевірку на можливість доповнення кандидата до вірного розв'язку. Це корисно, наприклад, для знаходження значення у невпорядкованій таблиці. За можливості застосування, пошук з вертанням часто значно швидший ніж [повний перебір](https://uk.wikipedia.org/wiki/%D0%9F%D0%BE%D0%B2%D0%BD%D0%B8%D0%B9_%D0%BF%D0%B5%D1%80%D0%B5%D0%B1%D1%96%D1%80" \o "Повний перебір) всіх можливих кандидатів, через виключення великої кількості кандидатів однією перевіркою.

Пошук з вертанням — це важливе знаряддя для розв'язання проблеми відповідності обмеженням, таких як [кросворди](https://uk.wikipedia.org/wiki/%D0%9A%D1%80%D0%BE%D1%81%D0%B2%D0%BE%D1%80%D0%B4" \o "Кросворд), судоку та багато інших головоломок. Часто це найзручніший (якщо не найефективніший) підхід для [розбору](https://uk.wikipedia.org/wiki/%D0%A1%D0%B8%D0%BD%D1%82%D0%B0%D0%BA%D1%81%D0%B8%D1%87%D0%BD%D0%B8%D0%B9_%D0%B0%D0%BD%D0%B0%D0%BB%D1%96%D0%B7" \o "Синтаксичний аналіз), для [задачі пакування рюкзака](https://uk.wikipedia.org/wiki/%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BF%D0%B0%D0%BA%D1%83%D0%B2%D0%B0%D0%BD%D0%BD%D1%8F_%D1%80%D1%8E%D0%BA%D0%B7%D0%B0%D0%BA%D0%B0" \o "Задача пакування рюкзака) та інших задач [комбінаторної оптимізації](https://uk.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%B1%D1%96%D0%BD%D0%B0%D1%82%D0%BE%D1%80%D0%BD%D0%B0_%D0%BE%D0%BF%D1%82%D0%B8%D0%BC%D1%96%D0%B7%D0%B0%D1%86%D1%96%D1%8F" \o "Комбінаторна оптимізація). Це також базис для так званих мов [логічного програмування](https://uk.wikipedia.org/wiki/%D0%9B%D0%BE%D0%B3%D1%96%D1%87%D0%BD%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D1%83%D0%B2%D0%B0%D0%BD%D0%BD%D1%8F" \o "Логічне програмування) таких як Icon, Planner і [Prolog](https://uk.wikipedia.org/wiki/%D0%9F%D1%80%D0%BE%D0%BB%D0%BE%D0%B3_(%D0%BC%D0%BE%D0%B2%D0%B0_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D1%83%D0%B2%D0%B0%D0%BD%D0%BD%D1%8F)" \o "Пролог (мова програмування)). Пошук з вертанням також використовується в рушії змін (diff) для програмного забезпечення [MediaWiki](https://uk.wikipedia.org/wiki/MediaWiki" \o "MediaWiki).

Пошук з вертанням покладається на подані користувачем процедури, які визначають задачу для розв'язання, природу неповних кандидатів і як вони доповнюються до повних кандидатів. Тому це швидше [метаевристика](https://uk.wikipedia.org/wiki/%D0%9C%D0%B5%D1%82%D0%B0%D0%B5%D0%B2%D1%80%D0%B8%D1%81%D1%82%D0%B8%D0%BA%D0%B0" \o "Метаевристика) ніж конкретний алгоритм — хоча, на відміну від інших метаевристик, вона гарантовано знаходить всі розв'язки скінченної проблеми за обмежений час.

Англомовний термін «backtrack» був винайдений американським математиком D. H. Lehmer в 1950-х. Піонерська мова опрацювання рядків [SNOBOL](https://uk.wikipedia.org/wiki/SNOBOL" \o "SNOBOL) (1962) можливо першою забезпечила вбудовані засоби загального пошуку з вертанням.

### **Опис методу**

Алгоритм пошуку з вертанням перераховує множину *неповних кандидатів* що, в принципі, можуть бути *доповнені* кількома шляхами для отримання всіх можливих розв'язків даної задачі. Доповнення будується покроково, послідовністю *кроків розширення кандидата.*

Концептуально, неповні кандидати є вузлами [деревоподібної структури](https://uk.wikipedia.org/w/index.php?title=%D0%94%D0%B5%D1%80%D0%B5%D0%B2%D0%BE%D0%BF%D0%BE%D0%B4%D1%96%D0%B1%D0%BD%D0%B0_%D1%81%D1%82%D1%80%D1%83%D0%BA%D1%82%D1%83%D1%80%D0%B0&action=edit&redlink=1" \o "Деревоподібна структура (ще не написана)), *потенційне дерево пошуку.* Кожний неповний кандидат є батьком кандидатів відмінних від нього на один крок розширення; листям дерева є кандидати які не можуть бути розширені далі.

Алгоритм пошуку з вертанням обходить це дерево пошуку [рекурсивно](https://uk.wikipedia.org/wiki/%D0%A0%D0%B5%D0%BA%D1%83%D1%80%D1%81%D1%96%D1%8F" \o "Рекурсія), від кореня донизу, [пошуком в глибину](https://uk.wikipedia.org/wiki/%D0%9F%D0%BE%D1%88%D1%83%D0%BA_%D0%B2_%D0%B3%D0%BB%D0%B8%D0%B1%D0%B8%D0%BD%D1%83" \o "Пошук в глибину). В кожному вузлі *c*, алгоритм перевіряє чи може *c* бути доповнене до вірного розв'язку. Якщо ні, ціле піддерево з коренем в *c* пропускається (*обрізається*). Інакше, алгоритм (1) перевіряє чи є *c* вірним розв'язком, і якщо так повідомляє про це користувача; і (2) рекурсивно обходить усі піддерева *c*. Обидва тести і дочірні вузли кожного вузла визначаються за допомогою поданих користувачем процедур.

Внаслідок цього, *актуальне дерево пошуку* яке обходить алгоритм становить лише частину потенційного дерева. Загальна ціна алгоритму це кількість вузлів актуального дерева помножена на вартість отримання і обробки кожного вузла. Цей факт має бути врахованим коли обирається потенційне дерево і реалізується тест на обрізання.

### **Псевдокод**

Для застосування пошуку з вертанням для певного класу задач, потрібно мати дані *P* для конкреної задачі, що має бути розв'язана, і шість [підпрограм](https://uk.wikipedia.org/wiki/%D0%9F%D1%96%D0%B4%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%B0" \o "Підпрограма), *корінь*, *відмова*, *прийняття*, *перший*, *наступний*, і *вихід*. Ці підпрограми мають отримувати дані *P* як параметр і мають бути такими:

1. *корінь(«P»)*: повертає неповний кандидат в корені дерева пошуку.
2. *відмова*(*P*,*c*): повертає *істину* тільки якщо неповний кандидат *c* невартий завершення.
3. *прийняття*(*P*,*c*): повертає *істину* якщо *c* є розв'язком *P*, і *хибу* якщо ні.
4. *перший*(*P*,*c*): продукує перше розширення кандидата *c*.
5. *наступний*(*P*,*s*): продукує інше наступне розширення кандидата, після розширення *s*.
6. *вихід*(*P*,*c*): прийняти розв'язок *c* з *P*, як підходяще для застосування.

Пошук з вертанням зводиться до виклику *bt*(*root*(*P*)), де *bt* наступна рекурсивна підпрограма:

**procedure** *bt*(*c*)

**якщо** *відмова*(*P*,*c*) **тоді** **вийти**

**якщо** *прийняття*(*P*,*c*) **тоді** *вихід*(*P*,*c*)

*s* ← *перший*(*P*,*c*)

**доки** *s* ≠ Λ **робити**

*bt*(*s*)

*s* ← *наступний*(*P*,*s*)

## Алгоритм Флойда — Воршелла

Но подумайте вот над чем. Вы решили сходить в кафе. Вам необходимо определить, как туда добраться, и вот вы просчитываете остановки общественного транспорта или изучаете улицы и переулки, по которым ехать на автомобиле. Вы прокладываете маршруты и выбираете из них самый короткий. Или вот, вы идете на работу, и решаете срезать через переулок, ведь так «быстрее». Но откуда взялось это «быстрее»? Не придавая этому особого значения, вы проложили маршруты и выбрали из них самый короткий: пролегающий через переулок.

В приведенных примерах «короткость» пути определяется или преодолеваемым расстоянием, или затрачиваемым интервалом времени. В примере со столом «короткость» пути может определяться количеством (или сложностью) необходимых действий: открыть ящик стола, открыть папку, достать лист бумаги – против взять лист из стопки на столе.

Если внимательно посмотреть, то каждый из приведенных примеров описывает поиск кратчайшего пути из одной исходной точки. Такой класс задач называется **SSSP (Single Source Shortest Path)** и базовым алгоритмом решения таких задач, является [алгоритм Дейкстры](https://ru.wikipedia.org/wiki/%D0%90%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC_%D0%94%D0%B5%D0%B9%D0%BA%D1%81%D1%82%D1%80%D1%8B), имеющий квадратичную сложность. Именно такие задачи мы решаем чаще всего.

Однако иногда нам необходимо знать больше, чем один или несколько кратчайших путей, пролегающих из одной точки. Представьте. Вы решили составить карту путей между работой, домом и театром. В этом случае вам необходимо проложить 6 маршрутов:

1. Работа — Дом
2. Дом — Работа (пути могут отличаться, например из-за наличия улиц с односторонним движением)
3. Работа — Театр
4. Театр — Работа
5. Дом — Театр
6. Театр — Дом

С увеличением интересующих нас мест количество пар маршрутов, будет стремительно возрастать, согласно формулам [комбинаторики](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%B1%D0%B8%D0%BD%D0%B0%D1%82%D0%BE%D1%80%D0%B8%D0%BA%D0%B0), если точнее, то формуле [размещения](https://ru.wikipedia.org/wiki/%D0%A0%D0%B0%D0%B7%D0%BC%D0%B5%D1%89%D0%B5%D0%BD%D0%B8%D0%B5):

A(k, n) = n! / (n - m)!

// где n - количество элементов,

//     k - количество элементов в размещение (в нашем случае k = 2)

Не трудно посчитать, что между 4-я местами существует 12 маршрутов, а между 10-ю их уже 90. И все это не учитывая факта, что между интересующими нас путями может не быть прямого пути, а это привносит в нашу схему промежуточные места (напр. остановки, перекрестки). Класс задач, описывающих поиск всех кратчайших путей между всеми вершинами графа (каждое место представляет собой вершину графа) называется **APSP (All Pairs Shortest Paths)** и базовым алгоритмом решения таких задач является [алгоритм Флойда-Уоршелла](https://ru.wikipedia.org/wiki/%D0%90%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC_%D0%A4%D0%BB%D0%BE%D0%B9%D0%B4%D0%B0_%E2%80%94_%D0%A3%D0%BE%D1%80%D1%88%D0%B5%D0%BB%D0%BB%D0%B0), которые мы и рассмотрим.

Алгоритм Флойда-Уоршелла нахождения всех кратчайших путей между всеми вершинами графа был представлен Робертом Флойдом в работе [1] (см. секцию «Ссылки» в самом конце). В том же году, Питер Ингерман в работе [2] представил современную, программную формулировку алгоритма в виде трех вложенных циклов for, приблизительный псевдокод которой приведен ниже:

algorithm FloydWarshall**(**W**)** **do**

**for** k = 0 to N - 1 **do**

**for** i = 0 to N - 1 **do**

**for** j = 0 to N - 1 **do**

W**[**i,j**]** = min**(**W**[**i,j**]**, W**[**i,k**]** + W**[**k,j**])**

**end** **for**

**end** **for**

**end** **for**

**end** algorithm

// где W - матрица весов размером N x N,

// min() - функция возвращающая минимальный из переданных аргументов.

Если вам никогда не приходилось работать с графами, представленными в виде матриц, то приведенный псевдокод и реализованный им алгоритм, может показаться весьма запутанным. Так что вначале мы попробуем разобраться с тем, как можно представить граф в виде матрицы и как это представление можно использовать для нахождения кратчайших путей.

На рисунке ниже изображен [взвешенный, ориентированный граф](https://ru.wikipedia.org/wiki/%D0%93%D0%BB%D0%BE%D1%81%D1%81%D0%B0%D1%80%D0%B8%D0%B9_%D1%82%D0%B5%D0%BE%D1%80%D0%B8%D0%B8_%D0%B3%D1%80%D0%B0%D1%84%D0%BE%D0%B2) из 5-и вершин. Граф изображен как графически (слева), так и в виде матрицы весов (справа). Матрица весов представляет собой вариант [матрицы смежности](https://ru.wikipedia.org/wiki/%D0%9C%D0%B0%D1%82%D1%80%D0%B8%D1%86%D0%B0_%D1%81%D0%BC%D0%B5%D0%B6%D0%BD%D0%BE%D1%81%D1%82%D0%B8), где каждая ячейка матрицы содержит «вес» — расстояние из вершины i (номер строки) в вершину j (номер столбца). Важно отметить, что матрица весов не содержит «путь» (список вершин, через которые пролегает путь между вершинами) — только расстояние между ними.
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На рисунке все ячейки матрицы W содержат значения, равные весам ребер между [смежными вершинами](https://ru.wikipedia.org/wiki/%D0%9C%D0%B0%D1%82%D1%80%D0%B8%D1%86%D0%B0_%D1%81%D0%BC%D0%B5%D0%B6%D0%BD%D0%BE%D1%81%D1%82%D0%B8) графа. Поэтому, если изучить пути из вершины 0 (строка 0), то окажется, что их … нет. Однако, на графическом представлении графа отчетливо видно наличие таких путей, правда, проходящих через другие вершины графа — из вершины 0, через вершину 1, можно попасть в вершины 2 и 3. Причина этого отличия в том, что в изначальном состоянии, матрица весов содержит исключительно информацию о расстояниях между смежными вершинами графа.

Однако представленной в матрице информации на самом деле достаточно, чтобы **обнаружить** все остальные пути. Обратите внимание на ячейку W[0,1]. Значение в этой ячейке говорит о существовании пути 0→1:1 (из вершины 0 в вершину 1, с весом 1). Наличие этого пути означает, что мы можем просканировать все ячейки строки 1 матрицы весов (в которой содержатся все пути из вершины 1) и добавить эту информацию в строку 0, предварительно увеличив их на вес записанный в ячейке W[0,1] (на расстояние из вершины 0 в вершину 1):
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Точно таким же образом, мы можем найти пути из вершины 0 в остальные вершины в графе. Во время поиска может оказаться, что в одну и ту же вершину, можно попасть разными путями и что самое главное — веса этих путей могут различаться. Пример подобной ситуации проиллюстрирован на рисунке ниже, на котором изображен поиск путей из вершины 0, через вершину 2, в остальные вершины графа.
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На рисунке отчетливо видно, что известный нам путь 0→3 имеет вес 4 (помним, что матрица весов не содержит «самого пути» т.е. мы не знаем, через какие вершины проходит этот путь), в то время, как новый путь 0→2→3 имеет вес 3. В этот момент мы совершаем выбор и записываем в ячейку W[0,3] меньшее значение — 3.

Кажется, мы только что нашли кратчайший путь из вершины 0 в вершину 3, ну или хотя бы один из них

Именно так и работает алгоритм Флойда-Уоршелла. Посмотрите на псевдокод алгоритма еще раз:

algorithm FloydWarshall**(**W**)** **do**

**for** k = 0 to N - 1 **do**

**for** i = 0 to N - 1 **do**

**for** j = 0 to N - 1 **do**

W**[**i,j**]** = min**(**W**[**i,j**]**, W**[**i,k**]** + W**[**k,j**])**

**end** **for**

**end** **for**

**end** **for**

**end** algorithm

Внешний цикл for по k обходит все вершины графа. k представляет собой текущую вершину, через которую мы выполняем поиск. Внутренний цикл for по i обходит все вершины графа, из которых мы выполняем поиск путей, проходящих через вершину k. И наконец внутренний цикл for по j обходит все вершины графа, в которые мы выполняем поиск из вершины i через вершину k. И наконец, в теле цикла, мы сравниваем вес известного нам пути i→j записанного в матрице весов с весом пути i→k→j, записывая в ячейку минимальное из значений.

Теперь, когда мы разобрались в механике алгоритма, пришло время его реализации.

**Базовая реализация алгоритма Флойда-Уоршелла**

Прежде чем приступить к реализации первой (а их будет несколько) версии алгоритма, необходимо прояснить несколько технических моментов:

1. Все приведенные реализации алгоритма работают с матрицей весов, представленной в виде массива.
2. Все приведенные реализации алгоритма используют целочисленную арифметику. Отсутствие пути между вершинами представляется в матрице константой NO\_EDGE = (int.MaxValue / 2) - 1.

Теперь по прядку. Первый пункт.

Когда мы говорим о матрицах, мы оперируем такими понятиями как «строка» и «столбец». Из-за этого нам естественно думать о матрице как о «квадрате» или «прямоугольнике», как показано в подпункте а) на рисунке ниже.
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Однако это вовсе не означает, что в программной реализации мы должны иметь «массив из массивов», как показано в подпункте б). Вместо этого мы можем представить матрицу в виде массива, как показано в подпункте в), где индекс каждой ячейки матрицы вычисляется по формуле:

i = row **\*** row\_size + col;

// где row - индекс строки, в которой расположена ячейка,

// col - индекс столбца, в котором расположена ячейка,

// row\_size - количество ячеек матрицы в одной строке.

Представление матрицы в виде массива является **необходимым предусловием** для эффективного выполнения алгоритма Флойда-Уоршелла. И обусловлена она тем, что такое представление повышает [локализацию доступа к данным](https://en.wikipedia.org/wiki/Locality_of_reference). Тема эффективного доступа к памяти невероятно объемная и является объектом многих научных исследований в области разработки алгоритмов. Её просто невозможно описать в нескольких абзацах, поэтому в этот раз я попрошу вас поверить мне на слово (а перед этим, разумеется, изучить тему самостоятельно: не стоит доверять всяким незнакомцам в интернете).

Насчет второго пункта.

Если внимательно посмотреть, на псевдокод алгоритма, можно заметить, что там нигде нет проверки, что путь между двумя вершинами существует. Вместо этого в псевдокоде используется функция min(), возвращающая минимальное значение. Причина в том, что если между двумя вершинами в графе нет пути, то ячейка матрицы весов должна содержать в себе значение бесконечности (а любое число, не являющееся бесконечностью, меньше бесконечности — если это конечно не JavaScript, там возможно все). При использовании целых чисел может появиться соблазн использовать максимальное допустимое значение — int.MaxValue. Однако в этом случае, мы столкнемся с переполнением, когда веса путей i→k и k→j будут равны int.MaxValue (при использовании константы (int.MaxValue / 2) - 1 переполнения не будет).

«Окей, но ведь можно просто предварительно проверять, существует ли пути i→k и k→j, например сравнивая их с 0 перед выполнением».

Это действительно возможно, однако к несчастью, результат такого рода сравнений со стороны центрального процессора является случайным и приведет к очень высокому показателю [branch misprediction](https://en.wikipedia.org/wiki/Branch_predictor) и как следствие — к значительной потере производительности. Поэтому, как и в предыдущий раз, в этом вопросе я попрошу вас поверить мне на слово.

Уф, с теорией закончили — теперь к реализации:

public **void** FloydWarshall\_00**(**int**[]** matrix, int sz**)**

**{**

**for** **(**var k = 0; k **<** sz; ++k**)**

**{**

**for** **(**var i = 0; i **<** sz; ++i**)**

**{**

**for** **(**var j = 0; j **<** sz; ++j**)**

**{**

var distance = matrix**[**i **\*** sz + k**]** + matrix**[**k **\*** sz + j**]**;

**if** **(**matrix**[**i **\*** sz + j**]** **>** distance**)**

**{**

matrix**[**i **\*** sz + j**]** = distance;

**}**

**}**

**}**

**}**

**}**

Приведенная реализация представляет собой практически полное отображение приведенного в самом начале псевдокода, за тем исключением, что вместо использования функции Math.Min() мы используем проверку if, обновляя значение в ячейке матрицы только при необходимости.

Пришло время запустить код на выполнение! Посмотрим, насколько быстро он работает!

В качестве платформы для запуска я буду использовать [Benchmark.NET](https://github.com/dotnet/BenchmarkDotNet) (версия 0.12.1). Экспериментальные графы представляют собой [ориентированные, ациклические](https://ru.wikipedia.org/wiki/%D0%93%D0%BB%D0%BE%D1%81%D1%81%D0%B0%D1%80%D0%B8%D0%B9_%D1%82%D0%B5%D0%BE%D1%80%D0%B8%D0%B8_%D0%B3%D1%80%D0%B0%D1%84%D0%BE%D0%B2) графы (размером 300, 600, 1200, 2400 и 4800 вершин). Количество ребер в графах приближается к 80% от возможного (максимальное количество ребер в ориентированном, ациклическом графе вычисляется по формуле: (v \* (v - 1)) / 2, где v — это количество вершин в графе).

Поехали!

Результаты выполнения на моем компьютере (ОС Windows 10.0.19042, процессор Intel Core i7-7700 CPU 3.60GHz (Kaby Lake) / 8 логических процессоров / 4 физических ядра) приведены в таблице ниже:

| **Method** | **Size** | **Mean** | **Error** | **StdDev** |
| --- | --- | --- | --- | --- |
| FloydWarshall\_00 | 300 | 27.525 ms | 0.1937 ms | 0.1617 ms |
| FloydWarshall\_00 | 600 | 217.897 ms | 1.6415 ms | 1.5355 ms |
| FloydWarshall\_00 | 1200 | 1,763.335 ms | 7.4561 ms | 6.2262 ms |
| FloydWarshall\_00 | 2400 | 14,533.335 ms | 63.3518 ms | 52.9016 ms |
| FloydWarshall\_00 | 4800 | 119,768.219 ms | 181.5514 ms | 160.9406 ms |

Из полученных результатов примечательно, что время выполнения невероятно возрастает с увеличением размера графа — так поиск всех кратчайших путей между всеми вершинами в графа из 300 вершин занимает 27 миллисекунд, в графе из 2400 вершин — 14.5 секунд, а в графе из 4800 — целых 119 секунд! Почти 2 минуты!

Смотря на реализацию алгоритма, трудно представить, что мы можем что-то изменить и сократить время выполнения алгоритма. Там ведь всего ТРИ цикла!

Однако, как это очень часто бывает, возможности скрываются в деталях

**Знай свои данные — не плотные графы**

В базовой формулировке алгоритм Флойда-Уоршелла является наиболее эффективным при использовании [плотных](https://ru.wikipedia.org/wiki/%D0%93%D0%BB%D0%BE%D1%81%D1%81%D0%B0%D1%80%D0%B8%D0%B9_%D1%82%D0%B5%D0%BE%D1%80%D0%B8%D0%B8_%D0%B3%D1%80%D0%B0%D1%84%D0%BE%D0%B2) или [полных](https://ru.wikipedia.org/wiki/%D0%93%D0%BB%D0%BE%D1%81%D1%81%D0%B0%D1%80%D0%B8%D0%B9_%D1%82%D0%B5%D0%BE%D1%80%D0%B8%D0%B8_%D0%B3%D1%80%D0%B0%D1%84%D0%BE%D0%B2) графов т. к. по своей механике во время выполнения алгоритм обходит каждую вершину графа через каждую вершину. Однако, используемые нами графы, хоть и являются «достаточно плотными» (помним про 80%), в первую очередь являются **ациклическими**. Простыми словами это означает, что если из вершины 1 есть путь в вершину 2, то из вершины 2 не существует пути в вершину 1. А это в свою очередь означает, наличие значительного количества вершин между которыми нет и не может быть пути. Мы можем это использовать и не проверять наличие путей из вершины i в вершины j, если отсутствует путь i→k:

public **void** FloydWarshall\_01**(**int**[]** matrix, int sz**)**

**{**

**for** **(**var k = 0; k **<** sz; ++k**)**

**{**

**for** **(**var i = 0; i **<** sz; ++i**)**

**{**

**if** **(**matrix**[**i **\*** sz + k**]** == NO\_EDGE**)**

**{**

continue;

**}**

**for** **(**var j = 0; j **<** sz; ++j**)**

**{**

var distance = matrix**[**i **\*** sz + k**]** + matrix**[**k **\*** sz + j**]**;

**if** **(**matrix**[**i **\*** sz + j**]** **>** distance**)**

**{**

matrix**[**i **\*** sz + j**]** = distance;

**}**

**}**

**}**

**}**

**}**

Результаты выполнения предыдущей (00) обновленной (01) реализации приведены в таблице ниже:

| **Method** | **Size** | **Mean** | **Error** | **StdDev** | **Ratio** |
| --- | --- | --- | --- | --- | --- |
| FloydWarshall\_00 | 300 | 27.525 ms | 0.1937 ms | 0.1617 ms | 1.00 |
| FloydWarshall\_01 | 300 | 12.399 ms | 0.0943 ms | 0.0882 ms | 0.45 |
| FloydWarshall\_00 | 600 | 217.897 ms | 1.6415 ms | 1.5355 ms | 1.00 |
| FloydWarshall\_01 | 600 | 99.122 ms | 0.8230 ms | 0.7698 ms | 0.45 |
| FloydWarshall\_00 | 1200 | 1,763.335 ms | 7.4561 ms | 6.2262 ms | 1.00 |
| FloydWarshall\_01 | 1200 | 766.675 ms | 6.1147 ms | 5.7197 ms | 0.43 |
| FloydWarshall\_00 | 2400 | 14,533.335 ms | 63.3518 ms | 52.9016 ms | 1.00 |
| FloydWarshall\_01 | 2400 | 6,507.878 ms | 28.2317 ms | 26.4079 ms | 0.45 |
| FloydWarshall\_00 | 4800 | 119,768.219 ms | 181.5514 ms | 160.9406 ms | 1.00 |
| FloydWarshall\_01 | 4800 | 55,590.374 ms | 414.6051 ms | 387.8218 ms | 0.46 |

Выглядит впечатляюще!

Мы сократили время выполнения алгоритма более чем вдвое! Разумеется, чем плотнее граф, тем меньше будет выигрыш, однако, если вам заранее известен класс данных, с которыми предполагается работа, то использование такого рода оптимизаций может значительно сократить время выполнения алгоритма.

Но можно ли сделать что-нибудь еще?

**Знай свое оборудование — параллелизм**

Мой компьютер оборудован процессором Intel Core i7-7700 CPU 3.60GHz (Kaby Lake) с 8-ю логическими процессорами ([HW](https://en.wikipedia.org/wiki/Multithreading_(computer_architecture)" \t "_blank)) или 4-я физическими ядрами с технологий [Hyper Threading](https://en.wikipedia.org/wiki/Hyper-threading). Наличие нескольких ядер означает, что мы имеем в своем распоряжении «свободные рабочие руки», которые можно (и нужно) занять полезной работой. Однако, прежде чем создавать потоки, нам необходимо понять — какую именно часть работы алгоритма мы можем разделить.

Циклы всегда представляют собой очевидных кандидатов на распараллеливание т.к. зачастую, работа выполняемая на каждой итерации цикла не зависит от других итераций. Поэтому давайте рассмотрим каждый из имеющихся циклов в алгоритме на предмет зависимостей.

Начнем с цикла по k. На каждой итерации цикла алгоритм рассчитывает пути из каждой вершины в каждую, через вершину k, записывая обнаруженные пути в матрицу весов. По отдельности каждая из итераций выглядит независимой. Например, не имеет значения в каком порядке выполняются итерации k-го цикла: 0, 1, 2, 3 или 3, 1, 2, 0. Однако, основным условием является то, что все эти итерации должны выполняться последовательно (одна за другой). Только тогда выполнится основное условие алгоритма: обход графа из каждой вершины в каждую вершину через каждую вершину.

Теперь рассмотрим цикл по i. На каждой итерации мы ищем пути из вершины i в вершину k и затем из вершины k в вершину j. Если обратиться к матрице весов, то можно заметить, что на каждой итерации цикла мы считываем значение с k-й строки матрицы и обновляем значения только в i-й строке матрицы. Это означает, что итерации цикла по i не только могут быть выполнены в любом порядке (как и итерации цикла по k), но и не используют результат работы друг друга, а значит, могут выполняться параллельно!

Кажется, мы что-то нашли — реализуем это!

*Цикл по j, так же как и цикл по i может быть распараллелен. Однако, распараллеливание вложенного цикла является крайне неэффективным.*

public **void** FloydWarshall\_02**(**int**[]** matrix, int sz**)**

**{**

**for** **(**var k = 0; k **<** sz; ++k**)**

**{**

Parallel.For**(**0, sz, i =**>**

**{**

**if** **(**matrix**[**i **\*** sz + k**]** == NO\_EDGE**)**

**{**

**return**;

**}**

**for** **(**var j = 0; j **<** sz; ++j**)**

**{**

var distance = matrix**[**i **\*** sz + k**]** + matrix**[**k **\*** sz + j**]**;

**if** **(**matrix**[**i **\*** sz + j**]** **>** distance**)**

**{**

matrix**[**i **\*** sz + j**]** = distance;

**}**

**}**

**})**;

**}**

**}**

В нашей реализации распараллеливание выполняется при помощи класса [Parallel](https://docs.microsoft.com/dotnet/api/system.threading.tasks.parallel?view=net-5.0). Результаты выполнения алгоритмов 01 и 02 приведены в таблице ниже (колонка Ratio показывает значение относительно алгоритма 00):

| **Method** | **Size** | **Mean** | **Error** | **StdDev** | **Ratio** |
| --- | --- | --- | --- | --- | --- |
| FloydWarshall\_01 | 300 | 12.399 ms | 0.0943 ms | 0.0882 ms | 0.45 |
| FloydWarshall\_02 | 300 | 6.252 ms | 0.0211 ms | 0.0187 ms | 0.23 |
| FloydWarshall\_01 | 600 | 99.122 ms | 0.8230 ms | 0.7698 ms | 0.45 |
| FloydWarshall\_02 | 600 | 35.825 ms | 0.1003 ms | 0.0837 ms | 0.16 |
| FloydWarshall\_01 | 1200 | 766.675 ms | 6.1147 ms | 5.7197 ms | 0.43 |
| FloydWarshall\_02 | 1200 | 248.801 ms | 0.6040 ms | 0.5043 ms | 0.14 |
| FloydWarshall\_01 | 2400 | 6,507.878 ms | 28.2317 ms | 26.4079 ms | 0.45 |
| FloydWarshall\_02 | 2400 | 2,076.403 ms | 20.8320 ms | 19.4863 ms | 0.14 |
| FloydWarshall\_01 | 4800 | 55,590.374 ms | 414.6051 ms | 387.8218 ms | 0.46 |
| FloydWarshall\_02 | 4800 | 15,614.506 ms | 115.6996 ms | 102.5647 ms | 0.13 |

Из полученных результатов отчетливо видно — распараллеливание сократило время выполнения алгоритма от 2-х до 4-х раз! Однако важно помнить, что выполнение параллельной реализации потребляет практически все доступные на компьютере ресурсы процессора, что может привести к их серьезному дефициту у других приложений в системе.

Возможно вы догадались — это еще не все

**Знай свою платформу — векторизация**

[Векторизацией](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%BA%D1%82%D0%BE%D1%80%D0%B8%D0%B7%D0%B0%D1%86%D0%B8%D1%8F_(%D0%BF%D0%B0%D1%80%D0%B0%D0%BB%D0%BB%D0%B5%D0%BB%D1%8C%D0%BD%D1%8B%D0%B5_%D0%B2%D1%8B%D1%87%D0%B8%D1%81%D0%BB%D0%B5%D0%BD%D0%B8%D1%8F)) называют процесс преобразования программного кода, выполняющего в каждый момент времени одну операцию над одним элементом, в программный код, выполняющий одну операцию, но над несколькими элементами одновременно.

Звучит сложнее, чем оно есть на самом деле, поэтому давайте разберемся на примере:

var a = **new** **[]** **{** 5, 7, 8, 1 **}**;

var b = **new** **[]** **{** 4, 2, 2, 6 **}**;

var c = **new** **[]** **{** 0, 0, 0, 0 **}**;

**for** **(**var i = 0; i **<** 4; ++i**)**

c**[**i**]** = a**[**i**]** + b**[**i**]**;

В сверх упрощённом виде итерация 0 цикла for выглядит следующим образом:
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Первым шагом – значения элементов массивов a и b из памяти загружаются в регистры процессора (обратите внимание, что в один регистр помещается только один элемент массива). Как только значения оказались в регистрах, над ними выполняется операция сложения и ее результат записывается обратно в память в соответствующий элемент массива c. Подобным образом выполняются остальные итерации цикла, т. е. этот процесс повторяется 4 раза.

Использование векторизации означает использование специализированных регистров процессора (в которых размещаются несколько элементов сразу) и специализированных инструкций процессора позволяющий выполнять операцию одновременно над ними:
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Таким образом (в приведенном примере) мы складываем элементы массива по два за одну операцию. Это означает, что теперь нам необходимо не 4-е, а всего 2-е итерации.

В .NET использование векторных инструкций и векторных регистров доступно через специальные типы — [Vector](https://docs.microsoft.com/dotnet/api/system.numerics.vector?view=net-5.0) и [Vector<T>](https://docs.microsoft.com/dotnet/api/system.numerics.vector-1?view=net-5.0) (а также, через типы из пространства имен [System.Runtime.Intrinsics](https://docs.microsoft.com/dotnet/api/system.runtime.intrinsics?view=net-5.0)). Реализация алгоритма с использованием типов Vector приведена ниже:

public **void** FloydWarshall\_03**(**int**[]** matrix, int sz**)**

**{**

**for** **(**var k = 0; k **<** sz; ++k**)**

**{**

**for** **(**var i = 0; i **<** sz; ++i**)**

**{**

**if** **(**matrix**[**i **\*** sz + k**]** == NO\_EDGE**)**

**{**

continue;

**}**

var ik\_vec = **new** Vector**<**int**>(**matrix**[**i **\*** sz + k**])**;

var j = 0;

**for** **(**; j **<** sz - Vector**<**int**>**.Count; j += Vector**<**int**>**.Count**)**

**{**

var ij\_vec = **new** Vector**<**int**>(**matrix, i **\*** sz + j**)**;

var ikj\_vec = **new** Vector**<**int**>(**matrix, k **\*** sz + j**)** + ik\_vec;

var lt\_vec = Vector.LessThan**(**ij\_vec, ikj\_vec**)**;

**if** **(**lt\_vec == **new** Vector**<**int**>(**-1**))**

**{**

continue;

**}**

var r\_vec = Vector.ConditionalSelect**(**lt\_vec, ij\_vec, ikj\_vec**)**;

r\_vec.CopyTo**(**matrix, i **\*** sz + j**)**;

**}**

**for** **(**; j **<** sz; ++j**)**

**{**

var distance = matrix**[**i **\*** sz + k**]** + matrix**[**k **\*** sz + j**]**;

**if** **(**matrix**[**i **\*** sz + j**]** **>** distance**)**

**{**

matrix**[**i **\*** sz + j**]** = distance;

**}**

**}**

**}**

**}**

**}**

Первым шагом var ik\_vec = new Vector<int>(matrix[i \* sz + k]) в векторизованной части программного кода мы создаем новый вектор, в котором каждый элемент равен весу пути i→k. В результате, если в векторе можно разместить 4-е значения типа int, а вес пути i→k равен 5, то созданный вектор будет иметь значение [5,5,5,5]. Затем, на каждой итерации мы одновременно рассматриваем пути из вершины i в вершины j,j + 1,...,j + Vector<int>.Count.

Использование Vector<int>.Count возвращает возможное количество элементов типа int размещаемых векторном регистре. В зависимости от модели процессора векторные регистры могут иметь разный размер.

Важное отличие векторной реализации в том, что мы работаем над несколькими элементами одновременно, и поэтому результат операции может быть не однозначен. Например, операция сравнения Vector.LessThan(ij\_vec,ikj\_vec) возвращает новый вектор, каждый элемент которого содержит результат сравнения соответствующих элементов из векторов ij\_vec и ikj\_vec (-1, если элемент из ij\_vec меньше элемента из ikj\_vec и 0, если наоборот). В свою очередь, операция Vector.ConditionalSelect(lt\_vec,ij\_vec,ikj\_vec) возвращает новый вектор, который содержит минимальные элементы из обоих векторов, т.е. если элемент вектора lt\_vec установлен в -1, то берется элемент из ij\_vec, иначе выбирается соответствующий элемент из ikj\_vec. И наконец, операция r\_vec.CopyTo(matrix,i \* sz + j) записывает значение вектора обратно в массив.

Разбиение реализации на 2 цикла (векторизованный и не векторизованный) необходимо из-за случаев, когда длина массива не кратна значению возвращаемому Vector<int>.Count. В этом случае мы не можем обработать все элементы массива, используя векторные инструкции, и нам нужно рассчитать оставшиеся пути, использовав обычные инструкции.

Результатом наших трудов стали следующие результаты (сравнение реализации 01, 02 и 03):

| **Method** | **Size** | **Mean** | **Error** | **StdDev** | **Ratio** |
| --- | --- | --- | --- | --- | --- |
| FloydWarshall\_01 | 300 | 12.399 ms | 0.0943 ms | 0.0882 ms | 0.45 |
| FloydWarshall\_02 | 300 | 6.252 ms | 0.0211 ms | 0.0187 ms | 0.23 |
| FloydWarshall\_03 | 300 | 3.056 ms | 0.0301 ms | 0.0281 ms | 0.11 |
| FloydWarshall\_01 | 600 | 99.122 ms | 0.8230 ms | 0.7698 ms | 0.45 |
| FloydWarshall\_02 | 600 | 35.825 ms | 0.1003 ms | 0.0837 ms | 0.16 |
| FloydWarshall\_03 | 600 | 24.378 ms | 0.4320 ms | 0.4041 ms | 0.11 |
| FloydWarshall\_01 | 1200 | 766.675 ms | 6.1147 ms | 5.7197 ms | 0.43 |
| FloydWarshall\_02 | 1200 | 248.801 ms | 0.6040 ms | 0.5043 ms | 0.14 |
| FloydWarshall\_03 | 1200 | 185.628 ms | 2.1240 ms | 1.9868 ms | 0.11 |
| FloydWarshall\_01 | 2400 | 6,507.878 ms | 28.2317 ms | 26.4079 ms | 0.45 |
| FloydWarshall\_02 | 2400 | 2,076.403 ms | 20.8320 ms | 19.4863 ms | 0.14 |
| FloydWarshall\_03 | 2400 | 2,568.676 ms | 31.7359 ms | 29.6858 ms | 0.18 |
| FloydWarshall\_01 | 4800 | 55,590.374 ms | 414.6051 ms | 387.8218 ms | 0.46 |
| FloydWarshall\_02 | 4800 | 15,614.506 ms | 115.6996 ms | 102.5647 ms | 0.13 |
| FloydWarshall\_03 | 4800 | 18,257.991 ms | 84.5978 ms | 79.1329 ms | 0.15 |

Из полученных результатов видно, что использование векторных инструкций в значительной степени сократило время выполнение алгоритма: от 3-х до 4-х раз по сравнению предыдущей не использующей параллелизм версией (01). Интересно, что векторизованная версия демонстрирует преимущество над распараллеленной версией на небольших размерах графов (до 2400 вершин).

И напоследок — совместим векторизацию и параллелизм!

*Если вас заинтересовал вопрос векторизации, то я рекомендую ознакомиться с циклом статей от*[*Dan Shechter*](https://bits.houmus.org/2020-01-28/this-goes-to-eleven-pt1)*, в которых он занимается векторизацией метода Array.Sort (результаты работы представленные в его статьях впоследствии нашли свое место в реализации сборщика мусора в*[*.NET 5*](https://github.com/dotnet/runtime/pull/37159)*).*

**Знаю свою платформу и свое оборудование — векторизация и параллелизм!**

Последняя реализация совмещает в себе использование параллелизма и векторизации и … она не отличается оригинальностью  По сути, мы просто вставляем тело цикла по i из реализации 03 в тело метода Parallel.For из реализации 02:

public **void** FloydWarshall\_04**(**int**[]** matrix, int sz**)**

**{**

**for** **(**var k = 0; k **<** sz; ++k**)**

**{**

Parallel.For**(**0, sz, i =**>**

**{**

**if** **(**matrix**[**i **\*** sz + k**]** == NO\_EDGE**)**

**{**

**return**;

**}**

var ik\_vec = **new** Vector**<**int**>(**matrix**[**i **\*** sz + k**])**;

var j = 0;

**for** **(**; j **<** sz - Vector**<**int**>**.Count; j += Vector**<**int**>**.Count**)**

**{**

var ij\_vec = **new** Vector**<**int**>(**matrix, i **\*** sz + j**)**;

var ikj\_vec = **new** Vector**<**int**>(**matrix, k **\*** sz + j**)** + ik\_vec;

var lt\_vec = Vector.LessThan**(**ij\_vec, ikj\_vec**)**;

**if** **(**lt\_vec == **new** Vector**<**int**>(**-1**))**

**{**

continue;

**}**

var r\_vec = Vector.ConditionalSelect**(**lt\_vec, ij\_vec, ikj\_vec**)**;

r\_vec.CopyTo**(**matrix, i **\*** sz + j**)**;

**}**

**for** **(**; j **<** sz; ++j**)**

**{**

var distance = matrix**[**i **\*** sz + k**]** + matrix**[**k **\*** sz + j**]**;

**if** **(**matrix**[**i **\*** sz + j**]** **>** distance**)**

**{**

matrix**[**i **\*** sz + j**]** = distance;

**}**

**}**

**})**;

**}**

**}**

Результаты выполнения всех рассмотренных нами реализаций алгоритма приведены в таблице ниже. Как и ожидалось, одновременное использование векторизации и параллелизма показывает наилучшие результаты на всех размерах графов, сокращая время выполнение до 25 раз (при размере графа в 1200 вершин) по сравнению с первой реализацией.

| **Method** | **Size** | **Mean** | **Error** | **StdDev** | **Ratio** |
| --- | --- | --- | --- | --- | --- |
| FloydWarshall\_00 | 300 | 27.525 ms | 0.1937 ms | 0.1617 ms | 1.00 |
| FloydWarshall\_01 | 300 | 12.399 ms | 0.0943 ms | 0.0882 ms | 0.45 |
| FloydWarshall\_02 | 300 | 6.252 ms | 0.0211 ms | 0.0187 ms | 0.23 |
| FloydWarshall\_03 | 300 | 3.056 ms | 0.0301 ms | 0.0281 ms | 0.11 |
| FloydWarshall\_00 | 600 | 217.897 ms | 1.6415 ms | 1.5355 ms | 1.00 |
| FloydWarshall\_01 | 600 | 99.122 ms | 0.8230 ms | 0.7698 ms | 0.45 |
| FloydWarshall\_02 | 600 | 35.825 ms | 0.1003 ms | 0.0837 ms | 0.16 |
| FloydWarshall\_03 | 600 | 24.378 ms | 0.4320 ms | 0.4041 ms | 0.11 |
| FloydWarshall\_00 | 1200 | 1,763.335 ms | 7.4561 ms | 6.2262 ms | 1.00 |
| FloydWarshall\_01 | 1200 | 766.675 ms | 6.1147 ms | 5.7197 ms | 0.43 |
| FloydWarshall\_02 | 1200 | 248.801 ms | 0.6040 ms | 0.5043 ms | 0.14 |
| FloydWarshall\_03 | 1200 | 185.628 ms | 2.1240 ms | 1.9868 ms | 0.11 |
| FloydWarshall\_00 | 2400 | 14,533.335 ms | 63.3518 ms | 52.9016 ms | 1.00 |
| FloydWarshall\_01 | 2400 | 6,507.878 ms | 28.2317 ms | 26.4079 ms | 0.45 |
| FloydWarshall\_02 | 2400 | 2,076.403 ms | 20.8320 ms | 19.4863 ms | 0.14 |
| FloydWarshall\_03 | 2400 | 2,568.676 ms | 31.7359 ms | 29.6858 ms | 0.18 |
| FloydWarshall\_00 | 4800 | 119,768.219 ms | 181.5514 ms | 160.9406 ms | 1.00 |
| FloydWarshall\_01 | 4800 | 55,590.374 ms | 414.6051 ms | 387.8218 ms | 0.46 |
| FloydWarshall\_02 | 4800 | 15,614.506 ms | 115.6996 ms | 102.5647 ms | 0.13 |
| FloydWarshall\_03 | 4800 | 18,257.991 ms | 84.5978 ms | 79.1329 ms | 0.15 |

# Завдання для всіх варіантів

1. Вихідний код алгоритму для завдання слід оформити у вигляді бібліотеки класів.
2. Розгорнути локальний репозитарій Nuget.
3. Отриману бібліотеку класів спакувати, як Nuget пакет та опублікувати на локальний репозитарій. Імя пакету має бути (латинською) – перша літера вашого імені та фамілія.
4. Консольний застосунок має отримувати необхідні функціїї через підключений Nuget пакет.
5. Всі необхідні скриптти, консольні команди додано у проект з описом послідовності виконання та будь якими іншими деталями що необхідно зробити для успішного запуску.

# Варіант 1

Вася Пупкин взял листочек в клетку и начал его резать по определённым линиям. На запасном листке такого же размера он закрасил клетки, по которым проходили линии. Василий Васильевич так увлёкся этим занятием, что запутался, сколько частей от листа у него осталось. Ваша задача найти это число.

Входные данные

Во входном файле INPUT.TXT в первой строке записаны N и M (0 < N, M ≤ 100) – размерность матрицы. Далее записана матрица из N строк, каждая из которых содержит M нулей и единиц. 0 обозначает не закрашенную клетку и 1 – закрашенную (линию разреза).

Выходные данные

В выходной файл OUTPUT.TXT следует вывести количество оставшихся частей листа.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 4 0 0 1 0 0 0 1 0 0 1 0 0 1 0 0 1 | 2 |

# Варіант 2

В неориентированном графе требуется найти длину кратчайшего пути между двумя вершинами.

Входные данные

Во входном файле INPUT.TXT записано сначала число N - количество вершин в графе (1 ≤ N ≤ 100). Затем записана матрица смежности (0 обозначает отсутствие ребра, 1 - наличие ребра). Затем записаны номера двух вершин - начальной и конечной.

Выходные данные

В выходной файл OUTPUT.TXT выведите длину кратчайшего пути. Если пути не существует, выведите одно число -1.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 0 1 0 0 1 1 0 1 0 0 0 1 0 0 0 0 0 0 0 0 1 0 0 0 0 3 5 | 3 |

# Варіант 3

В городском управлении милиции одного прибрежного города ведется расследование крупного дела, в котором могут быть замешаны сотрудники милиции. Было принято решение о тайной установке оборудования для просмотра информации, поступающей через Интернет. Под подозрение попадают два отдела, но добиться выделения денег на покупку двух комплектов оборудования не удалось. К счастью, внутренняя сеть управления имеет древовидную структуру, то есть каждый отдел имеет выход в Интернет через какой-либо другой отдел. Исключение составляет отдел по борьбе с компьютерными преступлениями, который имеет непосредственный доступ в Интернет по модемной линии.

Можно было бы установить оборудование для слежения прямо в этом отделе, но для предотвращения злоупотреблений лучше найти такое расположение, чтобы нарушалась секретность как можно меньшего количества лишних отделов.

Как наиболее опытному в подобных вопросах сотруднику, решение этой задачи поручили вам. Подчиненные уже пронумеровали все отделы натуральными числами, начиная с 1, первый номер присвоен отделу по борьбе с компьютерными преступлениями.

Входные данные

Первая строка входного файла INPUT.TXT содержит натуральное число N (N ≤ 30000) – количество отделов. Во второй строке записаны номера двух отделов, за которыми необходимо установить слежение. На третьей строке находятся n-1 натуральных чисел, i-е из них не больше i и задает номер отдела, к которому подсоединен отдел i + 1.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число – номер отдела, в котором следует установить следящее оборудование.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 3 4 1 1 3 | 3 |
| 2 | 8 3 6 1 1 2 4 5 1 1 | 1 |

# Варіант 4

В клубе N человек. Многие из них - друзья. Так же известно, что друзья друзей так же являются друзьями. Требуется выяснить, сколько всего друзей у конкретного человека в клубе.

Входные данные

В первой строке входного файла INPUT.TXT заданы два числа: N и S (1 ≤ N ≤ 100; 1 ≤ S ≤ N), где N - количество человек в клубе, а S – номер конкретного человека. В следующих N строках записано по N чисел - матрица смежности, состоящая из единиц и нулей. Причем единица, стоящая в i-й строке и j-м столбце гарантирует, что люди с номерами i и j – друзья, а 0 – выражает неопределенность.

Выходные данные

В выходной файл OUTPUT.TXT выведите количество гарантированных друзей у человека с номером S, помня о транзитивности дружбы.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 1 0 1 0 1 0 1 0 1 0 | 2 |

# Варіант 5

На шахматной доске N×N в клетке (x1,y1) стоит голодный шахматный конь. Он хочет попасть в клетку (x2,y2), где растет вкусная шахматная трава. Какое наименьшее количество ходов он должен для этого сделать?

Входные данные

Входной файл INPUT.TXT содержит пять чисел: N, x1, y1, x2, y2 (5 ≤ N ≤ 20, 1 ≤ x1, y1, x2, y2 ≤ N). Левая верхняя клетка доски имеет координаты (1,1), правая нижняя - (N,N).

Выходные данные

В выходной файл OUTPUT.TXT необходимо вывести наименьшее число ходов коня.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 1 1 3 1 | 2 |

# Варіант 6

Алхимики средневековья владели знаниями о превращении различных химических веществ друг в друга. Это подтверждают и недавние исследования археологов.

В ходе археологических раскопок было обнаружено m глиняных табличек, каждая из которых была покрыта непонятными на первый взгляд символами. В результате расшифровки выяснилось, что каждая из табличек описывает одну алхимическую реакцию, которую умели проводить алхимики.

Результатом алхимической реакции является превращение одного вещества в другое. Задан набор алхимических реакций, описанных на найденных глиняных табличках, исходное вещество и требуемое вещество. Необходимо выяснить: возможно ли преобразовать исходное вещество в требуемое с помощью этого набора реакций, а в случае положительного ответа на этот вопрос — найти минимальное количество реакций, необходимое для осуществления такого преобразования.

Входные данные

Первая строка входного файла INPUT.TXT содержит целое число m (0 ≤ m ≤ 1000) – количество записей в книге. Каждая из последующих m строк описывает одну алхимическую реакцию и имеет формат вещество1 -> вещество2, где вещество1 – название исходного вещества, вещество2 – название продукта алхимической реакции. m+2-ая строка входного файла содержит название вещества, которое имеется исходно, m+3-ая – название вещества, которое требуется получить.

Во входном файле упоминается не более 100 различных веществ. Название каждого из веществ состоит из строчных и заглавных английских букв и имеет длину не более 20 символов. Строчные и заглавные буквы различаются.

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальное количество алхимических реакций, которое требуется для получения требуемого вещества из исходного, или -1, если требуемое вещество невозможно получить.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 Aqua -> AquaVita AquaVita -> PhilosopherStone AquaVita -> Argentum Argentum -> Aurum AquaVita -> Aurum Aqua Aurum | 2 |
| 2 | 5 Aqua -> AquaVita AquaVita -> PhilosopherStone AquaVita -> Argentum Argentum -> Aurum AquaVita -> Aurum Aqua Osmium |  |

# Варіант 7

Неориентированный граф без петель и кратных ребер задан матрицей смежности. Требуется определить, является ли этот граф деревом.

Входные данные

Во входном файле INPUT.TXT записано сначала число N - количество вершин графа (от 1 до 100). Далее записана матрица смежности размером N×N, в которой 1 обозначает наличие ребра, 0 - его отсутствие. Матрица симметрична относительно главной диагонали.

Выходные данные

В выходной файл OUTPUT.TXT выведите сообщение YES, если граф является деревом, и NO в противном случае.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 0 1 0 1 0 1 0 1 0 | YES |

# Варіант 8

![Мифические шахматы](data:image/gif;base64,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)Ваш друг Вася занимается разработкой компьютерной игры «Мифические шахматы». Он не укладывается в установленные сроки сдачи проекта.

Вася обратился к друзьям за помощью. Ему необходим модуль, вычисляющий оптимальные пути перемещения фигур из одной клетки в другую. Так как друзей у Васи много, то каждому досталась маленькая подзадача. Вам требуется написать программу, определяющую минимальное количество ходов, необходимое кентавру, чтобы добраться из одной клетки в другую.

В мифические шахматы играют на шахматной доске размером 9х9, угловые клетки которой окрашены в черный цвет. Кентавр – фигура мифических шахмат, объединяющая в себе свойства коня и слона. Когда кентавр стоит на белой клетке, он может ходить только как конь, а когда на черной – только как слон. На рисунках приведены варианты ходов для двух кентавров (буквой «K» отмечено местоположение кентавра, а звездочками – клетки, куда кентавр может сделать ход).

Входные данные

В первой строке входного файла INPUT.TXT содержатся координаты (большая английская буква и цифра) двух клеток доски для мифических шахмат, разделенные пробелом.

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальное число ходов, необходимое кентавру, чтобы добраться из первой клетки во вторую. Если добраться невозможно, то следует вывести число «-1» (без кавычек).

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | H6 E5 | 2 |
| 2 | A6 F6 | 3 |

# Варіант 9

В таблице из N строк и N столбцов некоторые клетки заняты шариками, другие свободны. Выбран шарик, который нужно переместить, и место, куда его нужно переместить. Выбранный шарик за один шаг перемещается в соседнюю по горизонтали или вертикали свободную клетку. Требуется выяснить, возможно ли переместить шарик из начальной клетки в заданную, и, если возможно, то найти путь из наименьшего количества шагов.

Входные данные

В первой строке входного файла INPUT.TXT находится число N, в следующих N строках - по N символов. Символом точки обозначена свободная клетка, английской заглавной O - шарик, @ - исходное положение шарика, который должен двигаться, английской заглавной X - конечное положение шарика. (2 ≤ N ≤ 40)

Выходные данные

В выходной файл OUTPUT.TXT выведите в первой строке Yes, если движение возможно, или No, если нет. Если движение возможно, то далее следует вывести N строк по N символов - как и на вводе, но букву X, а также все точки по пути следует заменить плюсами. Если решений несколько, выведите любое.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 ....X .OOOO ..... OOOO. @.... | Yes +++++ +OOOO +++++ OOOO+ @++++ |
| 2 | 5 ..X.. ..... OOOOO ..... ..@.. | No |

# Варіант 10

На банкет были приглашены N Очень Важных Персон (ОВП). Были поставлены 2 стола. Столы достаточно большие, чтобы все посетители банкета могли сесть за любой из них. Проблема заключается в том, что некоторые ОВП не ладят друг с другом и не могут сидеть за одним столом. Вас попросили определить, возможно ли всех ОВП рассадить за двумя столами.

Входные данные

В первой строке входного файла INPUT.TXT дано два целых числа: N и M (0 ≤ N,M ≤ 100), где N - количество ОВП, а M - количество пар ОВП, которые не могут сидеть за одним столом. В следующих M строках записано по 2 числа - пары ОВП, которые не могут сидеть за одним столом.

Выходные данные

Если способ рассадить ОВП существует, то в выходной файл OUTPUT.TXT выведите YES и NO в противном случае.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 2 1 2 1 3 | YES |

# Варіант 11

Дана шахматная доска, состоящая из N×N клеток, несколько из них вырезано. Провести ходом коня через невырезанные клетки путь минимальной длины из одной заданной клетки в другую.

Входные данные

В первой строке входного файла INPUT.TXT задано число N (2 ≤ N ≤ 50). В следующих N строках содержится по N символов. Символом # обозначена вырезанная клетка, точкой - невырезанная клетка, @ - заданные клетки (таких символов два), соответствующие началу и концу пути коня.

Выходные данные

Если путь построить невозможно, в выходной файл OUTPUT.TXT следует вывести "Impossible", в противном случае вывести такую же карту, как и на входе, но пометить все промежуточные положения коня символом @.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 ..... .@@.. ..... ..... ..... | ...@. .@@.. ....@ ..... ..... |
| 2 | 5 @..@. ..##. ..... ..... ..... | @..@. ..##. .@..@ ..@.. @.... |
| 3 | 5 @.... ..#.. .#... ..... ....@ | Impossible |

# Варіант 12

![Игра с фишками](data:image/gif;base64,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)Вы являетесь одним из разработчиков новой компьютерной игры. Игра происходит на прямоугольной доске, состоящей из W×H клеток. Каждая клетка может либо содержать, либо не содержать фишку. Важной частью игры является проверка того, соединены ли две фишки путем, удовлетворяющим следующим свойствам:

Путь должен состоять из отрезков вертикальных и горизонтальных прямых.

Путь не должен пересекать других фишек. При этом часть пути может оказаться вне доски. Например:

Фишки с координатами (1,3) и (4,4) могут быть соединены. Фишки с координатами (2,3) и (5,3) тоже могут быть соединены. А вот фишки с координатами (2,3) и (3,4) соединить нельзя – любой соединяющий их путь пересекает другие фишки.

Вам необходимо написать программу, проверяющую, можно ли соединить две фишки путем, обладающим вышеуказанными свойствами, и, в случае положительного ответа, определяющую минимальную длину такого пути (считается, что путь имеет изломы, начало и конец только в центрах клеток (или «мнимых клеток», расположенных вне доски), а отрезок, соединяющий центры двух соседних клеток, имеет длину 1).

Входные данные

Первая строка входного файла INPUT.TXT содержит два натуральных числа: W – ширина доски, H – высота доски (1≤W,H≤75). Следующие H строк содержат описание доски: каждая строка состоит ровно из W символов: символ «X» (заглавная английская буква «экс») обозначает фишку, символ «.» (точка) обозначает пустое место. Все остальные строки содержат описания запросов: каждый запрос состоит из четырёх натуральных чисел, разделённых пробелами – X1, Y1, X2, Y2, причём 1≤X1,X2≤W, 1≤Y1,Y2≤H. Здесь (X1, Y1) и (X2, Y2) – координаты фишек, которые требуется соединить (левая верхняя клетка имеет координаты (1,1)). Гарантируется, что эти координаты не будут совпадать (кроме последнего запроса; см. далее). Последняя строка содержит запрос, состоящий из четырёх чисел 0; этот запрос обрабатывать не надо. Количество запросов не превосходит 20.

Выходные данные

Для каждого запроса в выходной файл OUTPUT.TXT необходимо вывести одно целое число на отдельной строке – длину кратчайшего пути, или 0, если такого пути не существует.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 4 XXXXX X...X XXX.X .XXX. 2 3 5 3 1 3 4 4 2 3 3 4 0 0 0 0 | 5 6 0 |

# Варіант 13

На плоскости расположено несколько прямоугольников. Каждый прямоугольник на плоскости задается координатами левого нижнего угла (X1, Y1) и правого верхнего угла (X2, Y2), при этом стороны прямоугольников параллельны осям координат. При наложении друг на друга прямоугольники образуют фигуры, отдельно расположенный прямоугольник - тоже фигура. Прямоугольники, соприкасающиеся только углами, не образуют фигуру. Если прямоугольники соприкасаются сторонами, то они тоже образуют фигуру. Требуется определить фигуру максимальной площади.

Входные данные

В первой строке входного файла INPUT.TXT записано количество прямоугольников N (1 ≤ N ≤ 25), далее идут N строк с координатами вершин прямоугольников X1, Y1, X2, Y2, разделенных пробелом. Координаты вершин - целые, неотрицательные числа, в диапазоне от 0 до 100 включительно.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно целое число – площадь найденной фигуры.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 15 15 25 25 10 10 20 20 | 175 |
| 2 | 5 1 1 6 2 2 1 3 5 2 4 7 5 6 2 7 5 8 4 10 7 | 14 |

# Варіант 14

Представьте, что вы состоите на службе во внешней разведке Межгалактического Альянса Республиканских Сил (МАРС). Одному из агентов разведки крупно не повезло, и он был захвачен на засекреченной космической базе. К счастью, внешней разведке МАРС удалось заполучить план этой базы. И вот теперь вам поручено разработать план побега.

База представляет собой прямоугольник размером NхM, со всех сторон окружённый стенами, и состоящий из квадратных отсеков единичной площади. База снабжена K выходами, до одного из которых агенту необходимо добраться. В некоторых отсеках базы находятся стены. Ваш агент может перемещаться из отсека в любой из четырех соседних с ним, если в том отсеке, куда он хочет переместиться, нет стены.

Кроме того, база снабжена системой гипертуннелей, способных перемещать агента из одного отсека базы (вход в гипертуннель) в другой (выход из гипертуннеля). Когда агент находится в отсеке, где есть вход в гипертуннель, он может (но не обязан) им воспользоваться.

Начальное положение вашего агента известно. Вам необходимо найти кратчайший путь побега (то есть путь, проходящий через минимальное количество отсеков).

Входные данные

В первой строке входного файла INPUT.TXT записаны числа N и M (2 ≤ N ≤ 100, 2 ≤ M ≤ 100), задающие размеры базы: N — количество строк в плане базы, M — количество столбцов. Во второй строке записаны начальные координаты агента XA,YA (1 ≤ XA ≤ N, 1 ≤ YA ≤ M). Первая координата задает номер строки, вторая — номер столбца. Строки нумеруются сверху вниз, столбцы слева направо. Далее следуют N строк по M чисел, задающих описание стен внутри базы: 1 соответствует стенке, 0 — её отсутствию. Далее в отдельной строке записано число H (0 ≤ H ≤ 1000) — количество гипертуннелей. В последующих H строках идут описания гипертуннелей. Каждый гипертуннель задается 4 числами: X1, Y1, X2, Y2 (1 ≤ X1,X2 ≤ N; 1 ≤ Y1,Y2 ≤ M) — координатами входа и выхода гипертуннеля. Никакие два гипертуннеля не имеют общего входа. После этого в отдельной строке следует число K (1 ≤ K ≤ 10) — количество выходов с базы. В последующих K строках идут описания выходов с базы. Каждый выход задается двумя координатами X и Y (1 ≤ X ≤ N; 1 ≤ Y ≤ M).

Гарантируется, что начальные координаты агента не совпадают ни с одним из выходов и он не стоит в отсеке, занятом стеной. Никакие входы и выходы гипертуннелей, а также выходы с базы не находятся в отсеках, занятых стенами. Никакой вход в гипертуннель не совпадает с выходом с базы.

Выходные данные

Если побег невозможен, выведите в выходной файл OUTPUT.TXT "Impossible". В противном случае следует вывести количество отсеков в кратчайшем пути побега.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 5 2 1 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 2 1 2 1 4 3 1 1 4 1 2 4 | 4 |

# Варіант 15
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Входные данные

В первой строке входного файла INPUT.TXT находится число N, затем идут N строк по N символов: точка обозначает пустой сегмент, решётка - сегмент со стеной. Размер сегментов – 5х5 метров, высота стен – 5 метров. (3 ≤ N ≤ 50)

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число - площадь видимой части внутренних стен лабиринта в квадратных метрах.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 ..... ...## ..#.. ..### ..... | 550 |

# Варіант 16

Группа солдат-новобранцев прибыла в армейскую часть N666. После знакомства с прапорщиком стало очевидно, что от работ на кухне по очистке картофеля спасти солдат может только чудо.

Прапорщик, будучи не в состоянии запомнить фамилии, пронумеровал новобранцев от 1 до N. После этого он велел им построиться по росту (начиная с самого высокого). С этой несложной задачей могут справиться даже совсем необученные новобранцы, да вот беда, прапорщик уверил себя, что знает про некоторых солдат, кто из них кого выше, и это далеко не всегда соответствует истине.

После трех дней обучения новобранцам удалось выяснить, что знает (а точнее, думает, что знает) прапорщик. Помогите им, используя эти знания, построиться так, чтобы товарищ прапорщик остался доволен.

Входные данные

Во входном файле INPUT.TXT сначала идут числа N и M (1 ≤ N ≤ 100, 1 ≤ M ≤ 5000) - количество солдат в роте и количество пар солдат, про которых прапорщик знает, кто из них выше. Далее идут эти пары чисел A и B по одной на строке (1 ≤ A,B ≤ N), что означает, что, по мнению прапорщика, солдат A выше, чем B.

Выходные данные

В выходной файл OUTPUT.TXT выведите "Yes" если можно построиться так, чтобы прапорщик остался доволен и "No" если нельзя.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 4 1 3 1 4 4 3 5 2 | Yes |

# Варіант 17

Одним из важных понятий, используемых в теории алгоритмов, является рекурсия. Неформально ее можно определить как использование в описании объекта самого себя. Если речь идет о процедуре, то в процессе исполнении эта процедура напрямую или косвенно (через другие процедуры) вызывает сама себя.

Рекурсия является очень «мощным» методом построения алгоритмов, но таит в себе некоторые опасности. Например, неаккуратно написанная рекурсивная процедура может войти в бесконечную рекурсию, то есть, никогда не закончить свое выполнение (на самом деле, выполнение закончится с переполнением стека).

Поскольку рекурсия может быть косвенной (процедура вызывает сама себя через другие процедуры), то задача определения того факта, является ли данная процедура рекурсивной, достаточно сложна. Попробуем решить более простую задачу.

Рассмотрим программу, состоящую из n процедур P1, P2, …, Pn. Пусть для каждой процедуры известны процедуры, которые она может вызывать. Процедура P называется потенциально рекурсивной, если существует такая последовательность процедур Q0, Q1, …, Qk, что Q0 = Qk = P и для i = 1…k процедура Qi-1 может вызвать процедуру Qi. В этом случае задача будет заключаться в определении для каждой из заданных процедур, является ли она потенциально рекурсивной.

Требуется написать программу, которая позволит решить названную задачу.

Входные данные

Первая строка входного файла INPUT.TXT содержит целое число n — количество процедур в программе (1 ≤ n ≤ 100). Далее следуют n блоков, описывающих процедуры. После каждого блока следует строка, которая содержит 5 символов «\*».

Описание процедуры начинается со строки, содержащий ее идентификатор, состоящий только из маленьких букв английского алфавита и цифр. Идентификатор непуст, и его длина не превосходит 100 символов. Далее идет строка, содержащая число k (k ≤ n ) — количество процедур, которые могут быть вызваны описываемой процедурой. Последующие k строк содержат идентификаторы этих процедур — по одному идентификатору на строке.

Различные процедуры имеют различные идентификаторы. При этом ни одна процедура не может вызвать процедуру, которая не описана во входном файле.

Выходные данные

В выходной файл OUTPUT.TXT для каждой процедуры, присутствующей во входных данных, необходимо вывести слово YES, если она является потенциально рекурсивной, и слово NO – в противном случае, в том же порядке, в каком они перечислены во входных данных.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 p1 2 p1 p2 \*\*\*\*\* p2 1 p1 \*\*\*\*\* p3 1 p1 \*\*\*\*\* | YES YES NO |

# Варіант 18

Дан взвешенный граф. Определить, есть ли в нем цикл отрицательного веса.

Входные данные

Во входном файле INPUT.TXT в первой строке записано число N (1 ≤ N ≤ 100) - количество вершин графа. В следующих N строках находится по N чисел - матрица смежности графа. Веса ребер не превышают по модулю 10000. Если ребра нет, соответствующее значение равно 100000.

Выходные данные

В выходной файл OUTPUT.TXT выведите "YES", если цикл существует, или "NO" в противном случае.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 0 -1 -1 0 | YES |

# Варіант 19

Дан ориентированный взвешенный граф. Для него вам необходимо найти кратчайшее расстояние от вершины S до вершины F.

Входные данные

В первой строке входного файла INPUT.TXT записаны три числа: N, S и F (1 ≤ N ≤ 100; 1 ≤ S, F ≤ N), где N - количество вершин графа. В следующих N строках записаны по N чисел - матрица смежности графа, где число в i-ой строке j-ом столбце соответствует ребру из i в j: -1 означает отсутствие ребра между вершинами, а любое неотрицательное целое число (от 0 до 100) - наличие ребра данного веса. На главной диагонали матрицы всегда записаны нули.

Выходные данные

В выходной файл OUTPUT.TXT необходимо вывести искомое расстояние или -1, если пути между указанными вершинами не существует.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 2 1 0 1 1 4 0 1 2 1 0 | 3 |

# Варіант 20

Преподаватель читает курс лекций, в рамках которого обычно доказывается N различных теорем. Некоторые теоремы могут ссылаться в доказательстве друг на друга. Более точно, каждая теорема Ti зависит от некоторого набора из Ci других теорем; доказать ее можно лишь доказав не менее половины теорем из данного набора. При этом структура курса такова, что нет такой теоремы, от которой зависели бы две или более различных теоремы, а также нет цепочки теорем (Ti1,Ti2, . . . , Tis) такой, что Ti1 зависит от Ti2, Ti2 зависит от Ti3, …, Tis−1 зависит от Tis, а Tis – от Ti1.

Однако, в этом семестре в связи с обилием праздников, перекрывающихся с лекциями, может не удаться доказать все теоремы курса. Тем не менее, нужно доказать основную теорему курса – это центральный результат всей теории, и именно его, скорее всего, придется применять слушателям в других курсах в следующем семестре. Поэтому преподаватель хочет расположить теоремы в таком порядке, чтобы основную теорему курса удалось доказать как можно раньше. Затем, если останется время, он сможет вернуться к доказательству других, менее важных теорем.

Для простоты будем считать, что все теоремы доказываются за одинаковое время. Нужно доказать такое множество теорем и в таком порядке, чтобы основная теорема оказалась доказанной и чтобы общее время доказательства было минимально.

Входные данные

В первой строке входного файла INPUT.TXT записано число N (1 ≤ N ≤ 10 000) – количество теорем. Каждая из следующих N строк описывает теоремы, от которых зависит Ti−1, где i – номер этой строки во входном файле. Эти строки имеют вид Ai,1 Ai,2 ... Ai,Ci 0; здесь Ai,j – номер теоремы, от которой зависит Ti−1. Среди всех чисел Ai,j во входном файле нет двух одинаковых. Основная теорема имеет номер 1. Все числа во входном файле целые.

Выходные данные

В первой строке выходного файла OUTPUT.TXT выведите K – минимальное количество теорем, которые потребуется доказать. В последующих K строках выведите номера этих теорем в порядке их доказательства, по одному числу в каждой. Если ответов с минимальным K несколько, можно вывести любой из них.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 2 0 0 | 2 2 1 |
| 2 | 6 2 3 6 0 4 0 0 0 0 5 0 | 4 4 3 2 1 |
| 3 | 3 0 1 0 2 0 | 1 1 |

# Варіант 21

Открыв глаза, Принц Персии обнаружил, что находится на верхнем уровне подземного лабиринта Джаффара. Лабиринт состоит из h уровней, расположенных строго друг под другом. Каждый уровень представляет собой прямоугольную площадку, разбитую на m х n участков. На некоторых участках стоят колонны, поддерживающие потолок, на такие участки Принц заходить не может.

Принц может перемещаться с одного участка на другой соседний свободный участок того же уровня, так же он может проломить пол под собой и оказаться уровнем ниже (на самом нижнем уровне пол проломить нельзя). Любое перемещение занимает у Принца 5 секунд.

На одном из участков нижнего уровня Принца ждет Принцесса. Помогите Принцу найти Принцессу, потратив на это как можно меньше времени.

Входные данные

В первой строке входного файла INPUT.TXT содержатся натуральные числа h, m и n — высота и горизонтальные размеры лабиринта (2 ≤ h, m, n ≤ 50). Далее во входном файле приведены h блоков, описывающих уровни лабиринта в порядке от верхнего к нижнему. Каждый блок содержит m строк, по n символов в каждой: «.» обозначает свободный участок, «о» обозначает участок с колонной, «1» обозначает свободный участок, в котором оказался Принц в начале своего путешествия, «2» обозначает свободный участок, на котором томится Принцесса. Символы «1» и «2» встречаются во входном файле ровно по одному разу: символ «1» — в описании самого верхнего уровня, а символ «2» — в описании самого нижнего. Соседние блоки разделены одной пустой строкой.

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальное время в секундах, необходимое Принцу, чтобы найти Принцессу. Поскольку добро всегда побеждает Зло, гарантируется, что Принц может это сделать.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 3 3 1.. oo. ...  ooo ..o .oo  ooo o.. o.2 | 60 |

# Варіант 22

Об этом еще никто не знает, но многие догадываются – мафия уже в городе. Поговаривают, что в планах главы мафиозного клана захват контроля над всем городом, однако поначалу он решил ограничиться захватом основных линий связи города.

В городе находятся n базовых телефонных станций, некоторые пары которых соединены двусторонними каналами связи. Для удобства, занумеруем базовые станции целыми числами от 1 до n, канал связи в этом случае задается парой чисел (u, v) – номерами станций, которые он соединяет.

Будем говорить, что канал связи (u, v) – контролируется мафией, если захвачена, либо станция u, либо станция v (либо обе).

Глава мафиозного клана хочет контролировать все каналы связи, захватив при этом как можно меньше базовых станций. Ваша задача помочь службе безопасности телефонной компании, составив возможный план захвата и определив количество таких планов.

Входные данные

Первая строка входного файла INPUT.TXT содержит два целых числа: n и m (2 ≤ n ≤ 18, 0 ≤ m). Каждая из последующих m строк описывает один канал связи и содержит по два целых числа: u и v (1 ≤ u, v ≤ n, u ≠ v) – номера базовых станций, соединенных этим каналом связи. Любая пара станций соединена не более, чем одним каналом.

Выходные данные

В первой строке выходного файла OUTPUT.TXT выведите два числа: k и c – соответственно, минимальное количество базовых станций, которые необходимо захватить для того, чтобы контролировать все каналы связи, и число способов захватить такое количество станций так, чтобы контролировать все каналы связи.

Во второй строке выведите k чисел – номера базовых станций, соответствующих одному из способов захвата.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 3 1 2 2 3 3 1 | 2 3 1 2 |
| 2 | 5 4 1 2 1 3 1 4 1 5 | 1 1 1 |

# Варіант 23

Ане, как будущей чемпионке мира по программированию, поручили очень ответственное задание. Правительство вручает ей план постройки дорог между N городами. По плану все дороги односторонние, но между двумя городами может быть больше одной дороги, возможно, в разных направлениях. Ане необходимо вычислить минимальное такое K, что данный ей план является слабо K-связным.

Правительство называет план слабо K-связным, если выполнено следующее условие: для любых двух различных городов можно проехать от одного до другого, нарушая правила движения не более K раз. Нарушение правил - это проезд по существующей дороге в обратном направлении. Гарантируется, что между любыми двумя городами можно проехать, возможно, несколько раз нарушив правила.

Входные данные

В первой строке входного файла INPUT.TXT записаны два числа 2 ≤ N ≤ 300 и 1 ≤ M ≤ 105 - количество городов и дорог в плане. В последующих M строках даны по два числа - номера городов, в которых начинается и заканчивается соответствующая дорога.

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальное K, такое, что данный во входном файле план является слабо K-связным.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 2 1 2 1 3 | 1 |
| 2 | 4 4 2 4 1 3 4 1 3 2 | 0 |

# Варіант 24

В городе N в ближайшее время состоится этап чемпионата мира по автогонкам среди автомобилей класса Формула-0. Поскольку специальный автодром для этих соревнований организаторы построить не успели, было решено организовать трассу на улицах города.

В городе N есть n перекрестков, некоторые пары которых соединены дорогами, движение по которым возможно в обоих направлениях. При этом любые два перекрестка соединены не более чем одной дорогой, и есть возможность доехать по дорогам от любого перекрестка до любого другого.

Трасса, на которой будут проводиться соревнования, должна быть круговой (т.е. должна начинаться и заканчиваться на одном и том же перекрестке), при этом в процессе движения по ней никакой перекресток не должен встречаться более одного раза.

На предварительном этапе подготовки оргкомитетом был создан список всех дорог города. Теперь настало время его использовать. Первый вопрос, который необходимо решить, вопрос о существовании в городе требуемой круговой трассы (разумеется, если ответ будет отрицательным, организаторам придется в срочном порядке построить еще несколько дорог). Единственная проблема заключается в том, что у организаторов есть подозрение, что, поскольку список составлялся не очень внимательно, в нем некоторые дороги указаны больше одного раза.

Напишите программу, которая по заданному списку дорог города определит, возможна ли организация в городе требуемой круговой трассы.

Входные данные

Первая строка входного файла INPUT.TXT содержит два целых числа: n (1 ≤ n ≤ 103) – количество перекрестков в городе N и m (0 ≤ m ≤ 105) – количество дорог в составленном списке.

Последующие m строк описывают дороги. Каждая дорога описывается двумя числами: u и v (1 ≤ u, v ≤ n, u ≠ v) номерами перекрестков, которые она соединяет. Так как дороги двухсторонние, то пара чисел (u, v) и пара чисел (v, u) описывают одну и ту же дорогу.

Выходные данные

В выходной файл OUTPUT.TXT выведите слово YES, если в городе возможно организовать круговую трассу для соревнований, и слово NO в противном случае.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 4 1 2 2 3 3 1 3 2 | YES |
| 2 | 2 3 1 2 2 1 2 1 | NO |

# Варіант 25

Полный ориентированный взвешенный граф задан матрицей смежности. Постройте матрицу кратчайших путей между его вершинами. Гарантируется, что в графе нет циклов отрицательного веса.

Входные данные

В первой строке входного файла INPUT.TXT записано единственное число N (1 ≤ N ≤ 100) - количество вершин графа. В следующих N строках по N чисел - матрица смежности графа (j-ое число в i-ой строке соответствует весу ребра из вершины i в вершину j). Все числа по модулю не превышают 100. На главной диагонали матрицы - всегда нули.

Выходные данные

В выходной файл OUTPUT.TXT выведите N строк по N чисел - матрицу кратчайших расстояний между парами вершин. j-ое число в i-ой строке должно быть равно весу кратчайшего пути из вершины i в вершину j.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 0 5 9 100 100 0 2 8 100 100 0 7 4 100 100 0 | 0 5 7 13 12 0 2 8 11 16 0 7 4 9 11 0 |

# Варіант 26

Дан ориентированный граф, в котором могут быть кратные ребра и петли. Каждое ребро имеет вес, выражающийся целым числом (возможно, отрицательным). Гарантируется, что циклы отрицательного веса отсутствуют.

Требуется посчитать длины кратчайших путей от вершины номер 1 до всех остальных вершин.

Входные данные

В первой строке входного файла INPUT.TXT записаны целые числа N и M - количество вершин и количество ребер графа (1 ≤ N ≤ 100, 0 ≤ M ≤ 10000). В каждой из последующих M строк записана тройка чисел, описывающих ребра: начало ребра, конец ребра и вес (вес - целое число от -100 до 100).

Выходные данные

В выходной файл OUTPUT.TXT выведите N чисел - расстояния от вершины номер 1 до всех вершин графа. Если пути до соответствующей вершины не существует, вместо длины пути выведите число 30000.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 5 1 2 10 2 3 10 1 3 100 3 1 -10 2 3 1 | 0 10 11 30000 |

# Варіант 27

В одном из парков одного большого города недавно был организован новый аттракцион Цветной лабиринт. Он состоит из n комнат, соединенных m двунаправленными коридорами. Каждый из коридоров покрашен в один из ста цветов, при этом от каждой комнаты отходит не более одного коридора каждого цвета. При этом две комнаты могут быть соединены любым количеством коридоров.

Человек, купивший билет на аттракцион, оказывается в комнате номер один. Кроме билета, он также получает описание пути, по которому он может выбраться из лабиринта. Это описание представляет собой последовательность цветов c1…ck. Пользоваться ей надо так: находясь в комнате, надо посмотреть на очередной цвет в этой последовательности, выбрать коридор такого цвета и пойти по нему. При этом если из комнаты нельзя пойти по коридору соответствующего цвета, то человеку приходится дальше самому выбирать, куда идти.

В последнее время в администрацию парка стали часто поступать жалобы от заблудившихся в лабиринте людей. В связи с этим, возникла необходимость написания программы, проверяющей корректность описания и пути, и, в случае ее корректности, сообщающей номер комнаты, в которую ведет путь.

Описание пути некорректно, если на пути, который оно описывает, возникает ситуация, когда из комнаты нельзя пойти по коридору соответствующего цвета.

Входные данные

Первая строка входного файла INPUT.TXT содержит два целых числа n (1 ≤ n ≤ 10000) и m (1 ≤ m ≤ 100000) - соответственно количество комнат и коридоров в лабиринте. Следующие m строк содержат описания коридоров. Каждое описание содержит три числа u (1 ≤ u ≤ n), v (1 ≤ v ≤ n), c (1 ≤ c ≤ 100) - соответственно номера комнат, соединенных этим коридором, и цвет коридора. Следующая, (m+2)-ая строка входного файла содержит длину описания пути - целое число k (0 ≤ k ≤ 100000). Последняя строка входного файла содержит k целых чисел, разделенных пробелами, - описание пути по лабиринту.

Выходные данные

В выходной файл OUTPUT.TXT выведите строку INCORRECT, если описание пути некорректно, иначе выведите номер комнаты, в которую ведет описанный путь. Помните, что путь начинается в комнате номер один.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 2 1 2 10 1 3 5 5 10 10 10 10 5 | 3 |
| 2 | 3 2 1 2 10 2 3 5 5 5 10 10 10 10 | INCORRECT |
| 3 | 3 2 1 2 10 1 3 5 4 10 10 10 5 | INCORRECT |

# Варіант 28

Дан ориентированный взвешенный граф. Вам необходимо найти пару вершин, кратчайшее расстояние от одной из которых до другой максимально среди всех пар вершин.

Входные данные

В первой строке входного файла INPUT.TXT записано единственное число N (1 ≤ N ≤ 100) - количество вершин графа. В следующих N строках по N чисел - матрица смежности графа, где -1 означает отсутствие ребра между вершинами, а любое неотрицательное число - присутствие ребра данного веса. Элементы матрицы - целые числа от -1 до 100. На главной диагонали матрицы - всегда нули. Гарантируется, что в графе есть хотя бы одно ребро.

Выходные данные

В выходной файл OUTPUT.TXT требуется вывести искомое максимальное кратчайшее расстояние.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 0 5 9 -1 -1 0 2 8 -1 -1 0 7 4 -1 -1 0 | 16 |

# Варіант 29

Любознательный школьник Петя очень любит программировать. Однажды он настолько увлекся этим делом, что уснул прямо за компьютером! Пете приснилось, что он попал в альтернативную реальность. Альтернативная реальность представляет собой прямоугольный лабиринт, который можно изобразить в виде таблицы размером R × C клеток. Чтобы не опоздать школу, Пете нужно найти выход из лабиринта. Начальная позиция Пети обозначается символом ‘S’, выход из альтернативной реальности – ‘E’. За один ход Петя перемещается в одну из четырех смежных клеток (влево, вправо, вниз, вверх). Если клетка занята стеной (символ ‘X’), то Петя пройти в нее не может. В некоторых клетках расположены двери с замками одного из четырех цветов (‘R’, ‘G’, ‘B’, ‘Y’). Для прохода в эту клетку, необходимо обладать ключом определенного цвета. Так как ключи многоразовые, то одним ключом можно открыть сколь угодно много соответствующих ему замков.

Властелин альтернативной реальности предлагает Пете купить ключи, чтобы пройти к выходу. У нашего героя совсем немного денег с собой, поэтому ему хочется потратить как можно меньше денег и при этом пройти к выходу. Помогите ему определить минимальную сумму денег, которую нужно потратить на ключи.

Входные данные

Первая строка входного файла INPUT.TXT содержит натуральные числа R и C (R,C ≤ 50). Вторая строка теста содержит 4 целых числа Pi, стоимости покупки ключей ‘R’, ‘G’, ‘B’ и ‘Y’ соответственно (Pi ≤ 100). Далее следуют R строк, в каждой из которых C символов, описывающих лабиринт. Каждый лабиринт содержит только один символ ‘S’ и один символ ‘E’.

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальную сумму денег, необходимую для покупки набора ключей, позволяющего пройти к выходу. Если пути к выходу из альтернативной реальности не существует, и Петя обречен проспать уроки, выведите «Sleep».

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 7 1 1 1 1 XXXXXXX XS.X.EX XXXXXXX | Sleep |
| 2 | 6 6 1 5 3 1 XXXXXX XS.X.X X..R.X X.XXBX X.G.EX XXXXXX | 4 |

# Варіант 30

Всем известна увлекательная игра «Морской бой». Сейчас играть в морской бой можно не только с соседом по парте, но и с компьютером. Игра c компьютером ведется на прямоугольном поле произвольных размеров N×M, где N - количество строк, M - количество столбцов. Приближается чемпионат Мира по морскому бою. Планируется вести его трансляцию в режиме реального времени: демонстрировать карту с кораблями и выводить статистику: количество целых, подбитых и уничтоженных кораблей, находящихся на поле. Требуется написать программу для подсчета статистики.

Корабль на поле — это связанная фигура, стоящая из одной или нескольких рядом лежащих клеток, имеющих общую сторону. Корабли могут быть абсолютно любых форм и размеров!

Входные данные

Первая строка входного файла INPUT.TXT содержит два целых числа N и M (1≤ N,M ≤ 103), разделённых пробелами - размеры игрового поля. Далее идут N строк по M символов - описание игрового поля.

Английская буква 'X' обозначает подбитую клетку корабля, 'S' - не подбитую клетку корабля, '-' – свободное водное пространство.

Выходные данные

В выходной файл OUTPUT.TXT выведите через пробел три числа:

* количество целых кораблей
* количество подбитых кораблей
* количество уничтоженных кораблей

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 8 ---SSS-- XX--S-X- X-S---S- | 2 1 1 |

# Варіант 31

Одна из команд-участниц олимпиады решила вернуться домой на электричках. При этом ребята хотят попасть домой как можно раньше. К сожалению, не все электрички идут от города, где проводится олимпиада, до станции, на которой живут ребята. И, что еще более обидно, не все электрички, которые идут мимо их станции, останавливаются на ней (равно как вообще, электрички останавливаются далеко не на всех станциях, мимо которых они идут).

Все станции на линии пронумерованы числами от 1 до N. При этом станция номер 1 находится в городе, где проводится олимпиада, и в момент времени 0 ребята приходят на станцию. Станция, на которую нужно попасть ребятам, имеет номер E.

Напишите программу, которая по данному расписанию движения электричек вычисляет минимальное время, когда ребята могут оказаться дома.

Входные данные

Во входном файле INPUT.TXT записаны сначала числа N (2 ≤ N ≤ 100) и E (2 ≤ E ≤ N). Затем записано число M (0 ≤ M ≤ 100), обозначающее число рейсов электричек. Далее идет описание M рейсов электричек. Описание каждого рейса электрички начинается с числа Ki (2 ≤ Ki ≤ N) — количества станций, на которых она останавливается, а далее следует Ki пар чисел, первое число каждой пары задает номер станции, второе — время, когда электричка останавливается на этой станции (время выражается целым числом из диапазона от 0 до 109). Станции внутри одного рейса упорядочены в порядке возрастания времени. В течение одного рейса электричка все время движется в одном направлении — либо от города, либо к городу.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число — минимальное время, когда ребята смогут оказаться на своей станции. Если существующими рейсами электричек они добраться не смогут, выведите –1.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 3 4 2 1 5 2 10 2 2 10 4 15 4 5 0 4 17 3 20 2 35 3 1 2 3 40 4 45 | 20 |

# Варіант 32
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Один из способов набрать очки в Го – захватить камни противника. Каждый камень может иметь от двух до четырех смежных с ним пунктов (по вертикали и горизонтали, но не по диагонали). Если такой пункт не занят камнем, то он называется «дамэ». Дамэ группы – это все дамэ камней, составляющих группу. Как только оппонент своими камнями закрывает все дамэ чужой группы, то эта группа считается захваченной и снимается с доски. Если у группы осталось лишь одно дамэ, то говорят, что эта группа находится в «атари» т.е. на один шаг от захвата соперником.

Дамэ черных камней на рисунке отмечены крестиком. Группа черных из камней (1, 3) и (1, 4) имеет 4 дамэ. Группа (6, 1), (6, 2) и (6, 3) имеет одно дамэ и находится в атари. Черный камень (4, 5) также находится в атари. Помогите Али-Бабе, который всегда играет черными, определить, какие его группы находятся в атари.

Входные данные

Первая строка входного файла INPUT.TXT содержит целое число N – размерность игровой доски (6 ≤ N ≤ 19). Далее следует N строк по N символов каждая. Каждый символ описывает один пункт доски. «B» означает черный камень, «W» – белый, «.» означает пустой пункт. Все группы на доске имеют хотя бы одно дамэ.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число – количество групп черных камней, находящихся в атари.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 9 ......... ......... ......... ...WW.... ...BW.B.. B..W.W... B...WBW.. ....WBW.. W....BW.. | 2 |
| 2 | 6 WB.WBB .B.W.B ..WW.W WWW..W ..W... BBW... | 1 |
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Между некоторыми деревнями края Власюки ходят автобусы. Поскольку пассажиропотоки здесь не очень большие, то автобусы ходят всего несколько раз в день.

Марии Ивановне требуется добраться из деревни d в деревню v как можно быстрее (считается, что в момент времени 0 она находится в деревне d).

Входные данные

Во входном файле INPUT.TXT записано число N - общее число деревень (1 ≤ N ≤ 100), номера деревень d и v, затем количество автобусных рейсов R (0 ≤ R ≤ 10000). Затем идут описания автобусных рейсов. Каждый рейс задается номером деревни отправления, временем отправления, деревней назначения и временем прибытия (все времена - целые от 0 до 10000). Если в момент t пассажир приезжает в деревню, то уехать из нее он может в любой момент времени, начиная с t.

Выходные данные

В выходной файл OUTPUT.TXT вывести минимальное время, когда Мария Ивановна может оказаться в деревне v. Если она не сможет с помощью указанных автобусных рейсов добраться из d в v, вывести -1.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 1 3 4 1 0 2 5 1 1 2 3 2 3 3 5 1 1 3 10 | 5 |
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В постиндустриальную эпоху основной ценностью является информация. Поэтому особо важен контроль над каналами передачи информации. В одной стране все каналы связи контролируются государством.

Перед ИТ-отделом одной достаточно крупной фирмы, занимающейся консалтингом в области инновационных технологий, была поставлена задача распространить некий файл по филиалам этой фирмы, находящимся в различных городах страны.

Каналы передачи информации в этой стране, как уже говорилось, контролируются государством, поэтому за передачу по ним информации приходится платить деньги. Ситуация также осложняется тем, что каналы однонаправленные, то есть информацию по ним можно передавать только в одном направлении.

Пусть, для удобства, города пронумерованы натуральными числами от 1 до n. Главный офис находится в городе номер 1, таким образом, необходимо найти такой набор каналов связи, по которым можно доставить файл от города номер 1 до любого другого, а среди всех таких наборов выбрать имеющий наименьшую суммарную стоимость.

Задан список каналов связи, которыми может воспользоваться фирма. Напишите программу, находящую требуемый набор каналов связи.

Входные данные

Первая строка входного файла INPUT.TXT содержит числа n и m - количество городов и количество каналов связи соответственно (1 ≤ n ≤ 22, 0 ≤ m ≤ 22). Последующие m содержат описания каналов связи. Каждое описание содержит три целых числа: u, v и c - соответственно номера городов, соединенных каналом и стоимость пересылки файла по этому каналу (1 ≤ u, v ≤ n, 0 ≤ c ≤ 1000). Ни один из каналов не соединяет город с самим собой, но между двумя городами может быть больше одного канала.

Выходные данные

В первой строке выходного файла OUTPUT.TXT выведите стоимость пересылки файла и число каналов, обеспечивающих такую стоимость. Во второй строке выведите номера каналов, составляющих такой набор. Каналы нумеруются от 1 до m в том порядке, в котором они перечислены во входном файле.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 2 1 2 3 1 2 4 | 3 1 1 |
| 2 | 3 3 1 2 5 1 3 10 3 2 4 | 14 2 2 3 |
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Тезею из лабиринта Минотавра помог выйти клубок ниток. Вы можете вместо клубка использовать персональный компьютер.

Требуется написать программу, которая вводит маршрут Тезея в лабиринте и находит кратчайший обратный путь, по которому Тезей сможет выйти из лабиринта, не заходя в тупики и не делая петель.

Входные данные

Входной файл INPUT.TXT содержит маршрут Тезея, который представлен строкой, состоящей из букв: N, S, W, E и длиной от 1 до 200.

Буквы означают:

N - один "шаг" на север,  
S - один "шаг" на юг,  
W - один "шаг" на запад,  
E - один "шаг" на восток.

Выходные данные

В выходной файл OUTPUT.TXT записывается аналогично входному файлу найденный обратный путь. Если маршрут неоднозначен, то следует выбирать согласно следующему приоритету: N, E, S, W.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | EENNESWSSWE | NWW |
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В стране N городов, некоторые из которых соединены между собой дорогами. Для того, чтобы проехать по одной дороге требуется один бак бензина. В каждом городе бак бензина имеет разную стоимость. Вам требуется добраться из первого города в N-ый, потратив как можно меньшее количество денег.

Входные данные

Во входном файле INPUT.TXT записано сначала число N (1 ≤ N ≤ 100), затем идет N чисел, i-ое из которых задает стоимость бензина в i-ом городе (все числа целые из диапазона от 0 до 100). Далее идет число M - количество дорог в стране, далее идет описание самих дорог. Каждая дорога задается двумя числами - номерами городов, которые она соединяет. Все дороги двухсторонние (то есть по ним можно ездить как в одну, так и в другую сторону); между двумя городами всегда существует не более одной дороги; не существует дорог, ведущих из города в себя.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число - суммарную стоимость маршрута или -1, если добраться невозможно.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 1 10 2 15 4 1 2 1 3 4 2 4 3 | 3 |

Пояснение к примеру

Оптимальное решение в примере: из 1-го города поехать в 3-й, а затем в 4-й. Горючее придется покупать в 1 и 3 городах.

# Варіант 37

Предприятие «Авто-2010» выпускает двигатели для известных во всем мире автомобилей. Двигатель состоит ровно из n деталей, пронумерованных от 1 до n, при этом деталь с номером i изготавливается за pi секунд. Специфика предприятия «Авто-2010» заключается в том, что там одновременно может изготавливаться лишь одна деталь двигателя. Для производства некоторых деталей необходимо иметь предварительно изготовленный набор других деталей.

Генеральный директор «Авто-2010» поставил перед предприятием амбициозную задачу – за наименьшее время изготовить деталь с номером 1, чтобы представить ее на выставке.

Требуется написать программу, которая по заданным зависимостям порядка производства между деталями найдет наименьшее время, за которое можно произвести деталь с номером 1.

Входные данные

Первая строка входного файла INPUT.TXT содержит число n (1 ≤ n ≤ 100000) – количество деталей двигателя. Вторая строка содержит n натуральных чисел p1, p2 … pn , определяющих время изготовления каждой детали в секундах. Время для изготовления каждой детали не превосходит 109 секунд.

Каждая из последующих n строк входного файла описывает характеристики производства деталей. Здесь i-ая строка содержит число деталей ki, которые требуются для производства детали с номером i, а также их номера. Сумма всех чисел ki не превосходит 200000.

Известно, что не существует циклических зависимостей в производстве деталей.

Выходные данные

В первой строке выходного файла OUTPUT.TXT должны содержаться два числа: минимальное время (в секундах), необходимое для скорейшего производства детали с номером 1 и число k деталей, которые необходимо для этого произвести. Во второй строке требуется вывести через пробел k чисел – номера деталей в том порядке, в котором следует их производить для скорейшего производства детали с номером 1.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 100 200 300 1 2 0 2 2 1 | 300 2 2 1 |
| 2 | 2 2 3 1 2 0 | 5 2 2 1 |
| 3 | 4 2 3 4 5 2 3 2 1 3 0 2 1 3 | 9 3 3 2 1 |
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В средние века в замках Европы был популярен следующий вид казни: в лабиринт, в котором находился тигр, заводили раба. Рабу была известна карта лабиринта и его первоначальное расположение. Тигр обладал очень тонким обонянием, то есть он знал, где находится раб в любой момент времени и мог в кратчайшее время настигнуть раба и съесть, если мог.

Дана схема лабиринта в виде таблицы N×M. Вход в лабиринт находится в левой верхней клетке. В этом же месте находится раб в начальный момент времени. Выход из лабиринта находится в правой нижней клетке. Гарантируется, что от входа до выхода существует путь и что тигр находится в свободной клетке лабиринта. Также известно, что лабиринт ограничен сплошной стеной по периметру.

Необходимо определить длину кратчайшего пути раба до выхода, и сможет ли раб гарантированно выбраться из лабиринта живым, если за единицу времени как раб, так и тигр, могут переместиться в соседнюю по стороне клетку в произвольном свободном направлении (то есть туда, где нет стены).

Входные данные

Первая строка входного файла INPUT.TXT содержит два числа: N и M – длина и ширина лабиринта (4 ≤ N, M ≤ 1000). Далее следует N строк по M символов – описание лабиринта. Символ «#» означает стену, а символ «.» - свободное пространство, «T» - положение тигра в начальный момент времени.

Выходные данные

В первой строке выходного файла OUTPUT.TXT выведите целое число – длину кратчайшего пути раба, во второй строке выведите «Yes», если раб гарантированно сможет добраться до выхода, и «No» в противном случае.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 8 10 ########## #.#...##.# #.#..###.# #.#.##...# #.......## #...###..# #....T#..# ########## | 12 No |
| 2 | 8 10 ########## #.#...##.# #.#..###.# #.#.##...# #.......## #..####..# #....T#..# ########## | 12 Yes |
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Коварный кардинал Ришелье вновь организовал похищение подвесок королевы Анны; вновь спасать королеву приходится героическим мушкетерам. Атос, Портос, Арамис и д’Артаньян уже перехватили агентов кардинала и вернули украденное; осталось лишь передать подвески королеве Анне. Королева ждет мушкетеров в дворцовом саду. Дворцовый сад имеет форму прямоугольника и разбит на участки, представляющие собой небольшие садики, содержащие коллекции растений из разных климатических зон. К сожалению, на некоторых участках, в том числе на всех участках, расположенных на границах сада, уже притаились в засаде гвардейцы кардинала; на бой с ними времени у мушкетеров нет. Мушкетерам удалось добыть карту сада с отмеченными местами засад; теперь им предстоит выбрать наиболее оптимальные пути к королеве. Для надежности друзья разделили между собой спасенные подвески и проникли в сад поодиночке, поэтому начинают свой путь к королеве с разных участков сада. Двигаются герои по максимально короткой возможной траектории.

Марлезонский балет вот-вот начнется; королева не в состоянии ждать героев больше L минут; ровно в начале L+1-ой минуты королева покинет парк, и те мушкетеры, что не успеют к этому времени до нее добраться, не смогут передать ей подвески. На преодоление одного участка у мушкетеров уйдет ровно по минуте. С каждого участка мушкетеры могут перейти на 4 соседние. Требуется выяснить, сколько подвесок будет красоваться на платье королевы, когда она придет на бал.

Входные данные

Первая строка входного файла INPUT.TXT содержит целые числа N и M (1 ≤ N,M ≤ 20) – размеры сада. Далее идут N строк по M символов в каждом; символы '0' соответствуют участкам, на которых нет засады, символы '1' – участкам, на которых разместились гвардейцы. В N+2-ой строке теста записано три целых числа: координаты участка, на котором королева будет ждать мушкетёров (Qx, Qy) (1 < Qx < N, 1 < Qy < M) и время в минутах до начала балета (1 ≤ L ≤ 1000). В N+3-ей строки записаны через пробел целые числа координаты участка, с которого стартует Атос (Ax,Ay) (1 < Ax < N, 1 < Ay < M) и количество подвесок, хранящихся у него (1 ≤ Pa ≤ 1000). В N+4, N+5 и N+6-ой строках аналогично записаны стартовые координаты и количество подвесок у Портоса, Арамиса и д’Артаньяна.

Выходные данные

В выходной файл OUTPUT.TXT выведите количество подвесок, которое королева успеет получить у мушкетеров до начала балета.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 5 11111 10001 10001 10001 11111 4 4 10 2 2 1 2 3 2 3 2 3 3 3 4 | 10 |
| 2 | 5 5 11111 10001 10111 10101 11111 4 4 10 2 2 1 2 2 2 2 2 3 2 2 4 | 0 |

# Варіант 40

В таблице из N строк и N столбцов некоторые клетки заняты шариками, другие свободны. Выбран шарик, который нужно переместить, и место, куда его нужно переместить. Выбранный шарик за один шаг перемещается в соседнюю по горизонтали или вертикали свободную клетку. Требуется выяснить, возможно ли переместить шарик из начальной клетки в заданную, и, если возможно, то найти путь из наименьшего количества шагов.

Входные данные

В первой строке входного файла INPUT.TXT находится число N, в следующих N строках - по N символов. Символом точки обозначена свободная клетка, английской заглавной O - шарик, @ - исходное положение шарика, который должен двигаться, английской заглавной X - конечное положение шарика. (2 ≤ N ≤ 250)

Выходные данные

В выходной файл OUTPUT.TXT выведите в первой строке «Y», если движение возможно, или «N», если нет. Если движение возможно, то далее следует вывести N строк по N символов - как и на вводе, но буква X, а также все точки по пути следует заменить плюсами. Если решений несколько, выведите любое.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 5 ....X .OOOO ..... OOOO. @.... | Y +++++ +OOOO +++++ OOOO+ @++++ |
| 2 | 5 ..X.. ..... OOOOO ..... ..@.. | N |
| 3 | 5 ...X. ..... O.OOO ..... ....@ | Y ..++. .++.. O+OOO .++++ ....@ |

# Варіант 41

Бригаде строителей поручили уложить квадратной плиткой пол на кухне в виде шахматного узора. Но строители работали не очень слаженно, и когда весь пол уже был уложен, оказалось, что в некоторых местах плитки одинакового цвета граничат друг с другом.

По заданному замощению определите, какое минимальное число строителей могло укладывать плитку.

Входные данные

Входной файл INPUT.TXT содержит восемь строк, состоящих из восьми символов W и B – полученное замощение. Символ W обозначает плитку белого цвета, а символ B – чёрную.

Выходные данные

В выходной файл OUTPUT.TXT нужно вывести одно число - искомое число строителей.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | WBWBWBBW BWBBWBWB WBWWBWBW WBWWBWWB BWBBWBWB WBWBWWBW BWBWBBWB WBWBWWBW | 4 |

# Варіант 42

Произошло радиоактивное заражение местности. Составлена карта зараженности. Она представляет собой прямоугольную таблицу N×M, в клетках которой записана зараженность соответствующего участка.

Требуется написать программу, которая найдет путь из левой верхней клетки таблицы в правую нижнюю клетку с минимальной суммарной дозой радиации.

Входные данные

Входной файл INPUT.TXT содержит в первой строке числа N и M, а в следующих N строках – по M чисел – карта зараженности местности. Числа в строках разделяются одним пробелом. 1 ≤ N ≤ 30, 1 ≤ M ≤ 30, зараженность участка – целое число от 0 до 100.

Выходные данные

Выходной файл OUTPUT.TXT должен содержать одно число – суммарную долю радиации.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 5 2 100 0 100 100 1 100 0 0 0 1 0 3 100 2 | 9 |

# Варіант 43

Вам дана табличка, состоящая из N строк и M столбцов. В каждой клетке таблицы стоит либо 0, либо 1. Расстоянием между клетками (x1,y1) и (x2,y2) называется |x1-x2|+|y1-y2|. Вам нужно построить другую таблицу, в которой в каждой клетке стоит расстояние от данной до ближайшей клетки, содержащей 1 (в начальной таблице). Гарантируется, что хотя бы одна 1 в таблице есть.

Входные данные

В первой строке входного файла INPUT.TXT содержатся два натуральных числа, не превосходящих 100 - N и M. Далее идут N строк по M чисел - элементы таблицы.

Выходные данные

Выходной файл OUTPUT.TXT должен содержать N строк по M чисел - элементы искомой таблицы.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 3 0 0 1 1 0 0 | 1 1 0 0 1 1 |

# Варіант 44

Дана матрица A размером N×N, заполненная неотрицательными целыми числами. Расстояние между двумя элементами Ai j и Ap q определено как |i - p| + |j - q|. Требуется заменить каждый нулевой элемент матрицы ближайшим ненулевым. Если есть две или больше ближайших ненулевых ячейки, нуль должен быть оставлен.

Входные данные

В первой строке входного файла INPUT.TXT содержится натуральное число N (N ≤ 200). Затем идут N строк по N чисел, разделённых пробелами и представляющих собой матрицу. Элементы матрицы не превосходят значения 106.

Выходные данные

В выходной файл OUTPUT.TXT выведите N строк по N чисел, разделённых пробелами, - модифицированную матрицу.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 0 0 0 1 0 2 0 3 0 | 1 0 2 1 0 2 0 3 0 |

# Варіант 45

Имеется три ведра, емкости которых известны и не равны. Самое большое ведро полное, остальные пусты. Требуется добиться, чтобы в самом большом ведре был заданный объем воды. За один шаг вода переливается из одного ведра в другое до тех пор, пока либо не закончится вода в ведре-источнике, либо не наполнится доверху вода в ведре-получателе.

Школьник Василий, чтобы занять себя, пытается решать эту задачу с разными входными данными, но не всегда находит решение. И даже если решение найдено, он хочет знать, является ли найденное решение оптимальным, а именно, используется ли минимальное количество шагов. Требуется написать программу, которая поможет Василию проверить его решение.

Входные данные

Во входном файле INPUT.TXT записаны 4 числа: емкости ведер B1, B2, B3 (1000 ≥ B1 > B2 > B3 > 0) и требуемое количество воды T в первом ведре (B1 > T > 0).

Выходные данные

В выходной файл OUTPUT.TXT выведите либо минимальное количество переливаний, либо если задача не имеет решения, то слово IMPOSSIBLE.

Примеры

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 10 8 4 4 | 3 |
| 2 | 10 8 4 5 | IMPOSSIBLE |

# Варіант 46

Мэр города Гадюкино решил проверить состояние дорог после только что проведенного капитального ремонта. Для этого он хочет проехать по каждой дороге в обоих направлениях. Помогите мэру составить кратчайший маршрут, проходящий по каждой дороге в каждом направлении хотя бы один раз.

В городе Гадюкино n перекрестков и m дорог, каждая из которых соединяет два различных перекрестка. Между двумя перекрестками может быть не более одной дороги. Известно, что по дорогам от каждого перекрестка можно доехать до любого другого.

Входные данные

Входной файл INPUT.TXT содержит целые числа n и m (1 ≤ n ≤ 104, 1 ≤ m ≤ 105), и далее m пар целых чисел ai и bi - номера перекрестков, которые соединяет i-я дорога.

Выходные данные

В выходной файл OUTPUT.TXT выведите число s - минимальную длину пути и далее s+1 число - номера перекрестков в том порядке, в котором их нужно проезжать.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 3 1 2 2 3 1 3 | 6 1 2 3 1 3 2 1 |

# Варіант 47

Мальчику Севе очень нравится цвет индиго (это такой темно-синий цвет). Сева всячески старается окружить себя вещами этого цвета.

Скоро Новый год, и Сева решил изготовить гирлянду с лампочками, чтобы украсить ей свою комнату. Он купил n патронов для лампочек и соединил (n−1)-им проводом так, что в гирлянде не образовалось ни одного замкнутого контура. Его гирлянда, таким образом, с точки зрения математики, представляет собой дерево. Для того чтобы гирлянда была готова, осталось совсем немного надо только добавить провод для подключения гирлянды в электрическую сеть и вкрутить разноцветные лампочки в патроны.

У Севы есть лампочки трех разных цветов: синего, фиолетового и индиго. При этом, в некоторые патроны из соображений красоты нельзя устанавливать лампочки определенных цветов. Также, из соображений красоты, в гирлянде не должно быть двух лампочек одного цвета, напрямую соединенных проводом. Разумеется, Сева хочет, чтобы в гирлянде было как можно больше лампочек его любимого цвета.

Помогите Севе. Напишите программу, которая найдет максимальное количество лампочек цвета индиго, которые можно установить в собранную Севой гирлянду.

Входные данные

Первая строка входного файла INPUT.TXT содержит целое число n количество патронов для лампочек в Севиной гирлянде (1 ≤ n ≤ 50000). Последующие (n−1) строка содержат каждая по два числа: ui и vi (1 ≤ ui, vi ≤ n) – номера патронов, соединенных соответствующим проводом.

Далее следуют n строк с описанием патронов. Каждая из них не пуста и состоит не более, чем из трех различных символов «I», «B» или «V». i-ая из этих строк описывает i-ый патрон, а именно: если она содержит символ «I», то в i-ый патрон можно устанавливать лампочку цвета индиго, «B» - можно устанавливать лампочку синего цвета, «V» - можно устанавливать лампочку фиолетового цвета.

Выходные данные

В выходной файл OUTPUT.TXT выведите единственное число: ответ на задачу. Если же при наложенных ограничениях Севе вообще не удастся собрать гирлянду, выведите число −1.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 1 2 2 3 IB IV IB | 2 |

# Варіант 48

От вас требуется определить вес минимального остовного дерева для неориентированного взвешенного связного графа.

Входные данные

В первой строке входного файла INPUT.TXT находятся числа N и M (1 ≤ N ≤ 100; 1 ≤ M ≤ 6000), где N - количество вершин в графе, а M - количество рёбер. В каждой из последующих M строк записано по тройке чисел A, B, C, где A и B - номера вершин, соединённых ребром, а C - вес ребра (натуральное число, не превышающее 30000).

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число - искомый вес.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 3 1 2 1 2 3 2 3 1 3 | 3 |

# Варіант 49

В государстве алхимиков есть N населённых пунктов, пронумерованных числами от 1 до N, и M дорог. Населённые пункты бывают двух типов: деревни и города. Кроме того, в государстве есть одна столица (она может располагаться как в городе, так и в деревне). Каждая дорога соединяет два населённых пункта, и для проезда по ней требуется Ti минут. В столице было решено провести 1-ю государственную командную олимпиаду по алхимии. Для этого во все города из столицы были отправлены гонцы (по одному на город) с информацией про олимпиаду.

Напишите программу, которая посчитает, в каком порядке и через какое время каждый из гонцов доберётся до своего города. Считается, что гонец во время пути нигде не задерживается.

Входные данные

Во входном файле INPUT.TXT сначала записаны 3 числа N, M, K — количество населенных пунктов, количество дорог и количество городов (2 ≤ N ≤ 1000, 1 ≤ M ≤ 10000, 1 ≤ K ≤ N). Далее записан номер столицы C (1 ≤ C ≤ N). Следующие K чисел задают номера городов. Далее следуют M троек чисел Si, Ei, Ti, описывающих дороги: Si и Ei — номера населенных пунктов, которые соединяет данная дорога, а Ti — время для проезда по ней (1 ≤ Ti ≤ 100).

Гарантируется, что до каждого города из столицы можно добраться по дорогам (возможно, через другие населенные пункты) и то, что любые два населенных пункта соединены не более, чем одной дорогой.

Выходные данные

В выходной файл OUTPUT.TXT выведите K пар чисел: для каждого города должен быть выведен его номер и минимальное время, когда гонец может в нем оказаться (время измеряется в минутах с того момента, как гонцы выехали из столицы). Пары в выходном файле должны быть упорядочены по времени прибытия гонца, а в случае совпадения времени следует сортировать эти пары по номерам городов.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 5 4 5 1 1 2 3 4 5 1 2 1 2 3 10 3 4 100 4 5 100 | 1 0 2 1 3 11 4 111 5 211 |
| 2 | 5 5 3 1 2 4 5 2 1 1 2 3 10 3 4 100 4 5 100 1 5 1 | 2 1 5 1 4 101 |

# Варіант 50

Во многих видах спортивных соревнований имеются различные ритуалы, направленные для примирения конкурирующих команд или игроков. Это может быть рукопожатие, поклон или даже разбрызгивание шампанского. ACM (Alliance of Chess Masters) собирается создать свой собственный ритуал, шахматную миниигру, в которой участвует два игрока в союзе друг с другом (а не как обычно, друг против друга). Игра проходит на шахматной доске размером 3×3, у каждого из игроков имеется два шахматных коня, которых они должны переместить так, чтобы добраться от одной позиции до другой (игроки могут делать шаги в любом порядке, не обязательно по очереди). При этом два коня не могут занимать одну и ту же клетку.

Стартовое и завершающее положения определены судьей. Оказывается, что некоторые такие задачи являются более трудными, чем другие, а некоторые могут быть даже неразрешимыми - поэтому, некоторые игроки иногда неспособны закончить ритуал. Ваша задача состоит в том, чтобы написать программу, которая по заданным положениям начальной и конечной расстановки, сможет определить возможность успешного окончания игры, а в случае успеха сможет так же определить сложность задачи – минимально возможное количество ходов, необходимых для разрешения данной задачи.

Входные данные

Входной файл INPUT.TXT содержит 3 строки по 7 символов в каждой. Первые 3 символа каждой строки описывают соответствующую строку шахматной строки для начальной позиции, затем идет пробел и замыкающие 3 символа, описывающие аналогичным образом строку конечной позиции. Белый конь обозначается символом «W», а черный – символом «B», пустые клетки помечаются «.» (точка).

Выходные данные

В выходной файл OUTPUT.TXT выведите одно целое число – сложность задачи. Если задача не имеет решения, то следует вывести -1.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | WBB ..W W.. ..W ... .BB | 4 |
| 2 | ..B ..B W.B ..B W.. WW. | -1 |

# Варіант 51

Внутри адронного коллайдера образовалось N разновидностей новых частиц в количестве A1, … ,AN единиц каждая. Большая часть новых частиц, однако, успевает прореагировать между собой раньше, чем эти частицы сможет уловить детектор, поэтому физикам очень важно предсказать конечный итог реакции между частицами.

Для простоты будем считать, что в реакции участвуют 2 частицы, с одним из следующих результатов, в зависимости от типа:

Первая частица уничтожает вторую

Частицы отскакивают друг от друга без какого-либо вреда

Необходимо определить все возможные исходы эксперимента.

Входные данные

В первой строке входного файла INPUT.TXT задано количество видов частиц N (1 ≤ N ≤ 4). В следующей строке записаны N чисел, определяющие начальное количество частиц каждого типа Ai (1 ≤ Ai ≤ 2). Следующие N строк формируют матрицу B[N][N] из чисел 0 и 1. Ненулевое значение ячейки Bij указывает, что частица типа i при столкновении уничтожает частицу типа j. Если Bij не ноль и Bji не ноль, то в результате взаимодействия уничтожается либо частица i, либо частица j, но не обе сразу.

Выходные данные

В первой строке выходного файла OUTPUT.TXT следует вывести количество возможных исходов K. В каждой из последующих K строк должно содержаться описание исхода эксперимента в формате исходного файла.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 1 1 2 0 0 1 1 0 0 1 1 1 | 3 0 1 0 0 0 1 1 0 0 |
| 2 | 1 2 0 | 1 2 |

# Варіант 52

Сема — любитель игр на шахматной доске. Больше всего он любит играть в шашки. Сема решил написать программу, которая будет играть в шашки. По его задумке, она будет показывать, какие шашки можно взять на данном ходу. Ваша задача — реализовать эту функцию.

Напомним, что взять можно только по диагонали одним из четырех способов:

![A picture containing star, night sky

Description automatically generated](data:image/gif;base64,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)

После того, как белая шашка перемещается на пустое поле, черная шашка снимается с доски и считается взятой. При этом, если после перемещения белой шашки, у нее вновь появляется возможность взять, то она продолжает свой ход. Аналогичны правила и для черных шашек.

Отметим, что в рассматриваемом варианте игры в шашки отсутствует понятие «дамка», то есть возможности шашки по взятию не зависят от того, доходила она до последней горизонтали или нет.

Входные данные

В первых восьми строках входного файла INPUT.TXT записаны по восемь символов из множества {«.», «B», «W»}, которые обозначают пустое поле, черную шашку и белую шашку соответственно. Во входном файле не более 12 шашек каждого цвета. Все шашки расположены либо на черных, либо на белых полях.

Выходные данные

В выходной файл OUTPUT.TXT выдайте поля, на которых стоят шашки, которые можно взять, если ходят белые или черные. Используйте формат вывода аналогичный примерам.

Отсортируйте поля сначала по первой координате (измеряется по вертикали), а при равенстве первых – по второй (измеряется по горизонтали). Учитывайте, что первый символ первой строки входного файла соответствует полю (1, 1), последний символ первой строки – полю (1, 8), первый символ последней строки – полю (8, 1), последний символ последней строки – (8, 8).

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | .W.W.W.W W.W.W.W. .W.W.W.W ........ ........ B.B.B.B. .B.B.B.B B.B.B.B. | White: 0 Black: 0 |
| 2 | .W.W.W.W W.W.W.W. .....W.. W.W...W. .B.B.... B...B.B. .B.B.B.B B.B...B. | White: 3 (5, 2), (5, 4), (7, 4) Black: 1 (4, 3) |

Пояснение

В первом примере никакая шашка не может брать.

Во втором примере белая шашка, стоящая на (4, 1) может взять сначала черную шашку на поле (5, 2) и, переместившись на поле (6, 3), взять черную шашку, стоящую на поле (5, 4). Также с поля (6, 3) можно взять еще одну черную шашку, стоящую на поле (7, 4), при этом придется двигаться другим путем. Черные же могут взять лишь белую шашку, которая стоит на поле (4, 3).
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Карту местности условно разбили на квадраты, и посчитали среднюю высоту над уровнем моря для каждого квадрата.

Когда идет дождь, вода равномерно выпадает на все квадраты. Если один из четырех соседних с данным квадратом квадратов имеет меньшую высоту над уровнем моря, то вода с текущего квадрата стекает туда (и, если есть возможность, то дальше), если же все соседние квадраты имеют большую высоту, то вода скапливается в этом квадрате.

Разрешается в некоторых квадратах построить водостоки. Когда на каком-то квадрате строят водосток, то вся вода, которая раньше скапливалась в этом квадрате, будет утекать в водосток.

Если есть группа квадратов, имеющих одинаковую высоту и образующих связную область, то если хотя бы рядом с одним из этих квадратов есть квадрат, имеющий меньшую высоту, то вся вода утекает туда, если же такого квадрата нет, то вода стоит во всех этих квадратах. При этом достаточно построить водосток в любом из этих квадратов, и вся вода с них будет утекать в этот водосток.

Требуется определить, какое минимальное количество водостоков нужно построить, чтобы после дождя вся вода утекала в водостоки.

Входные данные

Во входном файле INPUT.TXT записаны сначала числа N и M, задающие размеры карты — натуральные числа, не превышающие 100. Далее, идет N строк, по M чисел в каждой, задающих высоту квадратов карты над уровнем моря. Высота задается натуральным числом, не превышающим 10000. Считается, что квадраты, расположенные за пределами карты, имеют высоту 10001 (то есть вода никогда не утекает за пределы карты).

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальное количество водостоков, которое необходимо построить.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 4 5 1 2 3 1 10 1 4 3 10 10 1 5 5 5 5 6 6 6 6 6 | 2 |
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Для исследования поверхности Марса ученым необходимо разработать систему оповещения, которая смогла бы передавать информацию по цепному принципу между городами, которые планируется там построить.

При этом в каждом городе необходимо построить радиостанцию таким образом, чтобы была связь между всеми городами. При этом все такие станции должны передавать сигнал друг другу на равном расстоянии R. Таким образом, будет возможна передачи информации из одного города в другой только тогда, когда расстояние между ними не более R.

По заданным координатам городов, в целях экономии энергии радиостанций, Вам следует определить минимальное значение R, при котором информация сможет быть доставлена из любого города во все остальные.

Входные данные

В первой строке входного файла INPUT.TXT сначала записано натуральное число N – количество городов (N ≤ 1000). Далее идет N строк, содержащих вещественные координаты (Xi, Yi) соответствующего города. (-10000 ≤ Xi, Yi ≤ 10000). Предполагается, что все города находятся на плоскости.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно вещественное число – наименьший радиус радиостанций. Число следует вывести с двумя знаками после запятой, без лидирующих нулей, в формате, приведенном в примерах.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 4 0 0 2 0 0 2 2 3 | 2.24 |
| 2 | 3 2 0 0 2 4 2 | 2.83 |
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На стандартной шахматной доске (8х8) живут 2 шахматных коня: красный и зеленый. Обычно они беззаботно скачут по просторам доски, пощипывая шахматную травку, но сегодня особенный день: у зеленого коня день рождения. зеленый конь решил отпраздновать это событие вместе с красным. Но для осуществления этого прекрасного плана им нужно оказаться на одной клетке. Заметим, что красный и зеленый шахматные кони сильно отличаются от черного с белым: они ходят не по очереди, а одновременно, и если оказываются на одной клетке, никто никого не съедает. Сколько ходов им потребуется, чтобы насладиться праздником?

Входные данные

Во входном файле INPUT.TXT содержатся координаты коней, записанные по стандартным шахматным правилам (т.е. двумя символами - маленькая английская буква (от a до h) и цифра (от 1 до 8), задающие столбец и строку соответственно).

Выходные данные

Выходной файл OUTPUT.TXT должен содержать наименьшее необходимое количество ходов, либо -1, если кони не могут встретиться.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | a1 a3 | 1 |
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Все участники олимпиад знают, что во время соревнования на счету каждая секунда. Иногда даже время, которое в суете затрачивается на переключение между окнами может оказаться критичным. В таких соревнованиях, как Java Challenge, количество окон может быть довольно большим (Java Challenge - это соревнование, проходящее в рамках финала чемпионата мира по программированию среди студентов. Оно состоит в разработке искусственного интеллекта для управления виртуальным роботом).

В данной задаче мы будем считать, что этот процесс выполняется следующим способом. В системе хранится циклический список открытых окон. При нажатии определенной комбинации клавиш k раз можно перейти в этом списке на k позиций в одну или в другую сторону. Кроме того, окна, относящиеся к каждому приложению так же организованы в циклический список. По этому списку также можно перемещаться в обе стороны, для перемещения на k позиций так же требуется k нажатий клавиш. При этом после своей активизации окно перемещаются в позицию перед первым элементом общего списка окон. Напишите программу, которая для каждого из окон будет определять минимальное количество нажатий клавиш, которое нужно затратить для его активизации. До начала выполнения операции активным является первое окно.

Входные данные

Первая строка входного файла INPUT.TXT содержит целое число n (1 ≤ n ≤ 50000) - количество открытых окон. Следующие n строк описывают окна в том порядке, в котором они идут в списке. Для каждого из окон задается номер приложения, которому соответствует это окно, и его номер в циклическом списке окон этого приложения.

Выходные данные

На единственной строке выходного файла OUTPUT.TXT для каждого окна выведите минимальное количество нажатий клавиш, которое надо затратить для его активации.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 9 3 2 2 2 2 3 1 3 2 1 3 1 4 1 1 2 1 1 | 0 1 2 2 2 1 3 2 1 |
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![Дерево игры](data:image/gif;base64,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)

Игра для двух игроков определяется её деревом. Соперники делают ходы по очереди. Первый игрок начинает игру. Игра кончается или вничью, или победой одного из игроков. Листья дерева этой игры могут иметь значения, равные одному из трёх чисел: +1 - победа первого игрока, -1 - победа второго игрока, 0 - ничья. Ваша задача - определить, кто выиграет, если оба противника следуют правильной стратегии.

Входные данные

Узлы дерева пронумерованы последовательными целыми числами. Корень дерева всегда имеет номер 1. Первая строка входного файла INPUT.TXT содержит натуральное N - число узлов в дереве игры (N ≤ 1000). Следующая N - 1 строка описывает узлы - одна строка для каждого узла (за исключением первого). Вторая строка содержит описание второго узла дерева, третья - третьего узла и т.д. Если узел является листом, первый символ строки - L, затем идёт пробел, затем номер родительского узла, ещё пробел и результат игры (+1 - победа первого игрока, -1 - победа второго, 0 - ничья). Если узел внутренний, то строка содержит N - первый символ, затем пробел и номер родительского узла.

Выходные данные

В выходной файл OUTPUT.TXT выведите +1, если выигрывает первый игрок, -1, если второй, и 0 - в случае ничейного исхода.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 7 N 1 N 1 L 2 -1 L 2 +1 L 3 +1 L 3 +1 | +1 |
| 2 | 7 N 1 N 1 L 2 -1 L 2 +1 L 3 +1 L 3 0 | 0 |
| 3 | 18 N 1 N 1 N 2 L 2 +1 N 3 L 3 +1 L 3 +1 L 4 -1 L 4 +1 N 4 N 6 L 6 -1 L 6 -1 L 11 -1 L 11 +1 L 12 +1 L 12 -1 | +1 |

# Варіант 58

Недавно Билл устроился на работу полицейским. Теперь ему предстоит каждый вечер обходить свой участок, который представляет собой прямоугольник, состоящий из N×M кварталов. Каждый квартал имеет вид квадрата размером 100 х 100 метров, кварталы отделены друг от друга прямыми улицами.

Таким образом, через участок Билла проходит N+1 улица, идущая с запада на восток, и M+1 улица, идущая с севера на юг. Перекрестки разбивают улицы на (N+1)\*M + (M+1)\*N отрезков, каждый из которых имеет длину 100 метров.

Совершая обход, Билл выходит из полицейского управления, расположенного около юго-западного угла его участка, обходит свой участок и возвращается в управление. Во время обхода Билл должен пройти по каждому отрезку улицы на территории своего участка как минимум один раз. Известно, что во время обхода Билл проходит отрезок длиной 100 метров за одну минуту. Выясните, какое минимальное число минут потребуется Биллу, чтобы совершить обход.

Входные данные

Входной файл INPUT.TXT содержит натуральные числа N и M, не превышающие 10 000.

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальное время, за которое Билл может совершить обход.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 1 1 | 4 |
| 2 | 2 2 | 16 |
| 3 | 4 3 | 38 |

Пояснение

Один из возможных оптимальных путей для Билла во втором примере показан на рисунке:

![Манхэттэнский полицейский](data:image/gif;base64,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)
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В спортзале размером N×M метров построили современный аттракцион под названием "Левый лабиринт". Для этого на полу спортзала с интервалом в 1 метр начертили линии, параллельные стенам спортзала. Таким образом, спортзал разбили на N×M клеток. Дальше некоторые из этих клеток покрасили в черный цвет. Аттракцион заключается в том, что участника ставят в некоторой клетке спортзала и просят как можно быстрее добежать до некоторой другой клетки. При этом накладываются следующие условия:

Участнику запрещено ходить по черным клеткам.

Придя в какую-то клетку, участник может пойти либо прямо, либо налево, либо направо (если в соответствующем направлении клетка не покрашена в черный цвет): ходить назад, а также ходить по диагонали запрещается.

За все время пути участнику разрешается повернуть направо (то есть пойти из текущей клетки направо относительно того, откуда он пришел в данную клетку) не более K раз.

В начальной клетке участник может встать лицом в ту сторону, в какую ему захочется. С какой стороны участник прибежит в конечную клетку также не важно.

Известно, что на то, чтобы перебежать из клетки в соседнюю, участник тратит ровно 1 секунду. Требуется вычислить минимальное время, за которое участник сможет достичь конечной клетки.

Входные данные

Во входном файле INPUT.TXT сначала записано число K — количество разрешенных поворотов направо (целое число из диапазона от 0 до 5), затем записаны числа N и M, задающие размеры спортзала — натуральные числа, не превышающие 20. Далее записано N строк по M чисел в каждой. Число 0 обозначает неокрашенную клетку, число 1 — покрашенную, число 2 — клетку, откуда стартует участник и число 3 — клетку, куда нужно добежать (клетки, помеченные 2 и 3 являются неокрашенными). В лабиринте всегда есть ровно одна начальная клетка и ровно одна клетка, в которую нужно попасть.

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальное время, за которое можно добраться в конечную клетку. Если попасть в конечную клетку нельзя, выведите –1.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 1 5 5 2 0 0 1 1 0 1 0 0 1 1 1 0 0 1 0 0 0 0 1 3 1 0 0 1 | 12 |
| 2 | 0 1 3 2 1 3 | -1 |

# Варіант 60

Мальчик Миша собирается участвовать в школьных соревнованиях по гонкам с препятствиями по версии «Формула 001». Но к любым соревнованиям необходимо готовиться. Младший брат Миши, Ральф, не так силен в гонках с препятствиями, как его старший брат, но зато он обладает незаурядной фантазией. Он решил помочь брату и придумал игру, играя в которую, можно существенно увеличить свой опыт в вождении гоночного автомобиля.

Игра состоит в следующем. Пусть у нас есть бесконечное игровое поле, покрытое бесконечной квадратной сеткой. Некоторое множество узлов этой сетки отмечено. Назовем это множество S. В игре участвуют несколько игроков. У каждого игрока есть машина – фигура, которая может находиться только в узлах из множества S. В начале игры все машины находятся в различных начальных узлах. Ход каждого игрока состоит в перемещении машины в некоторый узел из множества S, возможно, тот же самый. Цель игры – добраться до определенного, финишного узла первым.

Ход происходит по следующим правилам. Пусть на предыдущем шаге машина была перемещена на вектор (X, Y) (если это первый шаг, то X=0 и Y=0). Тогда за один текущий ход машину можно передвинуть на один из следующих векторов: (X−1, Y−1), (X−1, Y), (X−1, Y+1), (X, Y−1), (X, Y), (X, Y+1), (X+1, Y−1), (X+1, Y) и (X+1, Y+1).

Конечно, на какой-либо из этих векторов машину переместить можно только при том условии, что после этого она попадет в узел из множества S. Если ход сделать нельзя, то игрок считается проигравшим и выбывает из игры.

Некоторое время поиграв в эту игру, Миша и Ральф занялись ее анализом. В данный момент они хотят узнать, за какое наименьшее число ходов из стартового узла возможно попасть в финишный. Сами они эту задачу решить не смогли и обратились за помощью к Вам. Помогите им!

Входные данные

В первой строке входного файла INPUT.TXT находится N – число элементов множества S. 2 ≤ N ≤ 1000. В последующих N строках находятся координаты узлов из этого множества – целые числа Xi, Yi (−109 ≤ Xi, Yi ≤ 109).

Никакие два узла во входном файле не совпадают. Занумеруем эти узлы, начиная с 1, в порядке их описания во входном файле. Стартовым узлом будет являться узел с номером 1, финишным узел с номером N .

Выходные данные

В выходной файл OUTPUT.TXT выведите -1, если добраться до финишного узла невозможно. Иначе, в первой строке выведите минимальное требуемое число ходов K . Во второй выведите K+1 число – номера посещенных узлов в порядке посещения. Первым узлом должен быть узел с номером 1, последним – узел с номером N .

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 0 0 0 1 0 2 | 2 1 2 3 |
| 2 | 3 0 0 0 2 0 3 | -1 |

# Варіант 61

Всем известна игра «Пятнашки», где надо выстроить изначально неупорядоченную последовательность чисел, перемещая фишки с нанесёнными числами от 1 до 15 в квадрате 4×4. На основе данной игры была разработана другая – поле в ней лишь 4×2 клетки, на поле 7 фишек, но на фишках изображены буквы английского алфавита и арабские цифры (на каждой фишке – один символ, но на разных фишках могут быть одинаковые символы). Цель игры прежняя – упорядочить в соответствии с образцом стартовую расстановку фишек за минимальное количество ходов.

Свободная клетка обозначается специальным символом «#» и используется для перемещения фишек по полю. Перемещать фишки на свободную клетку разрешается из соседних клеток, имеющих общую грань со свободной. Например, на рисунке более правый символ «0» можно переместить вниз на свободную клетку, тогда «0» будет в нижней клетке, а пустой станет верхняя клетка, либо в свободную клетку переместить букву «C» или цифру «2».

![Игра "Jammed"](data:image/gif;base64,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)

Входные данные

Входной файл INPUT.TXT содержит четыре строки: две первые строки содержат стартовую комбинацию символов, следующие две - образец. Каждая строка содержит 4 символа (английский алфавит и арабские цифры), пустая клетка обозначается символом «#» (решетка).

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальное количество перемещений, необходимых для получения искомой комбинации. Если нужную комбинацию получить нельзя, выведите число -1.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | ACM8 002# ACM# 2008 | 17 |
| 2 | rogp mar# prog ram# | 26 |

# Варіант 62

Возможно, некоторым из вас знакома игра Zuma о приключениях лягушки. В данной задаче правила похожи и довольно просты: в каменном жёлобе находится ряд разноцветных шаров; пушка, расположившаяся рядом с жёлобом, имеет некоторый запас разноцветных шаров и периодически закидывает их в желоб. Заброшенные шары встраиваются в ряд. Если после выстрела в желобе образуется непрерывная последовательность из трех или более шаров одного цвета, включающая заброшенный шар, то они исчезают, а соседние шары сдвигаются, смыкая ряд. Если после исчезновения шаров в месте стыка присутствуют соседние шары (как слева, так и справа), образующие непрерывную последовательность из трех или более шаров одного цвета, то они также исчезают, и так далее. Цель игры – уничтожить все шары.

|  |  |  |
| --- | --- | --- |
| Этап | Рисунок | Пояснение |
| 1 | A picture containing text  Description automatically generated | Выстреливается новый шар «B», в позицию после шара №1 |
| 2 | A picture containing text, watch  Description automatically generated | После выстрела новый шар образует с соседними последовательность цвета «B», в позициях 2-5. Длина последовательности ≥3, поэтому шары 2-5 исчезнут |
| 3 | A picture containing text  Description automatically generated | Оставшиеся шары займут позиции 1-3, и поскольку новая последовательность цвета «А» длины ≥3, она тоже исчезнет |

Пронумеруем шары слева направо, начиная с единицы. Выстрел шара в позицию n означает, что он появится правее шара с номером n и окажется в позиции n+1. Номера шаров, расположенных правее прилетевшего шара, увеличиваются на единицу. Приземление шара левее всего ряда обозначается позицией с номером 0. После исчезновения некоторых шаров, шары в желобе нумеруются заново слева направо, начиная с единицы.

Требуется написать программу, определяющую оптимальную стратегию стрельбы. Оптимальной стратегией называется та, при которой наименьшее количество выстрелов приводит к исчезновению всех шаров.

Входные данные

Входной файл INPUT.TXT содержит описание ряда шаров, цвет каждого шара описывается заглавной буквой английского алфавита (A..Z). Известно, что длина ряда не превышает 14 шаров, а для уничтожения ряда требуется не более 10 выстрелов, если следовать оптимальной стратегии.

Выходные данные

В выходной файл OUTPUT.TXT выведите строку: сначала минимальное количество выстрелов, затем через пробел пары буква-число: цвет шара и позицию выстрела. Выстрелы в ответе должны быть перечислены в порядке их следования в игре. В случае наличия нескольких оптимальных стратегий выберите любую.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | ABBBAA | 1 B1 |
| 2 | ACMNEERC | 10 A0 A0 C0 M2 M2 N2 N2 E2 R2 R2 |
| 3 | BAAA | 3 B0 B0 A0 |

# Варіант 63

В одной замечательной стране живут замечательные люди. По исследованиям замечательного правительства, большинство граждан на выходных садятся в машину, выбирают циклический маршрут между некоторыми городами и деревнями без повторяющихся населенных пунктов и катаются по этому маршруту, пока не надоест. Некоторые, правда, катаются по своему городу и никуда не выезжают.

Так как правительство заботится о своих гражданах, оно хочет сделать их выходные максимально красочными. По этой причине недавно было принято решение покрасить каждую дорогу между населенными пунктами в какой-нибудь цвет. Причем так, чтобы ни на каком "выходном" маршруте не было дорог одинакового цвета. Но так как цветов могло понадобиться довольно много, правительство решило минимизировать количество различных цветов. Вам предстоит помочь этому замечательному государству в осуществлении его планов.

Входные данные

В первой строке находятся два числа: 1 ≤ n ≤ 50 000 - количество городов и деревень в стране и 1 ≤ m ≤ 100 000 - количество дорог. В m последующих строках находится по два числа – номера населенных пунктов, концов дороги. Ни одна дорога не ведет из города в себя, и между двумя населенными пунктами не может быть более одной дороги. Все дороги двусторонние.

Выходные данные

В первой строке выведите минимальное количество цветов. В последующих m строках выведите по три числа: два конца дороги в любом порядке и ее цвет. Дороги разрешается выводить в произвольном порядке.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 1 1 2 | 1 2 1 1 |
| 2 | 3 2 1 2 2 3 | 1 2 3 1 1 2 1 |
| 3 | 3 3 1 2 2 3 3 1 | 3 1 2 1 3 2 2 3 1 3 |

# Варіант 64

В парке флоры и фауны затеяли масштабное переустройство. Организаторы запланировали расширение площади парка, увеличение количества экзотических животных и строительство новых вольеров. После утверждения плана строители и зоологи принялись за работу.

Зоологи со своей задачей справились: привезли новых жирафов, долгожданных слонов, игуан c карибских островов и многих других животных и птиц. А вот строители не успели достроить новые вольеры, поэтому привезенных животных было решено временно разместить в клетках.

Однако и эта задача оказалось непростой, так как клеток может не хватить для привезенных животных. А в одну клетку можно поместить только совместимых животных. Зоологи составили таблицу совместимости животных, представив ее в виде матрицы A={aij} размером N×N. Если животные с номерами i и j совместимы, то aij=0, а если - нет, то aij=1. Необходимо определить минимальное количество клеток для безопасного размещения животных, когда во всех клетках находятся только совместимые между собой животные. При этом в клетке может находиться одно, два и более животных.

Входные данные

Первая строка входного файла INPUT.TXT содержит число N - количество животных (1 ≤ N ≤ 18). Далее идет N строк по N чисел в каждой – матрица совместимости животных.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно целое число – минимальное количество клеток, необходимое для безопасного размещения животных.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 5 0 1 1 1 1 1 0 1 1 1 1 1 0 1 1 1 1 1 0 1 1 1 1 1 0 | 5 |
| 2 | 1 0 | 1 |

# Варіант 65

Давным давно в одном королевстве правил мудрый король. В том королевстве было n городов, любые два из которых были соединены дорогой. С целью безопасности дорожного движения, по каждой дороге разрешалось перемещаться только в одну сторону.

Король любил свое королевство. Каждый год он k раз осуществлял осмотр королевства. Каждый осмотр начинался в столице, затем король, перемещаясь по дорогам, посещал некоторые города, и, наконец, прибывал в курортный город на берегу моря, где он отдыхал после нелегкой работы. Таким образом король посещал каждый город в королевстве ровно один раз в течении года (за исключением столицы, где каждый осмотр начинался, и морского курорта, где каждый осмотр заканчивался).

Но годы уходили, и король становится стар. И ему было все сложнее делать эти k осмотров. Так что однажды он позвал своего министра транспорта и приказал ему сделать новую программу для осмотра королевства. Осмотр должен начинаться в столице и заканчиваться на морском курорте. Однако теперь весь этот путь должен посещать все города, которые ранее посещались в процессе k осмотров. И более того, если ранее некоторые города A и B посещались в процессе одного осмотра и причем A посещался до B, то новый осмотр также должен посещать A до B.

Помогите королю сделать осмотр королевства менее утомительным, разработайте новый маршрут для осмотра.

Входные данные

Первая строка входного файла INPUT.TXT содержит два целых числа: n и k (3 ≤ n ≤ 400, 1 ≤ k ≤ 100). Следующие n строк описывают дороги. Каждая строка содержит n символов, i-й символ i-й из этих строк равен '.'. Для всех j≠i j-й символ i-й строки равен '+', если дорога идет из j-го города в i-й, либо '-', если дорога идет из i-го города в j-й. Столица имеет номер 1, морской курорт имеет номер n.

Следующие k строк содержат описание маршрутов, по которым король традиционно осуществлял осмотр. Каждый маршрут описывается на одной строке. Описание содержит номера городов в том порядке, в котором король посещал города в процессе соответствующего осмотра. Гарантируется, что каждый осмотр начинается в столице, заканчивается в морском курорте, и следует по всем дорогам в корректном направлении. Каждый город, за исключением столицы и морского курорта, посещается ровно в одном маршруте. Ни один маршрут не идет непосредственно из столицы в морской курорт. Ни один маршрут не посещает в качестве промежуточного города столицу или морской курорт.

Выходные данные

В выходной файл OUTPUT.TXT выведите n чисел – порядок, в котором следует посещать города. Если выполнить требования короля невозможно, выведите −1.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 7 2 .------ +.+---- +-.-+++ +++.--- ++-+.-- ++-++.- ++-+++. 1 3 4 7 1 2 5 6 7 | 1 3 2 4 5 6 7 |

# Варіант 66

Как известно, при распространении радиоволн возникает интерференция, поэтому если рядом расположены две радиопередающие станции, вещающие на одной и той же частоте, то качество радиопередач резко снижается.

Радиостанция «Радио Информатика» планирует транслировать свои программы в стране Флатландия. Министерство связи Флатландии выдало радиостанции лицензию на вещание на двух различных частотах.

Владельцы радиостанции имеют возможность транслировать свои радиопрограммы с использованием n радиовышек, расположенных в различных точках страны. Для осуществления трансляции на каждой радиовышке требуется установить специальный передатчик – трансмиттер. Каждый передатчик можно настроить на одну из двух частот, выделенных радиостанции. Кроме частоты вещания, передатчик характеризуется также своей мощностью. Чем мощнее передатчик, тем на большее расстояние он распространяет радиоволны. Для простоты, предположим, что передатчик мощности R распространяет радиоволны на расстояние, равное R километрам.

Все передатчики, установленные на вышках, должны, согласно инструкции министерства, иметь одну и ту же мощность. Чтобы программы радиостанции могли приниматься на как можно большей территории, мощность передатчиков должна быть как можно большей. С другой стороны, необходимо, чтобы прием передач был качественным на всей территории Флатландии. Прием передач считается качественным, если не существует такого участка ненулевой площади, на который радиоволны радиостанции «Радио Информатика» приходят на одной частоте одновременно с двух вышек.

Требуется написать программу, которая определяет, какую максимальную мощность можно было установить на всех передатчиках, позволяющую выбрать на каждом передатчике такую одну из двух частот передачи, чтобы прием был качественным на всей территории Флатландии.

Входные данные

Первая строка входного файла INPUT.TXT содержит число N – количество вышек (3 ≤ N ≤ 1200). Последующие N строк содержат по два целых числа — координаты вышек. Координаты заданы в километрах и не превышают 104 по модулю. Все точки, в которых расположены вышки, различны. Все числа в строках разделены пробелом.

Выходные данные

В первой строке выходного файла OUTPUT.TXT выводится вещественное число — искомая мощность передатчиков. Во второй строке выводятся N чисел, где i-е число должно быть равно 1, если соответствующий передатчик должен вещать на первой частоте, и 2, если на второй. Ответ должен быть выведен с точностью, не меньшей 10–8.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 4 0 0 0 1 1 0 1 1 | 0.70710678118654752 1 2 2 1 |

# Варіант 67

Современный мир немыслим без Интернета и электронной почты. Для того, чтобы людям было проще ориентироваться в потоке поступающих писем, были созданы специальные программы - почтовые клиенты. Фирма TIRLABS занимается разработкой почтового клиента The Bar!.

Недавно программисты компании завершили разработку очередной, 366239-ой, версии этого почтового клиента. Менеджеры по продажам и рекламе уже готовы вовсю рекламировать и продавать эту новую программу. Однако, генеральный директор компании TIRLABS считает, что любая программа должна быть подвергнута всестороннему тестированию, прежде чем она будет продаваться. «Да и не работающую программу, скорее всего, никто не купит!» - сказал он.

Одним из видов тестирования сложных программ является так называемое стресс-тестирование. При нем программа тестируется в экстремальных условиях, часто даже в таких, на какие она не рассчитана. Для тестирования The Bar! ver. 366239 был выбран такой метод: программа запускается на n компьютерах, стоящих в одной комнате, после чего с компьютеров друг на друга посылается m писем. При этом никакие два события (отправление или прием письма) не происходят одновременно, а сеть настолько надежна, что все письма доходят до адресата. Адресат у каждого письма при этом только один.

Почтовый клиент The Bar! в процессе работы ведет протокол, в который заносятся идентификаторы отправленных и полученных писем в том порядке, в котором они были обработаны почтовым клиентом. При этом при оценке результатов тестирования в расчет принимаются только события, отраженные в этом протоколе.

Программа считается правильно работающей по результатам тестирования, если всем событиям, указанным в протоколах, можно сопоставить моменты времени таким образом, что никакие два события не происходят одновременно, и каждое из писем отправляется до того, как получается. При этом, разумеется, внутри каждого из протоколов порядок событий должен остаться прежним.

Даны протоколы работы почтового клиента на каждом из компьютеров. Напишите программу, проверяющую, можно ли по результатам этого тестирования признать программу правильно работающей.

Входные данные

Входной файл INPUT.TXT содержит несколько наборов входных данных. Первая строка содержит t - число наборов входных данных. Оставшиеся строки входного файла содержат эти наборы.

Описание каждого набора начинается со строки, содержащей два целых числа n (1 ≤ n ≤ 50000) и m (1 ≤ m ≤ 100000) - количество компьютеров и отправленных писем соответственно. Далее следуют n строк, i-ая из которых содержит протокол работы почтового клиента на i-ом компьютере. Протокол работы состоит из целого числа ki(0 ≤ ki ≤ 2m) и ki чисел ai,j , описывающих события. Если ai,j > 0, то j-ым по счету событием на i-ом компьютере была посылка письма с идентификатором ai,j , если же ai,j < 0, то j-ым по счету событием на i-ом компьютере было получение письма с идентификатором -ai,j. Нулю ai,j равно быть не может.

Идентификатор письма - это целое число от 1 до 106. Внутри одного набора входных данных все письма имеют различные идентификаторы. Гарантируется, что все письма, которые были отправлены, были кем-то приняты, то есть сумма всех ki в одном наборе входных данных равна 2m.

Сумма чисел n по всем наборам входных данных не превосходит 50000, сумма чисел m по всем наборам входных данных не превосходит 100000.

Выходные данные

В выходной файл OUTPUT.TXT для каждого набора входных данных выведите ровно одну строку. Эта строка должна содержать слово YES, если программу можно считать правильно работающей по результатам тестирования, и NO - в противном случае.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 2 2 2 1 -2 2 2 -1 2 2 2 -2 1 2 -1 2 | YES NO |
| 2 | 1 2 3 2 1 -1 4 239 -239 366 -366 | YES |

# Варіант 68

На поверхности Юпитера приземлился летающий робот, его задачей является исследование поверхности планеты. Поверхность Юпитера представляет собой прямоугольное поле из N×M клеток, каждая из которых представляет лаву или твердую поверхность различной высоты. Для снятия проб грунта роботу необходимо переместиться из клетки с координатами (1,1) в клетку с координатами (X,Y). Для передвижения робот может использовать два типа действий - это переезд и перелет.

Переезд - перемещение в одну из четырех соседних клеток, имеющих общую грань с заданной, при этом высота клеток не должна отличаться больше чем на единицу.

Перелет из одной клетки в другую позволяет преодолевать препятствия, но для него нужна энергия, которая расходуется из специальных аккумуляторов, количество которых на борту ограничено и равно K. Дальность перелета ограничена мощностью одного аккумулятора и составляет D единиц. Перелет возможен только по направлениям, параллельным границам поля. Во время перелета луноход не может менять направление, но при этом может менять высоту, облетая препятствия. На каждое перемещение на одну клетку вдоль выбранного направления, вверх или вниз на одну единицу по высоте, тратится ровно одна единица энергии. После перелета аккумулятор утилизируется и больше использоваться не может, оставшаяся в нем энергия пропадает.

Одним действием назовем один переезд или один перелет. Ваша задача для заданной поверхности найти наименьшее количество действий, необходимых для достижения заданной клетки.

Входные данные

Первая строка входного файла INPUT.TXT содержит размеры поля N, M (1 ≤ N,M ≤ 100), разделенные пробелом. Во второй строке идут координаты клетки, куда необходимо найти путь X,Y (1 ≤ X ≤ N, 1 ≤ Y ≤ M). На третьей строке через пробел указаны целые K и D (0 ≤ K ≤ 10, 0 ≤ D ≤ 100). Далее в M строках идут по N чисел через пробел – высотные отметки участка Юпитера, высота каждой клетки - целое число, лежащее в диапазоне от 0 до 10000 включительно. Высота 0 (ноль) обозначает лаву, на которой останавливаться нельзя, но можно пролететь над ней.

Выходные данные

В выходной файл OUTPUT.TXT выведите целое число - минимальное количество действий, необходимых для достижения заданной клетки. Если добраться до заданной клетки нельзя, то необходимо вывести в строке слово IMPOSSIBLE.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 5 4 5 3 1 6 2 1 4 2 1 1 2 4 2 1 4 4 6 2 1 2 2 2 2 1 | 5 |
| 2 | 4 4 4 2 1 3 2 0 0 3 3 0 4 3 4 0 5 2 4 5 5 1 | 3 |
| 3 | 3 3 3 3 10 10 1 0 0 1 0 0 0 1 1 | IMPOSSIBLE |

# Варіант 69

В стране Умландии построили аттракцион "Лабиринт знаний". Лабиринт представляет собой N комнат, занумерованных от 1 до N, между некоторыми из которых есть двери. Когда человек проходит через дверь, показатель его знаний изменяется на определенную величину, фиксированную для данной двери. Вход в лабиринт находится в комнате 1, выход - в комнате N. Каждый ученик проходит лабиринт ровно один раз и попадает в ту или иную учебную группу в зависимости от количества набранных знаний (при входе в лабиринт этот показатель равен нулю). Ваша задача показать наилучший результат.

Входные данные

Первая строка входного файла INPUT.TXT содержит целые числа N (1 ≤ N ≤ 2000) - количество комнат и M (0 ≤ M ≤ 10000) - количество дверей. В каждой из следующих M строк содержится описание двери - номера комнат, из которой она ведет и в которую она ведет (через дверь можно ходить только в одном направлении), а также целое число, которое прибавляется к количеству знаний при прохождении через дверь (это число по модулю не превышает 10000). Двери могут вести из комнаты в нее саму, между двумя комнатами может быть более одной двери.

Выходные данные

В выходной файл OUTPUT.TXT выведите ":)" - если можно получить неограниченно большой запас знаний, ":(" - если лабиринт пройти нельзя, и максимальное количество набранных знаний в противном случае.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 2 1 2 5 1 2 -5 | 5 |

# Варіант 70

Темное царство представляет собой лабиринт N×M, некоторые клетки которого окружены зеркальными стенами, а остальные — пустые. Весь лабиринт также окружен зеркальной стеной. В одной из пустых клеток лабиринта поставили светофор, который испускает лучи в 4 направлениях: под 45 градусов относительно стен лабиринта. Требуется изобразить траекторию этих лучей.

Когда луч приходит в угол, через который проходят зеркальные стены, дальше он идет так, как показано на рисунках (серым цветом показаны клетки, которые окружены зеркальными стенами). Аналогичным образом луч ведет себя, когда приходит на границу лабиринта.

![Луч света в темном царстве](data:image/gif;base64,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)

Входные данные

В первой строке входного файла INPUT.TXT записаны два натуральных числа N и M — число строк и столбцов в лабиринте (каждое из чисел не меньше 1 и не больше 100). В следующих N строках записано ровно по M символов в каждой — карта лабиринта. Символ \* (звездочка) обозначает клетку, окруженную зеркальными стенками, . (точка) — пустую клетку, символ X (заглавная английская буква X) — клетку, в которой расположен светофор (такая клетка ровно одна).

Выходные данные

В выходной файл OUTPUT.TXT выведите N строк по M символов в каждой — изображение лабиринта с траекториями лучей. Здесь, как и раньше, \* (звездочка) должна обозначать клетки, окруженные зеркальными стенами, . (точка) — пустые клетки, через которые лучи света не проходят, / (слеш) — клетки, через которые луч света проходит из левого нижнего угла в правый верхний (или обратно — из правого верхнего в левый нижний), \ (обратный слеш) — клетки, через которые луч проходит из левого верхнего угла в правый нижний (или обратно), а символ X (заглавная английская буква X) — клетки, через которые лучи проходят по обеим диагоналям.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 5 6 ..\*... ...... .....\* \*X...\* ....\*. | ./\*./\ /..X./ \./.X\* \*X.//\* /\X/\*. |
| 2 | 3 3 ... .X. ... | \./ .X. /.\ |

# Варіант 71

В области L находится n городов. Некоторые пары городов соединены проселочной дорогой с двусторонним движением. Начавшись в каком-то городе, дорога не может закончиться в нем же. В этом году состояние дорог позволило отделению ГИБДД области L провести гонки под лозунгом «Скажем НЕТ нарушениям скоростного режима». Было решено, что круговая трасса должна состоять из четырех дорог, но не может проходить через один город два раза. Естественно, свернуть с одной дороги на другую можно только в городе. Организаторы уже должны приступить к составлению отчета, и для этого требуется посчитать количество различных трасс.

Входные данные

В первой строке входного файла INPUT.TXT записаны количество городов n (1 ≤ n ≤ 300) и количество дорог m. В каждой из следующих m строк содержится два различных числа — номера городов, соединенных соответствующей дорогой.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число – количество круговых трасс из четырех дорог, которые могут составить организаторы.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 4 6 1 2 2 3 3 4 4 1 1 3 2 4 | 3 |

# Варіант 72

Всем известно, что в позапрошлом веке ковбои занимались перегоном скота. Перегон скота всегда считался опасным делом. Ковбой Джон, готовясь к очередному перегону, изучал план местности. Так как местность гористая, то добраться из одного поселения в другое можно только по дорогам, возможно через другие поселения. Главной опасностью на пути были бандиты, проживающие в разных населенных пунктах, и организующие группировки для нападения на ковбоев. Чтобы их разобщить, Джон разработал гениальный план полной изоляции поселений друг от друга.

Посоветовавшись с напарниками, Джон пришел к выводу, что временно дороги можно вывести из строя, устроив камнепад. Под покровом ночи можно выехать из одного населения в другое, остановиться где-то посреди дороги и устроить камнепад так, чтобы по этой дороге нельзя больше проехать никому. Камни падают позади повозки, поэтому обратной дороги нет. Но зато можно ехать в другой населенный пункт, и если из него существуют дороги, то и их можно вывести из строя.

Сам Джон этого сделать не может, только он знает тайные тропы и должен перегонять стадо. Поэтому он решил использовать наемников. Наемники есть в любом поселении и в любом количестве, однако, за каждого из них приходится платить не малую сумму, поэтому Джон хочет потратить как можно меньше денег. Помогите Джону определить минимальное число наемников, которые смогут привести в непригодность абсолютно все дороги и изолировать все поселения.

Входные данные

В первой строке входного файла INPUT.TXT находятся два целых неотрицательных числа N (0 < N < 1000) – количество поселений и M (0 ≤ M ≤ 100 000) – количество дорог, их соединяющих. Далее следует M строк, содержащих описание дорог. В i-й строке находятся два натуральных числа V и U (1 ≤ V, U ≤ N) – номера поселений, которые соединяет i-я дорога. Между двумя различными поселениями существует не более одной дороги, но может существовать несколько маршрутов. Нет дорог, которые образуют петлю, исходящую из поселения и ведущую в него же, не заходя в другие поселения. Не гарантируется, что существует маршрут между любой парой поселений. Маршрутом называется такая последовательность поселений s1-s2- … -sn, что любые два последовательных поселения si и si+1 соединены дорогой.

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальное количество наемников, необходимое для изоляции всех поселений.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 1 0 | 0 |
| 2 | 2 1 1 2 | 1 |
| 3 | 6 6 1 2 2 3 1 3 4 5 5 6 4 6 | 2 |

# Варіант 73

В скором времени на телеэкраны одной страны выйдет новое шоу «Двое в лабиринте». Его сюжет будет состоять в том, что два участника будут помещены в лабиринт. Их целью является поиск выхода из данного лабиринта. Первый, кто найдет выход, получит крупный денежный приз.

Однако, прежде чем шоу выйдет на экраны, лабиринты должны быть сертифицированы Государственным Бюро по Сертификации Лабиринтов. В своей работе бюро использует специальные машины, называемые обходчиками лабиринтов.

Поскольку в силу специфики работы этих машин для каждого лабиринта приходится строить нового обходчика, Вам поручено провести компьютерное моделирование обхода лабиринта обходчиком.

Лабиринт состоит из n комнат, соединенных m коридорами. На концах коридора имеются две двери, одна из которых открывается только из коридора, в вторая только из комнаты, из которой коридор выходит, таким образом, движение по коридору разрешено только в одну сторону. Кроме этого, каждый из коридоров покрашен в один из k цветов (это сделано для того, чтобы немного облегчить участникам нахождение выхода из лабиринта). Цвет коридора указан на соответствующей ему двери в комнате, из которой он выходит. При этом из комнаты могут выходить несколько коридоров одного цвета.

Обходчик лабиринтов работает по программе, которая состоит из L инструкций. Каждая инструкция – это номер цвета (число от 1 до k). Обход лабиринта начинается в комнате номер s и совершается следующим образом: обходчик поочередно считывает инструкции и на каждом шаге выбирает один из коридоров, покрашенных в цвет, указанный в этой инструкции. Если такого коридора не находится, то обходчик «зависает».

Так как на каждом шаге у обходчика может быть не один вариант выбора коридора, то комната, в которой он окажется после выполнения программы может определяться неоднозначно.

Ваша задача состоит в том, чтобы по описанию лабиринта и программе для обходчика определить, в каких комнатах обходчик может оказаться после выполнения соответствующей программы.

Входные данные

Первая строка входного файла INPUT.TXT содержит три целых числа: n, m, k (1 ≤ n, k ≤ 1000, 0 ≤ m ≤ 10000). Далее идут m строк, описывающих коридоры. Описание каждого коридора состоит из трех целых чисел: u, v, c (1 ≤ u, v ≤ n, 1 ≤ c ≤ k). Их значения таковы: u - номер комнаты, из которой выходит коридор, v - номер комнаты, в которую ведет коридор, c цвет этого коридора. Коридор может вести из комнаты в саму себя, между двумя комнатами может существовать несколько коридоров (более того, несколько коридоров одного цвета).

(m+2)-ая строка входного файла содержит целое число L (1 ≤ L ≤ 1000). (m+3)-ая строка содержит L целых чисел от 1 до k – программы для обходчика лабиринта.

Последняя строка входного файла содержит целое число s (1 ≤ s ≤ n).

Выходные данные

В выходной файл OUTPUT.TXT следует вывести слово Hangs в случае, если обходчик «зависает» независимо от того, какие коридоры он выбирает при существовании нескольких коридоров одного цвета.

Иначе, выведите на первой строке выходного файла слово OK, во второй – количество r комнат, в которых обходчик может оказаться после выполнения программы. В третьей строке выходного файла в этом случае выведите номера этих комнат в возрастающем порядке.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 4 6 2 1 2 1 1 2 2 1 3 1 1 3 2 3 4 2 3 3 2 2 1 2 1 | OK 2 3 4 |
| 2 | 4 6 2 1 2 1 1 2 2 1 3 1 1 3 2 3 4 1 3 3 1 2 1 2 1 | Hangs |

# Варіант 74

В одной из самых крупных IT-компаний уже много лет действует локальная сеть, в которую входят N компьютеров, последовательно пронумерованных целыми числами от 1 до N. Для соединения компьютеров используется провод специального типа. С помощью одного провода можно напрямую соединить ровно два компьютера, причем соединение позволяет передавать данные в двух направлениях. Каждый компьютер имеет два порта, поэтому он может быть соединен напрямую не более чем с двумя другими компьютерами. Сеть организована таким образом, что если два компьютера не соединены напрямую проводом, то передача данных может осуществляться через промежуточные компьютеры. Путем передачи данных между компьютерами с номерами V1 и VK называется такая последовательность компьютеров V1, V2, … , VK-1, VK, что для любого 2 ≤ i ≤ K существует прямое соединение между компьютерами Vi-1 и Vi. Длиной пути передачи данных считается количество используемых промежуточных компьютеров. Минимальным путем передачи данных между компьютерами Vi и Vj является такой путь передачи данных, длина которого минимальна из возможных.

Для приведенного ниже примера длина минимального пути передачи данных между компьютерами 1 и 8 равна 2, а между компьютерами 2 и 7 равна 1, между компьютерами 2 и 4 равна 0.

![Странная сеть](data:image/gif;base64,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)

Если не существует ни одного пути передачи данных между какими-либо двумя компьютерами, то в данном случае длина минимального пути передачи данных между этими компьютерами считается равной нулю. Для приведенного выше примера между компьютерами 1 и 4 не существует пути передачи данных, поэтому длина минимального пути передачи данных равна 0.

Для выяснения эффективности локальной сети необходимо определить коэффициент связности, значение которого равно сумме длин минимальных путей передачи данных между всеми парами компьютеров. Пары, отличающиеся порядком следования элементов считаются различными, то есть пара (1, 2) и (2, 1) считаются различными.

Вашей задачей является определить значение коэффициента связности для заданной локальной сети.

Входные данные

Первая строка входного файла INPUT.TXT содержит два целых числа N и M – число компьютеров и число прямых соединений соответственно (2 ≤ N ≤ 105, 1 ≤ M ≤ 106). Числа разделены одиночным пробелом.

Каждая из следующих M строк содержит описание одного прямого соединения. Каждое прямое соединение описывается при помощи двух целых чисел Xi и Yi (1 ≤ Xi, Yi ≤ N; Xi ≠ Yi), разделенных пробелом – номера соответствующих компьютеров, соединенных напрямую. Известно, что Xi ≠ Xj или Yi ≠ Yj, если i ≠ j. Строки в файле нумеруются последовательно, начиная с единицы.

Выходные данные

Единственная строка выходного файла OUTPUT.TXT должна содержать одно целое число – коэффициент связности локальной сети.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 1 1 2 | 0 |
| 2 | 4 4 1 2 2 3 4 3 1 4 | 4 |
| 3 | 8 7 1 3 3 6 4 2 7 4 2 5 5 7 6 8 | 12 |

# Варіант 75

ан ориентированный взвешенный граф. По его матрице смежности нужно для каждой пары вершин определить: существует кратчайший путь между ними или нет.

Кратчайший путь может не существовать по двум причинам: либо нет ни одного пути, либо есть путь сколь угодно маленького веса.

Входные данные

В первой строке входного файла INPUT.TXT записано единственное число N (1 ≤ N ≤ 100) - количество вершин графа. В следующих N строках по N целых чисел - матрица смежности графа (j-ое число в i-ой строке соответствует весу ребра из вершины i в вершину j), в которой число 0 обозначает отсутствие ребра, а любое другое число - наличие ребра соответствующего веса. Все числа по модулю не превышают 100.

Выходные данные

В выходной файл OUTPUT.TXT выведите N строк по N чисел: j-ое число в i-ой строке должно быть равно 0, если путь из i в j не существует, 1 - если существует кратчайший путь, и 2 - если существует путь сколь угодно маленького веса.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 5 0 1 2 0 0 1 0 3 0 0 2 3 0 0 0 0 0 0 0 -1 0 0 0 -1 0 | 1 1 1 0 0 1 1 1 0 0 1 1 1 0 0 0 0 0 2 2 0 0 0 2 2 |

# Варіант 76

Дано N прямоугольников со сторонами, параллельными осям координат. Требуется определить, на сколько частей эти прямоугольники разбивают плоскость (внутри частей не должно быть границ прямоугольников).

Входные данные

В первой строке входного файла INPUT.TXT содержится число прямоугольников N (1 ≤ N ≤ 100). Далее идут N строк, содержащих по 4 числа x1, y1, x2, y2 - координаты двух противоположных углов прямоугольника. Координаты представляют собой целые числа и по абсолютной величине не превосходят 10 000.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно число - количество частей, на которые разбивается плоскость.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 10 20 50 30 40 10 50 25 40 25 80 30 | 6 |

# Варіант 77

Женя недавно купил себе новую соковыжималку. Теперь по утрам он и его братья и сестры пьют свежевыжатый фруктовый сок. А это, между прочим, очень полезно! Недавно они поняли, что можно пить сок, выжатый не только из одного вида фруктов, как, например, апельсиновый, но и различные смеси, например, виноградно-яблочный.

В Жениной семье все очень любят сок, поэтому могут утром выпить не один стакан, причем разных видов сока. Например, его сестра Катя очень любит грейпфрутовый и апельсиновый соки. Женя, как наиболее технически грамотный человек, каждое утро занимается приготовлением соков.

Опишем подробнее, как работает соковыжималка. В нее загружаются фрукты, они проходят отжим в центрифуге, обезвоженная мякоть сбрасывается в отдельный резервуар, а сок попадает в специальную емкость.

Основная проблема состоит в том, что эту емкость иногда приходится мыть. Например, если после приготовления апельсинового сока, необходимо приготовить яблочный, то емкость надо мыть, иначе получится апельсиново-яблочный сок. Более формально, пусть сок A состоит из компонентов a1, ... , an, а сок B - из компонентов b1, ... , bm. Сок B можно готовить после сока A, если любой из компонентов сока A является компонентом сока B. В противном случае емкость для сока надо помыть.

Женя не очень любит мыть посуду, поэтому хочет мыть емкость как можно меньшее число раз. Помогите ему.

Входные данные

Первая строка входного файла INPUT.TXT содержит натуральное число N – количество различных соков, которые требуется приготовить (N ≤ 300). Каждая из последующих N строк описывает один из соков. Описание сока состоит из числа k его компонентов (1 ≤ k ≤ 300) и списка этих компонентов. Каждый из компонентов сока описывается словом длиной до 30 символов из строчных и прописных букв английского алфавита. Прописные и строчные буквы различаются. Различные компоненты имеют различные названия.

Выходные данные

В выходной файл OUTPUT.TXT выведите минимальное количество раз, которое Жене придется помыть емкость для сока. Учитывайте при этом, что емкость для сока надо помыть и после приготовления последней порции сока.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 4 1 Apple 2 Apple Orange 1 Orange 2 Orange Pineapple | 2 |
| 2 | 3 1 Apple 1 Orange 1 Mango | 3 |
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Начинается зима, но в городе К на дорогах все еще продолжается ремонт. После того, как очередная дорога была отремонтирована, департамент транспорта пришел к выводу, что дешевле обслуживать дороги с односторонним движением.

Сейчас все дороги в городе К двусторонние. Дорога состоит из двух полос – встречного и попутного направления. Требуется превратить максимальное количество дорог в односторонние, оставив одну из двух полос так, чтобы сообщение между точками города не нарушилось. Это означает, что если из точки i можно проехать в точку j (прямо или через промежуточные точки), то после введения одностороннего движения эта возможность должна остаться.

Карта города задаётся матрицей смежности M, заполненной нулями и единицами. Размерность матрицы N (1 ≤ N ≤ 100) – число точек города. Если M[i, j] = 1, то существует полоса для перемещения из точки i в точку j, не проходящая через другие точки, иначе M[i, j] = 0 (M[i, i] = 0 для любого i). Матрица M симметрична относительно главной диагонали, т.е. M[i, j] = M[j, i], что означает двустороннюю дорогу (полоса встречного и попутного направления).

Входные данные

В первой строке входного файла INPUT.TXT содержится натуральное число N – размерность матрицы M, следующие N строк, каждая по N символов (нули или единицы), разделенные пробелами – элементы матрицы M.

Выходные данные

В выходной файл OUTPUT.TXT выведите максимально возможное число двусторонних дорог, которые можно превратить в односторонние.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 4 0 0 1 1 0 0 0 0 1 0 0 1 1 0 1 0 | 3 |
| 2 | 7 0 1 0 1 0 0 0 1 0 0 1 0 1 0 0 0 0 0 1 1 1 1 1 0 0 0 0 0 0 0 1 0 0 1 0 0 1 1 0 1 0 0 0 0 1 0 0 0 0 | 6 |

# Варіант 79

Кубик Рубика – популярная головоломка в форме куба, состоящая из множества мелких кубиков. Каждая видимая сторона такого кубика окрашена в определенный цвет. Повороты сторон кубика позволяют переупорядочить цветные квадраты множеством различных способов. Целью игры служит поиск последовательности поворотов сторон куба таким образом, чтобы он вернулся в первоначальное состояние, где каждая из граней состоит из квадратов одного цвета.

Доказано, что число всех достижимых различных состояний традиционного 6-цветного кубика Рубика 3×3×3 равно 43 252 003 274 489 856 000, а оптимальная последовательность ходов, необходимых для сборки кубика Рубика из любого состояния не превышает 20. Алгоритм, собирающий кубик Рубика за минимальное число ходов, традиционно называется «алгоритмом Бога», а 20 – числом Бога.

Рассмотрим более простую модель кубика Рубика 2×2×2, в которой используется всего 3 цвета: красный (R), синий (B) и зеленый (G). При этом противоположные грани окрашены в одинаковый цвет. Под ходом будем понимать вращение одной из граней на угол 90º. Поскольку всего 6 граней (передняя (F), левая (L), задняя (B), правая (R), верхняя (U) и нижняя (D)), то всего может быть 12 различных ходов (по часовой и против часовой стрелки для каждой грани). Ходы обозначаются буквами соответствующих граней, если ход происходит против часовой стрелки, то после буквы ставится апостроф (ASCII 39).

По заданной конфигурации трехцветного кубика Рубика 2×2×2 требуется найти оптимальный алгоритм (алгоритм Бога), решающий головоломку.

Входные данные

Входной файл INPUT.TXT содержит две строки, определяющие конфигурацию кубика Рубика. Первая строка содержит информацию о цветах верхнего слоя для каждой грани – пары символов, разделенные пробелом. Вторая строка аналогичным образом описывает нижние слои. Порядок граней (слева направо): передняя, левая, задняя, правая, верхняя, нижняя.

Выходные данные

В выходной файл OUTPUT.TXT выведите оптимальное решение головоломки для заданной конфигурации кубика Рубика. Если решений несколько, выведите любое. Если задана начальная конфигурация (кубик Рубика собран), то следует вывести «Solved».

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | RR GG RR GG BB BB RR GG RR GG BB BB | Solved |
| 2 | RR BG GR GB GR BB GG BR GR RB BB GR | F'R |
| 3 | BR GR GR GR BB RR BG RG RG BB GB BG | LULU'LB'DBR |
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Description automatically generated](data:image/gif;base64,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)

Костя нашел головоломку, в которую его дедушка играл в детстве - доску n\_m клеток, на некоторых из которых прикреплены вращающиеся стрелки (Костя предполагает, что раньше стрелки были на всех клетках). К сожалению, дедушка уже не помнит, что нужно было сделать в этой головоломке, поэтому Костя придумывает правила сам.

Он заметил следующую особенность. Направим каждую стрелку на одну из соседних клеток, на которой тоже есть стрелка (оказалось, что одиноко стоящих стрелок на доске нет). Теперь на доске появились циклы, идя по которым, мы всегда будем идти по направлению стрелок. Например, при расстановке, которая отражена на рисунке, есть четыре цикла.

Костя придумал сразу два задания: «поставить стрелки так, чтобы число циклов было минимально», и «поставить стрелки так, чтобы число циклов было максимально». Пока Костя ищет решение вручную, напишите программу, находящую требуемые расстановки.

Входные данные

Входной файл INPUT.TXT содержит Первая строка входного файла содержит числа n и m (1 ≤ n, m ≤ 100). Следующие n строк по m символов содержат описание доски: символ «?» соответствует клетке со стрелкой, а символ «.» - пустой клетке.

Выходные данные

В выходной файл OUTPUT.TXT выведите сначала расстановку, в которой число циклов минимально, а затем расстановку, в которой число циклов максимально. Разделите расстановки одной пустой строкой.

Расстановку стрелок выводите, заменив в описании доски символы «?» на символы, соответствующие направлениям стрелок. Используйте символы «R», «L», «U» и «D» для обозначения направлений вправо, влево, вверх и вниз соответственно.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 3 4 ???? ???? .??. | RRRD UUDL .UL.  RLDD RLUU .RL. |

# Варіант 81

Однажды в древнее государство Оссия приехал ученый японец Хисикоши. Он обнаружил, что в этом государстве есть одна большая проблема – дороги, а точнее их отсутствие. Еще он обнаружил другую проблему – графов (а было их N), которые, мягко говоря, не отличались особенным уровнем интеллекта. Хисикоши решил помочь построить дороги. С рабочей силой проблем не было, поэтому он решил подойти к этому мероприятию с выдумкой. Он узнал имена всех графов и записал их по-японски (а в Японии, как известно, пользуются иероглифами). Он решил, что надо провести дорогу между замками двух графов (и ввести на ней одностороннее движение от первого ко второму – чтобы интереснее было), если последняя буква имени первого графа совпадает с первой буквой имени второго. Однако, оказалось, что не от каждого графа можно доехать до всех других. Тогда он решил поселить еще несколько графов и дать им имена так, чтобы теперь можно было бы доехать от любого графа до любого другого. Какое наименьшее количество графов ему надо добавить?

Будем считать, что японский иероглиф однозначно кодируется тремя английскими буквами. И каждой трехбуквенной комбинации соответствует свой иероглиф.

Входные данные

В первой строке входного файла INPUT.TXT находится целое число N – количество графов (1 ≤ N ≤ 100 000). В следующих N строках написаны их имена. При этом гарантируется, что длина каждого имени (в английских символах) делится на 3. Имена написаны большими английскими буквами. Каждое имя содержит от одного до десяти иероглифов.

Выходные данные

В выходной файл OUTPUT.TXT выведите единственное целое число – минимальное количество графов, которые должен поселить Хисикоши.

Примеры

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 2 AAABBB BBBCCC | 1 |
| 2 | 2 AAABBB CCCDDD | 2 |
| 3 | 3 AAABAA ABAAAB AABBAA | 2 |

# Варіант 82

В королевстве Далеком n городов, соединенных m двусторонними дорогами. Некоторые дороги вымощены камнем, а другие представляют собой лишь обычные проселочные дороги. Столица королевства расположена в городе номер 1. Дороги устроены таким образом, что можно из любого города добраться до любого другого, перемещаясь исключительно по вымощенным камнем дорогам, причем количество каменных дорог минимальное возможное. Проселочные же дороги были построены таким образом, что если каменная дорога заблокирована или уничтожена, то все равно можно добраться из любого города до любого другого по дорогам.

Обозначим количество каменных дорог, по которым требуется проехать, чтобы попасть из города u в город v как s(u, v). Дороги подчиняются следующему правилу: если два города u и v соединены дорогой (неважно, каменной или проселочной), то либо s(1, u) + s(u, v) = s(1, v), либо s(1, v) + s(v, u) = s(1, u).

Король соседнего королевства планирует напасть на Далекое. В качестве начала операции предполагается уничтожить некоторые дороги. Расчеты показали, что финансирования, выделенного министерству атаки, достаточно, чтобы уничтожить ровно одну каменную и одну проселочную дорогу. Король хотел бы уничтожить такую пару дорог, чтобы после этого хотя бы для каких-нибудь двух городов стало невозможно добраться из одного города в другой.

Теперь он просит министра атаки посчитать количество возможных диверсионных планов. Однако министр атаки обучен только атаковать, считать для него слишком сложно. Помогите ему!

Входные данные

Первая строка входного файла INPUT.TXT содержит n и m – количество городов и дорог, соответственно (3 ≤ n ≤ 20 000, m ≤ 100 000). Следующие m строк описывают дороги, каждая строка содержит три целых числа – номера городов, соединенных соответствующей дорогой, и 1, если соответствующая дорога вымощена камнем, или 0, если соответствующая дорога – проселочная. Никакие два города не соединены более чем одной дорогой, никакая дорога не соединяет город сам с собой.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно целое число – количество способов организовать диверсию.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 6 7 1 2 1 2 3 1 1 4 0 3 4 1 4 5 1 3 6 0 5 6 1 | 4 |

# Варіант 83

Леша работает в службе доставки сушеных грибов. Некоторые клиенты жалуются, что грибы доставляются слишком долго. Леша хочет проверить, не является ли это следствием неэффективной системы доставки.

Система доставки устроена следующим образом. Существуют n распределительных пунктов, между некоторыми из которых есть односторонние каналы доставки. Грибы могут быть перевезены из пункта ai в пункт bi за время ti. С основной базы грибы поступают на пункт номер 1 и далее доставляются до нужного пункта по каналам доставки. Система каналов довольна сложна, так что есть несколько путей, по которым можно доставить грибы до некоторых пунктов. При этом никто не следит за тем, чтобы выбранный путь был самым коротким.

Леша хочет узнать для каждого пункта, какое максимальное время до него могут идти грибы от первого пункта при условии, что на промежуточных пунктах грибы не задерживаются.

Входные данные

В первой строке входного файла INPUT.TXT содержатся числа n и m - количество распределительных пунктов и количество каналов доставки (2 ≤ n ≤ 100, 1 ≤ m ≤ 10000). Далее следуют m троек ai, bi, ti (ai ≠ bi, 1 ≤ ti ≤ 100).

Выходные данные

В выходной файл OUTPUT.TXT выведите n-1 число – максимальное время доставки грибов до второго, третьего, …, n-го пункта. Если грибы до пункта могут идти сколь угодно долго, выведите вместо соответствующего числа -1.

Пример

|  |  |  |
| --- | --- | --- |
| № | INPUT.TXT | OUTPUT.TXT |
| 1 | 6 7 1 2 2 2 3 3 1 3 1 3 4 1 4 5 2 5 3 1 3 6 1 | 2 5 6 8 -1 |

# Варіант 84

Далекое королевство состоит из n городов, соединенных m дорогами, при этом из каждого города можно доехать в каждый по дорогам (по каждой из дорог можно ездить в обоих направлениях). Некоторые дороги находятся в хорошем состоянии, другие же требуют ремонта.

Содержание каждой из дорог обходится казне в 239239 дублонов в год. В связи с новой транспортной реформой, направленной на уменьшение ненужных расходов, было решено оставить на государственном содержании как можно меньше дорог, но по-прежнему должна остаться возможность из каждого города добраться в любой другой по государственным дорогам. Заметим, что при этом на государственном содержании останется ровно n - 1 дорога.

При этом, возможно, в число оставленных дорог войдут и требующие ремонта. Сэкономленные в связи с этой реформой деньги планируется направить на ремонт дорог, оставленных на государственном содержании.

В королевстве есть две конкурирующие фирмы, занимающиеся починкой дорог. Поскольку король не желает быть обвиненным в поддержке одной из этих фирм, он хочет иметь возможность распределить дороги, оставленные на государственном содержании и требующие ремонта, поровну между ними. В связи с этим требуется оставить на государственном содержании четное число дорог, требующих ремонта.

Требуется составить соответствующий желанию короля список дорог, которые следует оставить на государственном содержании.

Входные данные

Первая строка входного файла INPUT.TXT содержит натуральные числа n (2 ≤ n ≤ 30 000) и m (1 ≤ m ≤ 100 000) - число городов и дорог в королевстве соответственно. Далее идут m строк - описание дорог. Дорога описывается тремя числами. Первые два из них - номера городов, которые она соединяет, третье равно 1, если дорога не требует ремонта, и 2, если требует. Города пронумерованы целыми числами от 1 до n. Ни одна дорога не соединяет город с самим собой, между любыми двумя городами не более одной дороги.

Выходные данные

В выходной файл OUTPUT.TXT выведите n-1 строку - номера государственных дорог (дороги нумеруются с 1 в том порядке, в котором они идут во входном файле). Если оставить на государственном содержании дороги указанным образом невозможно, то следует вывести -1.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 4 4 1 2 1 2 3 2 3 4 1 4 1 2 | 2 3 4 |

# Варіант 85

Требуется выполнить обход прямоугольного поля, перемещаясь в нём по правилам шахматного коня. Начальная позиция коня определена. Необходимо посетить все клетки без повторных заходов. Гарантируется, что такой обход возможен.

Входные данные

В первой строке входного файла INPUT.TXT содержится два натуральных числа N и M – размеры поля (6 ≤ N, M ≤ 100). Далее следует карта поля: N строк по M символов в каждой строке. Символом «.» (точка) обозначается пустое пространство, начальная позиция коня задаётся единственным в поле символом «K» (заглавная буква английского алфавита).

Выходные данные

В выходной файл OUTPUT.TXT выведите матрицу обхода поля, в каждой ячейке которого должен быть вписан номер шага её посещения (начиная с единицы). Числа следует разделять пробелами, допускается использовать лишние пробелы. В случае неоднозначного решения следует вывести любое.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 8 8 K....... ........ ........ ........ ........ ........ ........ ........ | 1 16 27 22 3 18 47 54  26 23 2 17 46 55 4 19  15 28 25 50 21 48 53 56  24 35 30 45 58 51 20 5  29 14 59 34 49 44 57 52  36 31 38 41 60 63 6 9  13 40 33 62 11 8 43 64  32 37 12 39 42 61 10 7 |

# Варіант 86

Санта Клаус решил сделать новогодний подарок своим эльфам. Конечно же, Санта был бы не Санта, если бы его подарок был обыкновенным. Подарок просто замечательный - эльфы идут в кино!

Конечно же, если все эльфы пойдут в кино одновременно, это может показаться кому-нибудь подозрительным. Ну, вы понимаете, некоторые люди все еще не верят в эльфов. Так что каждый день ровно одна пара эльфов пойдет в кино. Конечно, идти в кино самому по себе неинтересно, гораздо интереснее пойти с другом или подругой. Таким образом, каждый день один мальчик-эльф и одна девочка-эльф вместе пойдут в кино.

Но эльфы, они такие разные. Каждый эльф четко знает, с какими эльфами и на какой фильм он или она хотели бы пойти. Поскольку у каждой пары эльфов свои взаимоотношения, для каждой пары, которая согласна вместе пойти в кинотеатр, известно какой именно фильм они хотели бы посмотреть.

Но на самом деле все еще хуже. Дело в том, что билеты в кино стоят денег. Конечно, Санта не беден, но ему нужно много денег на подарки детям. Так что собрав у эльфов пожелания, кто куда и с кем хотел бы пойти в кино, Санта решил удовлетворить некоторые пожелания таким образом, чтобы потратив как можно меньше денег, добиться того, что каждый эльф хотя бы один раз побывает в кино.

Помогите Санте, он пока не до конца освоился с компьютером.

Входные данные

Первая строка входного файла INPUT.TXT содержит два целых числа n и m - количество мальчиков-эльфов и девочек-эльфов, соответственно (1 ≤ n, m ≤ 100). Вторая строка содержит r – количество пожеланий, которое Санта получил от своих эльфов (1 ≤ r ≤ 1500). Следующие r строк содержат по три целых числа ai, bi и ci каждая. Числа означают, что мальчик-эльф ai хотел бы пойти в кино с девочкой-эльфом bi, и билет на фильм, на который они хотели бы пойти, стоит ci (1 ≤ ci ≤ 1000). Каждый эльф хочет пойти в кино хотя бы с одним другим эльфом.

Выходные данные

На первой строке выходного файла OUTPUT.TXT выведите минимальную сумму, которую Санте придется потратить, чтобы сделать своим эльфам подарок. На второй строке выведите k - количество билетов, которое Санта должен купить. Наконец, третья строка должна содержать k целых чисел – номера пожеланий, которые следует удовлетворить.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 3 7 1 1 3 1 2 2 1 3 4 2 1 3 2 2 9 3 1 2 3 3 11 | 11 4 2 3 4 6 |

# Варіант 87

Домино известно в качестве игры, в которую люди обычно играют во дворе, чтобы расслабиться после рабочего дня. Но так было лишь до того времени, пока Джон Бигбак не предоставил возможность играть в домино в своем казино «BUMP» (Bring Us Money, Please).

Обычная игра в домино не совсем подходит для казино, поэтому Джон создал свою собственную игру. Партия играется на прямоугольной доске размера m\_n. В каждой ее клетке записано некоторое целое число.

У игрока есть k костей домино - прямоугольников 2×1. Он кладет их на доску так, чтобы не возникало наложений, и его выигрыш вычисляется как сумма произведений чисел, накрытых каждой из костей домино.

Например, существует два способа положить две кости домино на доску размера 2×2. Для доски, приведенной ниже, лучший способ положить домино показан слева - в этом случае сумма составляет 1×3 + 4×2 = 11. Если игрок выберет способ, показанный справа, то сумма составит 1×4 + 3×2 = 10, что меньше чем 11.

![Домино в казино](data:image/gif;base64,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)

По заданному расположению чисел на доске и количеству костей домино, которыми располагает игрок, найдите наибольшую сумму, которую он может получить.

Входные данные

Первая строка входного файла INPUT.TXT содержит целые числа m, n и k (1 ≤ m ≤ 16, 1 ≤ n ≤ 100, 1 ≤ k ≤ 200). Следующие m строк содержат по n целых чисел каждая и описывают доску. Числа, записанные на доске, неотрицательны и по величине не превосходят 1000. Гарантируется, что существует хотя бы один способ разместить все кости домино на доске.

Выходные данные

В выходной файл OUTPUT.TXT выведите одно целое число - наибольшую сумму, которую может получить игрок.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 2 2 2 1 4 3 2 | 11 |

# Варіант 88

Петя решил организовать у себя в классе чемпионат по решению математических головоломок. В нем изъявили желание участвовать N человек. Каждый человек при регистрации указывает свое имя, состоящее из маленьких английских букв. Петя предлагает участникам решить M задач, каждая из которых имеет название, состоящее из больших английских букв.

Проверку решений задач осуществляет Петя. За каждое решение он ставит некоторое количество баллов и заносит эту информацию в некоторую базу данных на своем карманном компьютере как строку вида “A-B-C”, где A – имя участника, который сдал решение на проверку, B – название задачи, решение которой сдал этот участник, C – количество баллов, полученное решением. На каждую из предложенных задач участник мог сдать не более одного решения, кроме того, участник мог не сдавать решения некоторых задач. Количество баллов, которое набрал участник в итоге соревнования, равно сумме баллов, полученных каждым из решений, которые этот участник сдавал на проверку.

После окончания проверки решений Петя обнаружил, что информация в базе данных была повреждена, так как карманный компьютер, на котором она хранилась, был заражен компьютерным вирусом. А именно, некоторые большие и/или маленькие английские буквы в строках, которые хранятся в базе данных, могли быть заменены на вопросительные знаки. В этот момент Петя очень пожалел, что не может заново проверить все работы, так как они у него не сохранились. Но все же Петя хочет использовать возникшую ситуацию определенным образом. Дело в том, что некоторые из участников – его хорошие друзья, и он им симпатизирует. Поэтому Петя хочет объявить результаты соревнования таким образом, чтобы все участники, которым он симпатизирует, набрали в сумме максимальное количество баллов. Однако, объявленные Петей результаты не должны противоречить информации, которая хранится в базе данных.

Сформулируем условие задачи более точно. Известны имена N человек Name1, …, NameN и названия M задач Problem1, …, ProblemM. Назовем статусной строкой строку вида “A-B-C”, где A = Namei для некоторого i, B = Problemj для некоторого j, С – целое неотрицательное число и ‘-‘ – символ с ASCII-кодом 45. Величины A, B и C будем называть атрибутами статусной строки. Набор статусных строк назовем статусом, если никакие две статусные строки в этом наборе не имеют одновременно одинаковые атрибуты A и B. Назовем маской статусной строки произвольную строку, символами которой могут быть большие и маленькие английские буквы, цифры и символы ‘-‘ и ‘?’ (ASCII-код 63). Будем говорить, что некоторая статусная строка S соответствует маске Q, если в маске Q можно заменить каждый символ ‘?’ на большую или маленькую английскую букву так, что в результате получится строка S. Произвольный набор масок статусных строк назовем маской статуса. Будем говорить, что маска статуса MS соответствует статусу ST, если количество масок в MS равно количеству статусных строк в ST и маски статусных строк из MS и статусные строки из ST можно расположить в некотором порядке так, что i-я статусная строка в ST будет соответствовать i-й маске в MS. Результатом i-го участника, вычисленным по статусу ST, назовем целое число, равное сумме значений атрибутов C по всем статусным строкам из ST, для которых значение атрибута A равно Namei. Множеством симпатий назовем произвольное множество, элементами которого являются числа от 1 до N. Значением симпатичности статуса ST относительно множества симпатий L будем называть число, равное сумме результатов i-х участников, вычисленных по статусу ST, по всем i из множества L.

Ваша задача заключается в следующем. Вашей программе на вход подается маска статуса MS и множество симпатий L. Пусть X – это множество всех статусов, соответствующих маске MS. Необходимо найти максимальное из значений симпатичности по всем статусам из множества X относительно множества L.

Входные данные

Первая строка входного файла INPUT.TXT содержит целые числа N и M – количества участников и задач соответственно. Следующие N строк описывают имена участников. В i-й из этих строк записано значение Namei – имя i-го участника. Следующие M строк описывают названия задач. В j-й из этих строк записано значение Problemj – название j-й задачи.

В следующей строке записано целое число K – количество строк в исходной маске статуса. В каждой из следующих K строк записана одна маска статусной строки.

В следующей строке находится целое число P – количество чисел в исходном множестве симпатий. В следующей строке находятся P различных целых чисел от 1 до N, разделенных одиночными пробелами – элементы исходного множества симпатий.

Ограничения: 2 ≤ N ≤ 10, 2 ≤ M ≤ 10, Namei – непустая строка из не более 100 маленьких английских букв, Problemj – непустая строка из не более 100 больших английских букв. Каждая маска статусной строки содержит не более 5 цифр. Существует хотя бы один статус, соответствующий исходной маске статуса

Выходные данные

В первой строке выходного файла OUTPUT.TXT выведите одно целое число, равное максимальному из значений симпатичности по всем статусам, соответствующим исходной маске статуса, относительно исходного множества симпатий.

Пример

|  |  |  |
| --- | --- | --- |
| **№** | **INPUT.TXT** | **OUTPUT.TXT** |
| 1 | 3 2 petr lexa sergey PROBA PROBB 4 lexa-PROBA-100 ???g??-?????-0 ?e??-PROBA-70 ?e??-PROB?-60 2 3 2 | 160 |