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Deák Zsolt

Összefoglaló

Adva van egy erőteljes eszköz, a PowerShell, aminek első számú célja a rendszeradminisztráció automatizálása, megkönnyítése. Szintén adott a probléma, hogy az Interneten strukturáltalanul jelen levő információhoz hozzáférhessünk. Ebben a munkámban egy konkrét esettanulmányon keresztül bemutatom, hogy hála a PowerShell sokszínűségének egy alapfeladatától távol eső területen is hatékony megoldást lehet vele készíteni.

A példában a Használtautó.hu autóhirdetéseinek adatait nyerem ki és dolgozom fel. A feldolgozás célja, hogy a site egy hiányosságát, az összehasonlító funkciót pótolja. Eredetileg egy az árukereső.hu azonos lehetőségéhez hasonló, a termékeket adataikkal együtt egymás mellett oszlopokban, táblázat formájában megjelenítő összehasonlítás volt a cél. Ezt kiegészítettem egy rangsorral, amit az autók tulajdonságaiból számított érték alapján állítok fel. Mivel különböző korú és állapotú járművek összehasonlítása lineáris módszerekkel, néhány tulajdonság kiválasztásával még megközelítőleg sem ad valós képet, így ennek alapját egy általam kidolgozott egyszerű (és determinisztikus) algoritmus adja. A nagyjából azonos korú és értékű autók összehasonlítása láthatóan értékes információval is szolgálhat ennek segítségével. A példa teljessége érdekében létrehoztam egy egyszerű weblapot is, hogy online elérhető legyen a szolgáltatás. Ez utóbbi nem PowerShell nyelven van írva, hanem egy szokványos PHP és JavaScript alapú website.

Abstract

There is a strong tool for system administration given, the PowerShell. There is the problem to be able to access unstructured data and information laying around on the Internet. In this work I made a proof of concept to prove that PowerShell can be used efficiently for tasks very much different from its original usage, thanks to the variety of features it has.

The proof of concept is about processing data of Használtautó.hu’s car pages. This processing is focused on the car comparison functionality that is not present on the site. The idea is coming from árukereső.hu’s similar functionality, a table based, side by side comparator of products’ details. I improved this idea by ranking the cars based on their main parameters. Due to the ineffectiveness of linear methodologies in comparing cars of varied ages and conditions by a handful of data, I needed to develop my own simple (and deterministic) algorithm. This gives the base of the car ranking that can produce valuable information about cars of similar ages and prices. For the sake of completeness, I created a webpage for the service to be available online. This is a user friendly abstraction in place of the PowerShell command line, written in PHP and JavaScript.

# Bevezetés

# Irodalomkutatás

## PowerShell, és képességei

A PowerShell egyszerre képes kiváltani a hagyományos Windows Management Instrumentation Command-line-t és nyújt hozzáférést a .NET keretrendszerhez egy konvencionális script-nyelven keresztül. Lehetőség nyílik rajta keresztül objektumokat használni, függvényeket definiálni és rendelkezik a script-nyelvekre jellemző tömörséggel is. [1]

Alapvető kérdés, hogy az egyszerű, HyperText Markup Language (HTML) alapú weblapok automatikus feldolgozásához rendelkezésre állnak-e eszközök. Még pontosabban, hogy milyen lehetőségeket nyújt a PowerShell a Hypertext Transfer Protocol (HTTP) lekérdezésekhez és az általuk visszaadott adatok kezelhető struktúrába átalakításához. Verziótól függően több megoldást is nyújtanak az előre definiált könyvtárak. PowerShell 3.0 – tól elérhetőek az Invoke-Webrequest[2] és Invoke-RestMethod[3] függvények. Régebbi verzió esetén az Internet Explorer object[4] segítségével lehet elérni azonos eredményt.[5]

### Invoke-Webrequest, Invoke-RestMethod

Az Invoke-Webrequest és az Invoke-RestMethod nagyon hasonló metódusok, szembeszökő, hogy paraméterezésük megegyezik. Az első különbség, ami észrevehető, hogy a részletes leírás szerint az Invoke-Webrequest HTTP, HTTPS, FTP, FILE kérések küldésére alkalmas weblapoknak és webes szolgáltatásoknak, míg az Invoke-RestMethod vonatkozó részénél csak a HTTP, és a HTTPS kérések küldése szerepel Representational State Transfer (REST) web szolgáltatások felé. Ennek ellenére az Invoke-RestMethod Uri paraméterének leírásánál mind a négy féle kérés fel van tüntetve.

Különbség lehetne még, hogy Invoke-WebRequest esetén a UseBasicParsing paraméter dokumentációjából kiderül, hogy enélkül a paraméter nélkül a háttérben az Internet Explorer (vagy annak modulja) van használva a parse-oláshoz. Ugyanez az Invoke-RestMethodról nem mondható el biztosan, mivel a dokumentációja nem szól róla. Ez azonban azért nem döntő értékű, mivel azon a kijelentésen kívül, hogy „Indicates that the cmdlet uses basic parsing.”, vagyis hogy az alapvető parse-olás használatát jelöli ez a paraméter, azon kívül csak egy másik paraméter leírása van duplikálva itt.

A fentiek alapján a hivatalos dokumentáció nem elégséges annak eldöntésére, hogy melyik függvényt érdemes használni, így a tervezés szakaszban az irodalomkutatáson túlmutató kísérletek segítségével választom ki a megfelelőt.

### Internet Explorer object

Az Internet Explorer (IE) ComObject[7] egy valódi IE példány programozott irányítását teszi lehetővé. A Visible nevű tulajdonság segítségével állítható, hogy a folyamat közben látható legyen-e a böngésző, vagy se. Az első kézenfekvő hátránya annak, ha az ember egy valódi böngészőt akar automatizálni az, hogy nem erre fejlesztették eredetileg. Az IE esetében probléma lehet az oldalak betöltésének hatékonysága.

A navigációs Application Pogramming Interface (API)[8] egy nemblokkoló híváson keresztül szolgáltatja a funkcionalitását. Ennek következtében vagy egy eseményre való feliratkozással, vagy polling módszerrel lehet értesülni az oldal betöltésének végéről. A betöltés jelentősen lassabb lehet, mint a fent tárgyalt két esetben, mivel itt az összes forrás is betöltődik (képek, gifek, flash stb.), köszönhetően annak, hogy egy hagyományos böngészőről van szó.

## Front-end

A front-endre azért van szükség, hogy könnyebben fogyaszthatóvá, használhatóbbá tegye a programot. Kiküszöböli a parancssor használatának nehézségeit: nem kell külön engedélyezni a scriptek futtatását (vagy egy megbízható szervtől aláírást szerezni rájuk)[9], utánanézni a paraméterezésnek, elolvasni a dokumentáció egy részét. Minden úgy működik, ahogy azt a felhasználók már megszokták az évek során használt programokkal, weblapokkal. A visszakapott eredményeket is könnyebb megérteni, ha valamilyen szép vizuális megjelenítés van társítva hozzájuk, nem csak szimpla logok, vagy excel fájlok a kimenetek. Mindehhez nincs másra szükség csak egy egyszerű HTML alapú weboldalra és a legelterjedtebb[10] webes front-end keretrendszer megértésére és használatára.

# Tervezés

## Funkcionalitás

### Back-end

A back-end három fő és egy mellék komponensre osztható. Ezek a scaper, a rest service, a comparator és a funkcionalitásban részt nem vevő autó link gyűjtő script. Először ezek funkcionális képességeit ismertetem a pontos architektúra és belső felépítés bemutatásának mellőzésével.

#### A scraper

Ez a script (skyscreper\_ie.ps1) képezi az egész projekt alapját, mivel ez végzi a weblapok automatikus feldolgozását, az adatok kinyerését. Háromféle teljesen szeparált működésre képes paraméterezéstől függően.

A legfontosabb, hogy képes egy URL, vagy egy URL tömb feldolgozására, melyet az Uri nevesített bemeneti paraméteren keresztül vár. A feldolgozás során vagy a megadott honlap adatait használja fel, vagy ennek egy aznap mentett (gyorsítótárazott / cache-elt) verzióját.

Másodsorban képes egy megadott elérési útvonalon lévő text állományból kiolvasni az URL-eket (soronként egy URL-t) és ezeken elvégezni a fent említett feldolgozást. Ehez a működéshez a Path paramétert kell használni a script indításakor.

A harmadik típus használatához a UseSaved paramétert kell megadni bemenő érték nélkül. Ennek a kapcsoló (switch) fajtájú paraméternek a jelenléte indikálja, hogy a mentett adatok alapján kell futtatni a programot. Így az eddigi futtatások során keletkezett adatokon fog lefutni a kiértékelés, melyek már nem HTML formában vannak tárolva, hanem xml (Extensible Markup Language) fájlokban.

Látható, hogy a három bemenetből kettő csak kényelmi szempontból szerepel, mivel ugyan azt a szerepet töltik be. Annyiban szerencsés egy fájlból beolvasó módot is alkalmazni, hogy így nem vagyunk ráutalva a pipeline használatára, ez fontos lehet a processek közötti kommunikációban, ha nem közvetlenül az URL-eket szolgáltató folyamat indítja a scriptet. Fordítva pedig hasznos a pipeline-ra hagyatkozni, ha közvetlenül indítható egy másik programból, vagy kézzel hívjuk meg a scriptet, mondjuk, ha csak egy bemeneti URL-t tartalmazna a fájl, amit beolvas. Ebben a két esetben az az elvárás, hogy a megadott webcímeken lévő adatokat beolvassa és átalakítsa a script programozottan kezelhető struktúrába. Az adatokat és a lapokat későbbi offline tesztelés céljából a script képes elmenteni.

A maradék esetben már strukturált adatok kerülnek visszaolvasásra, így nincs szükség átalakításra. Ezután mindhárom esetben véget ér a script futása, innentől az algoritmusnak kerülnek átadásra az adatok, illetve ennek visszatérési értéke továbbadódik a hívónak.

#### A REST service

A REST service (skyscraper\_rest\_service.ps1) azért lett létrehozva, hogy távoli eléréssel is lehessen futtatni a scrapert. Tehát online elérhetővé teszi a kulcsszolgáltatást, lehetővé téve, hogy a front end és a back end szeparálódjon egymástól. Szükségtelenné válik, hogy a front end szerver és a back end szerver ugyanazon a gépen, vagy virtuális gépen fusson. Ez nagy előnyt jelent az implementációban. A PoweShell 2016. augusztusig nem is volt elérhető, csak Windowson. Most már elérhető nyílt forrású GitHub projektként és használható Linuxon és OSX-en.[11] Ez azonban még így is kizárja a Platform as a Service (PaaS) használatát, ha mint szolgáltatás nincs felajánlva a PS (PoweShell), mivel ekkor nincs lehetőség a környezet személyre szabására. Ez azonban nem jellemző, feltehetőleg a fent említett Windows kényszer miatt. A REST service a 8089-es porton várja a kérések beérkezését. Ennek a működéséhez az összes tűzfalnak és hálózatbiztonsági berendezésnek (amely a gép és a nyilvános hálózat között található) engedélyeznie kell a bejövő és kimenő forgalmat ezen a porton.

A service egymással időben nem átlapolódó kérések kiszolgálására képes, tehát szekvenciálisan működik. Ez az elv működőképességéhez elegendő, viszont valódi termékben nem alkalmazható módszer, mivel gyakorlatilag kizárja a többfelhasználós működést. Ehhez a tényhez hozzájárul az is, hogy habár jelenleg a bejövő URL-ek száma tízben van maximálva, ezek feldolgozása akár több mint tíz másodpercet is igénybe vehet. Mivel az alapvető célkitűzés nem egy sokfelhasználós internetes szolgáltatás felépítése volt, ezért nem is lett rá hangsúly fektetve. Ennek ellenére a lehetőség adott, mivel a központi funkcionalitás könnyedén skálázható újabb PS processek indításával, tehát csak a REST service-nek kell erre, illetve a sokszoros kérések kiszolgálására. Ehhez azonban figyelembe kell venni megfontolásokat, mint load balancing[12], DDoS[13] támadások elleni védekezés, konkurens működés kezelése, közös erőforrás használat (a teljesség igénye nélkül).
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# Rövidítések jegyzéke

|  |  |
| --- | --- |
| HTML | HyperText Markup Language |
| IE | Internet Explorer |
| HTTP | Hypertext Transfer Protocol |
| HTTPS | Hypertext Transfer Protocol Secure |
| REST | Representational State Transfer |
| API | Application Programming Interface |
| URL | Uniform Resource Locator |
| XML | Extensible Markup Langugage |
| PaaS | Platform as a Service |
| PS | PowerShell |
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