## Differences Between wait() And sleep() Methods In Java :

* Both wait() and sleep() methods are used to pause the execution of current thread for some period of time. Whenever a thread calls wait() method, it goes into **WAITING** state after releasing the lock it holds. Whenever a thread calls sleep() method, it goes into **TIMED\_WAITING** state without releasing the lock it holds.
* A thread which is in **WAITING** state (state after calling wait() method) can be woken up by other threads by calling **notify()** or **notifyAll()** methods on the same lock. But, a thread which is in **TIMED\_WAITING** state (state after calling sleep() method) can not be woken up. If any threads interrupt sleeping thread, InterruptedException will be raised.
* wait() method along with notify() and notifyAll() are used for **inter thread communication** where as sleep() method is used to **pause the execution of current thread** for specific period of time.
* wait() method is an instance method of **java.lang.Object** class. That means, this method is available in all objects you create in java. Where as sleep() method is a static method of **java.lang.Thread** class. That means, it is available only in threads.
* wait() method is called on **objects**. Whenever it is called by a thread on a particular object, thread releases the lock of that object and waits until other threads call either notify() or notifyAll() methods on the same object. Where as sleep() method is called on **threads**.
* Whenever sleep() method is called, only **current thread** is going for sleep. For example, if **main thread** calls sleep() method on a **thread t**, i.e **t.sleep()**, main thread itself is going to sleep not thread t.
* To call wait() method, calling thread must hold the lock of the object on which it is calling wait() method. That means, wait() method must be called **within the** **synchronized block**. Where as to call sleep() method, thread need not to hold the object lock. That means, sleep() method can be called **outside the synchronized block** also.

[**What is the benefit of ThreadGroup in java over creating separate threads?**](http://stackoverflow.com/questions/1649133/what-is-the-benefit-of-threadgroup-in-java-over-creating-separate-threads)

Using ThreadGroup can be a useful diagnostic technique in big application servers with thousands of threads. If your threads are logically grouped together, then when you get a stack trace you can see which group the offending thread was part of (e.g. "Tomcat threads", "MDB threads", "thread pool X", etc), which can be a big help in tracking down and fixing the problem.

Each thread in Java is assigned to a thread group upon the thread's creation. These groups are implemented by the java.lang.ThreadGroup class. When the thread group name is not specified explicitly, the main default group is assigned by the Java Virtual Machine (JVM)

Even though thread groups are useful for keeping threads organized, programmers seldom benefit from their use because many of the methods of the ThreadGroup class are deprecated

final class HandleRequest implements Runnable {

  public void run() {

    // Do something

  }

}

public final class NetworkHandler implements Runnable {

  private static ThreadGroup tg = new ThreadGroup("Chief");

  @Override public void run() {

    new Thread(tg, new HandleRequest(), "thread1").start();

    new Thread(tg, new HandleRequest(), "thread2").start();

    new Thread(tg, new HandleRequest(), "thread3").start();

  }

  public static void printActiveCount(int point) {

    System.out.println("Active Threads in Thread Group " + tg.getName() +

        " at point(" + point + "):" + " " + tg.activeCount());

  }

  public static void printEnumeratedThreads(Thread[] ta, int len) {

    System.out.println("Enumerating all threads...");

    for (int i = 0; i < len; i++) {

      System.out.println("Thread " + i + " = " + ta[i].getName());

    }

  }

  public static void main(String[] args) throws InterruptedException {

    // Start thread controller

    Thread thread = new Thread(tg, new NetworkHandler(), "controller");

    thread.start();

    // Gets the active count (insecure)

    Thread[] ta = new Thread[tg.activeCount()];

    printActiveCount(1); // P1

    // Delay to demonstrate TOCTOU condition (race window)

    Thread.sleep(1000);

    // P2: the thread count changes as new threads are initiated

    printActiveCount(2);

    // Incorrectly uses the (now stale) thread count obtained at P1

    int n = tg.enumerate(ta);

    // Silently ignores newly initiated threads

    printEnumeratedThreads(ta, n);

                                   // (between P1 and P2)

    // This code destroys the thread group if it does

    // not have any live threads

    for (Thread thr : ta) {

      thr.interrupt();

      while(thr.isAlive());

    }

    tg.destroy();

  }

}

Logs: (KronosSiebelDataThread) --- is thread name

2013-02-18 09:12:19,306 [-KronosSiebelDataThread-0] com.ebay.kronos.runtime.receiver.KronosSiebelRequestCompiler The year used in the query to get Siebel Data Event is : 2013-02-18

2013-02-18 09:12:19,306 [-KronosSiebelDataThread-0] com.ebay.kronos.runtime.receiver.KronosSiebelRequestCompiler The hour used in the query to get Siebel Data Event is : 16:12

2013-02-18 09:12:19,306 [-KronosSiebelDataThread-0] com.ebay.kronos.runtime.receiver.KronosSiebelRequestCompiler The status string in the query to get Siebel Data Event is : S

# [Top 15 Java Multithreading, Concurrency Interview Questions Answers asked in Investment banks](http://javarevisited.blogspot.sg/2011/07/java-multi-threading-interview.html)

**Thread interview questions Java**

Multi-threading and concurrency questions are essential part of any Java interview. If you are going for any Java interview on any Investment bank for equities front office position expect lots of **muti-threading interview questions** on your way. Multi-threading and concurrency is a favorite topics on Investment banking specially on electronic trading development and they grill candidate on many [confusing java thread interview questions](http://javarevisited.blogspot.sg/2011/04/top-20-core-java-interview-questions.html). They just want to ensure that the guy has solid knowledge of multi-threading and concurrent programming in Java  because most of them are in business of performance. High volume and low latency Electronic trading System which is used for Direct to Market (DMA) trading is usually concurrent in nature. These are my favorite thread interview questions on Java  asked on different on different time. I am not providing answer of these *thread interview questions* but I will give you hint whenever possible, some time hint is enough to answer. I will update the post further with detailed answers just like I did for [10 Singleton interview questions in Java](http://javarevisited.blogspot.sg/2011/03/10-interview-questions-on-singleton.html) recently.  With introduction of concurrency package in Java 5 questions on concurrent utility and concurrent collections are on rise as well. [ThreadLocal](http://javarevisited.blogspot.sg/2012/05/how-to-use-threadlocal-in-java-benefits.html), [BlockingQueue](http://javarevisited.blogspot.sg/2012/02/producer-consumer-design-pattern-with.html), [Counting Semaphore](http://javarevisited.blogspot.sg/2012/05/counting-semaphore-example-in-java-5.html) and [ConcurrentHashMap](http://javarevisited.blogspot.sg/2011/04/difference-between-concurrenthashmap.html) are popular among those.

## 15 Java Thread Interview Questions and answers

**1) You have thread T1, T2 and T3, how will you ensure that thread T2 run after T1 and thread T3 run after T2?**

This thread interview questions is mostly asked in first round or phone screening round of interview and purpose of this multi-threading question is to check whether candidate is familiar with concept of *"join"* method or not. Answer of this multi-threading questions is simple it can be achieved by using **join** method of Thread class.

**2) What is the advantage of new Lock interface over synchronized block in Java? You need to implement a high performance cache which allows multiple reader but single writer to keep the integrity how will you implement it?**

The major advantage of lock interfaces on multi-threaded and concurrent programming is they provide two separate lock for reading and writing which enables you to write high performance data structure like [ConcurrentHashMap](http://javarevisited.posterous.com/difference-between-concurrenthashmap-and-coll) and [conditional blocking](http://javarevisited.blogspot.sg/2012/02/what-is-blocking-methods-in-java-and.html). This java threads interview question is getting increasingly popular and more and more follow-up questions come based upon answer of interviewee. I would strongly suggest reading **Locks** before appearing for any *java multi-threading interview* because now days Its  heavily used to build cache for electronic trading system on client and exchange connectivity space.

**3) What are differences between wait and sleep method in java?**

Another frequently asked thread interview question in Java mostly appear in phone interview. Only major difference is wait release the lock or monitor while sleep doesn't release any lock or monitor while waiting. Wait is used for inter-thread communication while sleep is used to introduce pause on execution. See my post [wait vs sleep in Java](http://javarevisited.blogspot.sg/2011/12/difference-between-wait-sleep-yield.html) for more differences

**4) Write code to implement blocking queue in Java?**

This is relatively tough java multi-threading interview question which servers many purpose, it checks whether candidate can actually write Java code using [thread](http://javarevisited.blogspot.sg/2011/02/how-to-implement-thread-in-java.html) or not, it sees how good candidate is on understanding concurrent scenarios and you can ask lot of follow-up question based upon his code. If he uses [wait() and notify() method](http://javarevisited.blogspot.sg/2011/05/wait-notify-and-notifyall-in-java.html) to implement blocking queue, Once interviewee successfully writes it  you can ask him to write it again using new java 5 concurrent classes etc.

**5) Write code to solve the Produce consumer problem in Java?**

Similar to above questions on thread but more classic in nature, some time interviewer ask follow up questions How do you solve producer consumer problem in Java, well it can be solved in multiple way, I have shared one way to solve [producer consumer problem using BlockingQueue in Java](http://javarevisited.blogspot.sg/2012/02/producer-consumer-design-pattern-with.html) , so be prepare for surprises. Some time they even ask to implement solution of dining philosopher problem as well.

**6) Write a program which will result in deadlock? How will you fix deadlock in Java?**

This is my favorite java thread interview question because even though deadlock is quite common while writing multi-threaded concurrent program many candidates not able to write deadlock free code and they simply struggle. Just ask them you have n resources and n thread and to complete an operation you require all resources. Here n can be replace with 2 for simplest case and higher number to make question more intimidating. see  [How to avoid deadlock in java](http://javarevisited.blogspot.com/2010/10/what-is-deadlock-in-java-how-to-fix-it.html)  for more information on deadlock in Java.

**7) What is atomic operation? What are atomic operations in Java?**

Simple java thread interview questions, another follow-up is do you need to synchronized an atomic operation? :) You can read more about [java synchronization](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html) here.

**8) What is volatile keyword in Java? How to use it? How is it different from synchronized method in Java?**

Thread questions based on [volatile keyword in Java](http://javarevisited.blogspot.com/2011/06/volatile-keyword-java-example-tutorial.html) has become more popular after changes made on it on Java 5 and Java memory model. It’s good to prepare well about how volatile variables ensures visibility, ordering and consistency in concurrent environment.

**9) What is race condition? How will you find and solve race condition?**

Another multi-threading question in Java which appear mostly on senior level interviews. Most interviewer grill on recent race condition you have faced and how did you solve it and some time they will write sample code and ask you detect race condition. See my post on [Race condition in Java](http://javarevisited.blogspot.sg/2012/02/what-is-race-condition-in.html) for more information. In my opinion this is one of the best java thread interview question and can really test the candidate's experience on solving race condition or writing code which is free of data race or any other race condition. Best book to get mastery of this topic is "Concurrency practices in Java'".

**10) How will you take thread dump in Java? How will you analyze Thread dump?**

In UNIX you can use **kill -3** and then thread dump will print on log on windows you can use **"CTRL+Break".** Rather simple and focus thread interview question but can get tricky if he ask how you analyze it. Thread dump can be useful to analyze deadlock situations as well.

**11) Why we call start() method which in turns calls run() method, why not we directly call run() method ?**

Another classic java multi-threading interview question This was my original doubt when I started programming in thread. Now days mostly asked in phone interview or first round of interview at mid and junior level java interviews. Answer to this question is that, when you call start() method it creates new Thread and execute code declared in run() while directly calling run() method doesn’t create any new thread and execute code on same calling thread. Read my post [Difference between start and run method in Thread](http://javarevisited.blogspot.sg/2012/03/difference-between-start-and-run-method.html) for more details.

**12) How will you awake a blocked thread in java?**

This is tricky question on threading, blocking can result on many ways, if thread is blocked on IO then I don't think there is a way to interrupt the thread, let me know if there is any, on the other hand if thread is blocked due to result of calling wait(), sleep() or join() method you can interrupt the thread and it will awake by throwing InterruptedException. See my post [How to deal with blocking methods in Java](http://javarevisited.blogspot.sg/2012/02/what-is-blocking-methods-in-java-and.html) for more information on handling blocked thread.

**13) What is difference between CyclicBarriar and CountdownLatch in Java ?**

New java thread interview questions mostly to check familiarity with JDK 5 concurrent packages. One difference is that you can reuse CyclicBarrier once barrier is broken but you can not reuse ContdownLatch.

**14) What is immutable object? How does it help on writing concurrent application?**

Another classic interview questions on multi-threading, not directly related to thread but indirectly helps a lot. This java interview question can become more tricky if ask you to write an immutable class or ask you [Why String is immutable in Java](http://javarevisited.blogspot.com/2010/10/why-string-is-immutable-in-java.html) as follow-up.

**15) What are some common problems you have faced in multi-threading environment? How did you resolve it?**

Memory-interference, race conditions, [deadlock](http://javarevisited.blogspot.sg/2010/10/what-is-deadlock-in-java-how-to-fix-it.html), live lock and starvation are example of some problems comes in multi-threading and concurrent programming. There is no end of problem if you get it wrong and they will be hard to detect and debug. This is mostly experienced based interview question on java thread instead of fact based.

These were my favorite Java thread interview questions and mostly asked on Investment banks. This list is by no means complete so please contribute some of interesting java thread questions you have faced during interview. Purpose of this article is to collect and share great interview questions on multi-threading concept which not only helps on interview but opens door for learning new threading concept.

**Update:**

One of Javarevisited reader, Hemant has contributed some more thread interview questions in Java, though he hasn’t provide answer and left that job for me, I will certainly do when time allows, just like I have recently updated 10 Singleton interview question in Java with answers. If you guys know answers of this java concurrency questions than please post as comment:

Here is his comment “Good questions on multi-threading though you may need to prepare more in order to clear any multi-threading interview, you need to be familiar with concept of [immutability](http://avdheshsemwal.blogspot.sg/2012/02/why-string-is-immutable-or-final-in.html), [thread-safety](http://javarevisited.blogspot.sg/2011/07/java-multi-threading-interview.html), [race condition](http://javarevisited.blogspot.sg/2012/02/what-is-race-condition-in.html) and many more. 10 or 15 question is good for quick recap but you at-least need to prepare more than 50 questions on threading and concurrency to perform better on Java interview. You can find some interesting thread question below which is no doubt highly popular –

1)  Difference between green thread and native thread in Java?

2)  Difference between thread and process?

3)  What is context switching in multi-threading?

4)  Difference between deadlock and livelock, deadlock and starvation?

5)  What thread-scheduling algorithm is used in Java?

6)  What is thread-scheduler in Java?

7)  How do you handle un-handled exception in thread?

8)  What is thread-group, why its advised not to use thread-group in Java?

9)  Why Executor framework is better than creating and managing thread by application ?

10) Difference between Executor and Executors in Java?

10) How to find which thread is taking maximum cpu in windows and Linux server?

Read more: <http://javarevisited.blogspot.com/2011/07/java-multi-threading-interview.html#ixzz2gmFXSvlF>

# [Why wait, notify and notifyAll is defined in Object Class and not on Thread class in Java](http://javarevisited.blogspot.sg/2012/02/why-wait-notify-and-notifyall-is.html)

**Why wait, notify and notifyAll is declared in Object Class instead of Thread** is famous core java interview question which is asked during all levels of Java interview ranging from 2 years, 4years to quite senior level position on java development. Beauty of this question is that it reflect what does interviewee knows about wait notify mechanism, how does it sees whole wait and notify feature and whether his understanding is not shallow on this topic. Like [Why Multiple inheritance is not supported in Java](http://javarevisited.blogspot.com/2011/07/why-multiple-inheritances-are-not.html) or [why String is final in java](http://javarevisited.blogspot.com/2010/10/why-string-is-immutable-in-java.html) there could be multiple answers of *why wait and notify is defined in Object class* and every one could justify there reason.

[![Why Wait notify method is declared in Object Class and not in Thread in Java](data:image/jpeg;base64,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)](http://javarevisited.blogspot.com/2012/01/google-interview-questions-answers-top.html)In my all interview experience I found that wait and notify still remains most confusing for most of Java programmer specially up-to 2 to 3 years and if they asked to write code using wait and notify they often struggle. So if you are going for any Java interview make sure you have sound knowledge of wait and notify mechanism as well as you are comfortable writing code using wait and notify like Produce Consumer problem or implementing Blocking queue etc. by the way This article is in continuation of  my earlier article related to wait and notify e.g. [Why Wait and notify requires to be called from Synchronized block or method](http://javarevisited.blogspot.com/2011/05/wait-notify-and-notifyall-in-java.html) and  [Difference between wait, sleep and yield method in Java](http://javarevisited.blogspot.com/2011/12/difference-between-wait-sleep-yield.html) , if you haven’t read you may found interesting.

## Reason Why Wait , Notify and NotifyAll are in Object Class.

Here are some thoughts on why they should not be in Thread class which make sense to me :

1) Wait and notify is not just normal methods or synchronization utility, more than that they are **communication mechanism between two threads in Java**. And Object class is correct place to make them available for every object if this mechanism is not available via any java keyword like synchronized. Remember synchronized and wait notify are two different area and don’t confuse that they are same or related. Synchronized is to provide mutual exclusion and ensuring [thread safety of Java class](http://javarevisited.blogspot.com/2012/01/how-to-write-thread-safe-code-in-java.html) like race condition while wait and notify are communication mechanism between two thread.

2 )**Locks are made available on per Object basis**, which is another reason wait and notify is declared in Object class rather then Thread class.

3) In Java in order to enter critical section of code, Threads needs lock and they wait for lock, they don't know which threads holds lock instead they just know the lock is hold by some thread and they should wait for lock instead of knowing which thread is inside the synchronized block and asking them to release lock. this analogy fits with wait and notify being on object class rather than thread in Java.

These are just my thoughts on **why wait and notify method is declared in Object class rather than Thread in Java** and you have different version than me. In reality its another design decision made by Java designer like [not supporting Operator overloading in Java](http://javarevisited.blogspot.com/2011/08/why-java-does-not-support-operator.html). Anyway please post if you have any other convincing reason *why wait and notify method should be in Object class and not on Thread*.

Update:  
@Lipido has made an insightful comment , which is worth adding here. read his comment for full text

"Java is based on Hoare's monitors idea (http://en.wikipedia.org/wiki/Monitor\_%28synchronization%29). In Java all object has a monitor. Threads waits on monitors so, to perform a wait, we need 2 parameters:  
- a Thread  
- a monitor (any object)  
  
In the Java design, the thread can not be specified, it is always the current thread running the code. However, we can specify the monitor (which is the object we call wait on). This is a good design, because if we could make any other thread to wait on a desired monitor, this would lead to an "intrusion", posing difficulties on designing/programming concurrent programs. Remember that in Java all operations that are intrusive in another thread's execution are deprecated (e.g. stop())."

Read more: <http://javarevisited.blogspot.com/2012/02/why-wait-notify-and-notifyall-is.html#ixzz2gmFgDX7p>

# [Difference between Thread vs Runnable interface in Java](http://javarevisited.blogspot.sg/2012/01/difference-thread-vs-runnable-interface.html)

**Thread vs Runnable in Java** is always been a confusing decision for beginners  in java. [Thread in Java](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html) seems easy in comparison of Runnable because you just deal with one class **java.lang.Thread** while in case of using Runnable to implement Thread you need to deal with both Thread and Runnable two classes. though decision of using Runnable or Thread should be taken considering **differences between Runnable and Thread** and pros and cons of both approaches. This is also a very [popular thread interview questions](http://javarevisited.blogspot.com/2011/07/java-multi-threading-interview.html) and most of interviewer are really interested to know what is your point of view while choosing *Thread vs Runnable or opposite*. In this java article we will try to point out some *differences between Thread and Runnable in Java* which will help you to take an informed decision.

## Difference between Thread and Runnable interface in Java

### Thread vs Runnable in Java

[![Difference between Thread vs Runnable in Java](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAoGBgcHBwoICAoOCggKDhENCgoNERMPDxAPDxMWERISEhIRFhMWFxgXFhMdHR8fHR0pKCgoKSsrKysrKysrKyv/2wBDAQsKCg8ODxcRERcZFBIUGR8dHR0dHyMfHx8fHyMmIiAgICAiJiQlIyMjJSQoKCYmKCgrKysrKysrKysrKysrKyv/wAARCAAyADIDAREAAhEBAxEB/8QAGwAAAQUBAQAAAAAAAAAAAAAAAwACBAUHAQb/xAAyEAACAQIDBAcJAAMAAAAAAAABAgMABAUREhMUIVEVIjIzcpKxIyUxQVJTYXGRJGNz/8QAGgEAAQUBAAAAAAAAAAAAAAAABgABAgMEBf/EADERAAEDAgQDBgUFAQAAAAAAAAEAAhEDBBITIVEUMXEiI0FhcpEFJDJCgTRSocHR4f/aAAwDAQACEQMRAD8A0u4xZ0mddXZJFc+pckOI2K3U7YFoO6H0w/1mocWd1PhRsl0w/wBZ/tPxR3S4UbLvS8mWeo5H88qXFOiZTcMJiFzph/rP9puKO6fhRskcZk+s0/FFMbUK7jOqNWPxIBNdJc5eLxWfTf3A5OaHbqp3ruqIbWnNJvRRt5qjMV+WjWf+TLoL6FVS7tyVeJqyl2zExpKqq9gTEzp+UfEpUh2cQBXqhlXkG45k/Mn+VdcODYHkqbZhdJ84ULeay5q15aQuak2pqmdT0XvYO6Twj0onQys9xyQjFLr/AKtQleu79/qRXZN7hnRQ9sazYlpwqww9I5I9pE7rcoet2MsjyUsuY51tt2giQTjCw3LiDDgMB6omIbRlt0Y6tmNCAlF4Z58SHYgCpV57ImY6f6o0CO0RpOvj/ir7p4lndYG1Qg9VjWOqRiOH6VspBxYMejkMSnUP3TNdqOqk5uh6LT4e6Twj0o0Qas5x4e97oc5TQfe/qH+pFtkfl2+lFxXBTa3UcFqHnLxrIRlx4/qrbi0wPaGduRKqt7zGwufDYMKRGd3mCbrNayuMhEFEqsB+HU51Y3sH6HMPv/SpcMbZxteB4nQ/wUyZre8bSRLI0WZKLGq5AfHMKq0z3Mqc5MbCE7A+l+0Ytz/1QOjryUNNDbybD4htPyrLkVDqGmFsFzTGjnDEhtbTRbNnXISdmoYHNcJ3U81rw6PALT4e6Twj0o1Qas/x1Pe1wf8AZQZen5l/qRTZO7hvRXV/bSy3+1W4a2ihtEaaRO1p/FdatRe6oC04Q2mOS5jKobSjCHE1DEpk90keG2d1HJLLs7nqyy9vT8+PKnfUikx8k9rxUadMue9sAS3kE+9tlw7pK9XgtxGoh/Jk4mlVoijmPH3gR1UqdTNyqZ+wmfwmYdC1ldWkFxeTmdgCsKd0FPyNPb03sgOcdVG4qNfiLWCFSXsI6SnA4ASk5fo1yK5JrkbFdWiYoDzC0OHuk8I9KMkLLxWJRRvjEu2OiIydZgM8hQZcYeMfj0bjKIrd5FuMOphPu8XmN81xadSPQItLDPUq8xVtz8TOZ3f0gQoUrUZeF/OZUa6vry7j2U7ao89QUKAB/Kx1r19QQdAFfSoMpmW81y4vLy5hjgmfVFF2BlT1L6o9oaToEmUGMcXDmUVcXxIKiiQZx9l9ILZcs6sb8TqCPJV8JS181F9o8xkbi7HMn91mzS+pPiSrzhayPABaFD3SeEelHyFkCW3hZs2jUnmQKQpt2CbEY5pu62/2k8opZbNh7Jy908ylutv9pPKKWWzYeybG7cpbrb/aTyills2HsljduUt1t/tJ5RSy2bD2Sxncrq2tvmPZJ5RSNNmw9k4cd1JqCS//2Q==)](http://javarevisited.blogspot.com/2011/09/spring-interview-questions-answers-j2ee.html)Here are some of my thoughts on whether I should use **Thread or Runnable** for implementing task in Java, though you have another choice as "Callable" for implementing thread which we will discuss later.

1) [Java doesn't support multiple inheritance](http://javarevisited.blogspot.com/2011/07/why-multiple-inheritances-are-not.html), which means you can only extend one class in Java so once you extended Thread class you lost your chance and can not extend or inherit another [class in Java](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html).

2) In Object oriented programming extending a class generally means adding new functionality, modifying or improving behaviors. If we are not making any modification on Thread than use Runnable interface instead.

3) **Runnable** interface represent a Task which can be executed by either plain Thread or Executors or any other means. so logical separation of Task as Runnable than Thread is good design decision.

4) Separating task as **Runnable** means we can reuse the task and also has liberty to execute it from different means. since you can not restart a Thread once it completes. again **Runnable vs Thread** for task, Runnable is winner.

5) Java designer recognizes this and that's why Executors accept Runnable as Task and they have worker thread which executes those task.

6) Inheriting all Thread methods are additional overhead just for representing a Task which can can be done easily with Runnable.

These were some of notable **difference between Thread and Runnable in Java**, if you know any other differences on Thread vs Runnable than please share it via comments. I personally use Runnable over Thread for this scenario and recommends to use Runnable or Callable interface based on your requirement.

Read more: <http://javarevisited.blogspot.com/2012/01/difference-thread-vs-runnable-interface.html#ixzz2gmFiOi6j>

# [Why wait notify and notifyAll called from synchronized block or method in Java](http://javarevisited.blogspot.sg/2011/05/wait-notify-and-notifyall-in-java.html)

### Why wait (), notify () and notifyAll () must be called from synchronized block or method in Java
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We use **wait () and notify () or notifyAll () method mostly for inter-thread communication**. One thread is waiting after checking a condition e.g. In Producer Consumer example Producer Thread is waiting if buffer is full and Consumer thread notify Producer thread after he creates a space in buffer by consuming an element. calling notify() or notifyAll() issues a notification to a single or multiple thread that a condition has changed and once notification thread leaves synchronized block , all the threads which are waiting fight for object lock on which they are waiting and lucky **thread returns from wait() method after reacquiring the lock** and proceed further. Let’s divide this whole operation in steps to see a possibility of *race condition between wait () and notify () method in Java*, we will use **Produce Consumer thread example** to understand the scenario better:

   1. The Producer thread tests the condition (buffer is full or not) and confirms that it must wait (after finding buffer is full).

   2. The Consumer thread sets the condition after consuming an element from buffer.

   3. The Consumer thread calls the notify () method; this goes unheard since the Producer thread is not yet waiting.

   4. The Producer thread calls the wait () method and goes into waiting state.

So due to race condition here we potential lost a notification and if we use buffer or just one element Produce thread will be waiting forever and your program will hang.

Now let's think how does this potential race condition get resolved? This race condition is resolved by using [synchronized keyword and locking provided by java](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html). In order to call the **wait (), notify () or notifyAll () methods in Java**, we must have obtained the lock for the object on which we're calling the method. Since the **wait () method in Java also releases the lock prior to waiting and reacquires the lock prior to returning from the wait () method**, we must use this lock to ensure that checking the condition (buffer is full or not) and setting the condition (taking element from buffer) is atomic which can be achieved by using synchronized method or block in Java.
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I am not sure if this is what interviewer was actually expecting but this what I thought would at least make sense, please correct me If I wrong and let us know if there is any other convincing reason of calling wait(), notify() or notifyAll method in Java.

Just to summarize we call **wait** (), **notify** () or **notifyAll** method in Java from [synchronized method or synchronized block in Java](http://javarevisited.blogspot.com/2011/04/synchronization-in-java-synchronized.html) to avoid:

1) **IllegalMonitorStateException in Java** which will occur if we don't call wait (), notify () or notifyAll () method from synchronized context.

2) **Any potential race condition between wait and notify method in Java**.

Read more: <http://javarevisited.blogspot.com/2011/05/wait-notify-and-notifyall-in-java.html#ixzz2gmFlCnWE>

# [How to Stop Thread in Java Code Example](http://javarevisited.blogspot.sg/2011/10/how-to-stop-thread-java-example.html)

Thread is one of important Class in Java and multi-threading is most widely used feature,but there is no clear way to stop Thread in Java. Earlier there was a stop method exists in Thread Class but Java deprecated that method citing some safety reason. By default a Thread stops when execution of run() method finish either normally or due to any Exception.In this article we will How to Stop Thread in Java by using a boolean State variable or flag. Using flag to stop Thread is very popular way  of stopping thread and its also safe, because it doesn't do anything special rather than helping run() method to finish it self.

## How to Stop Thread in Java
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As I said earlier Thread in Java will stop once run() method finished. Another important point is that you can not restart a Thread which run() method has finished already , you will get an IllegalStateExceptio, here is a Sample Code for Stopping Thread in Java:

### Sample Code to Stop Thread in Java

    private class Runner extends Thread{

    boolean bExit = false;

    public void exit(boolean bExit){

        this.bExit = bExit;

    }

    @Override

    public void run(){

        while(!bExit){

            System.out.println("Thread is running");

                try {

                    Thread.sleep(500);

                } catch (InterruptedException ex) {

                    Logger.getLogger(ThreadTester.class.getName()).log(Level.SEVERE, null, ex);

                }

        }

    }

}

**Should we make bExit Volatile**

Since every Thread has its own local memory in Java its good practice to make bExit volatile because we may alter value of bExit from any thread and making it volatile guarantees that Runner will also see any update done before making bExit.

That’s all on how to stop thread in Java , let me know if you find any other way of stopping threads in Java without using deprecated stop() method.

Read more: <http://javarevisited.blogspot.com/2011/10/how-to-stop-thread-java-example.html#ixzz2gmFpBbcx>

# [How to implement Thread in Java ?Example of Runnable interface](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html)

**How to implement Thread in Java**  
In my opinion Thread is the most wonderful feature of Java programming language and I remember when I started learning Java in one of programming class in India how important Thread was portrait and how much emphasis given on clear understanding of [multi threading](http://javarevisited.blogspot.sg/2011/07/java-multi-threading-interview.html). It’s indeed still popular and one of most sought after skill in Java because writing concurrent and multi-threaded application in Java is challenging, despite Java providing excellent support at language level using [synchronized](http://javarevisited.blogspot.sg/2011/04/synchronization-in-java-synchronized.html) and [volatile](http://javarevisited.blogspot.sg/2011/06/volatile-keyword-java-example-tutorial.html) keyword. Main problem with using multiple threads and writing multi-threaded code is issues related to concurrency e.g. [deadlock](http://javarevisited.blogspot.sg/2010/10/what-is-deadlock-in-java-how-to-fix-it.html), livelock,  [race conditions](http://javarevisited.blogspot.sg/2012/02/what-is-race-condition-in.html) etc, It takes lot of effort to implement multi-threading correctly in Java application.  In this core java tutorial I will share my experience on different way of implementing Thread in Java; [Difference between Thread and Runnable in Java](http://javarevisited.blogspot.sg/2012/01/difference-thread-vs-runnable-interface.html) is also a very [common core java interview question](http://javarevisited.blogspot.com/search/label/core%20java%20interview%20question) and asked mostly during junior level java interview.  
  
There are two ways of implementing threading in Java   
1) By extending java.lang.Thread class, or  
2) By implementing java.lang.Runnable interface.  
  
Before we go into implementation details I just like to cover when we use Thread in Java ? so we use thread if we want some part of code is executed parallel and we put that code inside run() method of either [Thread class or Runnable interface](http://javarevisited.blogspot.sg/2012/01/difference-thread-vs-runnable-interface.html).  
  
Actually public void run () method is defined in Runnable interface and since java.lang.Thread class implements Runnable [interface](http://javarevisited.blogspot.sg/2012/04/10-points-on-interface-in-java-with.html) it gets this method automatically. I remember by first Java multi threading example which was an animation program where multiple threads were used in Applet to create animation of words falling from top left, middle and top right of the page. That was pretty exciting at that time because till then I only know program which takes input from command prompt and [print output on command prompt](http://javarevisited.blogspot.sg/2011/11/run-java-program-from-command-prompt.html).

## Java Thread Tutorial and Example
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In my opinion implementing Runnable is better because in Java we can only extend one class so if we extend Thread class we can not extend any other class while by implementing Runnable interface we still have that option open with us.   
  
Second reason which make sense to me is more on [OOPS concept](http://javarevisited.blogspot.sg/2012/03/10-object-oriented-design-principles.html) according to OOPS if we [extend a class](http://java67.blogspot.sg/2012/08/what-is-inheritance-in-java-oops-programming-example.html) we provide some new feature or functionality , So if the purpose is just to use the run() method to define code its better to use Runnable interface.  
  
till then we have just created a thread , Thread will not start until you call the start() method of java.lang.Thread class. When we call start () method Java Virtual machine execute run () method of that Thread class into separate Thread other than calling thread. Anybody guess what will happen if we call the [run() method directly instead of calling start() method](http://javarevisited.blogspot.sg/2012/03/difference-between-start-and-run-method.html) ?   
  
That [another popular multi-threading interview question](http://javarevisited.blogspot.sg/2011/07/java-multi-threading-interview.html) and answer is simple there would be no Error or Exception run() method will simply be executed in the same Thread and new Thread will not be created. Another follow up question would be what will happen if you call start() method twice in same Thread object e.g.

mythread.start();   
mythread.start(); *//this line will throw IllegalThreadStateException*  
  
  
*//implementing Thread by extending Thread class*  
 **public** **class** MyThread **extends** **Thread**{         
  
   **public** **void** run(){  
      **System**.out.println(" Thread Running " + **Thread**.currentThread().getName());  
   }  
 }  
  
  
*//implementing Thread by implementing Runnable interface*  
  
**public** **class** MyRunnable **implements** **Runnable**{           
  
    **public** **void** run(){  
       **System**.out.println(" Create Thread " + **Thread**.currentThread().getName());  
    }  
  
 }  
  
  
*//starting Thread in Java*  
**Thread** mythread = **new** MyThread(); *//Thread created not started*  
mythread.setName("T1");  
**Thread** myrunnable = **new** **Thread**(**new** MyRunnable(),"T2"); *//Thread created*         
  
mythread.start(); //Thread started now but not running   
myrunnable.start();

TIP1: It’s not guaranteed that mythread will start before myrunnable it depends upon Thread scheduler.  
  
TIP2: Thread will be said to go on dead state once execution of run() method finished and you can not start that thread again.

Read more: <http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html#ixzz2gmFuuq4x>