* Java Nashorn

Nashorn is a JavaScript engine. It is used to execute JavaScript code dynamically at JVM (Java Virtual Machine). Java provides a command-line tool jjs which is used to execute JavaScript code.

You can execute JavaScript code by using jjs command-line tool and by embedding into Java source code.

Example: Executing by Using Terminal

Following is the step by step process to execute JavaScript code at the JVM.

1) Create a file hello.js.

2) Write and save the following code into the file.

1. var hello = function(){
2. print("Hello Nashorn");
3. };
4. hello();

3) Open terminal

4) Write command **jjs hello.js** and press enter.

After executing command, you will see the below output.

Output:

Hello Nashorn

Example: Executing JavaScript file in Java Code

You can execute JavaScript file directly from your Java file. In the following code, we are reading a file hello.js with the help of FileReader class.

1. **import** javax.script.\*;
2. **import** java.io.\*;
3. **public** **class** NashornExample {
4. **public** **static** **void** main(String[] args) **throws** Exception{
5. // Creating script engine
6. ScriptEngine ee = **new** ScriptEngineManager().getEngineByName("Nashorn");
7. // Reading Nashorn file
8. ee.eval(**new** FileReader("js/hello.js"));
9. }
10. }

Output:

Hello Nashorn

Example: Embedding JavaScript Code in Java Source File

You can embed your JavaScript code in Java source file. Java compiler will not complaint but it is not good practice when you have large source code. In the following example, we are evaluating JavaScript code.

1. **import** javax.script.\*;
2. **public** **class** NashornExample {
3. **public** **static** **void** main(String[] args) **throws** Exception{
4. // Creating script engine
5. ScriptEngine ee = **new** ScriptEngineManager().getEngineByName("Nashorn");
6. // Evaluating Nashorn code
7. ee.eval("print('Hello Nashorn');");
8. }
9. }

Output:

Hello Nashorn

Example: Embedding JavaScript Expression

You can embed JavaScript expressions and variables in JavaScript code. In the following code we are embedding a variable to string. To execute this program you need to pass a flag -scripting in command-line.

*File: hello.js*

1. var hello = function(msg){
2. print("Hello ${msg}");
3. };
4. hello("Nashron");

**Command:** jjs -scripting hello.js

Output:

Hello Nashorn

Heredocs

In Nashorn, heredocs are simply multi-line strings. You can create it with << followed by a special termination marker, which is EOF. You can also embed JavaScript expressions in ${...} expressions.

Example : Heredocs in JavaScript File

*file: hello.js*

1. var message = <<EOF
2. This is a java script file
3. it contains multiple lines
4. of code.
5. let's execute.
6. EOF
7. print(message)

**Command:** jjs -scripting hello.js

Output:

This is a java script file

it contains multiple lines

of code.

let's execute.

Example: Setting JavaScript variable in Java File

You can pass value to JavaScript variable in the Java file. In the followed example, we are binding and passing variable to JavaScript file.

*File: hello.js*

1. print("Hello "+name);

*File: NashornExample.java*

1. **import** javax.script.\*;
2. **import** java.io.\*;
3. **public** **class** NashornExample {
4. **public** **static** **void** main(String[] args) **throws** Exception{
5. // Creating script engine
6. ScriptEngine ee = **new** ScriptEngineManager().getEngineByName("Nashorn");
7. //Binding script and Define scope of script
8. Bindings bind = ee.getBindings(ScriptContext.ENGINE\_SCOPE);
9. bind.put("name", "Nashorn");
10. // Reading Nashorn file
11. ee.eval(**new** FileReader("js/hello.js"));
12. }
13. }

Output:

Hello Nashorn

Import Java Package in JavaScript File

Java provides a facility to import Java package inside the JavaScript code. Here, we are using two approaches to import Java packages.

Example1: Import Java Package in JavaScript File

*File: hello.js*

1. print(java.lang.Math.sqrt(4));

Output:

2

Example2: Import Java Package in JavaScript File

*File: hello.js*

1. var importFile = **new** JavaImporter(java.util);
2. var a = **new** importFile.ArrayList();
3. a.add(12);
4. a.add(20);
5. print(a);
6. print(a.getClass());

Output:

[12, 20]

class java.util.ArrayList

Example3: Import Java Package in JavaScript File

you can import multiple packages at the same time.

*File: hello.js*

1. var importIt = **new** JavaImporter(java.lang.String,java.util,java.io);
2. with (importIt) {
3. var linkedHS = **new** LinkedHashSet();
4. linkedHS.add(**new** File("abc"));
5. linkedHS.add(**new** File("hello.js"));
6. linkedHS.add("india".toUpperCase());
7. }
8. print(linkedHS);

Output:

[abc, hello.js, INDIA]

Calling JavaScript function inside Java code

You can call JavaScript function inside the Java file. In the followed example, we are calling JavaScript functions.

Example: Calling function inside Java code

*File: hello.js*

1. var functionDemo1 = function(){
2. print("This is JavaScript function");
3. }
4. var functionDemo2 = function(message){
5. print("Hello "+message);
6. }

*File: NashornExample.java*

1. **import** javax.script.\*;
2. **import** java.io.\*;
3. **public** **class** NashornExample {
4. **public** **static** **void** main(String[] args) **throws** Exception{
5. // Creating script engine
6. ScriptEngine ee = **new** ScriptEngineManager().getEngineByName("Nashorn");
7. // Reading Nashorn file
8. ee.eval(**new** FileReader("js/hello.js"));
9. Invocable invocable = (Invocable)ee;
10. // calling a function
11. invocable.invokeFunction("functionDemo1");
12. // calling a function and passing variable as well.
13. invocable.invokeFunction("functionDemo2","Nashorn");
14. }
15. }

Output:

This is JavaScript function

Hello Nashorn

* JDBC Improvements

#### 1) The JDBC-ODBC Bridge has been removed.

Oracle does not support the JDBC-ODBC Bridge. Oracle recommends that you use JDBC drivers provided by the vendor of your database instead of the JDBC-ODBC Bridge.

#### 2) Added some new features in JDBC 4.2.

Java JDBC 4.2 introduces the following features:

* Addition of REF\_CURSOR support.
* Addition of java.sql.DriverAction Interface
* Addition of security check on deregisterDriver Method in DriverManager Class
* Addition of the java.sql.SQLType Interface
* Addition of the java.sql.JDBCType Enum
* Add Support for large update counts
* Changes to the existing interfaces
* Rowset 1.2: Lists the enhancements for JDBC RowSet.

Java JDBC DriverAction

It is an interface that must be implemented when a Driver wants to be notified by DriverManager. It is added in java.sql package and contains only one abstract method.

### DriverAction Method

|  |  |
| --- | --- |
| **Method** | **Description** |
| void deregister() | This method called by DriverManager.deregisterDriver(Driver) to notify the JDBC driver that it was de-registered. |

The deregister method is intended only to be used by JDBC Drivers and not by applications.

JDBC drivers are recommended not to implement the DriverAction in a public class.

If there are active connections to the database at the time that the deregister method is called, it is implementation specific as to whether the connections are closed or allowed to continue. Once this method is called, it is implementation specific as to whether the driver may limit the ability to create new connections to the database, invoke other Driver methods or throw a SQLException.

## Java JDBC4.2 DriverAction Example

1. **import** java.sql.\*;
2. // implementing DriverAction interface
3. **class** JdbcExample **implements** DriverAction{
4. // implementing deregister method of DriverAction interface
5. @Override
6. **public** **void** deregister() {
7. System.out.println("Driver deregistered");
8. }
9. **public** **static** **void** main(String args[]){
10. **try**{
11. // Creating driver instance
12. Driver driver = **new** com.mysql.jdbc.Driver();
13. // Creating Action Driver
14. DriverAction da = **new** JdbcExample();
15. // Registering driver by passing driver and driverAction
16. DriverManager.registerDriver(driver, da);
17. // Creating connection
18. Connection con=DriverManager.getConnection("jdbc:mysql://localhost:3306/student","root","mysql");
19. //Here student is database name, root is username and password is mysql
20. Statement stmt=con.createStatement();
21. // Executing SQL query
22. ResultSet rs=stmt.executeQuery("select \* from user");
23. **while**(rs.next()){
24. System.out.println(rs.getInt(1)+""+rs.getString(2)+""+rs.getString(3));
25. }
26. // Closing connection
27. con.close();
28. // Calling deregisterDriver method
29. DriverManager.deregisterDriver(driver);
30. }**catch**(Exception e){ System.out.println(e);}
31. }
33. }

Output:

1 Arun 25

2 irfan 22

3 Neraj kumar 25

Driver deregistered

## Java JDBC SQLType

This interface is used to identify a generic SQL type, JDBC type or a vendor specific data type.

It provides following methods.

|  |  |
| --- | --- |
| **Method** | **Description** |
| String getName() | It returns the SQLType name that represents a SQL data type. |
| String getVendor() | It returns the name of the vendor that supports this data type. The value returned typically is the package name for this vendor. |
| Integer getVendorTypeNumber() | It returns the vendor specific type number for the data type. |

## Java JDBCType

It is an Enumeration which defines the constants that are used to identify generic SQL types, called JDBC types. It extends java.lang.Enum and implements java.sql.SQLType.

## JDBCType Fields

The following table contains constants defined in the JDBCType.

|  |  |
| --- | --- |
| **Enum constant** | **Description** |
| public static final JDBCType ARRAY | It identifies the generic SQL type ARRAY. |
| public static final JDBCType BIGINT | It identifies the generic SQL type BIGINT. |
| public static final JDBCType BIT | It identifies the generic SQL type BIT. |
| public static final JDBCType BLOB | It identifies the generic SQL type BLOB. |
| public static final JDBCType BOOLEAN | It identifies the generic SQL type BOOLEAN. |
| public static final JDBCType CHAR | It identifies the generic SQL type CHAR. |
| public static final JDBCType CLOB | It identifies the generic SQL type CLOB. |
| public static final JDBCType DATALINK | It identifies the generic SQL type DATALINK. |
| public static final JDBCType DATE | It identifies the generic SQL type DATE. |
| public static final JDBCType DECIMAL | It identifies the generic SQL type DECIMAL. |
| public static final JDBCType DISTINCT | It identifies the generic SQL type DISTINCT. |
| public static final JDBCType DOUBLE | It identifies the generic SQL type DOUBLE. |
| public static final JDBCType FLOAT | It identifies the generic SQL type FLOAT. |
| public static final JDBCType INTEGER | It identifies the generic SQL type INTEGER. |
| public static final JDBCType JAVA\_OBJECT | It indicates that the SQL type is database-specific and gets mapped to a Java object that can be accessed via the methods getObject and setObject. |
| Public static final JDBCType LONGNVARCHAR | It identifies the generic SQL type LONGNVARCHAR. |
| public static final JDBCType NCHAR | It identifies the generic SQL type NCHAR. |
| public static final JDBCType NCLOB | It identifies the generic SQL type NCLOB. |
| public static final JDBCType NULL | It identifies the generic SQL value NULL. |
| public static final JDBCType NUMERIC | It identifies the generic SQL type NUMERIC. |
| public static final JDBCType NVARCHAR | It identifies the generic SQL type NVARCHAR. |
| public static final JDBCType OTHER | It indicates that the SQL type is database-specific and gets mapped to a Java object that can be accessed via the methods getObject and setObject. |
| public static final JDBCType REAL | It identifies the generic SQL type REAL.Identifies the generic SQL type VARCHAR. |
| public static final JDBCType REF | It identifies the generic SQL type REF. |
| public static final JDBCType REF\_CURSOR | It identifies the generic SQL type REF\_CURSOR. |
| public static final JDBCType ROWID | It identifies the SQL type ROWID. |
| public static final JDBCType SMALLINT | It identifies the generic SQL type SMALLINT. |
| public static final JDBCType SQLXML | It identifies the generic SQL type SQLXML. |
| public static final JDBCType STRUCT | It identifies the generic SQL type STRUCT. |
| public static final JDBCType TIME | It identifies the generic SQL type TIME. |
| public static final JDBCType TIME\_WITH\_TIMEZONE | It identifies the generic SQL type TIME\_WITH\_TIMEZONE. |
| public static final JDBCType TIMESTAMP | It identifies the generic SQL type TIMESTAMP. |
| public static final JDBCType TIMESTAMP\_WITH\_TIMEZONE | It identifies the generic SQL type TIMESTAMP\_WITH\_TIMEZONE. |
| public static final JDBCType TINYINT | It identifies the generic SQL type TINYINT. |
| public static final JDBCType VARBINARY | It identifies the generic SQL type VARBINARY. |
| public static final JDBCType VARCHAR | It identifies the generic SQL type VARCHAR. |

## JDBCType Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| public String getName() | It returns the SQLType name that represents a SQL data type. |
| public String getVendor() | It returns the name of the vendor that supports this data type. |
| public Integer getVendorTypeNumber() | It returns the vendor specific type number for the data type. |
| public static JDBCType valueOf(int type) | It returns the JDBCType that corresponds to the specified Types value. It throws IllegalArgumentException, if this enum type has no constant with the specified Types value. |
| public static JDBCType valueOf(String name) | It returns the enum constant of this type with the specified name. The string must match exactly an identifier used to declare an enum constant in this type. It throws IllegalArgumentException, if this enum type has no constant with the specified name. It throws NullPointerException, if the argument is null. |
| public static JDBCType[] values() | It returns an array containing the constants of this enum type, in the order they are declared. This method may be used to iterate over the constants. |

* Java 8 Streams

**Streams vs. Collections**

All of us have watch online videos on youtube or some other such website. When you start watching video, a small portion of file is first loaded into your computer and start playing. You don’t need to download complete video before start playing it. This is called streaming. I will try to relate this concept with respect to collections and differentiate with Streams.

At the basic level, the difference between Collections and Streams has to do with when things are computed. A **Collection is an in-memory data structure**, which holds all the values that the data structure currently has—every element in the Collection has to be computed before it can be added to the Collection. A **Stream is a conceptually fixed data structure, in which elements are computed on demand**. This gives rise to significant programming benefits. The idea is that a user will extract only the values they require from a Stream, and these elements are only produced—invisibly to the user—as and when required. This is a form of a producer-consumer relationship.

In java, java.util.Stream represents a stream on which one or more operations can be performed. Stream **operations are either intermediate or terminal**. While **terminal operations return a result of a certain type**, **intermediate operations return the stream itself** so you can chain multiple method calls in a row. Streams are created on a source, e.g. a java.util.Collection like lists or sets (maps are not supported). Stream operations can either be executed sequential or parallel.

Based on above points, if we list down the various characteristics of Stream, they will be as follows:

* Not a data structure
* Designed for lambdas
* Do not support indexed access
* Can easily be outputted as arrays or lists
* Lazy access supported
* Parallelizable
* Stream does not store elements. It simply conveys elements from a source such as a data structure, an array, or an I/O channel, through a pipeline of computational operations.
* Stream is functional in nature. Operations performed on a stream does not modify it's source. For example, filtering a Stream obtained from a collection produces a new Stream without the filtered elements, rather than removing elements from the source collection.
* Stream is lazy and evaluates code only when required.
* The elements of a stream are only visited once during the life of a stream. Like an Iterator, a new stream must be generated to revisit the same elements of the source.

You can use stream to filter, collect, print, and convert from one data structure to other etc. In the following examples, we have apply various operations with the help of stream.

**Java Stream Interface Methods**

|  |  |
| --- | --- |
| **Methods** | **Description** |
| boolean allMatch(Predicate<? super T> predicate) | It returns all elements of this stream which match the provided predicate. If the stream is empty then true is returned and the predicate is not evaluated. |
| boolean anyMatch(Predicate<? super T> predicate) | It returns any element of this stream that matches the provided predicate. If the stream is empty then false is returned and the predicate is not evaluated. |
| static <T> Stream.Builder<T> builder() | It returns a builder for a Stream. |
| <R,A> R collect(Collector<? super T,A,R> collector) | It performs a mutable reduction operation on the elements of this stream using a Collector. A Collector encapsulates the functions used as arguments to collect(Supplier, BiConsumer, BiConsumer), allowing for reuse of collection strategies and composition of collect operations such as multiple-level grouping or partitioning. |
| <R> R collect(Supplier<R> supplier, BiConsumer<R,? super T> accumulator, BiConsumer<R,R> combiner) | It performs a mutable reduction operation on the elements of this stream. A mutable reduction is one in which the reduced value is a mutable result container, such as an ArrayList, and elements are incorporated by updating the state of the result rather than by replacing the result. |
| static <T> Stream<T> concat(Stream<? extends T> a, Stream<? extends T> b) | It creates a lazily concatenated stream whose elements are all the elements of the first stream followed by all the elements of the second stream. The resulting stream is ordered if both of the input streams are ordered, and parallel if either of the input streams is parallel. When the resulting stream is closed, the close handlers for both input streams are invoked. |
| long count() | It returns the count of elements in this stream. This is a special case of a reduction. |
| Stream<T> distinct() | It returns a stream consisting of the distinct elements (according to Object.equals(Object)) of this stream. |
| static <T> Stream<T> empty() | It returns an empty sequential Stream. |
| Stream<T> filter(Predicate<? super T> predicate) | It returns a stream consisting of the elements of this stream that match the given predicate. |
| Optional<T> findAny() | It returns an Optional describing some element of the stream, or an empty Optional if the stream is empty. |
| Optional<T> findFirst() | It returns an Optional describing the first element of this stream, or an empty Optional if the stream is empty. If the stream has no encounter order, then any element may be returned. |
| <R> Stream<R> flatMap(Function<? super T,? extends Stream<? extends R>> mapper) | It returns a stream consisting of the results of replacing each element of this stream with the contents of a mapped stream produced by applying the provided mapping function to each element. Each mapped stream is closed after its contents have been placed into this stream. (If a mapped stream is null an empty stream is used, instead.) |
| DoubleStream flatMapToDouble(Function<? super T,? extends DoubleStream> mapper) | It returns a DoubleStream consisting of the results of replacing each element of this stream with the contents of a mapped stream produced by applying the provided mapping function to each element. Each mapped stream is closed after its contents have placed been into this stream. (If a mapped stream is null an empty stream is used, instead.) |
| IntStream flatMapToInt(Function<? super T,? extends IntStream> mapper) | It returns an IntStream consisting of the results of replacing each element of this stream with the contents of a mapped stream produced by applying the provided mapping function to each element. Each mapped stream is closed after its contents have been placed into this stream. (If a mapped stream is null an empty stream is used, instead.) |
| LongStream flatMapToLong(Function<? super T,? extends LongStream> mapper) | It returns a LongStream consisting of the results of replacing each element of this stream with the contents of a mapped stream produced by applying the provided mapping function to each element. Each mapped stream is closed after its contents have been placed into this stream. (If a mapped stream is null an empty stream is used, instead.) |
| void forEach(Consumer<? super T> action) | It performs an action for each element of this stream. |
| void forEachOrdered(Consumer<? super T> action) | It performs an action for each element of this stream, in the encounter order of the stream if the stream has a defined encounter order. |
| static <T> Stream<T> generate(Supplier<T> s) | It returns an infinite sequential unordered stream where each element is generated by the provided Supplier. This is suitable for generating constant streams, streams of random elements, etc. |
| static <T> Stream<T> iterate(T seed,UnaryOperator<T> f) | It returns an infinite sequential ordered Stream produced by iterative application of a function f to an initial element seed, producing a Stream consisting of seed, f(seed), f(f(seed)), etc. |
| Stream<T> limit(long maxSize) | It returns a stream consisting of the elements of this stream, truncated to be no longer than maxSize in length. |
| <R> Stream<R> map(Function<? super T,? extends R> mapper) | It returns a stream consisting of the results of applying the given function to the elements of this stream. |
| DoubleStream mapToDouble(ToDoubleFunction<? super T> mapper) | It returns a DoubleStream consisting of the results of applying the given function to the elements of this stream. |
| IntStream mapToInt(ToIntFunction<? super T> mapper) | It returns an IntStream consisting of the results of applying the given function to the elements of this stream. |
| LongStream mapToLong(ToLongFunction<? super T> mapper) | It returns a LongStream consisting of the results of applying the given function to the elements of this stream. |
| Optional<T> max(Comparator<? super T> comparator) | It returns the maximum element of this stream according to the provided Comparator. This is a special case of a reduction. |
| Optional<T> min(Comparator<? super T> comparator) | It returns the minimum element of this stream according to the provided Comparator. This is a special case of a reduction. |
| boolean noneMatch(Predicate<? super T> predicate) | It returns elements of this stream match the provided predicate. If the stream is empty then true is returned and the predicate is not evaluated. |
| @SafeVarargs static <T> Stream<T> of(T... values) | It returns a sequential ordered stream whose elements are the specified values. |
| static <T> Stream<T> of(T t) | It returns a sequential Stream containing a single element. |
| Stream<T> peek(Consumer<? super T> action) | It returns a stream consisting of the elements of this stream, additionally performing the provided action on each element as elements are consumed from the resulting stream. |
| Optional<T> reduce(BinaryOperator<T> accumulator) | It performs a reduction on the elements of this stream, using an associative accumulation function, and returns an Optional describing the reduced value, if any. |
| T reduce(T identity, BinaryOperator<T> accumulator) | It performs a reduction on the elements of this stream, using the provided identity value and an associative accumulation function, and returns the reduced value. |
| <U> U reduce(U identity, BiFunction<U,? super T,U> accumulator, BinaryOperator<U> combiner) | It performs a reduction on the elements of this stream, using the provided identity, accumulation and combining functions. |
| Stream<T> skip(long n) | It returns a stream consisting of the remaining elements of this stream after discarding the first n elements of the stream. If this stream contains fewer than n elements then an empty stream will be returned. |
| Stream<T> sorted() | It returns a stream consisting of the elements of this stream, sorted according to natural order. If the elements of this stream are not Comparable, a java.lang.ClassCastException may be thrown when the terminal operation is executed. |
| Stream<T> sorted(Comparator<? super T> comparator) | It returns a stream consisting of the elements of this stream, sorted according to the provided Comparator. |
| Object[] toArray() | It returns an array containing the elements of this stream. |
| <A> A[] toArray(IntFunction<A[]> generator) | It returns an array containing the elements of this stream, using the provided generator function to allocate the returned array, as well as any additional arrays that might be required for a partitioned execution or for resizing. |

**Different ways to build streams**

##### 1) Using Stream.of(val1, val2, val3….)

public class StreamBuilders {

     public static void main(String[] args){

         Stream<Integer> stream = Stream.of(1,2,3,4,5,6,7,8,9);

         stream.forEach(p -> System.out.println(p));

     }

}

##### 2) Using Stream.of(arrayOfElements)

ublic class StreamBuilders {

     public static void main(String[] args){

         Stream<Integer> stream = Stream.of( new Integer[]{1,2,3,4,5,6,7,8,9} );

         stream.forEach(p -> System.out.println(p));

     }

}

##### 3) Using someList.stream()

public class StreamBuilders {

     public static void main(String[] args){

         List<Integer> list = new ArrayList<Integer>();

         for(int i = 1; i< 10; i++){

             list.add(i);

         }

         Stream<Integer> stream = list.stream();

         stream.forEach(p -> System.out.println(p));

     }

}

* Streams filter() and collect ()

Before Java 8, filter a List like this:

import java.util.ArrayList;

import java.util.Arrays;

import java.util.List;

public class BeforeJava8 {

public static void main(String[] args) {

List<String> lines = Arrays.asList("amit", "amey", "ajit");

List<String> result = getFilterOutput(lines, "amey");

for (String temp : result) {

System.out.println(temp);

}

}

private static List<String> getFilterOutput(List<String> lines, String filter) {

List<String> result = new ArrayList<>();

for (String line : lines) {

if (!"amey".equals(line)) { // we dont like mkyong

result.add(line);

}

}

return result;

}

}

Output

amit

ajit

The equivalent example in Java 8, stream.filter() to filter a List, and  () to convert a stream into a List.

package com.mkyong.java8;

import java.util.Arrays;

import java.util.List;

import java.util.stream.Collectors;

public class NowJava8 {

public static void main(String[] args) {

List<String> lines = Arrays.asList("amit", "amey", "ajit");

List<String> result = lines.stream() // convert list to stream

.filter(line -> !"amey".equals(line)) // we dont like mkyong

.collect(Collectors.toList()); // collect the output and convert streams to a List

result.forEach(System.out::println); //output : spring, node

}

}

* Streams filter( ), findAny( ) and orElse( )

**Person.java**

**package** com.java8.streams;

**public** **class** Person {

**private** String name;

**private** **int** age;

**public** Person(String name, **int** age) {

**this**.name = name;

**this**.age = age;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** **int** getAge() {

**return** age;

}

**public** **void** setAge(**int** age) {

**this**.age = age;

}

}

**BeforeJava8.java:**

**import** java.util.Arrays;

**import** java.util.List;

**public** **class** BeforeJava8 {

**public** **static** **void** main(String[] args) {

List<Person> persons = Arrays.*asList*(

**new** Person("mkyong", 30),

**new** Person("jack", 20),

**new** Person("lawrence", 40)

);

Person result = getPersonByName (persons, "jack");

System.***out***.println(result.getName()+"\t"+result.getAge());

}

**private** **static** Person getPersonByName(List<Person> persons, String name) {

Person result = **null**;

**for** (Person temp : persons) {

**if** (name.equals(temp.getName())) {

result = temp;

}

}

**return** result;

}

}

Output

Person{name='jack', age=20}

The equivalent example in Java 8, use stream.filter() to filter a List, and .findAny().orElse (null) to return an object conditional.

**NowJava8.java:**

**package** com.java8.streams;

**import** java.util.Arrays;

**import** java.util.List;

**public** **class** NowJava8 {

**public** **static** **void** main(String[] args) {

List<Person> persons = Arrays.*asList*(

**new** Person("mkyong", 30),

**new** Person("jack", 20),

**new** Person("lawrence", 40)

);

Person result1 = persons.stream() // Convert to steam

.filter(x -> "jack".equals(x.getName())) // we want "jack" only

.findAny() // If 'findAny' then return found

.orElse(**null**); // If not found, return null

System.***out***.println(result1.getName()+"\t"+result1.getAge());

Person result2 = persons.stream()

.filter(x -> "ahmook".equals(x.getName()))

.findAny()

.orElse(**null**);

System.***out***.println(result2);

}

}

Output :

Person{name='jack', age=20}

null

**For multiple condition**

**package** com.java8.streams;

**import** java.util.Arrays;

**import** java.util.List;

**public** **class** NowJava8 {

**public** **static** **void** main(String[] args) {

List<Person> persons = Arrays.*asList*(

**new** Person("mkyong", 30),

**new** Person("jack", 20),

**new** Person("lawrence", 40)

);

Person result1 = persons.stream()

.filter((p) -> "jack".equals(p.getName()) && 20 == p.getAge())

.findAny()

.orElse(**null**);

System.***out***.println(result1.getName()+"\t"+result1.getAge());

//or like this

Person result2 = persons.stream()

.filter(p -> {

**if** ("jack".equals(p.getName()) && 20 == p.getAge()) {

**return** **true**;

}

**return** **false**;

}).findAny()

.orElse(**null**);

System.***out***.println(result2.getName()+"\t"+result2.getAge());

}

}

* Streams filter() and map()

**package** com.java8.streams;

**import** java.util.Arrays;

**import** java.util.List;

**import** java.util.stream.Collectors;

**public** **class** NowJava8 {

**public** **static** **void** main(String[] args) {

List<Person> persons = Arrays.*asList*(

**new** Person("mkyong", 30),

**new** Person("jack", 20),

**new** Person("lawrence", 40)

);

String name = persons.stream()

.filter(x -> "jack".equals(x.getName()))

.map(Person::getName) //convert stream to String

.findAny()

.orElse("");

System.***out***.println("name : " + name);

List<String> collect = persons.stream()

.map(Person::getName)

.collect(Collectors.*toList*());

collect.forEach(System.***out***::println);

}

}
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**package** com.java8.streams;

**import** java.util.Arrays;

**import** java.util.IntSummaryStatistics;

**import** java.util.List;

**import** java.util.Random;

**import** java.util.stream.Collectors;

**public** **class** StreamTest {

**public** **static** **void** main(String[] args) {

List<String> strings = Arrays.*asList*("abc", "", "bc", "efg", "abcd","", "jkl");

**int** count = (**int**) strings.stream().filter(string->string.isEmpty()).count();

System.***out***.println("Empty Strings: " + count);

count = (**int**) strings.stream().filter(string -> string.length() == 3).count();

System.***out***.println("Strings of length 3: " + count);

List<String> filtered = strings.stream().filter(string ->!string.isEmpty()).collect(Collectors.*toList*());

System.***out***.println("Filtered List: " + filtered);

String mergedString = strings.stream().filter(string ->!string.isEmpty()).collect(Collectors.*joining*(", "));

System.***out***.println("Merged String: " + mergedString);

List<Integer> integers = Arrays.*asList*(1,2,13,4,15,6,17,8,19);

IntSummaryStatistics stats = integers.stream().mapToInt((x) ->x).summaryStatistics();

System.***out***.println("Highest number in List : " + stats.getMax());

System.***out***.println("Lowest number in List : " + stats.getMin());

System.***out***.println("Sum of all numbers : " + stats.getSum());

System.***out***.println("Average of all numbers : " + stats.getAverage());

System.***out***.println("Random Numbers: ");

Random random = **new** Random();

random.ints().limit(10).sorted().forEach(System.***out***::println);

count = (**int**) strings.parallelStream().filter(string -> string.isEmpty()).count();

System.***out***.println("Empty Strings: " + count);

}

}

* Java 8 Date

## Why do we need new Java Date Time API?

1. Java Date Time classes are not defined consistently, we have Date Class in both java.util as well as java.sql packages. Again formatting and parsing classes are defined in java.text package.
2. java.util.Date contains both date and time, whereas java.sql.Date contains only date. Having this in java.sql package doesn’t make sense. Also both the classes have same name, that is a very bad design itself.
3. There are no clearly defined classes for time, timestamp, formatting and parsing. We have java.text.DateFormat abstract class for parsing and formatting need. Usually SimpleDateFormat class is used for parsing and formatting.
4. All the Date classes are mutable, so they are not thread safe. It’s one of the biggest problem with Java Date and Calendar classes.
5. Date class doesn’t provide internationalization, there is no timezone support. So java.util.Calendar and java.util.TimeZone classes were introduced, but they also have all the problems listed above.

There are some other issues with the methods defined in Date and Calendar classes but above problems make it clear that a robust Date Time API was needed in Java. That’s why [Joda Time](http://www.joda.org/joda-time/" \t "_blank) played a key role as a quality replacement for Java Date Time requirements.

## Why Joda Time?

The standard date and time classes prior to Java SE 8 are poor. By tackling this problem head-on, Joda-Time became the de facto standard date and time library for Java prior to Java SE 8. Note that from Java SE 8 onwards, users are asked to migrate to java.time (JSR-310) - a core part of the JDK which replaces this project.

The design allows for multiple calendar systems, while still providing a simple API. The “default” calendar is the [ISO8601](http://www.joda.org/joda-time/cal_iso.html) standard which is used by many other standards. The Gregorian, Julian, Buddhist, Coptic, Ethiopic and Islamic calendar systems are also included. Supporting classes include time zone, duration, format and parsing.

## Java 8 Date Time API Packages

1. **java.time Package**: This is the base package of new Java Date Time API. All the major base classes are part of this package, such **as LocalDate, LocalTime, LocalDateTime, Instant, Period, Duration** etc. All of these classes are immutable and thread safe. Most of the times, these classes will be sufficient for handling common requirements.
2. **java.time.chrono Package**: This package defines generic APIs for non ISO calendar systems. We can extend **AbstractChronology** class to create our own calendar system.
3. **java.time.format Package**: This package contains classes used for formatting and parsing date time objects. Most of the times, we would not be directly using them because principle classes in java.time package provide formatting and parsing methods.
4. **java.time.temporal Package**: This package contains temporal objects and we can use it for find out specific date or time related to date/time object. For example, we can use these to find out the first or last day of the month. You can identify these methods easily because they always have format “withXXX”.
5. **java.time.zone Package**: This package contains classes for supporting different time zones and their rules.

* Java 8 Collection API Improvements

## Sorting Map directly with Comparators.

As we know Map is in order, it is a lot of struggle to get it sorted. Now Map interface added default methods which gives you comparators for different styles like comparingByKey, comparingByValue.

Map<String, String> map = new HashMap<>();

map.put("C", "c");

map.put("B", "b");

map.put("Z", "z");

List<Map.Entry<String, String>> sortedByKey = map.entrySet().stream().sorted(Map.Entry.comparingByKey())

.collect(Collectors.toList());

sortedByKey.forEach(System.out**::println**);

output :

B=b

C=c

Z=z

1. **Iterate over map easily with forEach**

Map<**String**, **String**> map = **new** HashMap<>();

map.put("C", "c");

map.put("B", "b");

map.put("Z", "z");

map.forEach((k, v) -> System.out.println("Key : " + k + " Value : " + v));

* Java 8 Optional Class

***Optional is a container type for a value which may be absent***  
Consider the following function which takes a user id, fetches the user’s details with the given id from the database and returns it -

User findUserById(String userId) { ... };

If userId is not present in the database then the above function returns null. Now, let’s consider the following code written by a client -

User user = findUserById("667290");

System.out.println("User's Name = " + user.getName());

A common NullPointerException situation, right? The developer forgot to add the null check in his code. If userId is not present in the database, then the above code snippet will throw a NullPointerException.

Now, let’s understand how Optional will help you mitigate the risk of running into NullPointerException here -

Optional<User> findUserById(String userId) { ... };

By returning Optional<User> from the function, we have made it clear to the clients of this function that there might not be a User with the given userId. Now the clients of this function are **explicitly forced** to handle this fact.

The client code can now be written as -

Optional<User> optional = findUserById("667290");

optional.ifPresent(user -> {

System.out.println("User's name = " + user.getName());

})

Once you have an Optional object, you can use various utility methods to work with the Optional. The ifPresent()method in the above example calls the supplied [lambda expression](https://www.callicoder.com/java-lambda-expression-tutorial/) if the user is present, otherwise it does nothing.

Well! You get the idea here right? The client is now **forced** by the type system to write the Optional check in his code.

## Creating an Optional object

**1. Create an empty Optional**

An empty Optional Object describes the absence of a value.

Optional<User> user = Optional.empty();

**2. Create an Optional with a non-null value -**

User user = new User("667290", "Rajeev Kumar Singh");

Optional<User> userOptional = Optional.of(user);

If the argument supplied to Optional.of() is null, then it will throw a NullPointerException immediately and the Optional object won’t be created.

**3. Create an Optional with a value which may or may not be null -**

Optional<User> userOptional = Optional.ofNullable(user);

If the argument passed to Optional.ofNullable() is non-null, then it returns an Optional containing the specified value, otherwise it returns an empty Optional.

## Checking the presence of a value

**1. isPresent()**

isPresent() method returns true if the Optional contains a non-null value, otherwise it returns false.

if(optional.isPresent()) {

// value is present inside Optional

System.out.println("Value found - " + optional.get());

} else {

// value is absent

System.out.println("Optional is empty");

}

**2. ifPresent()**

ifPresent() method allows you to pass a [Consumer](https://docs.oracle.com/javase/8/docs/api/java/util/function/Consumer.html) function that is executed if a value is present inside the Optional object.

It does nothing if the Optional is empty.

optional.ifPresent(value -> {

System.out.println("Value found - " + value);

});

Note that I have supplied a lambda expression to the ifPresent() method. This makes the code more readable and concise.

## Retrieving the value using get() method

Optional’s get() method returns a value if it is present, otherwise it throws [NoSuchElementException](https://docs.oracle.com/javase/8/docs/api/java/util/NoSuchElementException.html).

User user = optional.get()

**You should avoid using get() method on your Optionals without first checking whether a value is present or not, because it throws an exception if the value is absent.**

## Returning default value using orElse()

orElse() is great when you want to return a default value if the Optional is empty. Consider the following example -

// return "Unknown User" if user is null

User finalUser = (user != null) ? user : new User("0", "Unknown User");

Now, let’s see how we can write the above logic using Optional’s orElse() construct -

// return "Unknown User" if user is null

User finalUser = optionalUser.orElse(new User("0", "Unknown User"));

## Returning default value using orElseGet()

Unlike orElse(), which returns a default value directly if the Optional is empty, orElseGet() allows you to pass a [Supplier](https://docs.oracle.com/javase/8/docs/api/java/util/function/Supplier.html) function which is invoked when the Optional is empty. The result of the Supplier function becomes the default value of the Optional -

User finalUser = optionalUser.orElseGet(() -> {

return new User("0", "Unknown User");

});

## Throw an exception on absence of a value

You can use orElseThrow() to throw an exception if Optional is empty. A typical scenario in which this might be useful is - returning a custom ResourceNotFound() exception from your REST API if the object with the specified request parameters does not exist.

@GetMapping("/users/{userId}")

public User getUser(@PathVariable("userId") String userId) {

return userRepository.findByUserId(userId).orElseThrow(

() -> new ResourceNotFoundException("User not found with userId " + userId);

);

}

## Filtering values using filter() method

Let’s say you have an Optional object of User. You want to check its gender and call a function if it’s a MALE. Here is how you would do it using old school method -

if(user != null && user.getGender().equalsIgnoreCase("MALE")) {

// call a function

}

Now, let’s use Optional along with filter to achieve the same -

userOptional.filter(user -> user.getGender().equalsIgnoreCase("MALE"))

.ifPresent(() -> {

// Your function

})

The filter() method takes a predicate as an argument. If the Optional contains a non-null value and the value matches the given predicate, then filter() method returns an Optional with that value, otherwise it returns an empty Optional.

So, the function inside ifPresent() in the above example will be called if and only if the Optional contains a user and user is a MALE.

## Extracting and transforming values using map()

Let’s say that you want to get the address of a user if it is present and print it if the user is from India.

Considering the following getAddress() method inside User class -

Address getAddress() {

return this.address;

}

Here is how you would achieve the desired result -

if(user != null) {

Address address = user.getAddress();

if(address != null && address.getCountry().equalsIgnoreCase("India")) {

System.out.println("User belongs to India");

}

}

Now, let’s see how we can get the same result using map() method -

userOptional.map(User::getAddress)

.filter(address -> address.getCountry().equalsIgnoreCase("India"))

.ifPresent(() -> {

System.out.println("User belongs to India");

});

You see how concise and readable the above code is? Let’s break the above code snippet and understand it in detail -

// Extract User's address using map() method.

Optional<Address> addressOptional = userOptional.map(User::getAddress)

// filter address from India

Optional<Address> indianAddressOptional = addressOptional.filter(address -> address.getCountry().equalsIgnoreCase("India"));

// Print, if country is India

indianAddressOptional.ifPresent(() -> {

System.out.println("User belongs to India");

});

In the above example, map() method returns an empty Optional in the following cases - 1. user is absent in userOptional. 2. user is present but getAdderess() returns null.

otherwise, it returns an Optional<Address> containing user’s address.

## Cascading Optionals using flatMap()

Let’s consider the above map() example again. You might ask that if user’s address can be null then why the heck aren’t you returning an Optional<Address> instead of plain Address from getAddress() method?

And, You’re right! Let’s correct that, let’s now assume that getAddress() returns Optional<Address>. Do you think that above code will still work?

The answer is no! The problem is the following line -

Optional<Address> addressOptional = userOptional.map(User::getAddress)

Since getAddress() returns Optional<Address>, the return type of userOptional.map() will be Optional<Optional<Address>>

Optional<Optional<Address>> addressOptional = userOptional.map(User::getAddress)

Oops! We certainly don’t want that nested Optional. Let’s use flatMap() to correct that -

Optional<Address> addressOptional = userOptional.flatMap(User::getAddress)

Cool! So, Rule of thumb here - if the mapping function returns an Optional, use *flatMap()* instead of *map()* to get the flattened result from your Optional

**package** com.java8.optional;

**import** java.util.Optional;

**public** **class** OptionalBasicExample {

**public** **static** **void** main(String[] args) {

String[] str = **new** String[10];

str[5] = "JAVA OPTIONAL CLASS EXAMPLE"; // Setting value for 5th index

// It returns an empty instance of Optional class

Optional<String> empty = Optional.*empty*();

System.***out***.println(empty);

// It returns a non-empty Optional

Optional<String> value = Optional.*of*(str[5]);

// If value is present, it returns an Optional otherwise returns an empty Optional

System.***out***.println("Filtered value: "+value.filter((s)->s.equals("Abc")));

System.***out***.println("Filtered value: "+value.filter((s)->s.equals("JAVA OPTIONAL CLASS EXAMPLE")));

// It returns value of an Optional. if value is not present, it throws an NoSuchElementException

System.***out***.println("Getting value: "+value.get());

// It returns hashCode of the value

System.***out***.println("Getting hashCode: "+value.hashCode());

// It returns true if value is present, otherwise false

System.***out***.println("Is value present: "+value.isPresent());

// It returns non-empty Optional if value is present, otherwise returns an empty Optional

System.***out***.println("Nullable Optional: "+Optional.*ofNullable*(str[5]));

// It returns value if available, otherwise returns specified value,

System.***out***.println("orElse: "+value.orElse("Value is not present"));

System.***out***.println("orElse: "+empty.orElse("Value is not present"));

value.ifPresent(System.***out***::println); // printing value by using method reference

}

}  
  
![](data:image/png;base64,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)

Methods :

|  |  |
| --- | --- |
| **Methods** | **Description** |
| public static <T> Optional<T> empty() | It returns an empty Optional object. No value is present for this Optional. |
| public static <T> Optional<T> of(T value) | It returns an Optional with the specified present non-null value. |
| public static <T> Optional<T> ofNullable(T value) | It returns an Optional describing the specified value, if non-null, otherwise returns an empty Optional. |
| public T get() | If a value is present in this Optional, returns the value, otherwise throws NoSuchElementException. |
| public boolean isPresent() | It returns true if there is a value present, otherwise false. |
| public void ifPresent(Consumer<? super T> consumer) | If a value is present, invoke the specified consumer with the value, otherwise do nothing. |
| public Optional<T> filter(Predicate<? super T> predicate) | If a value is present, and the value matches the given predicate, return an Optional describing the value, otherwise return an empty Optional. |
| public <U> Optional<U> map(Function<? super T,? extends U> mapper) | If a value is present, apply the provided mapping function to it, and if the result is non-null, return an Optional describing the result. Otherwise return an empty Optional. |
| public <U> Optional<U> flatMap(Function<? super T,Optional<U> mapper) | If a value is present, apply the provided Optional-bearing mapping function to it, return that result, otherwise return an empty Optional. |
| public T orElse(T other) | It returns the value if present, otherwise returns other. |
| public T orElseGet(Supplier<? extends T> other) | It returns the value if present, otherwise invoke other and return the result of that invocation. |
| public <X extends Throwable> T orElseThrow(Supplier<? extends X> exceptionSupplier) throws X extends Throwable | It returns the contained value, if present, otherwise throw an exception to be created by the provided supplier. |
| public boolean equals(Object obj) | Indicates whether some other object is "equal to" this Optional or not. The other object is considered equal if:   * It is also an Optional and; * Both instances have no value present or; * the present values are "equal to" each other via equals(). |
| public int hashCode() | It returns the hash code value of the present value, if any, or returns 0 (zero) if no value is present. |
| public String toString() | It returns a non-empty string representation of this Optional suitable for debugging. The exact presentation format is unspecified and may vary between implementations and versions |

* Java 8 FlatMap

 Stream.flatMap() returns the stream which will contain the elements obtained by replacement of each element of the source stream by a mapping function and and flattens the result. Mapping function will produce stream and each mapped stream is closed after applying the mapping. It is useful to apply statistical function on the stream of objects and can be coded in a single line. Optional.flatMap() applies the Optional-bearing mapping function to it if value is present.

* **Stream flatMap with List**

Here we have a List of writers. Each writer has list of books. Using Stream.flatMap() we will get stream of books from all writers. And then we will find the book with highest price. We will understand it step wise.   
**1.** Stream of writers.

{

{"Mohan",

{

{10,"AAA"}, {20,"BBB"}

}

},

{"Sohan",

{

{30,"XXX"}, {15,"ZZZ"}

}

}

}

**2.** After flatMap(writer -> writer.getBooks().stream()), find the stream of books.

{

{10,"AAA"},

{20,"BBB"},

{30,"XXX"},

{15,"ZZZ"}

}

Here the result has been flattened by flatMap().   
  
**3.** After max(new BookComparator()), find the book with maximum price.

{30,"XXX"}

**FlatmapWithList.java**

package com.concretepage;

import java.util.Arrays;

import java.util.List;

public class FlatmapWithList {

public static void main(String[] args) {

List<Book> books = Arrays.asList(new Book(10, "AAA"), new Book(20, "BBB"));

Writer w1 = new Writer("Mohan", books);

books = Arrays.asList(new Book(30, "XXX"), new Book(15, "ZZZ"));

Writer w2 = new Writer("Sohan", books);

List<Writer> writers = Arrays.asList(w1, w2);

Book book = writers.stream().flatMap(writer -> writer.getBooks().stream())

.max(new BookComparator()).get();

System.out.println("Name:"+book.getName()+", Price:"+ book.getPrice() );

}

}

**Writer.java**

package com.concretepage;

import java.util.List;

public class Writer {

private String name;

private List<Book> books;

public Writer(String name, List<Book> books) {

this.name = name;

this.books = books;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public List<Book> getBooks() {

return books;

}

public void setBooks(List<Book> books) {

this.books = books;

}

}

**Book.java**

package com.concretepage;

public class Book {

private int price;

private String name;

public Book(int price, String name) {

this.price = price;

this.name = name;

}

public int getPrice() {

return price;

}

public void setPrice(int price) {

this.price = price;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

**BookComparator.java**

package com.concretepage;

import java.util.Comparator;

public class BookComparator implements Comparator<Book> {

@Override

public int compare(Book b1, Book b2) {

if (b1.getPrice() > b2.getPrice()) {

return 1;

} else if (b1.getPrice() == b2.getPrice()) {

return 0;

} else {

return -1;

}

}

}

Find the output.

Name:XXX, Price:30

Stream flatMap with List of Lists

Here we will use flatMap with list of lists. We are creating two lists and each list is containing the objects of Book. Finally I am adding these two lists in a third list. We will find out the book with minimum price.   
**FlatmapWithListOfList.java**

package com.concretepage;

import java.util.Arrays;

import java.util.List;

public class FlatmapWithListOfList {

public static void main(String[] args) {

List<Book> list1 = Arrays.asList(new Book(10, "AAA"), new Book(20, "BBB"));

List<Book> list2 = Arrays.asList(new Book(30, "XXX"), new Book(15, "ZZZ"));

List<List<Book>> finalList = Arrays.asList(list1, list2);

Book book = finalList.stream().flatMap(list -> list.stream()).min(new BookComparator()).get();

System.out.println("Name:"+book.getName()+", Price:"+ book.getPrice() );

}

}

Find the output.

Name:AAA, Price:10

Stream flatMap with Array

Here we will use flatMap with array. I am creating a two dimensional array with integer data. Finally we will find out even numbers.   
**1.** Sample Array

{{1,2},{3,4},{5,6}}

**2.** After flatMap(row -> Arrays.stream(row))

{1,2,3,4,5,6}

**3.** After filter(num -> num%2 == 0)

{2,4,6}

Now find the example.   
**FlatMapWithArray.java**

package com.concretepage;

import java.util.Arrays;

public class FlatMapWithArray {

public static void main(String[] args) {

Integer[][] data = {{1,2},{3,4},{5,6}};

Arrays.stream(data).flatMap(row -> Arrays.stream(row)).filter(num -> num%2 == 0).

forEach(System.out::println);

}

}

Find the output.

2

4

6

Stream flatMap with Array of Objects

Here we will provide the example of flatMap with array of objects. We will create two dimensional array of Writer. This class will contain list of books. We will find the book with maximum price.   
**FlatMapWithArrayOfObject.java**

package com.concretepage;

import java.util.Arrays;

import java.util.List;

public class FlatMapWithArrayOfObject {

public static void main(String[] args) {

List<Book> books = Arrays.asList(new Book(10, "AAA"), new Book(20, "BBB"));

Writer w1 = new Writer("Mohan", books);

books = Arrays.asList(new Book(30, "CCC"), new Book(15, "DDD"));

Writer w2 = new Writer("Sohan", books);

books = Arrays.asList(new Book(45, "EEE"), new Book(25, "FFF"));

Writer w3 = new Writer("Vikas", books);

books = Arrays.asList(new Book(5, "GGG"), new Book(15, "HHH"));

Writer w4 = new Writer("Ramesh", books);

Writer[][] writerArray = {{w1,w2},{w3,w4}};

Book book = Arrays.stream(writerArray).flatMap(row -> Arrays.stream(row)).

flatMap(writer -> writer.getBooks().stream()).max(new BookComparator()).get();

System.out.println("Name:"+book.getName()+", Price:"+ book.getPrice() );

}

}

Find the output. 

Name:EEE, Price:45

Stream flatMap with Files.lines()

Files.lines() has been introduced in Java 8. It reads all the lines of the file as a stream. Here in our example we have a file with some lines. We will store all the words in a list and print it out.   
**info.txt**

My name is Mohan

Country is India

**FlatMapWithFile.java**

package com.concretepage;

import java.io.IOException;

import java.nio.charset.StandardCharsets;

import java.nio.file.Files;

import java.nio.file.Paths;

import java.util.ArrayList;

import java.util.List;

import java.util.stream.Stream;

public class FlatMapWithFile {

public static void main(String[] args) {

Stream<String> lines = null;

try {

lines = Files.lines(Paths.get("D:/cp/info.txt"), StandardCharsets.UTF\_8);

} catch (IOException e) {

e.printStackTrace();

}

Stream<String> stream = lines.flatMap(line -> Stream.of(line.split(" +")));

List<String> words = new ArrayList<>();

stream.forEach(w->words.add(w));

words.forEach(w -> System.out.println(w));

}

}

Find the output.

My

name

is

Mohan

Country

is

India

**Optional flatMap :**

Optional has been introduced in Java 8. It behaves like a container that may keep non-null value. It handles NullPointerException. flatMap is applied only if value is present. Find the example.   
**OptionalflatMap.java**

package com.concretepage;

import java.util.Optional;

public class OptionalflatMap {

public static void main(String[] args) {

Optional<PrimeMinister> primeMinister = Optional.of(new PrimeMinister("Narendra Modi", 65));

Optional<Country> country = Optional.of(new Country(primeMinister));

Optional<Person> person = Optional.of(new Person(country));

String pmName= person.flatMap(Person::getCountry).flatMap(Country::getPrimeMinister)

.map(PrimeMinister::getName).orElse("None");

System.out.println(pmName);

}

}

**Country.java**

package com.concretepage;

import java.util.Optional;

public class Country {

Optional<PrimeMinister> primeMinister;

public Country(){}

public Country(Optional<PrimeMinister> primeMinister){

this.primeMinister = primeMinister;

}

public Optional<PrimeMinister> getPrimeMinister() {

return primeMinister;

}

public void setPrimeMinister(Optional<PrimeMinister> primeMinister) {

this.primeMinister = primeMinister;

}

}

**Person.java**

package com.concretepage;

import java.util.Optional;

public class Person {

Optional<Country> country;

public Person(){}

public Person(Optional<Country> country){

this.country = country;

}

public Optional<Country> getCountry() {

return country;

}

public void setCountry(Optional<Country> country) {

this.country = country;

}

}

Find the output.

Narendra Modi