Development of improved snow cover data using MODIS snow cover product

**MODIS**

MODIS stands for Moderate Resolution Imaging Spectroradiometer. It is a sensor lunched in 1999 through terra satellite and in 2002 onboard the Aqua satellite. This satellite has 36 spectral bands with spatial resolution ranges from 250m to 1000m. The revisit time (temporal resolution of this satellite is 1-2 days. Here is detail information about MODIS (<https://modis.gsfc.nasa.gov/about/> ).

**MODIS standard snow cover product**

MODIS standard snow cover product is produced by NSIDC on regular basis. This product is based of normalized difference snow index (NDSI) followed by some additional filtering like thermal masking. The snow product is available at 500 m and 5 km spatial resolution with daily, eight days, and monthly temporal scales. For 8-day maximum snow cover extent, the cell is mapped as snow if snow is observed in a cell on any day in the period. More information about MODIS snow cover extent can be obtained from <https://modis-snow-ice.gsfc.nasa.gov/uploads/C6_MODIS_Snow_User_Guide.pdf> .

**Improved maximum 8-day snow cover product**

Muhammad and Thapa (2020) improved MODIS 8-day snow cover over High Mountain Asia which reduces overestimation and underestimation by a huge margin. The product is referred to as MOYDGL06\* and is freely available to download from <https://rds.icimod.org/TemporalTIff?id=snow> . Underestimation of snow resulting from cloud cover is reduced applying seasonal filter followed by temporal and spatial filters whereas overestimation is reduced by combining aqua and terra snow cover products. Approximately 99.98% of the cloudy pixels equivalent to 3.66% of snow and 46% of overestimation in snow were removed in MOYDGL06\* product. The detailed methodology and dataset are described in Muhammad and Thapa (2020), <https://doi.org/10.5194/essd-12-345-2020> .

**Download MODIS snow cover product**

In this exercise, we download MODIS/Terra Snow Cover 8-Day L3 product and improve it implementing the algorithm described in Muhammad and Thapa (2020).

We use R/RStudio software to download and process the data. Several base packages are installed with the basic installation. But, these packages may not be sufficient when the user want to focus on specific application. In such case, user has to either develop their own function/packages or install external packages developed by R community. Lorenzo Busetto and Luigi Ranghetti have developed a package named “MODIStsp” which allows automation of time series of rasters derived from MODIS Land Products data including MODIS snow cover product.

**NOTE:** Note: The text in the box highlighted in white is the R code. Users / participants are encouraged to run these codes in R / R Studio.

Let’s install stable version of MODIStsp package from CRAN. Note that this package requires R verison >= 3.6.3.

install.packages("MODIStsp")

You might need several dependencies for this package (e.g. raster, rgdal). Use install.packages to install each of them. With the package and dependencies installed, we are ready to begin downloading.

Let’s clean the working environment and load the package that we need to download and process MODIS snow data.

rm(list=ls())  
library(MODIStsp)

A user who is interested in knowing the names of products and layers in the packages can retrieve that information by calling MODIStsp\_get\_prodlayers().

MODIStsp\_get\_prodnames()

In this exercise, we focus on the MODIS 8-day snow product. Let's take a closer look.

MODIStsp\_get\_prodlayers("M\*D10\_A2")

Setting the working directory before starting a specific task is often preferred. It is possible to do this manually using setwd, but for this exercise, we will use a function from the rstudioapi package. This function will automatically get the path to your script and set that as the working directory. Please note that this function does not work if your R script has not been saved. Let’s install and load rstudioapi package.

install.packages("rstudioapi")

library(rstudioapi)

setwd(dirname(getActiveDocumentContext()$path))

getwd()

Creating a new folder to store downloaded files in this directory and storing them in a variable is the next step.

dir.create('downloaded\_data')  
out\_path='./downloaded\_data'

Specify the time period you are interested in. Let's select a shorter duration so that the data download becomes faster.

#define start and end date  
s\_date='2022.01.01'   
e\_date='2022.02.20'

To crop the data, we now define an area of interest. The extents should be listed in the following order: xmin (minimum longitude), ymin (minimum latitude), xmax (maximum longitude), ymax (maximum latitude). The extent provided herein is of the Hunza River Subbasin in the Indus Basin, Pakistan as projected by WGSS84 (epsg=4326). However, it can be defined in any other standard projection system.

my\_extent=c(74,35.8,76,37.1) # x1,y1,x2,y2

The package downloads data from the NSIDC website. You need to open an account (register) at Earthdata login to access the NSIDC. Type in your userID and password in the following code.

my\_Earthdata\_Login\_userID="XXX"  
my\_Earthdata\_Login\_password="YYY"

The data is ready to be downloaded now. Run the following commands to download the data.

MODIStsp(gui = FALSE,   
 out\_folder = out\_path,   
 selprod = "Snow\_Cov\_8-Day\_500m (M\*D10\_A2)",  
 sensor = 'Both',  
 bandsel = c("MAX\_SNW"),  
 quality\_bandsel = NULL,  
 indexes\_bandsel = NULL,  
 user = my\_Earthdata\_Login\_userID ,  
 password = my\_Earthdata\_Login\_password,  
 start\_date = s\_date,   
 end\_date = e\_date,   
 spatmeth = "bbox",  
 out\_format = "GTiff",  
 out\_projsel = "User Defined",  
 output\_proj = 4326,  
 out\_res\_sel ="Native",  
 resampling ="near",  
 bbox = my\_extent,  
 verbose = TRUE,  
 compress = "LZW",  
 reprocess = TRUE,  
 delete\_hdf = TRUE,  
 ts\_format = FALSE  
)

The download will create a folder (./downloaded\_data/Snow\_Cov\_8-Day\_500m\_v6/MAX\_SNW) inside out\_path which will contain the output images.

**Temporal Filter**

Before implementing temporal filter, we reclassify the original class of snow product into three different classes (snow, no snow and cloud) for both aqua and terra sensors. We reclassify missing data (0), no decision (1), night (11), cloud (50) detector saturated sensor (254) and fill (255) classes to cloud. Additionally, lake ice (100) and snow (200) is reclassified as snow (200) whereas lake (37), ocean (39) and land (25) is reclassified as land (25).

Now, we implement temporal filter to replaces the cloudy pixels with non-cloudy pixels from the chronologically preceding and subsequent images. The basis for implementing temporal filter is snow cover remained constant under continuous cloudy conditions. In this exercise, we selected four images (two preceding and two subsequent 8 d composite images) at most for removing cloudy pixels. This is based on our earlier study (Muhammad and Thapa (2020). Each cloudy pixel was compared to its corresponding pixel in the following image. In case the pixel was snow or no snow, the cloudy pixel was replaced; otherwise, the previous image was evaluated according to same criteria. The process was repeated for up to two preceding and following images if the cloud persisted. If cloud cover appears continuously in all four images, we proceed from the temporal filter to the spatial filter to remove the remaining cloudy pixels.

To begin, let's clean the working environment as usual.

rm(list=ls())

We are now going to import the necessary packages. Please make sure that you have already installed these libraries and their dependencies.

library(raster)

library(rstudioapi)

The working directory can be set manually or automatically.

#setwd(dirname(getActiveDocumentContext()$path)) ;getwd()  
setwd('C:/amrit\_2022/pakistan\_snow\_training')

Set a variable by specifying the path of the files where the 8-day snow extent product was downloaded earlier.

data\_path='./downloaded\_data/Snow\_Cov\_8-Day\_500m\_v6/MAX\_SNW'

To implement temporal filter, we make a list of all tif files of aqua and terra separately and loop through each image of each sensor at once.

MOD\_list=list.files(data\_path,pattern='MOD10\_A2\_',full.names=T);MOD\_list

MYD\_list=list.files(data\_path,pattern='MYD10\_A2\_',full.names=T);MYD\_list

Let's compose a raster from the first tif file in the terra list and visualize it to understand how the data looks.

r1\_MOD10A2=raster(MOD\_list[1]);plot(r1\_MOD10A2,main=names(r1\_MOD10A2))

Let's analyze the classes present in the first Terra product.

freq(r1\_MOD10A2)

In a similar fashion, we create a raster from the first tif of the aqua product and calculate the frequency of classes.

r1\_MYD10A2=raster(MYD\_list[1]);plot(r1\_MYD10A2,main=names(r1\_MYD10A2))

freq(r1\_MYD10A2)

Check the length of the aqua and terra images downloaded in the previous step.

length(MOD\_list)

length(MYD\_list)

Let's create two new directories for output from the temporal filter, one for aqua and one for terra, inside the working/root directory.

dir.create("temporal\_filter\_MOD10A2")

dir.create("temporal\_filter\_MYD10A2")

We now define two variables to make a list of files to import and to create vector of names for the temporal filter.

for\_file\_name\_MOD10A2=list.files(data\_path,pattern='MOD10\_A2\_',full.names=F)  
for\_file\_name\_MYD10A2=list.files(data\_path,pattern='MYD10\_A2\_',full.names=F)  
output\_dir\_temporal=c("./temporal\_filter\_MOD10A2/","./temporal\_filter\_MYD10A2/")

We now loop through each image and reclassify it as snow, no snow, or cloud, then apply a temporal filter to reduce the cloud fraction in the image.

for (j in 1:length(output\_dir\_temporal)){   
 if(j==1){output\_dir\_temporal\_j=output\_dir\_temporal[j];new\_filename=for\_file\_name\_MOD10A2;r\_loop=MOD\_list }else{output\_dir\_temporal\_j=output\_dir\_temporal[2];new\_filename=for\_file\_name\_MYD10A2;r\_loop=MYD\_list}  
 print(output\_dir\_temporal\_j)  
 print(j)

Overall, we are using five images. The acting image is t2. First, reclassify the image according to the earlier instructions (snow, no snow, and clouds).

for (i in 3:(length(r\_loop)-2)){

# create raster from first five raster  
 t0=raster(r\_loop[i-2])  
 t1=raster(r\_loop[i-1])  
 t2=raster(r\_loop[i])  
 t3=raster(r\_loop[i+1])  
 t4=raster(r\_loop[i+2])  
   
 t0[t0==0 | t0==1 | t0==11 | t0==254 | t0==255]<-50 #cloud  
 t0[t0==100]<-200 #snow   
 t0[t0==37 | t0==39]<-25 #no snow / land  
   
 t1[t1==0 | t1==1 | t1==11 | t1==254 | t1==255]<-50 #cloud   
 t1[t1==100]<-200 #snow   
 t1[t1==37 | t1==39]<-25 #no snow / land  
   
 t2[t2==0 | t2==1 | t2==11 | t2==254 | t2==255]<-50 #cloud   
 t2[t2==100]<-200 #snow   
 t2[t2==37 | t2==39]<-25 #no snow / land  
   
 t3[t3==0 | t3==1 | t3==11 | t3==254 | t3==255]<-50 #cloud   
 t3[t3==100]<-200 #snow   
 t3[t3==37 | t3==39]<-25 #no snow / land  
   
 t4[t4==0 | t4==1 | t4==11 | t4==254 | t4==255]<-50 #cloud   
 t4[t4==100]<-200 #snow   
 t4[t4==37 | t4==39]<-25 #no snow / land

Cloudy pixels are identified in t2 and replaced with values from non-cloudy corresponding pixels in the preceding and following images.

We will first identify the cloudy pixels in t2, and the snowy pixels in t1 and t3, then we will replace the cloudy pixels in t2 by snowy pixels from t1 and t3. The assumption is that snow is unlikely to melt when it is cloudy.

idx\_SCS<- values(t2)==50 & values(t3)==200 & values(t1) == 200  
 values(t2)[idx\_SCS]<-200

This is the same as above, except the cloudy pixel will be replaced by the no snow pixel since the following pixels have no snow. The assumption is that snow does not melt within a single time step.

idx\_LCL<- values(t2)==50 & values(t3)==25 & values(t1) == 25  
 values(t2)[idx\_LCL]<-25

When preceding image has snow/cloud/no snow in the corresponding cloudy pixels of the acting image (t2), but the pixels in the following image is no snow, the following image gets priority.

idx\_SCL<- values(t2)==50 & values(t3)==25 & values(t1) == 200  
 values(t2)[idx\_SCL]<-25

idx\_LCS<- values(t2)==50 & values(t3)==200 & values(t1) == 25  
 values(t2)[idx\_LCS]<-200

idx\_CCL<- values(t2)==50 & values(t3)==25 & values(t1) == 50  
 values(t2)[idx\_CCL]<-25

When corresponding pixels in the activating and preceding images are cloudy, but the following image is snowy, we replace cloudy pixels in the acting image with snowy pixels in t3.

idx\_CCS<- values(t2)==50 & values(t3)==200 & values(t1) == 50  
 values(t2)[idx\_CCS]<-200

Similarly, when both the acting and following images have clouds, but the preceding image is snowless, we replace the cloudy pixels with the no snow pixels from the t1 image.

idx\_LCC<- values(t2)==50 & values(t3)==50 & values(t1) == 25  
 values(t2)[idx\_LCC]<-25

Cloudy pixel in t2, but also in t3 but snow in t1 results in snow.  
   
 idx\_SCC<- values(t2)==50 & values(t3)==50 & values(t1) == 200  
 values(t2)[idx\_SCC]<-200

We noticed that the use of two more images one from 2 steps backward (t0) and one from two following steps could reduce cloudy quite a bit. Let’s use 2nd following image from acting image to fill cloudy image.

idx\_CCC<- values(t2)==50 & values(t3)==50 & values(t1) == 50

values(t2)[idx\_CCC]<-values(t4)[idx\_CCC]

If the relevant pixels in all four images (acting, preceding, two consecutive following have cloud) we look back two step back in time (t0) to see if the corresponding pixel is not cloudy. If the corresponding pixels in all five images are cloudy, they are left as is and are eliminated by other filters.

idx\_CCCC<-values(t2)==50  
 values(t2)[idx\_CCCC]<-values(t0)[idx\_CCCC]  
   
Finally, we save the temporal output to the folder we established previously. The loop is repeated until the final image is processed.

writeRaster(t2,filename=paste0(output\_dir\_temporal\_j,"t\_5img\_",new\_filename[i]),format="GTiff",overwrite=T,datatype='INT1U')  
print(i)  
 }   
}

**Spatial Filter**

The output from temporal filter is used as input for the spatial filter, which is based on the majority algorithm. Based on the majority votes of the non-cloudy surrounding pixels, the cloudy pixel is reclassified as snow or no snow. A 3x3 moving window is implemented here based on available literature. If there is a tie between pixels of no snow and pixels of snow in the surroundings, the cloudy pixel is replaced by snow. This filter is implemented three times because running it only once may not guarantee the removal of all cloudy pixels. A pixel remains cloudy only if all the eight neighbouring pixels are also cloudy.

Let’s set the seed to create simulations or random objects that can be reproduced.

set.seed(123)

Now we import required library. Raster for raster data processing and rstudioapi for setting working directory automatically.

library(raster)

library(rstudioapi)

You can now set the working either manually or automatically with rstudioapi.

*#setwd(dirname(getActiveDocumentContext()$path)) ;getwd()*  
setwd('C:/amrit\_2022/pakistan\_snow\_training')

Create two separate folders for storing the output from the spatial filter. One for aqua and one for terra.

dir.create("spatial\_filter\_1\_MOD10A2")

dir.create("spatial\_filter\_1\_MYD10A2")

To make a loop and to store output files, let's make a vector of output directories.

output\_dir\_spatial\_1=c("./spatial\_filter\_1\_MOD10A2/","./spatial\_filter\_1\_MYD10A2/")

To import data, define a variable of output folders from the temporal filter.

data\_path=c('./temporal\_filter\_MOD10A2','./temporal\_filter\_MYD10A2/')

Prepare a list of tif files that will be imported. The spatial filter is applied to the output of the temporal filter.

for\_file\_name\_MOD10A2=list.files(data\_path[1],pattern='t\_5img\_MOD10\_A2\_',full.names=F)  
for\_file\_name\_MYD10A2=list.files(data\_path[2],pattern='t\_5img\_MYD10\_A2\_',full.names=F)

New variables with no full path are defined for exporting output rasters of spatial filters.

MOD\_list=list.files(data\_path[1],pattern='t\_5img\_MOD10\_A2\_',full.names=T)  
MYD\_list=list.files(data\_path[2],pattern='t\_5img\_MYD10\_A2\_',full.names=T)

We now loop through both products (aqua and terra) and each 8-day image and apply spatial filters. To do this, we use the focal function. The arguments to this function are w (matrix of weight, we use 3\*3), fun (statistics used, we use modal because majority pixels are being counted), NA (logical, TRUE in this case), pad (logical, TRUE in this case). When pad is TRUE, additional 'virtual' rows and columns are padded to x such that there are no edge effects. If a filter function needs to access the central cell, then this can be useful.

**for** (j **in** 1:length(output\_dir\_spatial\_1)){   
 **if**(j==1){output\_dir\_spatial\_1\_j=output\_dir\_spatial\_1[j];new\_filename=for\_file\_name\_MOD10A2;r\_loop=MOD\_list  
 }**else**{output\_dir\_spatial\_1\_j=output\_dir\_spatial\_1[2];new\_filename=for\_file\_name\_MYD10A2;r\_loop=MYD\_list}  
 print(output\_dir\_spatial\_1\_j)  
 print(j)  
   
 **for** (i **in** 1:length(r\_loop))  
 {  
 snow\_for\_spatial=raster(r\_loop[i])

We reclassify cloudy pixels as NA and use majority vote to fill.

snow\_for\_spatial[snow\_for\_spatial == 50]<-NA  
 s\_filter <- focal(snow\_for\_spatial, w=matrix(1,3,3), fun=modal, na.rm=TRUE, NAonly=TRUE, pad=TRUE)

Return the NA values to the cloud class.

s\_filter[is.na(s\_filter)]<-50

We export output raster using following command. The loop is repeated until the final image is processed.

writeRaster(s\_filter,filename=paste0(output\_dir\_spatial\_1\_j,"s\_",new\_filename[i]),format="GTiff",overwrite=T,datatype='INT1U')  
 print(i)  
 }  
}

Likewise, we apply the spatial filter a second time. Here, input is the result of the first spatial filter.

rm(list=ls())  
set.seed(123)   
  
library(raster)  
library(rstudioapi)  
*#setwd(dirname(getActiveDocumentContext()$path)) ;getwd()*  
setwd('C:/amrit\_2022/pakistan\_snow\_training')  
dir.create("spatial\_filter\_2\_MOD10A2")

dir.create("spatial\_filter\_2\_MYD10A2")

*#location for output*  
output\_dir\_spatial\_2=c("./spatial\_filter\_2\_MOD10A2/","./spatial\_filter\_2\_MYD10A2/")  
data\_path=c('./spatial\_filter\_1\_MOD10A2','./spatial\_filter\_1\_MYD10A2/')  
for\_file\_name\_MOD10A2=list.files(data\_path[1],pattern='s\_t\_5img\_MOD10\_A2\_',full.names=F)  
for\_file\_name\_MYD10A2=list.files(data\_path[2],pattern='s\_t\_5img\_MYD10\_A2\_',full.names=F)  
MOD\_list=list.files(data\_path[1],pattern='s\_t\_5img\_MOD10\_A2\_',full.names=T)  
MYD\_list=list.files(data\_path[2],pattern='s\_t\_5img\_MYD10\_A2\_',full.names=T)  
  
**for** (j **in** 1:length(output\_dir\_spatial\_2)){ **if**(j==1){output\_dir\_spatial\_2\_j=output\_dir\_spatial\_2[j];new\_filename=for\_file\_name\_MOD10A2;r\_loop=MOD\_list  
 }**else**{output\_dir\_spatial\_2\_j=output\_dir\_spatial\_2[2];new\_filename=for\_file\_name\_MYD10A2;r\_loop=MYD\_list}  
 print(output\_dir\_spatial\_2\_j)  
 print(j)  
   
 **for** (i **in** 1:length(r\_loop))  
 {  
 snow\_for\_spatial=raster(r\_loop[i])  
 snow\_for\_spatial[snow\_for\_spatial == 50]<-NA  
 s\_filter <- focal(snow\_for\_spatial, w=matrix(1,3,3), fun=modal, na.rm=TRUE, NAonly=TRUE, pad=TRUE)  
   
 s\_filter[is.na(s\_filter)]<-50  
 writeRaster(s\_filter,filename=paste0(output\_dir\_spatial\_2\_j,"s\_",new\_filename[i]),format="GTiff",overwrite=T,datatype='INT1U')  
 print(i)  
 }  
}

In order to make this filter more effective, we will use a spatial filter one more time.

rm(list=ls())  
set.seed(123)   
  
library(raster)  
library(rstudioapi)  
*#setwd(dirname(getActiveDocumentContext()$path)) ;getwd()*  
setwd('C:/amrit\_2022/pakistan\_snow\_training')  
  
dir.create("spatial\_filter\_3\_MOD10A2")

dir.create("spatial\_filter\_3\_MYD10A2")

*#location for output*  
output\_dir\_spatial\_3=c("./spatial\_filter\_3\_MOD10A2/","./spatial\_filter\_3\_MYD10A2/")  
data\_path=c('./spatial\_filter\_2\_MOD10A2','./spatial\_filter\_2\_MYD10A2/')  
for\_file\_name\_MOD10A2=list.files(data\_path[1],pattern='s\_s\_t\_5img\_MOD10\_A2\_',full.names=F)  
for\_file\_name\_MYD10A2=list.files(data\_path[2],pattern='s\_s\_t\_5img\_MYD10\_A2\_',full.names=F)  
MOD\_list=list.files(data\_path[1],pattern='s\_s\_t\_5img\_MOD10\_A2\_',full.names=T)  
MYD\_list=list.files(data\_path[2],pattern='s\_s\_t\_5img\_MYD10\_A2\_',full.names=T)  
  
**for** (j **in** 1:length(output\_dir\_spatial\_3)){   
 **if**(j==1){output\_dir\_spatial\_3\_j=output\_dir\_spatial\_3[j];new\_filename=for\_file\_name\_MOD10A2;r\_loop=MOD\_list  
 }**else**{output\_dir\_spatial\_3\_j=output\_dir\_spatial\_3[2];new\_filename=for\_file\_name\_MYD10A2;r\_loop=MYD\_list}  
 print(output\_dir\_spatial\_3\_j)  
 print(j)  
   
 **for** (i **in** 1:length(r\_loop))  
 {  
 snow\_for\_spatial=raster(r\_loop[i])  
 snow\_for\_spatial[snow\_for\_spatial == 50]<-NA  
 s\_filter <- focal(snow\_for\_spatial, w=matrix(1,3,3), fun=modal, na.rm=TRUE, NAonly=TRUE, pad=TRUE)  
   
 s\_filter[is.na(s\_filter)]<-50  
 writeRaster(s\_filter,filename=paste0(output\_dir\_spatial\_3\_j,"s\_",new\_filename[i]),format="GTiff",overwrite=T,datatype='INT1U')  
 print(i)  
 }  
}

Now that the product improvement using spatial filters has been completed, we can go on to combining the improved aqua product and the terra product to remove remaining cloud and to reduce some of the overestimation.

**Combine improved Aqua and Terra**

Finally, Terra and Aqua are merged in such a way that the snow appears in final product only if snow is found in both products. This filter also reduces unlikely snow found in lower altitudes. Through this process, we will be able to improve the snow product, mainly removing the heavy overestimation in images captured from an off-nadir position and edge-pixels reproduction due to MODIS's wide field of view.

We start by cleaning the working environment, loading the required libraries and setting the working environment.

rm(list=ls())  
library(raster)

library(rstudioapi)

#setwd(dirname(getActiveDocumentContext()$path)) ;getwd()  
setwd('C:/amrit\_2022/pakistan\_snow\_training')

Specify a directory in which to store output files.

dir.create("final\_combined\_product\_after\_5t\_3s")

#location for output  
output\_dir\_combined=c("./final\_combined\_product\_after\_5t\_3s/")

To import data, create a vector of the final output directory from the spatial filter.

data\_path=c('./spatial\_filter\_3\_MOD10A2','./spatial\_filter\_3\_MYD10A2/')

List tif files from the final output folder of the spatial filter. These are the input for this filter.

input\_terra\_after\_3s=list.files(data\_path[1],pattern='s\_s\_s\_t\_5img\_MOD10\_A2\_',full.names=T)  
input\_aqua\_after\_3s=list.files(data\_path[2],pattern='s\_s\_s\_t\_5img\_MYD10\_A2\_',full.names=T)

To define the output filenames and loop through each image, let's extract doy from aqua and terra. Please note that this code does not match the date in aqua and terra. To use this filter, users must ensure that the date of aqua and terra are identical (exactly the same number of aqua and terra images with the same date).

library(stringr)

doy\_terra=as.numeric(paste0(str\_sub(input\_terra\_after\_3s,-12,-9),str\_sub(input\_terra\_after\_3s,-7,-5)));head(doy\_terra)

doy\_aqua=as.numeric(paste0(str\_sub(input\_aqua\_after\_3s,-12,-9),str\_sub(input\_aqua\_after\_3s,-7,-5)));head(doy\_aqua)

Generate a vector of new filenames for exporting output files.

new\_filename=paste0("AQUA\_TERRA\_8day\_combined\_5t\_3s\_",doy\_aqua,".tif");head(new\_filename)

Each image of aqua and terra is looped through and the product is combined. As explained, snow is considered if it appears in both sensors.

for(i in 1:length(doy\_aqua))  
{   
 aqua=raster(input\_terra\_after\_3s[i])  
 terra=raster(input\_aqua\_after\_3s[i])

The final output will be stored in a raster. Let's create a raster to store the final output.

combined\_aqua\_terra=terra;combined\_aqua\_terra[]=NA

Create an index for snow in both aqua and terra, and extract snow to an empty output file. A 200 value is associated with snow.

idx\_S\_S<- values(aqua)==200 & values(terra)==200 #;table(idx\_S\_S)  
 values(combined\_aqua\_terra)[idx\_S\_S]<-200

Create an index for snow in aqua and no snow in terra. This value will be represented as -200 on the output product, meaning the snow was removed by the filter.

# snow, no snow/cloud combination to -200  
 idx\_S\_aqua\_C\_NS\_terra<- values(aqua)==200 & ( values(terra)==50 |values(terra)==25 ) #;table(idx\_S\_aqua\_C\_NS\_terra)  
 values(combined\_aqua\_terra)[idx\_S\_aqua\_C\_NS\_terra]<-(-200)

We now create an index for snow in Terra and no snow in Aqua and store the value as -200 in the output raster.

# snow, no snow/cloud combination to -200  
 idx\_S\_terra\_C\_NS\_aqua<- values(terra)==200 & ( values(aqua)==50 |values(aqua)==25 ) #;table(idx\_S\_terra\_C\_NS\_aqua)  
 values(combined\_aqua\_terra)[idx\_S\_terra\_C\_NS\_aqua]<-(-200)

Finally, we identify pixels with clouds both in aqua and terra (if any) and store them as the same 50 value in the final output.

# cloud cloud combination result to cloud  
 idx\_CC<- values(aqua)==50 & values(terra)==50 #;table(idx\_CC)  
 values(combined\_aqua\_terra)[idx\_CC]<-50

The remaining class combinations are stored as no snow by 25.

#rest is no snow  
 combined\_aqua\_terra[is.na(combined\_aqua\_terra)]=25

Now the final product is exported using following command. The loop is repeated until the final image is processed.  
 writeRaster(combined\_aqua\_terra,filename=paste0(output\_dir\_combined,new\_filename[i]),format="GTiff",overwrite=T,datatype='INT2S')  
 print(i)  
}

The development of the improved 8-day snow cover product has been completed. The use of this product can benefit climate change studies as well as glacio-hydrological studies. We developed improved snow products for our area of interest during this hands-on exercise. This product incorporates filters devised by Muhammad and Thapa (2020).

**Calculating snow cover area and making visualization**

We'll load the improved snow cover data from the previous exercise, plot it, and calculate snow cover statistics in this exercise.

As usual, let’s clean the working environment, load required libraries and set working environment.

rm(list=ls())  
library(raster)

library(rstudioapi)

#setwd(dirname(getActiveDocumentContext()$path)) ;getwd()  
setwd('C:/amrit\_2022/pakistan\_snow\_training')

Define a new variable with location path where we have stored final improved data from previous exercise.

data\_path="./final\_combined\_product\_after\_5t\_3s/"

Make list of all tif files from the data directory.

tif\_list=list.files(data\_path,pattern='.tif$',full.names=T);tif\_list

MODIS product are named with date in yydoy format. Let’s convert this date format to plain (yy-mm-dd) format.

library(stringr)

modis\_doy=as.numeric(str\_sub(tif\_list,-7,-5))  
modis\_year=as.numeric(str\_sub(tif\_list,-11,-8))  
calender\_date=(as.Date(modis\_doy, origin = paste0(modis\_year,"-01-01")))-1

Now, we tend to produce the stack of all tif files and create default plot. This plot does not look attractive but give sense of how data looks. We will use ggplot2 package to create attractive plots at the end of this exercise

rts\_snow=stack(tif\_list)  
plot(rts\_snow)

We want to derive the fraction of snow cover area for each image in the stack. This can be done by using freq command in R. Additionally, let’s count other classes in the stack as well.

snow\_stat=freq(rts\_snow,value=200,merge=T)  
no\_snow\_stat=freq(rts\_snow,value=25,merge=T)  
cloud\_stat=freq(rts\_snow,value=50,merge=T)  
snow\_to\_nosnow\_cloud\_stat=freq(rts\_snow,value=-200,merge=T)

As we are interested in deriving snow cover as a fraction of total basin area, let’s count all pixels in the image.

total\_pixel\_count=sum(!is.na(as.matrix(rts\_snow[[1]])))

Finally, we make a new dataframe and store date and snow cover percentage.

df\_export=data.frame(Date=calender\_date,Snow\_percent=snow\_stat/total\_pixel\_count\*100,  
 Nosnow\_percent=no\_snow\_stat/total\_pixel\_count\*100,  
 Cloud\_percent=cloud\_stat/total\_pixel\_count\*100,  
 Snow2NosnowCloud\_percent=snow\_to\_nosnow\_cloud\_stat/total\_pixel\_count\*100)

Get detail of dataframe we just created.

print(df\_export)

Let’s export the final dataframe as csv file.

write.csv(df\_export,'snow\_statistics.csv',row.names=F)

Let’s make a publishable plot before ending this exercise. We will import ggplot2 library to make the plot. Make sure that you have installed ggplot2 library.

# load required packages  
library(ggplot2)

# get first image from snow stack  
r\_i=rts\_snow[[1]]  
  
# reclassify raster to snow and no snow  
r\_i[r\_i==200]=1  
r\_i[r\_i!=1]=0  
  
# quick check to see class in r\_i, (this should have 0 and 1)  
freq(r\_i)

# make a nice plot  
plot\_combined\_snow=gplot(r\_i) +   
 geom\_tile(aes(fill = as.factor(value))) +  
 theme\_bw()+  
 ylab(NULL)+xlab(NULL)+  
 theme(legend.position = 'bottom')+  
 scale\_fill\_manual(name='Class',breaks = c(0,1),  
 values = c("grey", "dark blue"),labels=c('No Snow','Snow'))  
  
# visualize plot  
print(plot\_combined\_snow)

![](data:image/png;base64,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)

# Export image in root directory  
jpeg(file="sample\_snow\_plot.jpg",width=10, height=10, units="cm", res=500)  
print(plot\_combined\_snow)  
dev.off()

**Disclaimer**

Users are free to distribute and change this code, but they do so at their own risk. The views and interpretations in this publication are those of the authors and are not necessarily attributable to the ICIMOD.
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