Help File for compareHap()

R version: 3.4.2

Required Packages: sangerseqR, stringi

R code found in file FinalcompareHapAndDependencies.R

R code in Folder: Shared Folder/ Alicia Williams/ R

Data found in folder: Shared Folder/ Alicia Williams/ R/ Data20180226

Contents:

How to use compareHap()

Description of functions

Suggestions for analyzing homozygous sequences

Suggestions for analyzing the cloned out haplotypes

Fuzzy match

**How to Use compareHap()**

**Overview:**

1. Load packages sangerseqR, stringi
2. Build a dataframe in the right format.
3. Run all the code in FinalcompareHapAndDependencies.R so the functions are in your R environment
4. Get path to chromatogram file you want to use
5. Run compareHap with the path and dataframe as arguments
6. **Loading Packages**

The main packages are sangerseqR, and stringi but they also depend on other packages so it should also load Biostrings, BiocGenerics, parallel, S4vectors, Iranges, Xvector, and stats4 automatically with it.

Suggestion on how to load sangerseqR

<https://www.bioconductor.org/packages/devel/bioc/html/sangerseqR.html> source("https://bioconductor.org/biocLite.R")

biocLite("sangerseqR")

To work most likely need R later version than 3.0.2

1. **Building a dataframe**

The compareHap function requires a database of sequences that you want to search through for a match. Format of database must be:

Sequence of added haplotypes (string), name of one haplotype (string), name of second haplotype (string)

Ex:
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Note: can also contain many other columns of information after V3 if desired but won’t be used

Would suggest also adding columns V4 for sequence of haplotype 1 as string and column v5 for sequence of haplotype 2 so that if in future you want to look more in depth at the matches it is easy to locate that information

The file newCombinedNoGapAllAdded7021.csv contain the most recent database for this project. Should import this file into R environment before running compareHap if you want to use this database.

For help on how to generate a completely new database reference ExampleOfGeneratingDatabase.R

1. **Run the code into the R environment**

File: FinalcompareHapAndDependencies.R

Specifically you will need run the functions compareHap(), clipIndex2(), addPriSeq3(), addBases2(), MODcheckmasteist4(), and overlapIsTrue()

1. **File Path**

Often when compareHap doesn’t work it is because the file path is not leading to the correct file or is not leading to a file at all

Type should be string so you need to have quotation marks around file and it needs a .ab1 at the end

Ex "C:/Users/amw346/Desktop/aabys11May16-3F kdrFL-R7 s kdrFL.ab1"

1. **Run compareHap()**

Function can now be used!

Example:

compareHap("C:/Users/amw346/Desktop/aabys11May16-3F kdrFL-R7 s kdrFL.ab1", newCombinedNoGapAllAdded7021)

Output will be the dataframe of matches see below for more detail

Expected Run time: around 22 minutes for 7000 entries in database

**Description of Functions**

**compareHap(file, master)**

Overview: will take an input chromatogram and return the pairs of possible haplotypes that could be added together to make the input

Format of inputs:

File: a file path. Type: string. Must put quotation marks around file path so that it is read as a string.

EX: "C:/Users/amw346/Desktop/aabys11May16-3F kdrFL-R7 s kdrFL.ab1"

Master: A database containing the sequences you want to compare file to. Type: data.frame.

Format of database must be:

Sequence of added haplotypes (string), name of one haplotype (string), name of second haplotype (string)

Currently arbitrarily cuts out the first 20 bases from input file. Easily can change this by modifying line 27 and 28.

Output: A dataframe of the names of the haplotypes that can be added together to get the input file

**clipIndex2(sangerobject)**

Overview: Will take in a sanger obj and return the index of the first instance of three NNNs.

Input: a sanger object. From package sangerseqR.

Example:![C:\Users\amw346\Desktop\sangerobj.PNG](data:image/png;base64,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)

Output: Index of first occurrence of three Ns. Type: integer

Potential problems:

If you have a seq that starts with three N’s or has three Ns iway sooner than desired in the beginning somewhere then clipIndex2 will cause problems ex: ANNNACT

Solution: manually set index in compareHap to reasonable number

**addPriSeq3(pri, sec)**

Overview: inputs two strings that should already be of same length and outputs a string that is the combined version according to IUPAC codes

Input:

Pri: sequence 1 to be added. Type: string.

Sec: sequence 2 to be added. Type: string.

If the two strings are not the same length it will return an error.

**addbases2(a,b)**

Overview: takes in two characters and adds them together according to IUPAC codes

Input: both are character strings

Output: one character string accoding to IUPAC codes

Note: only allows the first character to be A,C,T,G, or N because the specification for makeBasecalls indicates that the primary call will always be the highest base in the window and the secondary calls may be two or ambiguous. addBases will therefore concatenate “input strings invalid” whenever this does not happen to alert you to check either the index or the primary and secondary calls

**MODcheckMasterList4(newseq, master)**

Overview: takes in a string and the database and will output a dataframe of matches for the string based on the input dataframe.

Criterion for beign considered a match: One is completely inside the other. They are exactly the same. The beginning of one matches completely the end of another. (overlapping)

Input:

Newseq = the sequence to be tested against the input database. Type: string

Master: the database. Type: data.frame. must be in the form specified above

Will print out the index and the message “match found” every time it finds a match because this made it easier to figure out what was going on in the output files but this can easily be removed by taking out the print statements on line 162 and 163

Output:a dataframe of matches in the form:

|  |  |  |
| --- | --- | --- |
| Sequence from input database that matched. Type: string | Name of haplotype 1 | Name of haplotype 2 |

**OverlapIsTrue(long, short)**

Function called in modcheckmasterlist4() to check if the two sequences match by an overlapping portion.

Input: the two sequences to be checked. Type: string

Warning: If you get the error: ‘Width NA’s’ it is probably coming from the pairwise alignment in this function. Reasons could possibly be index in MODcheckmasterlist4 are off and you are asking it to align something with value NA

Output: Returns True (type: Boolean) if they do match by overlapping

**Suggestions for analyzing homozygous chromatograms**

Instead of running through the entire database you can change the range in MODcheckmasterList4() to 6094:7021 so that it only runs through the homozygous sequences. Located on line 149 file FinalcompareHapAndDependencies.R Run the entire function MODcheckmasterList4() into the environment with this modification and then use compareHap normally on the chromatogram

**Suggestions for analyzing the cloned out haplotypes**

Trying to read in the chromatogram with compareHap may lead to problems depending on when the first NNN is located for the function clip2index() and may result in weird cut offs or other errors. Might be better to copy the sequence as a string into R and then call MODcheckmasterList7(“sequence”, newCombinedNoGapAllAdded). Running just this by itself will return the matches. Function located in FinalcompareHapAndDependencies.R

Example:

MD17\_18Jul17\_26M\_col1seq= "GAATTTCACCGACTTCATGCACAGCTTCATGATTGTGTTCCGAGTGCTGTGCGGAGAGTGGATCGAGTCCATGTGGGACTGTATGTATGTGGGCGATGTCAGCTGTATACCCTTCTTCTTGGCCACGGTCGTGATCGGCAATTTTGTGGTAAGTTGACGTGGCCGAAACTGCTCCCCCGCTCCCAGGATGGAGGCTTCTGATGGCCAATTAAAAAAAATTAAATCAACCTCTCTCTTTCTCTCTCTCTCAACTTTATTCCGTCCATCCGTTGCAGGTTCTTAATCTTTTCTTAGCTTTGCTTTTGTCCAACTTCGGTTCATCTAGTTTATCAGCCCC"

MODcheckMasterList7(MD17\_18Jul17\_26M\_col1seq,newCombinedNoGapAllAdded)

**Fuzzy match**

To allow certain deviation from the input sequence you can modify compareHap to use MODcheckmasterlist5() instead of MODcheckermasterlist4(). Located in FinalcompareHapAndDependencies.R at the bottom, this function has a key line change which can be modified to suit the deviation criteria:

found = (sum@nmismatch < 2) & (sum@ninsertion[2] ==0 ) & (sum@ndeletion[2] == 0)

Then run compareHap normally.