**AJAX**

Acrônomo de **A**synchronous **J**avaScript **A**nd **X**ML;

**JavaScript** e **XML** como assíncronos;

**Técnica de programação**, utiliza Javascript e que possibilita a **comunicação** assíncrona entre **front-end e back-end** de aplicações Web;

Inicialmente **disponibilizado na versão 4.0** do Internet Explorer;

Potencializou a criação do conceito de web 2.0;

Atualmente o formato mais utilizado para comunicação entre front e back, é o JSON.

**Modelo conceitual de uma aplicação Web**

Cliente, front-end onde browser é executado -> back-end, servidor onde roda a aplicação que geralmente guarda regras de negócio e o banco de dados;

Entre eles, existe o meio físico de comunicação, a internet.

XMLHTTP Request – cliente realiza requisição para o servidor. Gerencia processo de envio da requisição e captura da resposta. Durante esse período, aplicação web não trava.

**Ajax – O que são requisições síncronas e assíncronas**

Aplicações web – inseridas: cliente/servidor;

**Síncrono** – quando efetuamos uma requisição, o browser responsável por ela ficará aguardando até que uma resposta seja enviada pelo servidor;

Cada requisição deve ser finalizada para possibilitar que uma nova requisição seja efetuada.

**Assíncrono** – browser é capaz de disparar diversas requisições, sem ser necessário um sincronismo entre elas;

É possível efetuar diversas requisições simultaneamente e cada uma delas será tratada de forma paralela.

**Requisições síncronas**

Cliente (**Browser**) ---**Request**---------🡪 **Servidor** Apache (htdocs)

Cliente (**Browser**) <----------**Response**-- **Servidor** Apache (htdocs)

Enquanto requisição está sendo feito, fica pendente para o usuário.

**Requisições assíncronas – 1**

**Efetuando requisições HTTP via XMLHttpRequest**

Ao invés de navegar entre páginas distintas, haverá apenas **uma página requisitando** **conteúdo dinâmico**;

Página deve sofrer **request a cada solicitação de dados**.

**function requisitarPagina(url) {**

**let ajax = new XMLHttpRequest();**

**ajax.open("GET", url);**

**//responsável por configurar url requisitada, podemos configurar também, método utilizado nesse processo**

**ajax.send();**

**Requisições assíncronas – 2**

**Estados de requisição**

ReadyState

- **0**: request not initialized (**requisição não iniciada**);

- **1**: server connection established (**conexão estabelecida com servidor**);

- **2**: request received (**requisição recebida**);

- **3**: processing request (**processando requisição**);

- **4**: request finished and response is ready (**requisição finalizada**).

**function requisitarPagina(url) {**

**let ajax = new XMLHttpRequest();**

**//requisição não iniciada, state = 0**

**console.log(ajax.readyState);**

**ajax.open("GET", url);**

**//responsável por configurar url requisitada, podemos configurar também, método utilizado nesse processo**

**//conexão estabelecida com servidor, state = 1**

**console.log(ajax.readyState);**

**//lógica que olhe progresso da requisição**

**ajax.onreadystatechange = () => {**

**console.log(ajax.readyState);**

**}; //executada pelo próprio ajax**

**ajax.send();**

**//na prática, geralmente só utilizamos o estado 4, pois ele indica que a requisição foi finalizada e com isso podemos recuperar a resposta fornecida pelo servidor e tomar alguma ação**

**}**

**Requisições assíncronas – 3**

**Aplicando um loading**

**1** – No disparo da requisição apresentar o gif de loading;

**2** – Ao atingir o estado de 4 a requisição remover o gif de loading.

//incluir gif de loading na página

        if (!document.getElementById("loading")) {

          //se não haver uma imagem 'loading', incluir

          let imgLoading = document.createElement("img");

          imgLoading.id = "loading";

          imgLoading.src = "loading.gif";

          imgLoading.className = "rounded mx-auto d-block";

//lógica que olhe progresso da requisição

        ajax.onreadystatechange = () => {

          if (ajax.readyState == 4) {

            console.log("requisição finalizada com sucesso!");

            document.getElementById("loading").remove(); //removendo imagem quando requisição termina de ser executada

          }

        }; //executada pelo próprio ajax

**Requisições assíncronas – 4**

**Status da requisição**

**Status no protocolo HTTP:**

- Respostas informativas (100-199);

- Respostas de sucesso (200-299);

- Mensagens de redirecionamento (300-399);

- Erros do lado do cliente (400-499);

- Erros do lado do servidor (500-599).

**5 grupos distintos com diversos status possíveis.**

Status mais utilizados no dia a dia:

**200 OK – Sucesso;**

**404 Not Found – Não encontrado.**

        document.getElementById("conteudo").innerHTML = "";

Limpando a tela

 if (ajax.readyState == 4 && ajax.status == 200) {

            document.getElementById("conteudo").innerHTML =

              "requisição finalizada com sucesso, o status é 200";

            //document.getElementById("loading").remove(); //removendo imagem quando requisição termina de ser executada

          }

          if (ajax.readyState == 4 && ajax.status == 404) {

            document.getElementById("conteudo").innerHTML =

              "requisição finalizada, porém o recurso solicitado não foi encontrado, o status é 404";

            // document.getElementById("loading").remove(); //removendo imagem quando requisição termina de ser executada

          }

        }; //executada pelo próprio ajax

**Requisições assíncronas – 5**

**ResponseText**

A partir da resposta de uma requisição interceptar o seu conteúdo e trabalhar esse conteúdo no front-end da aplicação.

if (ajax.readyState == 4 && ajax.status == 200) {

            document.getElementById("conteudo").innerHTML = **ajax.responseText;**

**XML – 1**

**O que é?**

XML significa e**X**tensible **M**arkup **L**anguage.

- Como podemos utilizar o XML para estabelecer a comunicação entre o front e o back-end da aplicação.

É uma linguagem de marcação – serve para estruturar e descrever informações;

Recursos para comunicação entre sistemas distintos;

Serve para troca de informações em qualquer tipo de sistema;

Compatível com diversas linguagens, pode ser gerado por diversas linguagens.

**Recuperando arquivo XML do servidor via HTTP**

      function getFilmes() {

        let XMLHttp = new XMLHttpRequesT(); //instancia atribuída a variável

        XMLHttp.open("GET", "http://localhost/ajax/filmes.html"); //método e recurso a ser recuperado através do get(url)

        XMLHttp.onreadystatechange = () => {//controla estados da requisição

        XMLHttp.send();//dispara request

      }

Onreadystatechange – evento disparado, sempre que o objeto readyState

(no momento associado a variável muda).

**if (XMLHttp.readyState == 4) {//se estado da req é igual a 4(realizada com sucesso)**

**XMLHttp.onreadystatechange = () => {**

**//controla estados da requisição**

**if (XMLHttp.readyState == 4 && XMLHttp.status == 200) {**

**//se estado da req é igual a 4(realizada com sucesso) e se status é igual a 200(OK)**

**let XMLFilmes = XMLHttp.responseText; //retorno para requisição que foi feita em filmes.xml**

**}**

**if (XMLHttp.readyState == 4 && XMLHttp.status == 404) {**

**Convertendo XML para Json**

let XMLFilmes = XMLHttp.responseText; //retorno para requisição que foi feita em filmes.xml

            let parser = new DOMParser();

            domFilmes = parser.parseFromString(XMLFilmes, "text/xml"); //método espera - string que será feita o parse + notação utilizada para a composição dessa string

            //transformando em objeto DOM

            jsonFilmes = xmlToJson(domFilmes)//transformando em obj json

Deve-se fazer isso pois o arquivo vem como texto e não tem como manipulá-lo.

**Listando os filmes da página**

Para este fim, iremos manipular o objeto JSON;

Acessa arquivo JSON, resgata filme e traz para página.

Laço de repetição e variável com caminho de acesso ao filme (questão de hierarquia)

for (let i in jsonFilmes["filmes"]["filme"]) {

              let item = jsonFilmes["filmes"]["filme"][i]; //i --- acessar índice do filme //// acessando nível de herança necessária para acessar elemento

Row e Col da lista

let divRow = document.createElement("div");

              divRow.className = "row";

              let divCol = document.createElement("div");

              divCol.className = "col";

Criando variáveis do parágrafo de cada elemento do filme utilizando a variável item para ter acesso aos dados

let p1 = document.createElement("p");

              p1.innerHTML =

                "<strong>Título: </strong> " + item["titulo"]["#text"];

let p2 = document.createElement("p");

              p2.innerHTML =

                "<strong>Resumo: </strong> " + item["resumo"]["#text"];

Criando parágrafo de gênero, que é um elemento array

let genero = ""; //texto em branco

              for (let g in item.genero) {

                //genero é array, aqui, estamos acessando cada um dos elementos desse array

                if (genero) genero += ", "; //ajustando exibição dos generos

                genero += item.genero[g]["#text"];

              }

              let p3 = document.createElement("p");

              p3.innerHTML = "<strong>Gênero: </strong> " + genero;

Criando parágrafo de elenco, que é um elemento array. Descendo níveis de hierarquia

let elenco = ""; //texto em branco

              for (let e in item.elenco.ator) {

                //genero é array, aqui, estamos acessando cada um dos elementos desse array

                if (elenco) {

                  elenco += ", ";

                } //ajustando exibição dos generos

                 elenco += item.elenco.ator[e]["#text"]; //descendo mais um nível de hierarquia para elenco retornar única pessoa

              }

let p4 = document.createElement("p");

              p4.innerHTML = "<strong>Elenco: </strong> " + elenco;

Criando parágrafo da data de lançamento. Que é exibida da seguinte forma:

![](data:image/png;base64,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)(país entre parênteses)

let p5 = document.createElement("p");

              p5.innerHTML =

                "<strong>Data de lançamento: </strong> " +

                item.dataLancamento["#text"] +

                "(" +

                item.dataLancamento["@attributes"]["pais"] +

                ")";

Criando estrutura da lista e adicionando ao container pelo ID(‘listas’)

//criando estrutura com elementos

              divRow.appendChild(divCol); //colocando divCol dentro da divRow

              divCol.appendChild(p1);

              divCol.appendChild(p2);

              divCol.appendChild(p3);

              divCol.appendChild(p4);

              divCol.appendChild(p5);

              divCol.appendChild(hr); //adicionando elementos dentro de divCol

              document.getElementById("lista").appendChild(divRow); //adicionando div que contém todo o conteúdo ao DOM pelo ID

**Refactoring da comunicação com o back-end utilizando JSON**

**XML** – Estrutura informações para comunicação entre aplicações distintas;

Não é nativamente suportado como um tipo de dado dentro do front-end de aplicações web (JavaScript);

É necessário ser feita uma conversão de tipos, transformando a notação em um objeto, para fazer a manipulação das informações afetando os elementos HTML da página.

Será feita uma **conversão de um XML para JSON**;

Demonstrar como podemos **utilizar notação JSON para comunicação entre aplicações distintas**;

**Benefício**: **JSON é nativamente suportado por aplicações Web Front-End (JavaScript);**

Fica mais fácil utilizar a notação JSON do que a XML, por isso as **APIs RESTful** (baseada em JSON) vem sendo bem **mais** **utilizadas** do **que** **SOAP** (baseada em XML).