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## 1. Introduction

For the final project of the NGEO306 PhD course I chose to develop a QGIS processing plugin that could calculate the Potential Movement Difference (PMD) metrics that I have been developing with a colleague in my PhD.  
The proposed plugin is called PMD Index. It was created using Plugin Builder in QGIS.

The PMD Index plugin is constituted, so far, of a help folder, an icons folder, a pycache folder, an icon.png image, a metadata.txt file, a readme.md file, and four python files:

* \_\_init\_\_.py
* pmd\_index.py
* pmd\_index\_algorithm.py
* pmd\_index\_provider.py

Because this report aims to present the main parts of the code that were written by me, it will focus mostly on the PMD algorithm script. There were some alterations in the code in the other files that required me to write in the scripts, but it is the algorithm file that contains what the plugin must calculate.   
The report is structure in four parts: first, this brief introduction; then, the PMD plugin, where the metrics are explained and the plugin is explained; next is the PMD algorithm, where the code is explained; and finally, a conclusion for the report.

## 

## 2. The PMD plugin

PMD Index is a set of urban network metrics that consider the urban space as a network graph for its analysis.  
**Potential Movement** (PM) is the frequency with which streets in the urban street network belong to the shortest paths of a population when heading to urban facilities, acting as an indicator of population flows.  
The PMD Index considers **origins** and **destinations** to estimate potential movements. It also uses **weights** according to the size (or attractiveness) of destination locations and the size of origin locations (number of people or households).  
The index calculates the differences in the Potential Movement values of specific populations’ groups when compared to a General value of Potential Movement.  
Currently, the PMD Index plugin calculates eight measures:

* The General Potential Movement (GPM)
* The Potential Movement for a Group A of the Population (PMa)
* The Potential Movement for a Group B of the Population (PMb)
* The normalized value of GPM
* The normalized value of PMa
* The normalized value of PMb
* The Potential Movement Difference for Group A (PMDa)
* The Potential Movement Difference for Group B (PMDb)

### 2.1 The PMD metrics

*2.1.1Potential Movement:*

The **PM** is a centrality-based network measure that is restricted to ordered pairs of nodes (origins and destinations). Only the pairs with these opposite attributes are considered in the calculation.  
For the **origin** nodes, the PM uses the location of the households weighted by the number of residents.  
For **destination** nodes, several different activity spaces can be considered. They are usually weighted by the number of establishments in the node.  
The PM metric is defined by the equation:

Where, is the PM of node K, where all the nodes *i* contain origins and all the nodes *j* contain destinations. is the weight of node *i* and is the weight of node *j*, is the length of the shortest path between *i* and *j* (distance), is the number of shortest paths between *i* and *j* that pass through k, and is the total number of shortest paths between *i* and *j*.

Currently in the plugin, the PM metric is calculated three times. When the PM is calculated for the entire population of the city, it is called **General Potential Movement (GPM)**, it is a reference value for what the PM could be if the entire population of the city was of the same group. When the PM is calculated for a specific population group, it is called Potential Movement of group *x* (PMx). At the moment in the plugin there are only two population groups being considered, A and B, and their sum dos not need to equal the entire population.

*2.1.2 Normalized Potential Movement*

After computing the GPM and the two PM metrics (PMa and PMb), the plugin normalizes the values by the total amount of population that was considered in the metric. For the GPM that number is the total amount of the city’s population, whereas for the PMa and PMb is the total amount of that specific population group. The equation of the normalized PM is:

Where, is the normalized value of PM for the group *i*, is the PM value of node\_k\_ for that population’s PM, and is the sum of all the weight values of population *i*.

*2.1.3 Potential Movement Difference*

PMD is the value of the difference between the population’s group PM and the GPM. It indicates how different the PM values of that population are when compared to what they might be if the entire population of the city belonged to that population’s group. The PMD metric is:

Where, is the PMD of node *k* for the population group S, is the PM of node *k* for the population group S, and is the GPM value of node *k*.

### 2.2 The PMD Index plugin

The PM Index plugin is a processing plugin in QGIS. Once installed it is located in the processing toolbar.

When started, the plugin interface requires some inputs from the user. Figure 1 shows the plugin’s interface. The user is required to select a vector layer as input. The vector layer must be of a LineString geometry type and can have any CRS, although the user must be aware that for geometric calculations the CRS must be a projected CRS.

Once the input vector layer is selected, the user must define the analysis type, the connecting rule and the radius for the analysis. There are two types of analysis, they can be topological or geometric. For the connecting rule, there are three options available to the user, “overlapping vertices”, “crossing lines”, and “overlapping vertices + crossing lines”. The radius is set at 0, which means a global analysis of the metrics, but the user can define a different number and perform a local analysis as well.

After these definitions, the user must select the field columns from the input vector layer attribute table for the impedance, the destinations, the origin of the entire population, the origin of population group A, and the origin of population group B. The impedance is an optional field, if the user does not select any the algorithm considers the value as 1. The impedance is a value that multiplies the distance in the calculations. It is used to increase or decrease the distance.

Finally, the user must inform the output vector layer. Currently, the option for saving in a temporary layer is not working.

![Interface gráfica do usuário, Aplicativo, Email

Descrição gerada automaticamente](data:image/png;base64,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)

Figure 1 – PMD Index plugin interface in QGIS.

After the calculations are done, the plugin will return a new LineString vector layer with the same field columns from the input layer plus the new ones that are generated. The input vector layer is not altered.

## 3. The PMD algorithm

To calculate the PMD Index metrics, the PMD algorithm’s code is structured in nine main steps:

1. The initial imports
2. Definition of constants
3. Addition of parameters
4. Start of the algorithm and definition of the input parameters
5. Start the Edge Object
6. Definition of the object parameters
7. Start of the Edge processing
   1. Computation of shortest paths
      1. Heap creation
      2. Heapsort
   2. Calculation of the metrics
8. Update the attribute table
9. Save the output file

### *3.1 The PMD Index algotithm’s code*

1. The initial imports:

import os  
from qgis.PyQt.QtGui import QIcon  
from qgis.PyQt.QtCore import QCoreApplication, QVariant  
from qgis.core import (NULL, QgsProcessing, QgsProcessingAlgorithm, QgsProject, QgsVectorFileWriter, QgsDistanceArea, QgsField, QgsProcessingParameterField, QgsProcessingParameterNumber, QgsProcessingParameterEnum, QgsProcessing, QgsProcessingAlgorithm, QgsProcessingParameterFeatureSource, QgsProcessingParameterFeatureSink, QgsField, QgsProject)

2. Definition of constants:

class PMDIndexAlgorithm(QgsProcessingAlgorithm):  
  
 INPUT\_VECTOR\_LAYER = 'IMPUT\_VECTOR\_LAYER'  
 ANALYSIS = 'ANALYSIS'  
 GEOMRULE = 'GEOMRULE'   
 ID\_FIELD = 'ID\_FIELD'  
 RADIUS = 'RADIUS'  
 IMPEDANCE = 'IMPEDANCE'  
 DESTINATION = 'DESTINATION'  
 ORIGIN\_GLOBAL = 'ORIGIN\_GLOBAL'  
 ORIGIN\_A = 'ORIGIN\_A'  
 ORIGIN\_B = 'ORIGIN\_B'  
 OUTPUT\_VECTOR\_LAYER = 'OUTPUT\_VECTOR\_LAYER'

3. Addition of parameters:

a) The first parameter that is added is for the input vector layer:

def initAlgorithm(self, config):  
   
 self.addParameter(  
 QgsProcessingParameterFeatureSource(  
 self.INPUT\_VECTOR\_LAYER,  
 self.tr('Input Vector Layer'),  
 [QgsProcessing.TypeVectorAnyGeometry]))

b) Next, we add the parameter for the analysis type. In here, there are two options (topological or geometric) that the user can chose from:

self.addParameter(  
 QgsProcessingParameterEnum(  
 self.ANALYSIS,  
 self.tr('Analysis Type'),  
 ['Topological', 'Geometric'],  
 defaultValue=[0]))

c) Next, we add the parameter for the rule for connecting lines. In here, there are three rules for how the algorithm is suposed to consider the connection of the lines. The the user must choose one:

self.addParameter(  
 QgsProcessingParameterEnum(  
 self.GEOMRULE,  
 self.tr('Rule for Connecting Lines'),  
 ['Overlapping Vertices','Crossing Lines', 'Overlapping Vertices + Crossing Lines'],  
 defaultValue=[0]))

d) Next, we add the parameter for the analysis radius. In here, if no number is typed by the user, the algorithm considers it as 0, and performs a global analysis:

self.addParameter(  
 QgsProcessingParameterNumber(  
 self.RADIUS,  
 self.tr('Analysis Radius (0 = Global Analysis)'),  
 QgsProcessingParameterNumber.Double))

e) Next, we add the impedance parameter. This parameter is an optional one and can be selected by the user from one of the input vector field columns:

self.addParameter(  
 QgsProcessingParameterField(  
 self.IMPEDANCE,  
 self.tr('Impedance'),  
 QgsProcessingParameterField.Numeric,  
 parentLayerParameterName='IMPUT\_VECTOR\_LAYER',  
 allowMultiple = False,  
 optional = True))

f) Next, we add the destination parameter. This parameter must be selected by the user from one of the input vector field columns:

self.addParameter(  
 QgsProcessingParameterField(  
 self.DESTINATION,  
 self.tr('Destinations'),  
 QgsProcessingParameterField.Numeric,  
 parentLayerParameterName='IMPUT\_VECTOR\_LAYER',  
 allowMultiple = False,  
 optional = False))

g) Next, we add the origins of the entire population parameter. This parameter must be selected by the user from one of the input vector field columns:

self.addParameter(  
 QgsProcessingParameterField(  
 self.ORIGIN\_GLOBAL,  
 self.tr('Origin of Entire Population (For GPM)'),  
 QgsProcessingParameterField.Numeric,  
 parentLayerParameterName='IMPUT\_VECTOR\_LAYER',  
 allowMultiple = False,  
 optional = False))

h) Next, we add the origin of population group A parameter. This parameter must be selected by the user from one of the input vector field columns:

self.addParameter(  
 QgsProcessingParameterField(  
 self.ORIGIN\_A,  
 self.tr('Origin of Population Group A'),  
 QgsProcessingParameterField.Numeric,  
 parentLayerParameterName='IMPUT\_VECTOR\_LAYER',  
 allowMultiple = False,  
 optional = False))

i) Next, we add the origin of population group B parameter. This parameter must be selected by the user from one of the input vector field columns:

self.addParameter(  
 QgsProcessingParameterField(  
 self.ORIGIN\_B,  
 self.tr('Origin of Population Group B'),  
 QgsProcessingParameterField.Numeric,  
 parentLayerParameterName='IMPUT\_VECTOR\_LAYER',  
 allowMultiple = False,  
 optional = False))

j) Finally, we add the output vector parameter:

self.addParameter(   
 QgsProcessingParameterFeatureSink(  
 self.OUTPUT\_VECTOR\_LAYER,  
 self.tr('Output Vector Layer with Results'),  
 type=QgsProcessing.TypeVectorAnyGeometry,  
 createByDefault=True,  
 supportsAppend=True,  
 defaultValue=None))

4. Now we start the processing algorithm and define the input parameters:

def processAlgorithm(self, parameters, context, feedback):  
 inputEdges = self.parameterAsVectorLayer(parameters, self.INPUT\_VECTOR\_LAYER, context)  
 metricsL = [0,1,2,3,4, 5, 6, 7]  
 impField = self.parameterAsFields(parameters, self.IMPEDANCE, context)  
 destinationField = self.parameterAsFields(parameters, self.DESTINATION, context)   
 originGField = self.parameterAsFields(parameters, self.ORIGIN\_GLOBAL, context)  
 originAField = self.parameterAsFields(parameters, self.ORIGIN\_A, context)  
 originBField = self.parameterAsFields(parameters, self.ORIGIN\_B, context)  
 analysisType = self.parameterAsEnum(parameters, self.ANALYSIS, context)  
 radius = self.parameterAsDouble(parameters, self.RADIUS, context)  
 geomR = self.parameterAsEnum(parameters, self.GEOMRULE, context)  
 outPath = self.parameterAsOutputLayer(parameters, self.OUTPUT\_VECTOR\_LAYER, context)

5. We then start the Edge Object (edges of the network):

class EdgeObj:  
 def \_\_init\_\_(self, featCount, feat, destinationF, originGF, originAF, originBF, impF, analysisType, metricsL):  
 self.id = feat.id()  
 self.heapPos = -1 #current position of the edge inside the heap  
 self.neighA = [] #list of connected edges  
 self.geom = feat.geometry()  
 self.length = QgsDistanceArea().measureLength(feat.geometry()) if analysisType == 1 else 1

6. We define the object parameters.

a) First, the metrics that will be calculated in the algorithm:

if 0 in metricsL: self.gpm = 0  
 if 1 in metricsL: self.pma = 0   
 if 2 in metricsL: self.pmb = 0   
 if 3 in metricsL: self.gpmNorm = 0  
 if 4 in metricsL: self.pmaNorm = 0  
 if 5 in metricsL: self.pmbNorm = 0  
 if 6 in metricsL: self.pmda = 0  
 if 7 in metricsL: self.pmdb = 0

b) Then, the destination, origin, originA, originB, and impedance values. We also define how the algorithm should consider them:

self.destination, self.originG, self.originA, self.originB, self.imp = 0,0,0,0,0  
 for i in range(len(destinationF)):   
 if feat.attribute(destinationF[i]) != NULL: self.destination += feat.attribute(destinationF[i])   
 for i in range(len(originGF)):   
 if feat.attribute(originGF[i]) != NULL: self.originG += feat.attribute(originGF[i])   
 else: 0   
 for i in range(len(originAF)):   
 if feat.attribute(originAF[i]) != NULL: self.originA += feat.attribute(originAF[i])  
 else: 0  
 for i in range(len(originBF)):   
 if feat.attribute(originBF[i]) != NULL: self.originB += feat.attribute(originBF[i])  
 else: 0  
 if impF == ['0']: self.imp = 1  
 else:  
 for i in range(len(impF)):   
 if feat.attribute(impF[i]) != NULL: self.imp += feat.attribute(impF[i])

c) Next we verify if highest id number is lower than number of features in the object in order to avoid potential conflicts with matrices’ size:

def verifyFeatCount(inputFeat):  
 featCount = inputFeat.featureCount()  
 for feat in inputFeat.getFeatures(): featCount = max(featCount, feat.id()+1)  
 return featCount

7. Then, we start the edges processing:

edgesCount = verifyFeatCount(inputEdges)  
 edgesA = [] #array that stores network edges  
 for edge in inputEdges.getFeatures():  
 if edge.id() % 50 == 0: feedback.pushInfo(f'Initializing Edge {edge.id()}')  
 edgesA.append(EdgeObj(edgesCount, edge, destinationField, originGField, originAField, originBField, impField, analysisType, metricsL))  
 for i in range(len(edgesA)-1):  
 if (geomR==0 and edgesA[-1].geom.touches(edgesA[i].geom)) or (geomR==1 and edgesA[-1].geom.crosses(edgesA[i].geom)) or (geomR==2 and (edgesA[-1].geom.crosses(edgesA[i].geom) or edgesA[-1].geom.touches(edgesA[i].geom))):  
 dist = (edgesA[-1].imp\*edgesA[-1].length + edgesA[i].imp\*edgesA[i].length)/2  
 if dist <= radius or radius == 0.0:  
 edgesA[-1].neighA.append([edgesA[i], dist])  
 edgesA[i].neighA.append([edgesA[-1], dist])

7. Next, we start the Edge processing. First, we compute the shortest paths using the djikstra algorithm with binary heap as priority queue. This process is structured in two parts: first the heap creation, then the heapsort. Because this part of the code was retrieved from another script that also calculates urban network metrics, and that code was written by a different person, I will not go into much detail for this part.

7.1.1. The heap creation:

for source in edgesA:  
 if source.id % 50 == 0: feedback.pushInfo(f'Shortest Paths Edge {source.id}')  
 finitePos = 0  
 costA = [99999999999999 for i in range(edgesCount)]  
 costA[source.id] = 0 #distance from the source edge to itself is zero  
 for ind in range(len(source.neighA)): costA[source.neighA[ind][0].id] = source.neighA[ind][1]  
 heap = [edgesA[0] for i in range(len(source.neighA) + 1)]  
 for destin in edgesA:  
 if feedback.isCanceled():  
 break  
 if costA[destin.id] == 99999999999999:  
 heap.append(destin)  
 destin.heapPos = len(heap) - 1  
 else:  
 heap[finitePos] = destin  
 destin.heapPos = finitePos  
 n = finitePos  
 finitePos += 1  
 parent = int((n-1)/2)  
 while n !=0 and costA[heap[n].id] < costA[heap[parent].id]:  
 heap[n].heapPos, heap[parent].heapPos = parent, n  
 heap[n], heap[parent] = heap[parent], heap[n]  
 n = parent  
 parent = int((n-1)/2)

7.1.2. The heapsort can be separated in four parts. a) The first one:

pivotA = [[] for i in range(edgesCount)] #array of pivot edges in shortest paths  
 level = [99999999999999 for i in range(edgesCount)]  
 sortedA = []  
 numSP = [0 for i in range(edgesCount)]  
 numSP[source.id], level[source.id] = 1,0  
 for ind in range(len(source.neighA)):  
 numSP[source.neighA[ind][0].id] = 1  
 level[source.neighA[ind][0].id] = 1  
 while heap != []:  
 closest = heap[0]  
 if costA[closest.id] <= radius or radius == 0.0: sortedA.append(closest)  
 if finitePos > 0:  
 heap[0].heapPos, heap[finitePos-1].heapPos = finitePos-1, 0  
 heap[0], heap[finitePos-1] = heap[finitePos-1], heap[0]  
 heap[finitePos-1].heapPos, heap[-1].heapPos = len(heap)-1, finitePos-1  
 heap[finitePos-1], heap[-1] = heap[-1], heap[finitePos-1]  
 finitePos -= 1  
 heap.pop(len(heap)-1)

b) The second part:

n = 0  
 lh = finitePos  
 posChild1, posChild2 = n\*2+1, n\*2+2  
 if posChild2 <= lh-1:  
 costChild1, costChild2 = costA[heap[n\*2+1].id], costA[heap[n\*2+2].id]  
 if any(x < costA[heap[n].id] for x in [costChild1,costChild2]):  
 if costChild1 <= costChild2: sc = posChild1  
 else: sc = posChild2  
 else: sc = -1  
 elif posChild2 == lh:  
 if costA[heap[n\*2+1].id] < costA[heap[n].id]: sc = posChild1  
 else: sc = -1  
 else: sc = -1

c) The third part:

while sc >= 0:  
 heap[n].heapPos, heap[sc].heapPos = sc, n  
 heap[n], heap[sc] = heap[sc], heap[n]  
 n = sc  
 lh = len(heap)  
 posChild1, posChild2 = n\*2+1, n\*2+2  
 if posChild2 <= lh-1:  
 costChild1, costChild2 = costA[heap[n\*2+1].id], costA[heap[n\*2+2].id]  
 if any(x < costA[heap[n].id] for x in [costChild1,costChild2]):  
 if costChild1 <= costChild2: sc = posChild1  
 else: sc = posChild2  
 else: sc = -1  
 elif posChild2 == lh:  
 if costA[heap[n\*2+1].id] < costA[heap[n].id]: sc = posChild1  
 else: sc = -1  
 else: sc = -1

d) The fourth part:

for ind in range(len(closest.neighA)):  
 if closest.neighA[ind][0].heapPos < len(heap):  
 cost = costA[closest.id] + closest.neighA[ind][1]  
 prevCost = costA[closest.neighA[ind][0].id]  
 if prevCost > cost and (radius == 0.0 or cost <= radius):  
 costA[closest.neighA[ind][0].id], level[closest.neighA[ind][0].id] = cost, level[closest.id] + 1  
 pivotA[closest.neighA[ind][0].id] = []  
 pivotA[closest.neighA[ind][0].id].append(closest)  
 numSP[closest.neighA[ind][0].id] += numSP[closest.id]  
   
 n = closest.neighA[ind][0].heapPos  
 if prevCost == 99999999999999:   
 heap[finitePos].heapPos, closest.neighA[ind][0].heapPos = n, finitePos  
 heap[n], heap[finitePos] = heap[finitePos], closest.neighA[ind][0]  
 n = finitePos  
 finitePos += 1  
 parent = int((n-1)/2)  
 while n !=0 and costA[heap[n].id] < costA[heap[parent].id]:  
 heap[n].heapPos, heap[parent].heapPos = parent, n  
 heap[n], heap[parent] = heap[parent], heap[n]  
 n = parent  
 parent = int((n-1)/2)  
  
 elif source.id != closest.id and costA[closest.neighA[ind][0].id] == cost and (radius == 0.0 or cost <= radius):  
 pivotA[closest.neighA[ind][0].id].append(closest)  
 numSP[closest.neighA[ind][0].id] += numSP[closest.id]

7.2. Next, we begin the calculations for the metrics.

a) We start with defining the the temporary variables for the metrics:

if 0 in metricsL: gpmTemp = [0 for i in range(edgesCount)]  
 if 1 in metricsL: pmaTemp = [0 for i in range(edgesCount)]  
 if 2 in metricsL: pmbTemp = [0 for i in range(edgesCount)]  
 if 3 in metricsL: gpmNormTemp = [0 for i in range(edgesCount)]  
 if 4 in metricsL: pmaNormTemp = [0 for i in range(edgesCount)]   
 if 5 in metricsL: pmbNormTemp = [0 for i in range(edgesCount)]   
 if 6 in metricsL: pmdaTemp = [0 for i in range(edgesCount)]   
 if 7 in metricsL: pmdbTemp = [0 for i in range(edgesCount)]

b) We need to sum the values of originG, originA, and originB for the gpmNorm, pmaNorm, and pmbNorm metrics:

originGtot = sum([edge.originG for edge in edgesA])  
 originAtot = sum([edge.originA for edge in edgesA])  
 originBtot = sum([edge.originB for edge in edgesA])

c) We define the tension variables that will be used in the metrics:

while sortedA != []:  
 farest = sortedA[-1]  
 cost = costA[farest.id]   
 sortedA.pop(len(sortedA)-1)  
 tensionG = source.destination \* farest.originG  
 tensionA = source.destination \* farest.originA  
 tensionB = source.destination \* farest.originB

d) We then start the metrics calculations. First, we calculate the PM values for the connected edges:

for neigh in pivotA[farest.id]:  
 if feedback.isCanceled():  
 break  
 if numSP[farest.id] > 0 and (radius == 0.0 or cost <= radius):  
 if 0 in metricsL: gpmTemp[neigh.id] += (numSP[neigh.id]/numSP[farest.id])\*((tensionG/(level[farest.id]+1))+gpmTemp[farest.id])  
 if 1 in metricsL: pmaTemp[neigh.id] += (numSP[neigh.id]/numSP[farest.id])\*((tensionA/(level[farest.id]+1))+pmaTemp[farest.id])  
 if 2 in metricsL: pmbTemp[neigh.id] += (numSP[neigh.id]/numSP[farest.id])\*((tensionB/(level[farest.id]+1))+pmbTemp[farest.id])

e) Next, we calculate the PM values for the source edges:

if pivotA[farest.id] == [] and level[farest.id] == 1 and (radius == 0.0 or cost <= radius):   
 if 0 in metricsL: gpmTemp[source.id] += (numSP[neigh.id]/numSP[farest.id])\*((tensionG/(level[farest.id]+1))+gpmTemp[farest.id])  
 if 1 in metricsL: pmaTemp[source.id] += (numSP[neigh.id]/numSP[farest.id])\*((tensionA/(level[farest.id]+1))+pmaTemp[farest.id])  
 if 2 in metricsL: pmbTemp[source.id] += (numSP[neigh.id]/numSP[farest.id])\*((tensionB/(level[farest.id]+1))+pmbTemp[farest.id])

f) Then, we calculate the metrics for the edges in the shortest paths:

if (0 in metricsL) and (radius == 0.0 or cost <= radius): gpmTemp[farest.id] += tensionG/(level[farest.id]+1)  
 if (1 in metricsL) and (radius == 0.0 or cost <= radius): pmaTemp[farest.id] += tensionA/(level[farest.id]+1)  
 if (2 in metricsL) and (radius == 0.0 or cost <= radius): pmbTemp[farest.id] += tensionB/(level[farest.id]+1)  
 if (3 in metricsL) and (radius == 0.0 or cost <= radius): gpmNormTemp[farest.id] += gpmTemp[farest.id]/originGtot  
 if (4 in metricsL) and (radius == 0.0 or cost <= radius): pmaNormTemp[farest.id] += pmaTemp[farest.id]/originAtot  
 if (5 in metricsL) and (radius == 0.0 or cost <= radius): pmbNormTemp[farest.id] += pmbTemp[farest.id]/originBtot  
 if (6 in metricsL) and (radius == 0.0 or cost <= radius): pmdaTemp[farest.id] += (pmaNormTemp[farest.id] - gpmNormTemp[farest.id])  
 if (7 in metricsL) and (radius == 0.0 or cost <= radius): pmdbTemp[farest.id] += (pmbNormTemp[farest.id] - gpmNormTemp[farest.id])

g) Finally, we update the metrics values:

if 0 in metricsL: farest.gpm += gpmTemp[farest.id]  
 if 1 in metricsL: farest.pma += pmaTemp[farest.id]  
 if 2 in metricsL: farest.pmb += pmbTemp[farest.id]  
 if 3 in metricsL: farest.gpmNorm += gpmNormTemp[farest.id]  
 if 4 in metricsL: farest.pmaNorm += pmaNormTemp[farest.id]  
 if 5 in metricsL: farest.pmbNorm += pmbNormTemp[farest.id]  
 if 6 in metricsL: farest.pmda += pmdaTemp[farest.id]  
 if 7 in metricsL: farest.pmdb += pmdbTemp[farest.id]

8. After computing the metrics, we update the table of contents.

a) To do so, we start creating new attributes fields for the computed metrics:

strBegin = "T" if analysisType == 0 else "G"  
 strMid = "g" if radius == 0.0 else str(int(radius))  
 if len(strMid) > 5: strBegin += strMid[0:5]  
 else: strBegin += strMid   
   
 if 0 in metricsL:  
 inputEdges.fields().indexFromName(strBegin + "GPM")  
 inputEdges.dataProvider().addAttributes([QgsField(strBegin + "GPM",QVariant.Double)])  
 inputEdges.updateFields()  
 gpmIndex = inputEdges.fields().indexFromName(strBegin + "GPM")   
 if 1 in metricsL:  
 inputEdges.fields().indexFromName(strBegin + "PMa")  
 inputEdges.dataProvider().addAttributes([QgsField(strBegin + "PMa",QVariant.Double)])  
 inputEdges.updateFields()  
 pmaIndex = inputEdges.fields().indexFromName(strBegin + "PMa")   
 if 2 in metricsL:  
 inputEdges.fields().indexFromName(strBegin + "PMb")  
 inputEdges.dataProvider().addAttributes([QgsField(strBegin + "PMb" ,QVariant.Double)])  
 inputEdges.updateFields()  
 pmbIndex = inputEdges.fields().indexFromName(strBegin + "PMb")   
 if 3 in metricsL:  
 inputEdges.fields().indexFromName(strBegin + "GPMNorm")  
 inputEdges.dataProvider().addAttributes([QgsField(strBegin + "GPMNorm",QVariant.Double)])  
 inputEdges.updateFields()  
 gpmNormIndex = inputEdges.fields().indexFromName(strBegin + "GPMNorm")   
 if 4 in metricsL:  
 inputEdges.fields().indexFromName(strBegin + "PMaNorm")  
 inputEdges.dataProvider().addAttributes([QgsField(strBegin + "PMaNorm",QVariant.Double)])  
 inputEdges.updateFields()  
 pmaNormIndex = inputEdges.fields().indexFromName(strBegin + "PMaNorm")  
 if 5 in metricsL:  
 inputEdges.fields().indexFromName(strBegin + "PMbNorm")  
 inputEdges.dataProvider().addAttributes([QgsField(strBegin + "PMbNorm",QVariant.Double)])  
 inputEdges.updateFields()  
 pmbNormIndex = inputEdges.fields().indexFromName(strBegin + "PMbNorm")   
 if 6 in metricsL:  
 inputEdges.fields().indexFromName(strBegin + "PMDa")  
 inputEdges.dataProvider().addAttributes([QgsField(strBegin + "PMDa",QVariant.Double)])  
 inputEdges.updateFields()  
 pmdaIndex = inputEdges.fields().indexFromName(strBegin + "PMDa")   
 if 7 in metricsL:  
 inputEdges.fields().indexFromName(strBegin + "PMDb")  
 inputEdges.dataProvider().addAttributes([QgsField(strBegin + "PMDb",QVariant.Double)])  
 inputEdges.updateFields()  
 pmdbIndex = inputEdges.fields().indexFromName(strBegin + "PMDb")

b) Then, we define the dictionary with the metrics variables and update the table of contents:

for edge in edgesA:  
 metricsD = {}  
 if 0 in metricsL: metricsD[gpmIndex] = edge.gpm  
 if 1 in metricsL: metricsD[pmaIndex] = edge.pma   
 if 2 in metricsL: metricsD[pmbIndex] = edge.pmb  
 if 3 in metricsL: metricsD[gpmNormIndex]= edge.gpmNorm  
 if 4 in metricsL: metricsD[pmaNormIndex] = edge.pmaNorm  
 if 5 in metricsL: metricsD[pmbNormIndex] = edge.pmbNorm  
 if 6 in metricsL: metricsD[pmdaIndex] = edge.pmda  
 if 7 in metricsL: metricsD[pmdbIndex] = edge.pmdb  
  
 inputEdges.dataProvider().changeAttributeValues({edge.id : metricsD})

9. Finally, we save the output vector layer, which is a new vector layer, and delete the metrics attribute fields from the input vector layer.

if outPath != "":  
 crs = QgsProject.instance().crs()   
 save\_options = QgsVectorFileWriter.SaveVectorOptions()  
 save\_options.driverName = "ESRI Shapefile"  
 save\_options.fileEncoding = "System"  
 context = QgsProject.instance().transformContext()   
 QgsVectorFileWriter.writeAsVectorFormat(inputEdges, outPath, "System", crs, "ESRI Shapefile")  
 metricsOut = []  
 if 0 in metricsL: metricsOut.append(gpmIndex)  
 if 1 in metricsL: metricsOut.append(pmaIndex)   
 if 2 in metricsL: metricsOut.append(pmbIndex)   
 if 3 in metricsL: metricsOut.append(gpmNormIndex)   
 if 4 in metricsL: metricsOut.append(pmaNormIndex)   
 if 5 in metricsL: metricsOut.append(pmbNormIndex)   
 if 6 in metricsL: metricsOut.append(pmdaIndex)   
 if 7 in metricsL: metricsOut.append(pmdbIndex)   
 inputEdges.dataProvider().deleteAttributes(metricsOut)  
 inputEdges.updateFields()  
  
 # Return the results of the algorithm  
 return {self.OUTPUT\_VECTOR\_LAYER: outPath}

## 4. Conclusion

The PMD Index plugin calculates the PMD metrics and returns a new vector layer with the output results. The python script for the algorithm works, calculating the eight metrics (GPM, PMa, PMb, GPMNormalized, PMaNormalized, PMbNormalized, PMDa, and PMDb).

At its current state, the plugin is already operational and can be used to calculate the PMD index for two different population groups. For a city of approximately 300,000 inhabitants, with a street network of 10,000 lines, the plugin takes approximately 30 minutes to finish its processing. That is acceptable but can be a problem when running the calculations for bigger cities, or metropolitan regions, where systems of over 150,000 lines can be found.

Future developments for the plugin include a) to allow the output file to be saved as a temporary layer; b) to allow for the selection of any number of population groups for comparison; c) to improve the code for the shortest path calculation, so that the algorithm can run faster; and d) to launch it for QGIS.