# PandasAssignment

Q1. How do you load a CSV file into a Pandas DataFrame?

To import a CSV file and put the contents into a Pandas dataframe we use the read\_csv() function, which is appended after calling the pd object we created when we imported Pandas. The read\_csv() function can take several arguments, but by default you just need to provide the path to the file you wish to read

Q2. How do you check the data type of a column in a Pandas DataFrame?

To check the data type in pandas DataFrame we can use the “dtype” attribute. The attribute returns a series with the data type of each column. And the column names of the DataFrame are represented as the index of the resultant series object and the corresponding data types are returned as values of the series object.

Q3. How do you select rows from a Pandas DataFrame based on a condition?

You can select the Rows from Pandas DataFrame based on column values or based on multiple conditions either using DataFrame. loc[] attribute, DataFrame. query() or DataFrame. apply() method to use lambda function

Q4. How do you rename columns in a Pandas DataFrame?

**4 Ways to Rename Pandas Columns**

1. Method 1: using rename() function.
2. Method 2: assigning list of new column names.
3. Method 3: replacing the columns string.
4. Method 4: using set\_axis() function.

Q5. How do you drop columns in a Pandas DataFrame?

The drop() method removes the specified row or column. By specifying the column axis ( axis='columns' ), the drop() method removes the specified column

Q6. How do you find the unique values in a column of a Pandas DataFrame?

To select the unique values from a specific column in a Pandas dataframe you can use the unique() method. This is simply appended to the end of the column name, e.g. df['column\_name']. unique() and returns a Python list of the unique values.

Q7. How do you find the number of missing values in each column of a Pandas DataFrame?

Since sum() calculate as True=1 and False=0 , you can count the number of missing values in each row and column by calling sum() from the result of isnull() . You can count missing values in each column by default, and in each row with axis=1 .

Q8. How do you fill missing values in a Pandas DataFrame with a specific value?

The fillna() method replaces the NULL values with a specified value. The fillna() method returns a new DataFrame object unless the inplace parameter is set to True , in that case the fillna() method does the replacing in the original DataFrame instead.

Q9. How do you concatenate two Pandas DataFrames?

A simpler way to concatenate multiple DataFrames is to use the concat  function from pandas library.

Q10. How do you merge two Pandas DataFrames on a specific column?

1. merge() for combining data on common columns or indices.
2. .join() for combining data on a key column or an index.
3. concat() for combining DataFrames across rows or columns.

Q11. How do you group data in a Pandas DataFrame by a specific column and apply an aggregation function?

To do grouping use DataFrame. groupby() function. This function returns the DataFrameGroupBy object and use aggregate() function to calculate the sum. Similarly, you can also calculate aggregation for all other functions specified in the above table.

Q12. How do you pivot a Pandas DataFrame?

**Create Your Own Pandas Pivot Table in 4 Steps**

1. Download or import the data that you want to use.
2. In the pivot\_table function, specify the DataFrame you are summarizing, along with the names for the indexes, columns and values.
3. Specify the type of calculation you want to use, such as the mean.

Q13. How do you change the data type of a column in a Pandas DataFrame?

The best way to convert one or more columns of a DataFrame to numeric values is to use pandas.to\_numeric() . This function will try to change non-numeric objects (such as strings) into integers or floating-point numbers as appropriate.

Q14. How do you sort a Pandas DataFrame by a specific column?

Sorting Your DataFrame on a Single Column. To sort the DataFrame based on the values in a single column, you'll use . sort\_values() . By default, this will return a new DataFrame sorted in ascending order.

Q15. How do you create a copy of a Pandas DataFrame?

Pandas DataFrame copy() Method  
The copy() method returns a copy of the DataFrame. By default, the copy is a "deep copy" meaning that any changes made in the original DataFrame will NOT be reflected in the copy

Q16. How do you filter rows of a Pandas DataFrame by multiple conditions?

To filter Pandas DataFrame by multiple conditions use DataFrame. loc[] property along with the conditions. Make sure you surround each condition with a bracket.

.

Q17. How do you calculate the mean of a column in a Pandas DataFrame?

To calculate the mean of whole columns in the DataFrame, use pandas. Series. mean() with a list of DataFrame columns. You can also get the mean for all numeric columns using DataFrame.

Q18. How do you calculate the standard deviation of a column in a Pandas DataFrame?

First, we'll use the std() method to calculate the standard deviation of all columns in the DataFrame. To do this, you simply append the std() method to the DataFrame object. It returns a Series object with the standard deviation of each column.

Q19. How do you calculate the correlation between two columns in a Pandas DataFrame?

To calculate the Pearson correlation coefficient for every pair of values in the dataframe, you can simply append the corr() method to the end of the dataframe object. The resulting dataframe, or matrix, will have the correlation coefficient for every pair of columns in the dataframe.

Q20. How do you select specific columns in a DataFrame using their labels?

**You can use the following methods to select columns by name in a pandas DataFrame:**

1. Method 1: Select One Column by Name df. loc[:, 'column1']
2. Method 2: Select Multiple Columns by Name df. loc[:, ['column1', 'column3', 'column4']]
3. Method 3: Select Columns in Range by Name df. loc[:, 'column2':'column4']

Q21. How do you select specific rows in a DataFrame using their indexes?

You can select a single row from pandas DataFrame by integer index using df. iloc[n] . Replace n with a position you wanted to select.

Q22. How do you sort a DataFrame by a specific column?

Sorting Your DataFrame on a Single Column. To sort the DataFrame based on the values in a single column, you'll use . sort\_values() . By default, this will return a new DataFrame sorted in ascending order.

Q23. How do you create a new column in a DataFrame based on the values of another column?

We can use **DataFrame.apply()** function to achieve this task.

# importing pandas as pd

import pandas as pd

# Creating the DataFrame

df = pd.DataFrame({'Date':['10/2/2011', '11/2/2011', '12/2/2011', '13/2/2011'],

                    'Event':['Music', 'Poetry', 'Theatre', 'Comedy'],

                    'Cost':[10000, 5000, 15000, 2000]})

# Print the dataframe

print(df)

**Output :**

![sample dataframe for testing](data:image/png;base64,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)

Now we will create a new column called ‘Discounted\_Price’ after applying a 10% discount on the existing ‘Cost’ column.

* Python3

|  |
| --- |
| # using apply function to create a new column  df['Discounted\_Price'] = df.apply(lambda row: row.Cost -                                    (row.Cost \* 0.1), axis = 1)    # Print the DataFrame after addition  # of new column  print(df) |

**Output :**

![dataframe with new column](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXwAAACWCAYAAADdTzOaAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABPpSURBVHhe7Z1Nbty60oa9QwMNZDkHBoxexZ30yNnAN7dn8R4y8CQDryBjfeKfWFWi2Pphd2zpeYAXcbcossiqeqX45uI8dAAAcAgwfACAg4DhAwAcBAwfAOAgYPgAAAcBwwcAOAgYPgDAQcDwAQAOAoYPAHAQMHwAgIOA4QMAHAQMHwDgIGD4AAAHAcMHADgIGD4AwEHA8AEADgKGDwBwEDB8AICDgOEDABwEDB8A4CAczPB/deeHh+7B6PTzM16/xmf38uPcz/Lv+fU83seyvazgz0t3er7l7m1+Tt3Ln3hpC1vjdveruILO7/G6r4v+ux8v/U9fkJX7//x5mpeDq+dj+eLntWOOafiy+N/PvjjnGGUw2a9k+PeMpXB2LUmmIeYPhlMzjjk0iDvGJmukTWz3YP3+lxp+Pp9o6F+kVyCD4fdY89Rvz+H71OBBqQnifFH3bP6q4ceH2BCPbch4PUjMke77md/Ywj2pgaNu8GY27wGmz1s9pM1bZth7o7gLhj/M7eccv7GqGlLrmphULU7tz85v6nhp3qby35PjPnXn57WG3yNrMP38HNd9/r/ReemY5Jr/rsf2CIbfo95kXOGlQkwmEsdrU9JNOPttqBF1gwz7TA2oYlPNaYwkNV1xv+Wza8Ocuc0YaShmH83jLhq+XKd8jj42c6+/pzRuwf6mxqbP1f3PyL+61tDwcw7MuvH+8V71uHv32B7B8HtKhRSaJqrUSLbIVdHeHhXfoLyHbCz1pgmf455Uw9uxDYxzkhlzSwPxFIzBzRH3mWkQd8nQenI96DMeDE7F6wix2Hk8c/Y37M3saUHeavlX9d1jx04yOp+UD11X5b3pGBT/uMf2CIbfIws7/JzG6PGqIURTSxWb+QbY5hzh4+v39K6bJtxnFZvaNKZu+PLZteH63GPzmTZZrylzXMNSw0+fRTz+TCfmcdT3Z+c3e1qQt1r+bU2NY5og7qs0p8fEp/c2XnfA5jTqXj22RzD8nunGLTVLLMxK896DySYZCLGffuimrTbxPzP8Gfu5YhqZGKfbu89Ng7iLua4ZciacoYvH7a0SS3V/9bpckrda/kMOZtaK5FovXMnd5Dr/uMf2CIZvikoaz9Cscbw2pZlFeyOuG34ak2P0qP0aI/mHhp/ikvOn8w/x1ExuwbU1lIxHrVGrBX1N5U3NW9uDuS9emxpbzduM/Ktrc2q6dD4SE99oXXN/3mvtXGENxzR8I1WosfjCtVP/htz/aRrCSZmJ+u4+DGZuJY1NNbBA7EM9NExj2gbLa9YfNOsZ50efaeW8Vd56iXPYHLedOyqvbwysR+dHmlQy0iiZr7n7ez6HcbMMv7D/qfz3hHvd9xv/lY7ExFc6Lx2TXPPf9dgeOZjhAwAcFwwfAOpM/A3HS76lw5cHwwcAOAgYPgDAQcDwAQAOAoYPAHAQMHwAgIOA4QMAHAQMHwDgIFQNv/jvbhFC6IsK6lRP6O/fvwgh9G0EdTB8hNBuBHUwfITQbgR1MHyE0G4EdTB8hNBuBHUwfITQbgR1MHyE0G4EdTB8hNBuBHU2GP5r9zT8Hx4eu8vv0pilcnOO53r9b3odd+3prf/57SmOCfLfLR4n9nS6dB/i/ny9sNffl+7x4al7ld/dQ2kv/72aa2kfa2P66C6n8Rm2lMvH4+Vj9F3Iiz3jSl782cdr5hxqdYOWSuTgzvlZkkeos9rwfRJickNCthpeKhqd1I/LYy4ib3ByHXeP+5z+jN+vGhdMLpmQ35Mq0HJ8uaDleneSi//0OH7YTH3/RZQaWBr+dJ5reQk5CQ8mPa5eN2iZwtkO537H/CzNI9RZafjR/FQBbHgjjKb59Obm1YbqCigbgyygeF8qBqU148zasrim4vNj+s9v7vo/MBS3fr+vS39G8uzdmT1dRExxXNq/byKTu6C0h9Ccec5wTnrMGmXj0Hmt5flaXnI80hyqdYMWyuRA1cdt87M0j1BnneFHAxwSYT+vVq2w8ue0jiug4po+njzPrHGmOO0cQTa+KHvvvRSN/FUauI+xj0XGNGn4ej/5nOS56xzke8PntdKNXMlzLS9mX9lsKvOlsWiByn15+/wszyPU+eKG7z5PJdz9LMeWxqTPM8YNxRivy8Id7rHxRdmiv5dSQ8n13XfOkO13Mww/K5yNP/cb7a3+5iZyU8mL30fRUGp1k75D8xXOb3jQ+xzcIz/L8wh1vvEbvhtrjcgUptfMcX4P5cLN99n4ouy999Jg5G4/Ia7BSGVMw7hwn3pLj7nzv64Zxohztw3dSLzhfzOpOnnqntL53jQ/y/MIdb7G7/AHjQ118k3QrTky9kIxzB1n1x6KszImyRb9veRijA3lTPzxcsnxyZjEOHefO1N9JkH5QSAa7UZ703mt5LmWFxObfKOcng9tl8zJbfOzNI9QZ6Xhh0RIsxmb4xqZ4ukli0QWk1s/J376yT93nL3m9zcyxXF8Xl/A8MPZ5JyMDF81aNxboSHD/oXhmyZT+dgg3cjTea7nRcamx03Ph5ZL1oOtgdvmZ2keoc5qw08JDP9yo2CCq1Q2VF9Eah23thjnjSuNyXp6mzsuXk9m6DQUtFQ5vi9h+DH2wURNTPkMn7qLa6LYlL6hRnsOuR3ORZ1bm31aw0/fhTXsGVfyImMzD+jp+dBiVWugZX7GPbYkj1Bng+EjhNDXEtTB8BFCuxHUwfARQrsR1MHwEUK7EdTB8BFCuxHUwfARQrsR1MHwEUK7EdTB8BFCuxHUwfARQrsR1KkaPgAA7AcMHwDgIGD4AAAHAcMHADgIGD4AwEHA8AEADgKGDwBwEDB8AICDsNnwP3+euoeHU/fyJ36xmV/duTTfn5fu9HDur2p+PT905/f+h/dz/K/iBPnvBPPGubXjtR8v3Wf8NrMstlvg9iHjD9q49h3jn8THMLWnSl7kfc96B/msWtYn+HMVZx08IJ21vtYiP+SxHZsMv30iUmOb+Yaisabkxrvv0p8Rb+rWMK6N++xefjx0p5/BTmxRL4/tNozjig1nvluE38N94p/E5aL4kK3lJeQkPLT1OH8mab5RPcBq0guTqDeXk3Tumu35IY9tWW342eydGhh+NM7zuysSMZ9Pcv/5vWBK7p6iSchC65k1rrRuXG9NbDeiZPg+jmF/obFSbtTfYOI+wrUUbziD4Ts/5tSfV/j8P9PMrgHLzb2N6YfWtbzkc5fmoE1I5hnW487x3J1VDYZ6K55tg/yQx7ZsMPzQhMH4RUNuxjR4whSPY9J8ommlOWaNs/ObOQLzY7sVJcOX3/mfk/mnB5KPVzeLGifj9z+Lpho9TAr7b0Coo6xh/VpeVGw9w8PAmpB+u4R1uBy5M5T1luoq507kanN+yGNrNv8OPzRqSxOYa6ou+aV1bVHMHDcUY0Qay8AXMXzVYL2UIU80SHF/8fPoZ7lHt2dxTTZwM0q5iDFU8iLfGD3DWP1wG80PyxG5V4Zv6sVfi+O254c8tuYbG74wooFQEPoNeOY4O78p5MDc2G6HarYRtkHC+Gz4LldScS8y/sJe3Bxuzsm/KTVHNHYtL25PRUMJ92MUrXDnl+u+WoNN80MeW/N9Dd8Vz8jYC8Uwd5xddyhOyczYbkjd8CsNYptPIuMv7cWf4Us/V8s815D7qOTFxCrfKIcHnSfkPJ8LLMKfc3pJECrVYaWW1uSHPLbl2xq+W7dobIa54+w1v69RQc+L7ZaU48r468nYvTmmeHWz+OYrNWZxL+HeyQfGZsy5qodtLS9yT3qc+nWCmg+2onLgzlbURev8kMe2fFPDd8UjxvhrLg6t8/vccfF6LFD/fdHc5sR2W3RDlQiNNd5bj9q/3Efad7+Hib24dcsPykZMxuao5EXeZ84l1KZTIWewGluD4eUhnvXm/Ix7jDy2Y7PhwxGYeNABwLcCw4c68Q3tpm/3AHAXMHwAgIOA4QMAHAQMHwDgIGD4AAAHAcMHADgIGD4AwEHA8AEADkLV8P/+/YsQQt9GUAfDRwjtRlAHw0cI7UZQB8NHCO1GUAfDRwjtRlAHw0cI7UZQB8NHCO1GUAfDRwjtRlBnveH/vnSP6b9k0+vx8lEet0iv3dPDY3f5Lb57exrWcHp6E9d6vf4Xv2syzq0fr50u3Ye4P1838Tn5s3jqXuV3q/XRXU45PiUXU9O1nCb2dGO5fKiaMfX0oPZYyYu877/X/H0vt0aY6/77++6q50fX38flMX4fJfPQID9L8gh1Vhp+NKXUfN5EtzZVamo5j/tOFJdfxxqB+9xiXNhTKnJfZKpA3b2FohsKWq7XSH7u0not13L72pq7ZUoNrAzF5aL4kK3lJeQkPLT1OG9Cqj5vkJ+dapwfd7a5RtTZxvEql4O252dpHqFOm1/pRNMrJ32G4v1Pb9fMRxZQL3df0STWjDNry+Kais+P6T+/ues3MBS/rjkP/91Tdxneqsx1H1NoWG2gYa/DNW+aoQnzPLEp++Z238lGTfcNZ7pKca5+bWsSvrHNG2DQtbzkc5fmoOeXeUbTms6Pkjr3cE/xbBvkZ2keoU4Tw3dJ2W4GTqa5rYwBugIqFuWacaY47RxBE/HZe1upFIP/LjeBP/tk7Gp8bt7083AGapzck7zHfY7zp8/pAWf3v0K6kXMNjR4s9mxl7C4e+VAbHgbWhMz+0VXZ/EhJ404mnHMncrU5P8vzCHU2G75Pvk30atUM3ybbfS6NXTluKMZ4XZli0lcxfPGdaCrdiPracL+X3MfY8PPZhWa2DZc/r5c2lFIuYkyVvBT368eW487roWsqG3441/EDOdejf3DX6nFRfpbnEepsM3yfQFMAm+QSnIsnKyRa/5XfjbUmu2GcNe2S2U7FZ+9tpVIMdi2XA9lgMR9ZcazIVVCaV+4pnEvOpbsm7wlqYZy1N0jV2LW8iL37a4Oh2H2I+dJYVFU9P6Euij3fND/L8wh11hu+T2w7AwgqGWoortEarnhGxr5hnF17KM7KmCRrSq0km0d9J9YSTeUNX+01KexZG3maV/5sG2xivw00x/BDHCYGmRdzFvKNUs9v94+uafYD2V6TOWmQn6V5hDorDT8k3L/xFQ1mrazBTBeWK4Sc+O3j7DV333hvNr4oa8Kt5Oc169m1hOHb8X4P/ppulPA3gTRO7imcgWwodQ5+/nrDzZWbVzey2Kd62NbyIvelx0lzKT+8UU3V/Mg6k/UX72uZn6V5hDrrDD82vvxrfps3/VJhjdd5enPF03JcvB4L1H8vijjLxJfk572Bofh5zXp2LdNwoSnS3vK4YPLh+8fLq28+2YjyX+loQ0/X071bcxykDaWXyo0940pe5H3mAe3NpzgfuqZ6fnSNyNranp9xjy3JI9TZ/D/aIoTQVxHUwfARQrsR1MHwEUK7EdTB8BFCuxHUwfARQrsR1MHwEUK7EdTB8BFCuxHUwfARQrsR1MHwEUK7EdSpGj4AAOwHDB8A4CBg+AAABwHDBwA4CBg+AMBBwPABAA4Chg8AcBAwfACAg7De8P+8dKf0X7LpdX6P32/iV3d+OHUvf+JHh1rn3I/Q/HqOa7+fh1hK8cwb59aP1368dJ/x20whPoePcRzbcsT6kzHcgxBHm5zOZG1eZH086wy4nIf5CjmDdZRqXebgBvkhj+1Yafif3cuPPgExuSEhWw0vNbVMqlsnf/78eTIF5e5x66Y/I948ZDxzxoU9nX6G2f2eVIGW4usZClqut4Ywf1rfMd7vvQix3M/w1+ZFxqnHqbMb1QOsoljrulZa54c8tqXJr3Q2G34spPO7K5DKU9yPE+u4z0VD1EU4b5xZWxbXVHx+TP/53cS1grK5hyZR++jjCG87Yj0XR3/vi89DvCbGyodIiDmOU+uFtfz3z+fhXFxu7UNIzXcTluQln4M8Qx23nA9WMVXrPgc5P6qOG+SHPLZlo+FHk1DGsQXT3AZripPmUyjCq+NMcdo5AhPx2XsXo99+yoRiT2P8QzadRTTx0AjJuGM8I4NM8cdx8W1scj7383Dm7p7C/lszNy8qtp5hr2Fv2RjmnC/MYlTr+mx9HaU3/M35IY+tafKG7424ZISLmTL8YHbZ1Bwu+aWxtihmjhuKMaLMMXFbw897K3DN+MQ19VYk7rMPzNyQdn352e05zu3mkvffhPl5Ke7Hjw31glHcAFuHnnC+rj/lGW/PD3lsTRPDD0XQIhEThjogC8D9PFF4o9+9zxhnC1kYS2YivmITLGFGIVvjk7EMxh2oGn5/flrumjxXR4gnfXbzuZ/d/bdttoV5MfvOZ6Tjn3W+MI9aPnqUyW/OD3lsTRvD94mUiVnLhKEOiIS7NUfGXiiGuePs2kNxSibis02wgtHbUCSZ7RLjqxq+OotEubGGz/4MX/rvarnZyoq8mDORZ6jOIM69vT6hduYeWZcN8kMe27LS8MPBJ/NwSRmb4xpMc9vPopjcmtagxmYxf5y95vc0MkcbX8QU9jrCmcrYfIMM8+rrPr7UaDMNXzVjj5xDNa43VXluYW25RlvW5iXEFeLU48b7aVGfMKp1U1Olmt2SH/LYlvVv+NEUggomuApXIGYuX1BpHVk8YpwZk8fOHRevxwL13xfNrRCfwzbBasT6XmZOFb+45nIh4p00fIfKm5w/NKT/vp/L/YuffC5mztZsyYu81zyg/cPBX2tVn1Cs9ZoXLM7PuMfIYzva/EoHds7Egw4AvhUYPtSJb2g3e7sHgLuB4QMAHAQMHwDgIGD4AAAHAcMHADgIGD4AwEHA8AEADgKGDwBwEDB8AICDgOEDABwEDB8A4CBg+AAABwHDBwA4CBg+AMBBwPABAA5B1/0/jfuD4fXdxT0AAAAASUVORK5CYII=)

**Example 2:**We can achieve the same result by directly performing the required operation on the desired column element-wise.

|  |
| --- |
| import pandas as pd    # Creating the DataFrame  df = pd.DataFrame({'Date':['10/2/2011', '11/2/2011', '12/2/2011', '13/2/2011'],                      'Event':['Music', 'Poetry', 'Theatre', 'Comedy'],                      'Cost':[10000, 5000, 15000, 2000]})    # Create a new column 'Discounted\_Price' after applying  # 10% discount on the existing 'Cost' column.    # create a new column  df['Discounted\_Price'] = df['Cost'] - (0.1 \* df['Cost'])    # Print the DataFrame after  # addition of new column  print(df) |

**Output :**

![output dataframe](data:image/png;base64,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)

**Example 3:** Using **DataFrame.map()** function to create new column from existing column using a mapping function

We will create a dataframe with some sample data:

* Python3

|  |
| --- |
| data = {      "name": ["John", "Ted", "Dev", "Brad", "Rex", "Smith", "Samuel", "David"],      "salary": [10000, 20000, 50000, 45500, 19800, 95000, 5000, 50000]  }  # create dataframe from data dictionary  df = pd.DataFrame(data)  # print the dataframe  display(df.head()) |

**Output:**

![sample dataframe](data:image/png;base64,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)

*Sample dataframe*

Now, we will create a mapping function (salary\_stats) and use the DataFrame.map() function to create a new column from an existing column

* Python3

|  |
| --- |
| def salary\_stats(value):      if value < 10000:          return "very low"      if 10000 <= value < 25000:          return "low"      elif 25000 <= value < 40000:          return "average"      elif 40000 <= value < 50000:          return "better"      elif value >= 50000:          return "very good"    df['salary\_stats'] = df['salary'].map(salary\_stats)  display(df.head()) |

**Output:**
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**Explanation:** Here we have used pandas DataFrame.map() function to map each value to a string based on our defined mapping logic. The resultant series of values is assigned to a new column, “salary\_stats”.

Q24. How do you remove duplicates from a DataFrame?

You can set 'keep=False' in the drop\_duplicates() function to remove all the duplicate rows. For E.x, df. drop\_duplicates(keep=False)

Q25. What is the difference between .loc and .iloc in Pandas?

Pandas library of python is very useful for the manipulation of mathematical data and is widely used in the field of machine learning. It comprises many methods for its proper functioning. Loc()and **iloc()** are one of those methods. These are used in slicing data from the [Pandas DataFrame](https://www.geeksforgeeks.org/python-pandas-dataframe/). They help in the convenient selection of data from the DataFrame in [Python](https://www.geeksforgeeks.org/python-programming-language/). They are used in filtering the data according to some conditions.