Streaming Tweets con Kafka.
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# Recursos útiles

Recuerde el directorio de recursos compartidos disponible en:

<https://nascorformacion0-my.sharepoint.com/:f:/g/personal/juan_pinuela_docente_nascorformacion_com/EtGSBITnqFpJp6-XpG6REOQBFycP_G9zgcB89jxPymjV2Q?e=IBIEER>

En este directorio se encuentra la carpeta “Kafka” con los comandos más relevantes.

# Objetivo de la práctica

El En esta práctica, los alumnos levantarán un entorno completo de Apache Kafka usando Docker, crearán un entorno virtual de Python 3.10 y desarrollarán sobre él un pipeline básico de streaming que:

* Obtenga tweets en tiempo real usando la Twitter API.
* Los envíe a un topic Kafka.
* Lea esos tweets desde Kafka y los almacene en Elasticsearch.
* Visualice los datos en Kibana.

# Guion de partida

En esta práctica partimos del siguiente articulo:

<https://blog.praveshsudha.com/apache-kafka-project-real-time-twitter-streaming-with-python>

Que hace referencia al siguiente repositorio:

<https://github.com/Pravesh-Sudha/twitter-streams>

En el propio artículo se hace referencia al siguiente hecho:

![](data:image/png;base64,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)

Por eso es necesario crear un VENV en Python, en nuestro caso con VSCode e instalar la vesión 3.10. Podemos probar tanto esta versión como la correcta instalación de dependencias con el siguiente código:

**Creación entorno virtual e instalación de dependencias**

python3.10 -m venv kafka-env  
source kafka-env/bin/activate # (Windows: kafka-env\Scripts\activate)

pip install kafka-python tweepy requests

**check\_env.py**

import sys

import kafka

print("Python version:", sys.version)

print("Kafka version:", kafka.\_\_version\_\_)

# Creación del entorno en Docker

En el repositorio indicado se dan las siguientes instrucciones para arrancar los distintos contenedores necesarios para la práctica (una vez clonado o descargado el repositorio)

* **Zookeeper**

docker run -d --name zookeeper -p 2181:2181 zookeeper

* **Kafka**

docker run -d --name kafka \

  --link zookeeper \

  -p 9092:9092 \

  -e KAFKA\_ZOOKEEPER\_CONNECT=zookeeper:2181 \

  -e KAFKA\_ADVERTISED\_LISTENERS=PLAINTEXT://localhost:9092 \

  -e KAFKA\_OFFSETS\_TOPIC\_REPLICATION\_FACTOR=1 \

**confluentinc/cp-kafka**

* **ElasticSearch**

docker run -d --name elasticsearch -p 9200:9200 -e "discovery.type=single-node" elasticsearch:7.17.10

* **Kibana**

docker run -d --name kibana --link elasticsearch -p 5601:5601 kibana:7.17.10

Nosotros ya tenemos un stack ElasticSearch + Kibana de prácticas anteriores por lo que sólo será necesario crear un **docker-compose.yml con Zookeeper y Kafka.**

version: '3.8'

services:

zookeeper:

image: confluentinc/cp-zookeeper:7.5.0

container\_name: zookeeper

environment:

ZOOKEEPER\_CLIENT\_PORT: 2181

ZOOKEEPER\_TICK\_TIME: 2000

ports:

- "2181:2181"

kafka:

image: confluentinc/cp-kafka:7.5.0

container\_name: kafka

depends\_on:

- zookeeper

ports:

- "9092:9092"

environment:

KAFKA\_BROKER\_ID: 1

KAFKA\_ZOOKEEPER\_CONNECT: zookeeper:2181

KAFKA\_ADVERTISED\_LISTENERS: PLAINTEXT://localhost:9092

KAFKA\_LISTENERS: PLAINTEXT://0.0.0.0:9092

KAFKA\_OFFSETS\_TOPIC\_REPLICATION\_FACTOR: 1

Una vez creado o descargado del directorio compartido el fichero Docker-compose.yml arrancamos con:

docker-compose up -d

# Prueba de Kafka

Probamos el funcionamiento de Kafka ejecutando el script proporcionado para crear un topic de nombre “twitter-stream” según el fichero:  
./create-kafka-topic.sh

Y validamos que existe con:  
docker exec -it kafka kafka-topics --list --bootstrap-server kafka:9092

# Programación en Pyhton

## Bearer Twitter – X

En producer.py, reemplaza:  
BEARER\_TOKEN = "tu\_token\_de\_twitter"

Por el momento puedes usar el del docente sabiendo que será regenerado al finalizar la sesión y deberás pedir uno nuevo:

#Twitter API credentials

BEARER\_TOKEN = "AAAAAAAAAAAAAAAAAAAAAC%2BHgwAAAAAAyp0eUiZuf1OIUF8EQtRZIJRPL4c%3D5fOLn5xS32JMVJssJBSEygBvPiGNseOHCBvZTmtxMya49jPgO2"

## Productor

1. Ejecutar el productor (recoge tweets y los envía a Kafka):  
   python producer.py
2. Ver mensajes en Kafka con un consumer manual:  
   docker exec -it kafka kafka-console-consumer --bootstrap-server kafka:9092 --topic twitter-stream --from-beginning

## Consumidor

1. Ejecutar el consumer (lee de Kafka y envía a Elasticsearch):  
   python consumer.py
2. Verificar en ElasticSearch con Postman:

<http://localhost:9200/twitter/_search>

1. Visualizar en Kibana:

<http://localhost:5601>

## Comandos útiles para depurar

* Listar topics:

docker exec -it kafka kafka-topics --list --bootstrap-server kafka:9092

* Ver mensajes en tiempo real:

docker exec -it kafka kafka-console-consumer --bootstrap-server kafka:9092 --topic twitter-stream --from-beginning

* Contar mensajes en el topic:

docker exec -it kafka kafka-run-class kafka.tools.GetOffsetShell --broker-list kafka:9092 --topic twitter-stream --time -1

(Devuelve el offset actual = nº de mensajes)

* Ver índices en Elasticsearch:

<http://localhost:9200/_cat/indices?v>

# Entregables de la práctica

Al finalizar la práctica, se deberá entregar:

* Evidencias de la configuración del entorno
* Captura de pantalla de la ejecución de docker ps mostrando los contenedores Kafka, Zookeeper, Kafdrop, Elasticsearch y Kibana corriendo.
* Captura del comando docker exec -it kafka kafka-topics --list --bootstrap-server kafka:9092 donde aparezca el topic twitter-stream.
* Evidencias del flujo de datos
* Pantallazo del producer.py en ejecución mostrando tweets enviados a Kafka.
* Pantallazo del consumer.py procesando mensajes desde Kafka y confirmando envío a Elasticsearch (líneas “Received tweet” y “Elasticsearch response”).
* Validación en los sistemas de destino
* Captura de pantalla de una consulta en Postman o curl a http://localhost:9200/twitter/\_search?pretty=true mostrando tweets indexados.
* Captura de Kibana (Discover o Dashboard) donde se vean tweets visualizados.