Constructor

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Reason** |
| r = 3  c = 3  numWin = 3 | State: NUM\_TO\_WIN= 3  NUM\_ROWS = 3  NUM\_COLUMNS = 3   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 |  |  |  | | 1 |  |  |  | | 2 |  |  |  | | This test case is distinct because it tests the constructor’s boundary case. 3 is the minimum number of rows, columns, and spaces in a row to win needed.  **Function Name:**  test\_Constructor\_Min\_Size |
| r = 100  c = 100  numWin = 25 | State: NUM\_TO\_WIN= 25  NUM\_ROWS = 100  NUM\_COLUMNS = 100  Makes and empty board with sides that go from 0-99.   |  |  |  |  |  | | --- | --- | --- | --- | --- | |  | 0 | 1 | … | 99 | | 0 |  |  |  |  | | 1 |  |  |  |  | | … |  |  |  |  | | 99 |  |  |  |  | | This test case is distinct because it tests the other boundary case for the constructor. The max number of rows and columns the board can have is 100 and the max needed in a row to win can be 25.  **Function Name:**  test\_Constructor\_Max\_Size |
| r = 6  c = 6  numWin = 4 | State: NUM\_TO\_WIN= 4  NUM\_ROWS = 6  NUM\_COLUMNS = 6   |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | 5 | | 0 |  |  |  |  |  |  | | 1 |  |  |  |  |  |  | | 2 |  |  |  |  |  |  | | 3 |  |  |  |  |  |  | | 4 |  |  |  |  |  |  | | 5 |  |  |  |  |  |  | | This test case is distinct because it tests a routine scenario for the constructor. 6 is between the minimum and maximum for the number of rows and columns. 4 is in between the minimum and maximum for the number needed to win.  **Function Name:**  test\_Constructor\_Routine |

boolean checkSpace(BoardPosition pos)

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Reason** |
| State: (num to win = 3)   |  |  |  |  |  | | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | | 0 |  |  |  |  | | 1 |  |  |  |  | | 2 |  |  |  |  | | 3 |  |  |  |  |   Pos.getRow = 0  Pos.getColumn = 0 | checkSpace = true  State of board is unchanged | This test case is distinct because it checks if a space is available at a boundary position on the gameboard (0,0). The test case is also distinct as it is testing a space without a character.  **Function Name:**  test\_checkSpace\_at\_upperLeftCorner |
| State: (num to win = 3)   |  |  |  |  |  | | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | | 0 |  |  |  |  | | 1 |  |  |  |  | | 2 |  |  |  |  | | 3 |  |  |  |  |   Pos.getRow = 4  Pos.getColumn = 4 | checkSpace = false  State of the board is unchanged | This test case is distinct because it is testing a scenario in which the player is checking a space that is off of the board (out of bounds), so checkSpace is expected to return false, as it is an invalid position.  **Function Name:**  test\_checkSpace\_at\_outOfBounds |
| State: (num to win = 3)   |  |  |  |  |  | | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | | 0 |  |  |  |  | | 1 |  | x |  |  | | 2 |  |  |  |  | | 3 |  |  |  |  |   Pos.getRow = 1  Pos.getColumn = 1 | checkSpace = false  State of the board is unchanged | This test case is distinct because it is testing a scenario in which the player is checking a space that is already taken by another player token, so the space is unavailable.  **Function Name:**  test\_checkSpace\_Unavailable |

boolean checkHorizontalWin(BoardPosition lastPos, char player)

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Reason** |
| State(number to win = 4)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  |  |  |  | | 1 |  |  |  |  |  | | 2 | x | x | x | x |  | | 3 | o | o | o | x | o | | 4 |  |  |  |  |  |   player = ‘x’  lastPos.getRow = 2  lastPos.getColumn = 2 | checkHorizontalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed in the middle of the string of 4 consecutive x’s as opposed to on the end, so the function needs to count x’s on the right and left.  **Function Name:**  test\_Horizontal\_MiddleWin |
| State(number to win = 4)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  |  |  |  | | 1 |  |  |  |  |  | | 2 | x | x | x | x |  | | 3 | o | o | o | x | o | | 4 |  |  |  |  |  |   player = ‘x’  lastPos.getRow = 2  lastPos.getColumn = 0 | checkHorizontalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed on the left boundary of the board, so the function needs to start counting at the 0 column of the board and make sure it does not start counting from outside of the board.  **Function Name:**  test\_Horizontal\_left\_Bound |
| State(number to win = 4)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  |  |  |  | | 1 |  |  |  |  |  | | 2 |  | x | x | x | x | | 3 | o | o | o | x | o | | 4 |  |  |  |  |  |   player = ‘x’  lastPos.getRow = 2  lastPos.getColumn = 4 | checkHorizontalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed on the right boundary of the board, so the function needs to stop counting at the 5th column of the board and make sure it does not go past the edge of the board.  **Function Name:**  test\_Horizontal\_right\_Bound |
| State(number to win = 4)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  |  |  |  | | 1 | x | x |  | x | x | | 2 |  | o | o | o |  | | 3 |  | o |  |  |  | | 4 |  |  |  |  |  |   player = ‘x’  lastPos.getRow = 1  lastPos.getColumn = 0 | checkHorizontalWin = false  state of the board is unchanged | This test case is unique and distinct because the last x was placed in a position that does not result in there being enough x’s in a row to satisfy the condition of 4 in a row needed to win, so we expect the function to return false.  **Function Name:**  test\_Horizontal\_No\_Win |

boolean checkVerticalWin(BoardPosition lastPos, char player)

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Reason** |
| State(number to win = 4)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  | x |  |  | | 1 | o |  | x |  |  | | 2 | x |  | x |  |  | | 3 | o |  | x | o |  | | 4 | o |  |  |  |  |   player = ‘x’  lastPos.getRow = 1  lastPos.getColumn = 2 | checkVerticalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed in the middle of the string of 4 consecutive x’s as opposed to on the end, so the function needs to count x’s both above and below the final x placed.  **Function Name:**  test\_Vertical\_Middle |
| State(number to win = 4)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  | x |  |  | | 1 | o |  | x |  |  | | 2 | x |  | x |  |  | | 3 | o |  | x | o |  | | 4 | o |  |  |  |  |   player = ‘x’  lastPos.getRow = 0  lastPos.getColumn = 2 | checkVerticalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed on upper boundary of the board, so the function needs to make sure it does not go into a negative index (past row 0) when checking for a win.  **Function Name:**  test\_Vertical\_Upper |
| State(number to win = 4)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  |  |  |  | | 1 | o |  | x |  |  | | 2 | x |  | x |  |  | | 3 | o |  | x | o |  | | 4 | o |  | x |  |  |   player = ‘x’  lastPos.getRow = 4  lastPos.getColumn = 2 | checkVerticalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed on the lower boundary of the board, so the function needs to make sure it does not go to an index out of bounds (past the last row) on the gameboard.  **Function Name:**  test\_Vertical\_Lower |
| State(number to win = 4)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  | x |  |  | | 1 | o |  | x |  |  | | 2 | x |  |  |  |  | | 3 | o |  | x | o |  | | 4 | o |  | x |  |  |   player = ‘x’  lastPos.getRow = 3  lastPos.getColumn = 2 | checkVerticalWin = false  state of the board is unchanged | This test case is unique and distinct because the last x was placed in a position that does not result in there being enough x’s in a row to satisfy the condition of 4 in a row needed to win, so we expect the function to return false.  **Function Name:**  test\_Vertical\_No\_Win |

boolean checkDiagonalWin(BoardPosition lastPos, char player)

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Reason** |
| State(number to win = 3)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 | x |  |  |  |  | | 1 | o | x |  |  |  | | 2 | o |  | x |  |  | | 3 |  |  |  |  |  | | 4 |  |  |  |  |  |   player = ‘x’  lastPos.getRow = 0  lastPos.getColumn = 0 | checkDiagonalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed at the corner (0,0) which is a boundary case where it is at the minimum possible location. It is also different because the diagonal is at a left to right angle.  **Function Name:**  test\_Diagonal\_Upper\_Left |
| State(number to win = 3)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  |  |  | x | | 1 | o |  |  | x |  | | 2 | o |  | x |  |  | | 3 |  |  |  |  |  | | 4 |  |  |  |  |  |   player = ‘x’  lastPos.getRow = 0  lastPos.getColumn = 4 | checkDiagonalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed at the upper right-hand corner which is another boundary case. It is also different because the diagonal is at a right to left angle.  **Function Name:**  test\_Diagonal\_Upper\_Right |
| State(number to win = 3)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  |  |  |  | | 1 | o |  |  |  |  | | 2 | o |  | x |  |  | | 3 |  |  |  | x |  | | 4 |  |  |  |  | x |   player = ‘x’  lastPos.getRow = 4  lastPos.getColumn = 4 | checkDiagonalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed at another boundary case (the lower righ- hand corner). Also, the diagonal is oriented left to right going into the corner  **Function Name:**  test\_Diagonal\_Lower\_Right |
| State(number to win = 3)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  |  |  |  | | 1 | o |  |  |  |  | | 2 | o |  | x |  |  | | 3 |  | x |  |  |  | | 4 | x |  |  |  |  |   player = ‘x’  lastPos.getRow = 4  lastPos.getColumn = 0 | checkDiagonalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed in another boundary case (lower left-hand corner). Also the diagonal is oriented going right to left into the corner.  **Function Name:**  test\_Diagonal\_Lower\_Left |
| State(number to win = 3)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  |  |  |  | | 1 | o | x |  |  |  | | 2 | o |  | x |  |  | | 3 |  |  |  | x |  | | 4 |  |  |  |  |  |   player = ‘x’  lastPos.getRow = 2  lastPos.getColumn = 2 | checkDiagonalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed in the middle of a win and represents a routine win where the win is bounded without hitting an edge of the board.  **Function Name:**  test\_Diagonal\_Routine |
| State(number to win = 3)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  | x |  |  | | 1 | o |  |  | x |  | | 2 | o |  |  |  | x | | 3 |  |  |  |  |  | | 4 |  |  |  |  |  |   player = ‘x’  lastPos.getRow = 2  lastPos.getColumn = 4 | checkDiagonalWin = true  state of the board is unchanged | This test case is unique and distinct because the last x was placed at an edge of the board. Also, each of the ends of the diagonal is at an edge or boundary of the board, so the function cannot go out of bounds at both ends.  **Function Name:**  test\_Diagonal\_Edges |
| State(number to win = 3)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | |  | 0 | 1 | 2 | 3 | 4 | | 0 |  |  |  |  |  | | 1 | o | x |  | x |  | | 2 | o |  | x |  |  | | 3 |  |  |  |  |  | | 4 |  |  |  |  |  |   player = ‘x’  lastPos.getRow = 1  lastPos.getColumn = 3 | checkDiagonalWin = false  state of the board is unchanged | This test case is unique and distinct because the last x was placed in a position that did not result in a win in the diagonal.  **Function Name:**  test\_Diagonal\_No\_Win |

boolean checkForDraw()

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Reason** |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 | x | o | x | | 1 | x | x | o | | 2 | o | x | o | | checkForDraw = true  state of the board does not change | This is a distinct test case because it represents a scenario that ended in a tie. All spaces are filled in no wins are present.  **Function Name:**  test\_Draw\_True |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 | x |  |  | | 1 |  |  |  | | 2 |  |  |  | | checkForDraw = false  state of the board does not change | This is a distinct test case because it represents the board after the first move has been played. Only one token is on the board, so a tie is not possible. Also, the token was placed at the boundary (0,0).  **Function Name:**  test\_Draw\_FirstSpace |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 | x | o | x | | 1 | x | x | o | | 2 | o | x |  | | checkForDraw = false  state of the board does not change | This is a distinct test case because it represents a case where the last token played has not quite filled up the board (only one position is left).  **Function Name:**  test\_Draw\_Almost\_Full |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 | x |  | x | | 1 | x | o |  | | 2 |  |  | o | | checkForDraw = false  state of the board does not change | This is a distinct test case because it represents a routine scenario in which some of the board has been filled but not all of it.  **Function Name:**  test\_Draw\_Routine |

char whatsAtPos(BoardPosition pos)

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Reason** |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 | x |  |  | | 1 |  |  |  | | 2 |  |  |  |   pos.getRow = 0  pos.getColumn = 0 | whatsAtPos = ‘x’  state of the board does not change | This is a distinct test case because it looks at the position at the board that is located at the most minimum boundary, the upper left-hand corner (0,0).  **Function Name:**  test\_whatsAtPos\_upperLeft |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 |  |  |  | | 1 |  |  |  | | 2 |  |  | x |   pos.getRow = 2  pos.getColumn = 2 | whatsAtPos = ‘x’  state of the board does not change | This is a distinct test case because it looks at the position at the board that is located at the most maximum boundary, the lower right-hand corner (2,2)  **Function Name:**  test\_whatsAtPos\_lowerRight |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 |  |  |  | | 1 |  | o |  | | 2 |  |  |  |   pos.getRow = 1  pos.getColumn = 1 | whatsAtPos = ‘o’  state of the board does not change | This is a distinct test case because it looks at a board position that represents a routine scenario. The board position is in the middle of the board and not at any boundary.  **Function Name:**  test\_whatsAtPos\_Middle |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 |  |  |  | | 1 |  | o |  | | 2 |  |  |  |   pos.getRow = 2  p pos.getColumn = 2 | whatsAtPos = ‘ ’  state of the board does not change | This is a distinct test case because it looks at a position on the board that is not currently occupied by a player token, so we should expect the function to return a blank space character.  **Function Name:**  test\_whatsAtPos\_EmptySpace |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 |  |  |  | | 1 |  |  | x | | 2 |  |  |  |   pos.getRow = 1  pos.getColumn = 2 | whatsAtPos = ‘x’  state of the board does not change | This is a distinct test case because it looks at a position on the board that is at a boundary for the columns, but not at a boundary for the rows. It is at the right most column but is not near the edge of the board with regards to row location.  **Function Name:**  test\_whatsAtPos\_Edge |

boolean isPlayerAtPos(BoardPosition pos, char player)

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Reason** |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 | x |  |  | | 1 |  |  |  | | 2 |  |  |  |   player = ‘x’  pos.getRow = 0  pos.getColumn = 0 | isPlayeratPos = true  state of the board does not change | This is a distinct test case because it looks at the position at the board that is located at the most minimum boundary, the upper left-hand corner (0,0).  **Function Name:**  test\_isPlayerAt\_at\_upperLeftCorner |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 |  |  |  | | 1 |  |  |  | | 2 |  |  | x |   player = ‘x’  pos.getRow = 2  pos.getColumn = 2 | isPlayeratPos = true  state of the board does not change | This is a distinct test case because it looks at the position at the board that is located at the most maximum boundary, the lower right-hand corner (2,2)  **Function Name:**  test\_isPlayerAt\_at\_LowerRight |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 | o |  |  | | 1 |  | x |  | | 2 |  |  |  |   player = ‘x’  pos.getRow = 1  pos.getColumn = 1 | isPlayeratPos = true  state of the board does not change | This is a distinct test case because it looks at a board position that represents a routine scenario. The board position is in the middle of the board and not at any boundary and another player is on the board too.  **Function Name:**  test\_isPlayerAt\_at\_Middle |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 |  |  |  | | 1 |  |  |  | | 2 |  |  |  |   player = ‘x’  pos.getRow = 1  pos.getColumn = 1 | isPlayeratPos = false  state of the board does not change | This is a distinct test case because it looks at a position on the board that is not currently occupied by the player token, so the player is not at that position, so we expect the function to return false.  **Function Name:**  test\_isPlayerAt\_No\_Players |
| State: (number to win = 3)   |  |  |  |  | | --- | --- | --- | --- | |  | 0 | 1 | 2 | | 0 | x |  |  | | 1 |  | o |  | | 2 |  |  |  |   player = ‘x’  pos.getRow = 1  pos.getColumn = 1 | isPlayeratPos = false  state of the board does not change | This is a distinct test case because it looks at a case where there is a player in the space, but it is not the player being searched for, as compared to just an empty space.  **Function Name:**  test\_isPlayerAt\_Wrong\_Player |