Procesni model ni enostaven linearen model ampak vključuje potrebo po povratnih informacijah od koraka do koraka (Sommerville 2010, 31).

Parts of the system which are difficult to

specify in advance, such as the user interface, should always be developed using an

incremental approach.(Sommerville 2010, 30)

The waterfall model forms the foundation of many software development

methodologies in use today. However, it has some limitations and, if followed

too strictly, can lead to the following types of problems: (Lethbridge in Laganiere 2005, 429)

V uvod

Ne obstaja idealen proces in večina organizacij je razvila svoje procese razvoja (Sommerville 2010, 28). Čeprav ne obstaja idealen proces, velja, da v veliko organizacijah obstaja prostor za izboljšave. Procesi lahko uporabljajo zastarele tehnike ali pa ne izkoriščajo najnovejših in najboljših praks. Veliko organizacij še vedno ne uporablja najnovejših pristopov pri razvoju lastne programske opreme. Proces razvoja je lahko izboljšan s standardizacijo procesov. To vodi v izboljšano komunikacijo, manjšo porabo časa pri uvajanju in zmanjšanje stroškov avtomatiziranega vodenja. (Sommerville 2010, 29).

Pressman (2014) deli modele glede na njihovo strukturo in namembnost na predpisujoče, specializirane, enotne, osebne in ekipne.

Navadno je najdlje trajajoča aktivnost vzdrževanje programske opreme (Sommerville 2010, 31).

Življenjski cikel razvoja programske opreme predstavlja organizacijsko shemo procesa razvoja (Glass 2002).

Proces razvoja programske opreme je skupek aktivnosti, ki vodijo v produkcijo programske opreme. (Pressman in Maxim 2014, 15).

Inženiring procesa razvoja programske opreme omogoča racionalen in časovno sprejemljiv razvoj programske opreme (Pressman in Maxim 2014, 15).

Also, the earlier admonitions regarding changes were based

on a Big Bang style of development. That is, work went on for months with no running code,

and then, at some point, a build happened. (Peters 2008, 117).

This software was developed by large teams working for different companies. Teams

were often geographically dispersed and worked on the software for long periods of

time. An example of this type of software is the control systems for a modern aircraft,

which might take up to 10 years from initial specification to deployment. These plandriven

approaches involve a significant overhead in planning, designing, and documenting

the system. This overhead is justified when the work of multiple development teams

has to be coordinated, when the system is a critical system, and when many different

people will be involved in maintaining the software over its lifetime.

However, when this heavyweight, plan-driven development approach is applied

to small and medium-sized business systems, the overhead involved is so large that it

dominates the software development process. More time is spent on how the system

should be developed than on program development and testing. As the system

requirements change, rework is essential and, in principle at least, the specification

and design has to change with the program.

Dissatisfaction with these heavyweight approaches to software engineering led a

number of software developers in the 1990s to propose new ‘agile methods’. (Sommerville 2010, 58).

These

allowed the development team to focus on the software itself rather than on its design
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and documentation. Agile methods universally rely on an incremental approach to software

specification, development, and delivery. They are best suited to application development

where the system requirements usually change rapidly during the development

process. They are intended to deliver working software quickly to customers, who can

then propose new and changed requirements to be included in later iterations of the system.

They aim to cut down on process bureaucracy by avoiding work that has dubious

long-term value and eliminating documentation that will probably never be used. (Sommerville 2010, 59)

Tudi uvoddddddddddd:::::::LKJLČČKMČLKČPJHJIG

Čeprav je industrija razvoja iger sprva prevzela najboljše prakse tradicionalnega razvoja programske opreme je osnovna razlike v tem, da se razvoj iger osredotoča bolj na uporabniške izkušnje kot na produkt sam (O’Hagan, Coleman, in O’Connor 2014, 182). Razvoj igre je bolj podobno izdelku, ustvarjenem s prepletanjem aspektov, umetnosti, glasbe, programiranja, igranja, poslovnega upravljanja, integriranih v eno celoto. (Ramadan in Widyani 2013, 95). Potrebno je razširiti tradicionalne tehnike razvoja, da bi lahko podprli kreativni proces razvoja elektronskih iger („What went wrong? A survey of problems in game development“ 2017, 19). Za načrtovanje in upravljanje takšnih kompleksnih multidisciplinarnih projektov je potrebna metodologija, kjer ad hoc načini upravljanja ne pridejo v poštev (Aslan in Balci 2015, 307).

Proces video iger ni podrobno definiran. (McAllister in White 2015, 14). Dejstvo je, da je več študij narejenih na akademski strani, poročila s strani industrije iger pa se nahajajo v sivih literaturah, revijah, spletnih straneh. (O’Hagan, Coleman, in O’Connor 2014, 190). Večina raziskav pa se osredotoča na konec življenjskega cikla razvoja iger, kar je dobro za manjše spremembe ni pa to efektivno za spremembo ključne mehanike v igri (McAllister in White 2015, 14).

Ni procesnega modela za razvoj video iger, ki bi vključeval najboljše prakse. Takšen model bi bil zelo koristen za industrijo iger, saj bi lahko skrajšal čas razvoja in vstopa na trg in izboljšal kvaliteto video iger (O’Hagan in O’Connor 2015, 15). Potrebno je boljše razumevanje življenjskega cikla razvoja iger (McAllister in White 2015, 14). Raziskava na temo razvojnih procesov video iger bi bila koristna (O’Hagan in O’Connor 2015, 14).

For software products, or any other intellectual products such as books or films

where the quality of the product depends on its design, there are four important factors

that affect product quality. (Sommerville 2010, 707)

For very large systems that include separate subsystems, developed by teams

who may be working in different locations, the principal factor that affects product

quality is the software process. (Sommerville 2010, 707)

The major problems with large projects are integration,

project management, and communications. (Sommerville 2010, 707)

Where teams are small, good development technology is particularly important. (Sommerville 2010, 708)

However, Web 2.0 tools that support communications,

such as wikis and blogs, can significantly improve communications between

members of distributed teams. (Sommerville 2010, 708)

For small projects, however, where there are only a few team members, the quality

of the development team is more important than the development process used. Hence,

the agile manifesto proclaims the importance of people rather than process. (Sommerville 2010, 708)

Irrespective of people, process, or tool factors, if a project has an inadequate budget

or is planned with an unrealistic delivery schedule, product quality will be affected. A

good process requires resources for its effective implementation. If these resources are

insufficient, the process cannot be really effective. If resources are inadequate, only

excellent people can save a project. Even then, if the deficit is too great, the product

quality will be degraded. If there is not enough time for development, the delivered software

is likely to have reduced functionality or lower levels of reliability or performance.

All too often, the real cause of software quality problems is not poor management,

inadequate processes, or poor quality training. Rather, it is the fact that organizations

must compete to survive. To gain a contract, a company may underestimate the effort

required or promise rapid delivery of a system. In an attempt to meet these commitments,

an unrealistic development schedule may be agreed upon. Consequently, the

quality of the software is adversely affected. (Sommerville 2010, 708)

Process improvement, therefore, does not simply mean adopting particular methods

or tools or using a published, generic process. Although organizations that develop the

same type of software clearly have much in common, there are always local organizational

factors, procedures, and standards that influence the process. (Sommerville 2010, 709)

uvod

Different software engineering methods and processes have been proposed and are

in use for different purposes, such as the Rational Unified Process (RUP) [IBM07] or

agile methods like SCRUM [SB02] and many more. However, it is widely recognized

that such standards are often too generic to be directly applicable and thus must be

tailored to the problem at hand (see e.g. [Wie03]) before they can effectively be

employed. It becomes also necessary to develop new methods due to the advent of

new development paradigms; or domain-specific methods that account for the

specifics of a certain domain like business information systems or business

intelligence systems; or for a particular delivery model such as global software

development [SSEB10]. Hence there is still a need to derive, evolve and develop new

software engineering methods.

Tailoring of methods is necessary since there exists no standard method that

perfectly suites all types of projects in all domains. It is also not reasonable to develop

a new method every time when a context-specific method is needed. It is much more

economic to tailor existing methods to the current development context and situation.

A number of method engineering approaches have been proposed that especially

deal with the development of methods for a particular situation, which is known as

*situational method engineering* (see e.g. [RBH07, BKPJ07, HR10]). Mechanisms for

reuse and adaptation play an important role in this field. In addition, component-like

concepts that support modularity of methods are often used, such as viewpoint

templates [NFK96], method fragments [Bri96], or method chunks [Rol09]. In recent

publications, even the use of method services and the notion of method-as-a-service

(Engels in Sauer 2010, 412)**.**