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# 1 Homepage

This is the course homepage and digital textbook for Population Genetics Modeling (AS.020.369).

#### 1.0.0.1 Instructor

Andrew Bortvin, abortvi2[at]jhu.edu

#### 1.0.0.2 Schedule & Logistics

| Session | Content |
| --- | --- |
| **Session 1:** | Course Introduction |

# 2 Course Syllabus

**COMPUTATIONAL APPROACHES TO POPULATION GENETICS**  
Instructor: Andrew Bortvin  
Times: Tuesday, Thursday 3:00PM - 4:30PM  
Office Hours: To be determined by when2meet at the start of the semester, or by appointment  
Course website: <https://andrew-bortvin.github.io/popGenModeling/>

### 2.0.1 Course Description

The size, composition, and genetics of populations fluctuate over time. These fluctuations are the product of dynamics between individuals, the interactions between populations, and the context of a population within a broader ecological landscape. The quantitative tools developed to study population genetics allow biologists to discover the simple fundamental principles that govern these complex systems. This course will introduce the basic theory of population genetics while teaching students the fundamental skills of programming in the R programming language, which will allow them to directly implement and visualize theoretical concepts. Students will model and simulate theoretical populations and analyze population-scale genomic data. This course will examine evolution on a variety of scales, ranging from the competition between cells within a single organism, to population dynamics in conservation biology that span decades, to the evolution of contemporary human populations over hundreds of thousands of years.

### 2.0.2 Learning Goals

By the end of this course, students will be able to:

• outline, using biology theory and terms, how populations grow and interact with each other  
• describe the external factors that can cause changes in genetic diversity and use this information to predict how specific demographic scenarios would impact a population  
• manipulate, analyze, and visualize data using the R programming language  
• describe and interpret common formats used to store genomic data, and implement standard analytic protocols used to analyze these data types

### 2.0.3 Grading

30% Participation  
40% Weekly Assignments  
30% Final Project

**Weekly Assignments**

Class sessions will consist of a lecture in which theory is introduced, instructor-led live-coding sessions that implement the models studied in class, and time for students to work independently on assignments that further develop the models designed in class. Most weeks, there will be a take-home assignment that extends concepts studied in class. Students will have a week to complete problem sets. After submission, students will receive feedback from the instructor on each assignment and will have until the end of the semester to submit any revisions necessary.

Each assignment will consist of a set of required exercises that can be completed by students of any coding background. These will be followed by optional, more computationally-focused exercises, which will allow students to examine more intricate evolutionary scenarios and implement more complicated computational models.

Work will be graded on reasonable completion–that is to say, code that demonstrates an understanding of an algorithm and its general implementation will receive full marks, regardless of whether output is exactly correct. Students will also be assessed on the clarity and interpretability of the data visualizations that their code outputs and the accuracy of their responses to short questions prompting biological interpretation of their results.

**Google and AI**

Googling is always an acceptable way to find answers or help, and I encourage you to utilize it extensively. If you adopt a solution following a Google search, make sure you understand what you incorporate, rather than just copy/paste without comprehension of the logic or code. Google is also a good way to learn more about any error messages you encounter in your code.

You may be familiar with ChatGPT and other large language models. After trying each problem/assignment/task on your own, if you’re still running into issues, feel free to use ChatGPT as you would any other online resource (Google, stack overflow, etc.). Learning how to succinctly describe exactly what you want to accomplish is a skillset in itself, so this can be good practice. If you find code that seems to work (e.g., from Google) but you’re not sure how exactly it works, you can also type it into ChatGPT and ask it to explain what’s happening. As always, please do not submit any code if you are not familiar entirely with how it works; flag it and ask an instructor for assistance. Be aware that ChatGPT might confidently offer an answer that is not correct; so always check the output on your own.

### 2.0.4 Tentative Schedule

**First Week - Introduction to Population Genetics Modeling**

August 27: Welcome; Course Overview

August 29: Introduction to R Programming - Working with Data, Plotting

**Unit 1: Population Biology**  
How do population sizes change? Models for one and two populations. Cooperation, Competition, and predation.

**Week Two: One Population Models**  
September 3: The Exponential and Logistic Growth Models

September 5: Density-Dependent Growth

**Week Three: Multiple Populations**  
September 10: Lotka-Volterra dynamics 1: Competition and Cooperation

September 12: Lotka-Volterra dynamics 2: Predation and Parasitism

**Week Four: Advanced Topics in Population Biology**  
September 17: Spatial Models

September 19: Social Evolution and Game Theory

**Unit Two: Population Genetics**  
How do we measure the genetic relationships between individuals? Between Populations? Between Species?  
What determines the fate of a genetic element in a population?   How does the size and demographic history of a population impact its genetic composition?  
Biological Simulation

**Week Five: The Wright Fisher Model**  
September 24: The Wright-Fisher Model: Evolutionary Neutrality

September 26: The Wright-Fisher Mode 2: Types of Selection, Selective Sweeps

**Week Six: Multiple Loci - Measures of Genetic Variation**  
October 1: Nucleotide Diversity, the Site Frequency Spectrum

October 3: F statistics

**Week Seven: Biological Simulation and Population Size Changes**  
October 8: The SLiM Programming Language and slimr

October 10: Population Bottlenecks, Population Expansion, and Genetic Diversity

**Week Eight:Biological Simulation and Population Size Changes Continued**  
October 15: Population Size Changes and the Site Frequency Spectrum

October 17: Fall Break

**Week Nine: Multiple Populations and Genetic Relatedness**  
October 22:Simulation with Multiple Populations - Migration

October 24:Simulation with Multiple Populations - Admixture, Local Adaptation

**Unit Three: Analyzing Genetic Data**  
How are population-scale genetic variants represented?  
How do we quantify relatedness between populations?  
Tests for selection, association testing, fine mapping.   Phylogeny

**Week Ten: Association Testing**  
October 29: The Variant Call Format and population-scale data

October 31: GWAS, linkage disequilbrium, Fine Mapping

**Week Eleven: Population Structure and Phylogeny**  
November 5: Population structure: PCA, STRUCTURE, and clustering methods

November 7: The Coalescent - Inferring Timing of Selection

**Week Twelve: Constructing and Interpreting Phylogenies**  
November 12: Working with Phylogenetic Trees - the ape and phytools packages

November 14: Tree Comparison Methods, Advanced trees

**Week Thirteen: Independent/Small Group Projects**  
November 19: Work on Independent/Small Group Projects

November 21: Work on Independent/Small Group Projects

**Week Fourteen:**  
December 3: Semester Retrospective Discussion  
Evolutionary Methods in Other Fields (Linguistics, Economics, etc.)  
Current Directions in Population Genetics

December 5: Project Presentations and Discussion

**December 19**: All revisions for weekly assignments due

# 3 Lecture Notes

## 3.1 Introduction to R

R is a programming language developed primarily for use by statisticians, and it is a common tool in the field for data exploration, analysis, visualization, etc. We will be using it throughout the course to manipulate, view, and interpret data.

In this module, we will learn the basics of R by manipulating some real-world data. In particular, we’ll look at data from the Hudson Bay looking at the size of the hare and lynx populations.

We’ll talk a lot more about this dataset when we study predator-prey models in a few weeks, but for now, let’s make some exploratory plots.

Data adapted from here: <http://people.whitman.edu/~hundledr/courses/M250F03/M250.html>

Please note that input data is available on the course Posit cloud page - please feel free to work alongside this page!

### 3.1.1 Data import

The bread and butter of R is the data frame, a tabular data structure which can contain data of multiple types.

R has a few built-in functions that allow for easy and efficient import of data. As we go on, we’ll learn a lot of nuances about how these work, but for now we’ll start with a tidy, well-behaved dataset that is easy to work with.

We would like for R to import our data and save it into memory. We also want to give it a name, so that we can refer to it later.

In R, we use the assignment operator <- to associate a name with some data. The general syntax for this is:

variableName <- value

Where **left - name right -> value**

**if you know python or c or something, “+” is equivalent**

**lets test it out**

populationData <- read.table("hare\_lynx.csv", sep = ",", header = TRUE)

Let’s break down what’s happening here.

On the left of the <-, we have the text populationData

head(populationData)

## Year Species Count  
## 1 1845 Hare 19.58  
## 2 1846 Hare 19.60  
## 3 1847 Hare 19.61  
## 4 1848 Hare 11.99  
## 5 1849 Hare 28.04  
## 6 1850 Hare 58.00

### 3.1.2 The Data Frame

R has the ability to manipulate multiple different types of data. The primary data types we will use in this course are:

## 3.2 Lecture Notes

In this module, we will learn the basics of R by manipulating some real-world data. In particular, we’ll work with data from the Hudson Bay looking at the size of historical hare and lynx populations.

We’ll talk a lot more about this dataset and the biology it represents when we study predator-prey models, but for now let’s use it make some exploratory plots.

Data adapted from here: <http://people.whitman.edu/~hundledr/courses/M250F03/M250.html>

### 3.2.1 Data import

Our data is available as a comma-delimited text file, or csv. Here’s the top of it as it appears in a text editor:

![](data:image/png;base64,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)

The first thing we have to do to work with it is to import it into R. R has a few built-in functions that allow for easy and efficient import of data. As we go on, we’ll learn a lot of nuances about how these work, but for now we’ll start with a tidy, well-behaved dataset that is easy to work with. The read.table function will be our workhorse for reading in data.

Let’s try it out. To run this function, we need to provide one **argument**: the location of the data we want to load.

read.table("hare\_lynx.csv")

***ADD IMAGE HERE***

A couple things went wrong here:

1. The data is imported as a single column - we want R to know that there are multiple columns delimited by commas
2. The header (Year,Species,Count) was imported as the first row of our data - we would instead like R to recognize that this is a header rather than a row of data

How do we fix this? Along with the essential argument of the file location, we can provide read.table with many **optional arguments**. Because there are many possibilities for what our second argument may be, we need to explicitly reference the name of our optional arguments.

Let’s inform R that our data is split by commas. We can do this using the sep (short for “separator”) argument.

read.table("hare\_lynx.csv", sep = ",")

***ADD IMAGE***

Now we correctly have three columns of data! We now have to tell R that the first row is a header. There is an optional argument header which can be set to TRUE or FALSE (case sensitive - more on this later).

read.table("hare\_lynx.csv", sep = ",", header = TRUE)

***ADD IMAGE***

Looks good! Now, a couple nuances:

1. The order **named arguments** (here, sep and header doesn’t matter. The following lines of code are equivalent:

read.table("hare\_lynx.csv", sep = ",", header = TRUE)  
read.table("hare\_lynx.csv", header = TRUE, sep = ",")

1. For better legibility, we can add line breaks after commas, like so:

read.table("hare\_lynx.csv",   
 sep = ",",   
 header = TRUE)

This does not impact how data is evaluated.

Now that we read in the data correctly, the last thing to do is to save it as a **variable**. This means that rather than just reading in the data and printing it out, we truly save it in the computer’s memory and assign it a name.

The general syntax for saving a variable in R is:

variableName <- value

For example:

hareLynxData <- read.table("hare\_lynx.csv",   
 sep = ",",   
 header = TRUE)

Now, when we refer to hareLynxData, we are referring to the data we have just imported.

For example we can use the head function, which displays the first 10 rows of our data:

head(hareLynxData)

## Year Species Count  
## 1 1845 Hare 19.58  
## 2 1846 Hare 19.60  
## 3 1847 Hare 19.61  
## 4 1848 Hare 11.99  
## 5 1849 Hare 28.04  
## 6 1850 Hare 58.00

### 3.2.2 DataFrames

### 3.2.3 Data Manipulation

### 3.2.4 Subsetting

### 3.2.5 Logical subsetting

library(ggplot2)

# 4 R Guidebook

This section of the website will contain a concise texbook form introduction to the R programming language, tailored to topics covered in class.

## 4.1 Data Types

R allows us to work with many different types of data. The crucial ones for us are:

**Numeric** data are all numbers. For example:

• 78  
• 3.2  
• -9.8

**Characters** are any text enclosed by single or double quotation marks. For example:

• My Grandpa's deck has no pathetic cards  
• "85.3"

Note that 85.3 - no quotes - is numeric data; "85.3" is character data.

**Logical** data has three possible values: TRUE, FALSE, and NA for missing data. These are case sensitive and lack quotes ("TRUE" would be character data).

**Factors** are characters with associated **levels**, i.e. an order. When we work with numeric data, it is sorted in ascending/descending order. When we work with character data, there is no comparable way to order our data so we can use factors to manually create an order for our data. If this is a bit abstract right now, it’ll make more sense in practice once we work with real data.

## 4.2 Variables

Variables allow us to store data in memory, associated with a name.

We create a variable using the assignment operator <- or =:

variable\_name <- value

For our purposes, these are interchangeable. For example:

• composer <- "buxtehude"  
• year = 1637

The variable name can be almost anything. Here are some general rules to consider when naming a variable:

• Variable names start with a letter and consist of letters, numbers, ., and \_  
• Some words are considered “reserved” - i.e. they are already used by R to mean something and therefore cannot be a variable name. These include TRUE, if, NULL, etc. For a full list, check [here](https://www.datamentor.io/r-programming/reserved-words).

### 4.2.1 Overwriting Variables

In the following code example, we assign two different values to the same variable name:

myData <- 3  
myData <- "marigold"

What is the value of myData? It will be "marigold". In the first line of code, we set myData equal to 3, but then in the next line, we overwrite that value and set myData equal to "margiold". The previous value of myData is erased and it is set to the new value.

Note that in doing so, we change not just the value of myData, but also the *data type* - it goes from numeric to character data.

We can also do this to update the value of a variable:

a\_number <- 5   
a\_number <- a\_number + 10  
print(a\_number)

## [1] 15

Here, we set the variable a\_number equal to 5. In the next line, we add 10 to its value, storing the result under the same name. a\_number is now equal to 15.

## 4.3 Math

A lot of mathematical operations in R are straightforward. Here are some of the basic operations we can perform:

• + and -: addition and subtraction  
• \* and /: multiplication and division  
• \*\*: exponentials

We can perform mathematical operations on values directly:

print(2 + 3)

## [1] 5

Or we can operate on variables:

x <- 5   
print(5\*\*3)

## [1] 125

We can save the output of an expression as a variable:

my\_product <- 2 \* 10  
print(my\_product)

## [1] 20

### 4.3.1 Order of Operations

R follows the usual mathematical order of operations. And like in math, we can use parentheses () to enforce a specific order.

print(2 \* (2 + 2))

## [1] 8

## 4.4 Comparisons

In R, comparisons will always return Logical data, i.e. either TRUE or False. We can use the following syntax to compare values:

• < and >: greater than, less than  
• <= and >=: greater than or equal to, less than or equal to

For example:

print(5.3 < 17)

## [1] TRUE

print(4 >= (8/2))

## [1] TRUE

• == checks if two values are equal. != checks if two values are different.

print(2 == (10 - 8))

## [1] TRUE

Note that a single equals sign = can be used to assign values. However, a double equals sign == is used to compare values.

### 4.4.1 AND and OR

We can evaluate multiple conditions using the logical AND and OR operators.

#### 4.4.1.1 AND

AND statements are represented using the operator &. Two AND statements evaluate as TRUE only if **both** are TRUE. For example:

(5 > 2) & (7 + 2 == 9)

## [1] TRUE

If **either** statement is FALSE, the entire expression is FALSE:

(5 > 2) & (12 == 2)

## [1] FALSE

#### 4.4.1.2 OR

OR statements are represented using the operator |. Two OR statements evaluate as TRUE if **either** statement is TRUE. For example:

(5 > 2) | (7 + 2 == 9)

## [1] TRUE

If **either** statement is TRUE, the entire expression is TRUE:

(5 > 2) | (12 == 2)

## [1] TRUE

## 4.5 Vectors

Usually, we don’t want to work with just a single data point - we will typically have multiple values that we want to store together. The most convenient way of doing this in R is using **vectors**. A vector stores multiple data points, preserving their order.

We create a vector using the c() (short for “concatenate”) function. For example:

plants <- c("Feverfew", "Ivy", "Willow")  
print(plants)

## [1] "Feverfew" "Ivy" "Willow"

The data within a vector may be of any type, but all elements of a vector **must be of the same data type**. What happens if we try to create a vector with multiple data types?

beetles <- c("Weevil", "Firefly", 5)  
print(beetles)

## [1] "Weevil" "Firefly" "5"

Here, we mix character and numeric data. Notice that when we print the vector, the numeric 5 is converted to the string "5".

### 4.5.1 Indexing

We will often want to take a larger vector and extract specific data points from it. To do this, we **index** our vector using the general syntax:

vectorName[itemPosition]

The position of the first item in the list is 1, and so on (in other words, R is 1-indexed). Let’s try indexing using our plants vector, made above

print(plants)

## [1] "Feverfew" "Ivy" "Willow"

To extract "Ivy", we would do:

plants[2]

## [1] "Ivy"

We can also use a colon to extract multiple subsequent elements:

plants[1:2]

## [1] "Feverfew" "Ivy"

We can also provide a vector to index multiple values:

plants[c(1,3)]

## [1] "Feverfew" "Willow"

We often want to extract elements near the end of a vector. plants is short and we can count to the end of it easily, but most of the data we will work with is a lot longer. One easy way to index items near the end of a vector is to use the length() function. We can index the final entry in plants as so:

plants[length(plants)]

## [1] "Willow"

length(plants) is 3, so writing plants[length(plants)] is equivalent to writing plants[3]

Likewise, we can index the second element by doing some math:

plants[length(plants) - 1]

## [1] "Ivy"

### 4.5.2 Logical Indexing

We often want to subset our data not by the position of elements, but based on whether or not they meet a certain criterion. For example, below I have generated a short list of numbers:

myNumbers <- c(1, 54, 12.2, 70, 18, 24, 94)

Let’s say we want to extract just the values that are greater than 15 from this list. We can use any of our comparative operators with a vector to compare *all* values within the vector:

myNumbers > 15

## [1] FALSE TRUE FALSE TRUE TRUE TRUE TRUE

This generates a logical vector. We can provide this vector as an index to myNumbers to pull out the elements that are TRUE.

myNumbers[myNumbers > 15]

## [1] 54 70 18 24 94

We can use the logical AND (&) and OR (|) operators to combine conditions. For example, extracting values greater than 15 and less than 30:

myNumbers[(myNumbers > 15) & (myNumbers < 30)]

## [1] 18 24

### 4.5.3 Modifying Vectors

Once we point to elements within a vector, we can modify them using the assignment operator. For example, making the second item in myNumbers equal to 200:

myNumbers[2] <- 200  
print(myNumbers)

## [1] 1.0 200.0 12.2 70.0 18.0 24.0 94.0

We can also modify multiple elements at once. For example, making every value less than 50 equal to 0:

myNumbers[myNumbers < 50] <- 0  
print(myNumbers)

## [1] 0 200 0 70 0 0 94

### 4.5.4 Adding to Vectors

We can add to vectors using the concatenate function:

plants <- c(plants, "Philodendron")  
print(plants)

## [1] "Feverfew" "Ivy" "Willow" "Philodendron"

## 4.6 Data Frames

The Data Frame is a tabular data structure which can contain data of multiple types. It is conceptually similar to an Excel spreadsheet and is by far the most important data structure in R programming.

In a dataframe, each column is a vector. This is to say, all elements within a column will be of the same data type. However, different columns can be of different data types.

Here’s a data frame with a handful of writers, their birth years, and whether or not they were poets.

writers <- data.frame(  
 Name = c("Plath", "Tolstoy", "Milton", "Woolf", "Farid ud-Din Attar"),  
 BirthYear = c(1932, 1828, 1608, 1882, 1145),  
 Poet = c(TRUE, FALSE, TRUE, FALSE, TRUE)  
)  
  
print(writers)

## Name BirthYear Poet  
## 1 Plath 1932 TRUE  
## 2 Tolstoy 1828 FALSE  
## 3 Milton 1608 TRUE  
## 4 Woolf 1882 FALSE  
## 5 Farid ud-Din Attar 1145 TRUE

Note that when we set the names of our columns, we *must* use the equals sign - we cannot use the assignment <- as that is only used for variable assignment (i.e. we cannot do Poet <- c(TRUE, FALSE, TRUE, FALSE, TRUE))

### 4.6.1 Subsetting Data Frames

When we indexed vectors, we used the bracket notation vector[index] to extract information. We can do the same for data frames, but now we must provide two values - one for the row index and one for the column index, so the syntax is dataFrame[row, column]. For example, to pull out the value 1608 from writers, we would do:

writers[3,2]

## [1] 1608

As with vectors, we can extract multiple elements at once:

writers[c(2,3), c(1, 2)]

## Name BirthYear  
## 2 Tolstoy 1828  
## 3 Milton 1608

What if we want to subset the rows, but keep all the columns of our data frame? We can leave a field blank to not subset it at all. For example, pulling out all columns for rows 2 and 3:

writers[c(2,3), ]

## Name BirthYear Poet  
## 2 Tolstoy 1828 FALSE  
## 3 Milton 1608 TRUE

However, there is an easier way of extracting infromation from a data frame - we can take advantage of row names. We can pull out individual vectors from a data frame using the syntax dataFrame$columnName. For example, we can extract the Name vector from writers using:

writers$Name

## [1] "Plath" "Tolstoy" "Milton"   
## [4] "Woolf" "Farid ud-Din Attar"

And then we can index the Name as we would any other vector:

writers$Name[2]

## [1] "Tolstoy"

### 4.6.2 Logical Indexing

As with vectors, we can use logic and comparison operators to subset data frames. For example, we can subset our data frame just to writers who are poets:

poetsVector <- writers$Poet == TRUE # Get the positions of writers who are poets  
writers[poetsVector, ] # Subset our data

## Name BirthYear Poet  
## 1 Plath 1932 TRUE  
## 3 Milton 1608 TRUE  
## 5 Farid ud-Din Attar 1145 TRUE

Notice how here, we save the logical vector as its own variable (poetsVector). We’re doing the equivalent of writers[writers$Poet == TRUE], but you may find dividing this process into multiple lines easier, especially as logic gets more complex.
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