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## Demo on how to analyze a multivariate dataset from UCI ML data repository

### Reference materials

1. [This R Data Import Tutorial Is Everything You Need -- R bloggers](http://blog.datacamp.com/r-data-import-tutorial/)
2. [Importing Data Into R - Part Two -- R bloggers](http://www.r-bloggers.com/importing-data-into-r-part-two/)

## Data repositories

* [Financial Accounts of the United States](http://www.federalreserve.gov/datadownload/Choose.aspx?rel=Z.1)
* [DATA.GOV](https://www.data.gov/)
* [UCI Data Repository](http://archive.ics.uci.edu/ml/) -- Machine learning datasets

## Financial Data repositories

* [Federal Reserve](http://www.federalreserve.gov/releases) -- few clicks required financial\_accounts\_of\_the\_us.png
* [Data Market](https://datamarket.com/data/list/?q=provider:tsdl) one of the user friendly Websites -- few clicks required
* [INFORUM](http://inforumweb.umd.edu/econdata/econdatacontents.html) -- requires Inforum's database and regression package, G, to access that data

## Big Data repositories

* [Data Science Central](http://www.datasciencecentral.com/profiles/blogs/big-data-sets-available-for-free)
* [Big data made simple](http://bigdata-madesimple.com/70-websites-to-get-large-data-repositories-for-free/)
* [Amazon Web Service (AWS)](https://aws.amazon.com/public-data-sets/)
* [caesar0301/awesome-public-datasets](https://github.com/caesar0301/awesome-public-datasets)

## Steps:

1. Visit the [UCI wine data repository](http://archive.ics.uci.edu/ml/datasets/Wine) for a detailed description, the data dictionary and maintainer of the data

* results of a chemical analysis of the qualities of wines grown in the same region in Italy but derived from 3 different cultivars (a plant variety that has been produced in cultivation by selective breeding)
* 14 columns (dimensions, attributes)
* with 1st column containing the cultivar of a wine sample (labelled 1, 2 or 3)
* next 13 columns contain the concentrations of the 13 different chemicals in that sample

1. Setup your project workspace and cd into that direction (Session -> Set Working Directory -> Choose Directory (CNTRL+Shift+h)
2. Read dataset into R

* read.table(...)
* I always get a segment of the file first (for very large files) read.table("my\_some\_datatable\_name.txt" header = TRUE, nrows = 25) # easier to work with smaller dataset

### 

### Step 1 of N: Point browser to the UCI wine dataset repository

* [UCI ML wine dataset repository](http://archive.ics.uci.edu/ml/datasets/Wine)

### Step 2 of N: Clear workspace, and set and cd into working directory

**R-CODE**

rm(list=ls())  
  
# Set working directory and set Project-related global variables  
setwd("C:/Users/William/Desktop/ECOG314/lecture\_3")  
  
# You do not have to, but if you need to share variable between different functions you can use  
some\_global\_variable1 <<- 0 # take note of the <<-  
some\_global\_variable2 <<- 0   
  
max\_steps <- 10  
   
# alternatively you can use  
assign("some\_global\_variable3", 0)  
  
some\_local\_variable1 <- 0

### 

### Step 3 of N: Read the multivariate dataset into R

#### Data structure

* Data consists of 1 row per of record (observation) wine sample.
* First column, the cultivar of a wine sample is labelled 1, 2 or 3
* Next 12 columns contain the concentrations of the 13 different chemicals in that sample.
* Columns are separated by commas.

#### Segments from the wine dataset:

#### Reading the data

* We use read.table() function to read in the data into R
* We use sep="," argument in read.table() to specify that columns are separated by commas.

**R-CODE**

mysample <- 25 # Using nrows, even as a mild over-estimate, will help memory usage  
 # -1 => skip record #1, i.e., the HEADER in the file, resulting in 177 records (observations)  
  
wine <- read.table(  
 file = "http://archive.ics.uci.edu/ml/machine-learning-databases/wine/wine.data", # filename at the UCI repository  
 header = TRUE, # filehas a header  
 sep = ",", # rows separated by commas  
 nrow = mysample # just the first n=25 rows + 1 header = 26  
 )

**R-CODE**

#--  
# check dimension of the data you have read -- data sanity check 1

dim(wine)

Output: [1] 25 14

**R-CODE**

class(wine)

Output: [1] "data.frame"

**R-CODE**

head(wine, n=5)

Output:

X1 X14.23 X1.71 X2.43 X15.6 X127 X2.8 X3.06 X.28 X2.29 X5.64 X1.04 X3.92 X1065  
 1 1 13.20 1.78 2.14 11.2 100 2.65 2.76 0.26 1.28 4.38 1.05 3.40 1050  
 2 1 13.16 2.36 2.67 18.6 101 2.80 3.24 0.30 2.81 5.68 1.03 3.17 1185  
 3 1 14.37 1.95 2.50 16.8 113 3.85 3.49 0.24 2.18 7.80 0.86 3.45 1480  
 4 1 13.24 2.59 2.87 21.0 118 2.80 2.69 0.39 1.82 4.32 1.04 2.93 735  
 5 1 14.20 1.76 2.45 15.2 112 3.27 3.39 0.34 1.97 6.75 1.05 2.85 1450

##### BIG DATA files, import and extract a random sample into R, then offload master file onto hard drive to free up memory

* Use read.table(...) function to read in the data into R
* Use sample(...) function to get a random sample from the raw data
* Use saveRDS(...) and rm(...) functions to saVE file to hard drive and remove BIG DATA file to free up memory
* For Ubuntu and Linux users, this can be done at the Operating System (OS) level
* shuf -n 10 > small\_wine\_data.txt
* Use nl wine\_data.txt | shuf -n 10 to verify that the lines in file has been shuffled (randomized)

**R-CODE**

# to take a random sample of 25 rows from the file  
  
#   
n <- sample( x = c(1:178), # range of rows  
 size = 25, # number of ranomly selected rows  
 replace = FALSE # sample WITHOUT replacement  
 )  
  
cat(sprintf("\nRows selected at random: %s\n", paste(n, collapse = ', ')))

Output:   
## Rows selected at random: 175, 24, 97, 51, 5, 121, 104, 15, 149, 18, 78, 108, 146, 161, 111, 54, 26, 64, 166, 147, 58, 154, 49, 98, 60

**R-CODE**

# Read the data from source  
big\_wine.df <- read.table( # we know from above that the class of object returned by read.table is a data.frame (.df extension)  
 file = "http://archive.ics.uci.edu/ml/machine-learning-databases/wine/wine.data", # filename at the UCI repository  
 header = TRUE, # file has a header  
 sep = "," # rows separated by commas. NOTE: We took out the comma after at the end of the line  
 # nrow = mysample # we are ready every line in the file  
 )  
  
# column names  
colnames(big\_wine.df) <- paste("v", 1:dim(big\_wine.df)[2], sep="") # v1, v2, ....v13, v14  
head(big\_wine.df)

Output:

v1 v2 v3 v4 v5 v6 v7 v8 v9 v10 v11 v12 v13 v14  
 1 1 13.20 1.78 2.14 11.2 100 2.65 2.76 0.26 1.28 4.38 1.05 3.40 1050  
 2 1 13.16 2.36 2.67 18.6 101 2.80 3.24 0.30 2.81 5.68 1.03 3.17 1185  
 3 1 14.37 1.95 2.50 16.8 113 3.85 3.49 0.24 2.18 7.80 0.86 3.45 1480  
 4 1 13.24 2.59 2.87 21.0 118 2.80 2.69 0.39 1.82 4.32 1.04 2.93 735  
 5 1 14.20 1.76 2.45 15.2 112 3.27 3.39 0.34 1.97 6.75 1.05 2.85 1450  
 6 1 14.39 1.87 2.45 14.6 96 2.50 2.52 0.30 1.98 5.25 1.02 3.58 1290

**R-CODE**

# check dimension of the data you have read -- data sanity check 1  
dim(big\_wine.df)

Output: [1] 177 14

**R-CODE**

small\_wine.df <- big\_wine.df[n, ] #every row specified by n. That is 86, 1

53, 78, 43, 13, 18 .... this changes if you do not specify a seed  
  
dim(small\_wine.df)

Output: [1] 25 14

**R-CODE**

small\_wine.df # see that indeed we are not using the entire dataset

Output:

v1 v2 v3 v4 v5 v6 v7 v8 v9 v10 v11 v12 v13 v14  
 175 3 13.27 4.28 2.26 20.0 120 1.59 0.69 0.43 1.35 10.20 0.59 1.56 835  
 24 1 13.50 1.81 2.61 20.0 96 2.53 2.61 0.28 1.66 3.52 1.12 3.82 845  
 97 2 12.29 1.41 1.98 16.0 85 2.55 2.50 0.29 1.77 2.90 1.23 2.74 428  
 51 1 13.83 1.65 2.60 17.2 94 2.45 2.99 0.22 2.29 5.60 1.24 3.37 1265  
 5 1 14.20 1.76 2.45 15.2 112 3.27 3.39 0.34 1.97 6.75 1.05 2.85 1450  
 121 2 11.56 2.05 3.23 28.5 119 3.18 5.08 0.47 1.87 6.00 0.93 3.69 465  
 104 2 12.51 1.73 1.98 20.5 85 2.20 1.92 0.32 1.48 2.94 1.04 3.57 672  
 15 1 13.63 1.81 2.70 17.2 112 2.85 2.91 0.30 1.46 7.30 1.28 2.88 1310  
 149 3 13.08 3.90 2.36 21.5 113 1.41 1.39 0.34 1.14 9.40 0.57 1.33 550  
 18 1 14.19 1.59 2.48 16.5 108 3.30 3.93 0.32 1.86 8.70 1.23 2.82 1680  
 78 2 12.33 0.99 1.95 14.8 136 1.90 1.85 0.35 2.76 3.40 1.06 2.31 750  
 108 2 12.22 1.29 1.94 19.0 92 2.36 2.04 0.39 2.08 2.70 0.86 3.02 312  
 146 3 13.88 5.04 2.23 20.0 80 0.98 0.34 0.40 0.68 4.90 0.58 1.33 415  
 161 3 13.69 3.26 2.54 20.0 107 1.83 0.56 0.50 0.80 5.88 0.96 1.82 680  
 111 2 12.52 2.43 2.17 21.0 88 2.55 2.27 0.26 1.22 2.00 0.90 2.78 325  
 54 1 13.74 1.67 2.25 16.4 118 2.60 2.90 0.21 1.62 5.85 0.92 3.20 1060  
 26 1 13.39 1.77 2.62 16.1 93 2.85 2.94 0.34 1.45 4.80 0.92 3.22 1195  
 64 2 12.17 1.45 2.53 19.0 104 1.89 1.75 0.45 1.03 2.95 1.45 2.23 355  
 166 3 13.45 3.70 2.60 23.0 111 1.70 0.92 0.43 1.46 10.68 0.85 1.56 695  
 147 3 12.87 4.61 2.48 21.5 86 1.70 0.65 0.47 0.86 7.65 0.54 1.86 625  
 58 1 13.72 1.43 2.50 16.7 108 3.40 3.67 0.19 2.04 6.80 0.89 2.87 1285  
 154 3 12.58 1.29 2.10 20.0 103 1.48 0.58 0.53 1.40 7.60 0.58 1.55 640  
 49 1 13.94 1.73 2.27 17.4 108 2.88 3.54 0.32 2.08 8.90 1.12 3.10 1260  
 98 2 12.37 1.07 2.10 18.5 88 3.52 3.75 0.24 1.95 4.50 1.04 2.77 660  
 60 2 12.33 1.10 2.28 16.0 101 2.05 1.09 0.63 0.41 3.27 1.25 1.67 680

**R-CODE**

#change the column names  
colnames(small\_wine.df) <- paste("v", 1:dim(small\_wine.df)[2], sep="") # v1, v2, ....v13, v14  
head(small\_wine.df, n=5)

Output:

v1 v2 v3 v4 v5 v6 v7 v8 v9 v10 v11 v12 v13 v14  
 175 3 13.27 4.28 2.26 20.0 120 1.59 0.69 0.43 1.35 10.20 0.59 1.56 835  
 24 1 13.50 1.81 2.61 20.0 96 2.53 2.61 0.28 1.66 3.52 1.12 3.82 845  
 97 2 12.29 1.41 1.98 16.0 85 2.55 2.50 0.29 1.77 2.90 1.23 2.74 428  
 51 1 13.83 1.65 2.60 17.2 94 2.45 2.99 0.22 2.29 5.60 1.24 3.37 1265  
 5 1 14.20 1.76 2.45 15.2 112 3.27 3.39 0.34 1.97 6.75 1.05 2.85 1450

### 

### Step 4 of N: Handle Missing Values in data

After reading the dataset into R, do a summary on your data and deal with missing values in the data, See [Remove/Replace/Deal with NA entries](http://forums.psy.ed.ac.uk/R/P01582/essential-10/)

**R-CODE**

#maybe  
t(summary(small\_wine.df)) # t(..) to transpose

Output:

v1 Min. :1.00 1st Qu.:1.00 Median :2.00 Mean :1.92 3rd Qu.:3.00 Max. :3.00   
 v2 Min. :11.56 1st Qu.:12.37 Median :13.27 Mean :13.09 3rd Qu.:13.72 Max. :14.20   
 v3 Min. :0.990 1st Qu.:1.430 Median :1.730 Mean :2.193 3rd Qu.:2.430 Max. :5.040   
 v4 Min. :1.940 1st Qu.:2.170 Median :2.360 Mean :2.368 3rd Qu.:2.540 Max. :3.230   
 v5 Min. :14.80 1st Qu.:16.50 Median :19.00 Mean :18.88 3rd Qu.:20.00 Max. :28.50   
 v6 Min. : 80.0 1st Qu.: 92.0 Median :104.0 Mean :102.7 3rd Qu.:112.0 Max. :136.0   
 v7 Min. :0.980 1st Qu.:1.830 Median :2.450 Mean :2.361 3rd Qu.:2.850 Max. :3.520   
 v8 Min. :0.34 1st Qu.:1.09 Median :2.27 Mean :2.25 3rd Qu.:2.99 Max. :5.08   
 v9 Min. :0.1900 1st Qu.:0.2900 Median :0.3400 Mean :0.3608 3rd Qu.:0.4300 Max. :0.6300   
 v10 Min. :0.410 1st Qu.:1.220 Median :1.480 Mean :1.548 3rd Qu.:1.950 Max. :2.760   
 v11 Min. : 2.000 1st Qu.: 3.400 Median : 5.850 Mean : 5.808 3rd Qu.: 7.600 Max. :10.680   
 v12 Min. :0.540 1st Qu.:0.860 Median :0.960 Mean :0.968 3rd Qu.:1.120 Max. :1.450   
 v13 Min. :1.330 1st Qu.:1.820 Median :2.780 Mean :2.557 3rd Qu.:3.100 Max. :3.820   
 v14 Min. : 312.0 1st Qu.: 550.0 Median : 680.0 Mean : 817.5 3rd Qu.:1195.0 Max. :1680.0

**R-CODE**

# what about  
apply(small\_wine.df, 2, function(x) sum(is.na(x)))

Output:

v1 v2 v3 v4 v5 v6 v7 v8 v9 v10 v11 v12 v13 v14   
 0 0 0 0 0 0 0 0 0 0 0 0 0 0

**R-CODE**

# what about big wine  
t(summary(big\_wine.df))

Output:   
 v1 Min. :1.000 1st Qu.:1.000 Median :2.000 Mean :1.944 3rd Qu.:3.000 Max. :3.000   
 v2 Min. :11.03 1st Qu.:12.36 Median :13.05 Mean :12.99 3rd Qu.:13.67 Max. :14.83   
 v3 Min. :0.74 1st Qu.:1.60 Median :1.87 Mean :2.34 3rd Qu.:3.10 Max. :5.80   
 v4 Min. :1.360 1st Qu.:2.210 Median :2.360 Mean :2.366 3rd Qu.:2.560 Max. :3.230   
 v5 Min. :10.60 1st Qu.:17.20 Median :19.50 Mean :19.52 3rd Qu.:21.50 Max. :30.00   
 v6 Min. : 70.00 1st Qu.: 88.00 Median : 98.00 Mean : 99.59 3rd Qu.:107.00 Max. :162.00   
 v7 Min. :0.980 1st Qu.:1.740 Median :2.350 Mean :2.292 3rd Qu.:2.800 Max. :3.880   
 v8 Min. :0.340 1st Qu.:1.200 Median :2.130 Mean :2.023 3rd Qu.:2.860 Max. :5.080   
 v9 Min. :0.1300 1st Qu.:0.2700 Median :0.3400 Mean :0.3623 3rd Qu.:0.4400 Max. :0.6600   
 v10 Min. :0.410 1st Qu.:1.250 Median :1.550 Mean :1.587 3rd Qu.:1.950 Max. :3.580   
 v11 Min. : 1.280 1st Qu.: 3.210 Median : 4.680 Mean : 5.055 3rd Qu.: 6.200 Max. :13.000   
 v12 Min. :0.480 1st Qu.:0.780 Median :0.960 Mean :0.957 3rd Qu.:1.120 Max. :1.710   
 v13 Min. :1.270 1st Qu.:1.930 Median :2.780 Mean :2.604 3rd Qu.:3.170 Max. :4.000   
 v14 Min. : 278.0 1st Qu.: 500.0 Median : 672.0 Mean : 745.1 3rd Qu.: 985.0 Max. :1680.0

**R-CODE**

#Elegant way to report missing values in a data.frame: http://stackoverflow.com/questions/8317231/elegant-way-to-report-missing-values-in-a-data-frame  
sapply(big\_wine.df, function(x) sum(is.na(x)))

Output:

v1 v2 v3 v4 v5 v6 v7 v8 v9 v10 v11 v12 v13 v14   
 0 0 0 0 0 0 0 0 0 0 0 0 0 0

### Step 4 of N: Plotting Multivariate Data

After reading the dataset into R, the next step is usually to plot of the resulting data See [Scatterplot matrices in R](https://www.r-bloggers.com/scatterplot-matrices-in-r/)

#### A Matrix Scatterplot

For multivariate data, one usually makes a matrix scatterplot, showing each pair of variables plotted against each other. The scatterplotMatrix(...) function is available in the car package. That is: install.packages("car"); library(car)

**R-CODE**

#-  
# Plot #1: A matrix scatterplot  
windows()  
scatterplotMatrix(small\_wine.df[, 2:6], # exclude column 1, class label  
 main="Small Wine Scatterplot Matrix" # title of plot  
 )

Output:
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**R-CODE**

#--  
# panel.smooth function is built in.  
# panel.cor puts correlation in upper panels, size proportional to correlation  
panel.cor <- function(x, y, digits=2, prefix="", cex.cor, ...)  
{  
 usr <- par("usr"); on.exit(par(usr))  
 par(usr = c(0, 1, 0, 1))  
 r <- abs(cor(x, y))  
 txt <- format(c(r, 0.123456789), digits=digits)[1]  
 txt <- paste(prefix, txt, sep="")  
 if(missing(cex.cor)) cex.cor <- 0.8/strwidth(txt)  
 text(0.5, 0.5, txt, cex = cex.cor \* r)  
}  
  
# Plot #2: same as above, but add loess smoother in lower and correlation in upper  
windows()  
pairs(big\_wine.df[, 2:6],  
 lower.panel=panel.smooth, # lower portion of plot is the smooth plot  
 upper.panel=panel.cor, # uppper portion is a correlation plot  
 pch=23, # plot symbols, see http://www.statmethods.net/advgraphs/parameters.html  
 main="Big Wine Scatterplot Matrix",  
 na.action = na.omit # causes cases with missing values in any of the variables to be omitted entirely.  
 )
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##### 

##### Scatterplot with data Points labelled by group

Observation If you observe any interesting scatterplot for any two variables in the matrix scatterplot, plot that scatterplot in more detail, with the data points labelled by their group (their cultivar, i.e., v1 .. v14)

For example, the pair plot above, shows the 3rd column of the 4th row down is a scatterplot of V4 (x-axis) against V5 (y-axis). The figure shows a correlation of 0.45, that is a positive relationship between V4 and V5.

##### Zoom in on any interesting relationship with a plot

#Use plot(x= , y= ) or qplot(x= , y= ). I will use ggplot(data= ...)

**R-CODE**

# simplr plot  
## define base for the graphs and store in object 'p'  
  
v4\_v5.plot <- ggplot(data = big\_wine.df, aes(x = v4, y = v5, group=v1, color=factor(v1), shape=factor(v1)))  
  
## just plotting points (a.k.a., scatterplot)  
windows()  
v4\_v5.plot + geom\_point() # + #geom\_line() # simple spaghetti plot

Output:![](data:image/png;base64,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)

**R-CODE**

#---  
# A more elaborate plot  
# setup plot  
v4\_v5.plot <- ggplot( # cool plotting package  
 data=big\_wine.df, # dataset in this case a data.frame  
 aes(  
 x = v4, # x-axis  
 y = v5, # y-axis  
 colour= factor(v1), # color to use for the points  
 shape = factor(v1)  
 )) +   
 geom\_point( size = 3) + # plot points only, with increased size  
 xlab("V4") + # x and y lables  
 ylab("V5)") +  
 ggtitle("Plot of V4 vs. V5 of the wine dataset")   
  
  
  
v4\_v5.plot <- v4\_v5.plot +   
 theme( # the beauty of ggplot, you can add layers later  
 plot.title = element\_text(lineheight=1.2, face="bold", size=10.5 ), #beautify title  
 legend.position = c(1.01, 0.28), legend.justification=c(1,1), #position the legend  
 legend.position = "bottom", legend.justification=c(1,1), #position the legend  
 legend.text = element\_text(size=6.5), #format legend text  
 axis.text.x = element\_text(size=6.5), #format x-axis text  
 axis.title.x = element\_text(size = rel(0.75)) #format x-axis title  
 )  
  
#--

#open a display window, else R will use RStudio's window  
windows()  
#-  
# Add aesthetic mappings  
#v4\_v5.plot <- v4\_v5.plot + geom\_text(aes(colour = factor(v1), size=2))  
  
# now display the plot  
v4\_v5.plot

Output
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#### Observation fom detailed plot

We can see from the plot of x=V4 versus y=V5 that

wines from cultivar 1 seem to have lower values of V5 compared to the wines of cultivar 2 and 3

wines from cultivar 2 seem to have lower values of V4 compared to the wines of cultivar 1

### A Profile Plot

[Good reference for profile plot](https://cran.r-project.org/web/packages/profileR/vignettes/jss_profileR.pdf)

[Useful functions for Multivariate data analysis](http://www.uni-regensburg.de/wirtschaftswissenschaften/vwl-tschernig/medien/programmieren-mit-r/pmr_tut_multivariatedataanalysis.r)

Another useful plot is a profile plot which plots the value of each of the variables for each of the samples to show the variation in each of the variables.

* Use the function makeProfilePlot(...) to make a profile plot. ++ Note: The makeProfilePlot(...) function requires the RColorBrewer library

#### A profile plot of the concentrations of the first 9 chemicals in the wine samples in columns V2, V3, V4, V5, V6, v7, v8, v9 of the big\_wine dataset

**R-CODE**

source("helper\_functions/pmr\_tut\_multivariatedataanalysis\_edited\_by\_william.r")  
  
# Gives us access to the following functions:  
# 1: makeProfilePlot  
  
chem.names <- paste("V", 2:9, sep="")  
  
mylist <- list(big\_wine.df$v2, big\_wine.df$v3, big\_wine.df$v4, big\_wine.df$v5,  
 big\_wine.df$v6, big\_wine.df$v7, big\_wine.df$v8, big\_wine.df$v9)  
  
#--  
windows()  
  
makeProfilePlot(mylist, chem.names,   
 title=sprintf("Profile plot of: %s", paste(chem.names, collapse = ', '))  
 )  
grid()

Output

![](data:image/png;base64,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)

#### Observation fom detailed plot

We can see from the profile plot that \* the mean and standard deviation for V6 is quite a lot higher than that for the other variables.

### Calculating Summary Statistics for Multivariate Data

* For statistics on a dataset refer to the Mosaic package.
* Here we would calculate 2 summary statistics for each of the variables in the wine data set
* Use sapply
* mean
* standard deviation

**R-CODE**

sapply(big\_wine.df[, 2:9], mean) #mean and std of 2nd to 9th variables

Output

v2 v3 v4 v5 v6 v7 v8 v9   
 12.9936723 2.3398870 2.3661582 19.5169492 99.5875706 2.2922599 2.0234463 0.3623164

**R-CODE**

sapply(big\_wine.df[, 2:9], sd)

Output

v2 v3 v4 v5 v6 v7 v8 v9   
 0.8088084 1.1193144 0.2750804 3.3360711 14.1740185 0.6264651 0.9986576 0.1246529

**R-CODE**

# per sample type  
group1\_index = which(big\_wine.df$v1 == 1); head(group1\_index) # get the index

Output

[1] 1 2 3 4 5 6

**R-CODE**

group2\_index = which(big\_wine.df$v1 == 2); head(group2\_index)

Output

[1] 59 60 61 62 63 64

**R-CODE**

group3\_index = which(big\_wine.df$v1 == 3); head(group3\_index)

Output

[1] 130 131 132 133 134 135

**R-CODE**

sapply(big\_wine.df[ group1\_index, 2:9], mean) #mean and std of 2nd to 9th variables

Output

v2 v3 v4 v5 v6 v7 v8 v9   
 13.7363793 2.0158621 2.4560345 17.0620690 105.9827586 2.8408621 2.9810345 0.2901724

**R-CODE**

sapply(big\_wine.df[ group2\_index, 2:9], mean)

Output

v2 v3 v4 v5 v6 v7 v8 v9   
 12.278732 1.932676 2.244789 20.238028 94.549296 2.258873 2.080845 0.363662

**R-CODE**

sapply(big\_wine.df[ group3\_index, 2:9], mean)

Output

v2 v3 v4 v5 v6 v7 v8 v9   
 13.1537500 3.3337500 2.4370833 21.4166667 99.3125000 1.6787500 0.7814583 0.4475000

#### 

#### Observation

* We are only able to compute the mean and standard deviation of the 2-9 chemicals' concentrations for just cultivar 1 samples, or for just cultivar 3 samples, in a similar way. statistics by variable for the entire group.
* What about by group with with just 1 line of command? [Use google, e.g.: "r calculating standard deviation by group in a data"](http://stackoverflow.com/questions/16367436/compute-mean-and-standard-deviation-by-group-for-multiple-variables-in-a-data-fr)

##### Means and Variances Per Group

**R-CODE**

big\_wine\_groups.df <- t( big\_wine.df %>% group\_by(v1) %>% summarise\_each(funs(mean, sd)) ) # transpose  
colnames(big\_wine\_groups.df) <- c("Group\_1", "Group\_2", "Group\_3")  
  
#--  
# exclude row 1, V1  
big\_wine\_groups.df <- big\_wine\_groups.df[-(1), ]  
head(big\_wine\_groups.df)

Output

Group\_1 Group\_2 Group\_3  
 v2\_mean 13.736379 12.278732 13.153750  
 v3\_mean 2.015862 1.932676 3.333750  
 v4\_mean 2.456034 2.244789 2.437083  
 v5\_mean 17.062069 20.238028 21.416667  
 v6\_mean 105.982759 94.549296 99.312500  
 v7\_mean 2.840862 2.258873 1.678750

**R-CODE**

#show me rowsnames containing the word "mean"  
# Use google: search for: "R show rownames that contain a word""  
#http://stackoverflow.com/questions/13043928/selecting-rows-where-a-column-has-a-string-like-hsa-partial-string-match  
  
index\_of\_row\_name\_contain\_mean <- grep("\_mean", rownames(big\_wine\_groups.df))

Output

2 3 4 5 6 7 8 9 10 11 12 13 14

**R-CODE**

#-  
# Now show the rows containing the word "mean"  
group.means <- big\_wine\_groups.df[index\_of\_row\_name\_contain\_mean, ]   
group.means

Output

Group\_1 Group\_2 Group\_3  
 v2\_mean 13.7363793 12.278732 13.1537500  
 v3\_mean 2.0158621 1.932676 3.3337500  
 v4\_mean 2.4560345 2.244789 2.4370833  
 v5\_mean 17.0620690 20.238028 21.4166667  
 v6\_mean 105.9827586 94.549296 99.3125000  
 v7\_mean 2.8408621 2.258873 1.6787500  
 v8\_mean 2.9810345 2.080845 0.7814583  
 v9\_mean 0.2901724 0.363662 0.4475000  
 v10\_mean 1.8925862 1.630282 1.1535417  
 v11\_mean 5.5263793 3.086620 7.3962500  
 v12\_mean 1.0624138 1.056282 0.6827083  
 v13\_mean 3.1446552 2.785352 1.6835417  
 v14\_mean 1116.5862069 519.507042 629.8958333

**R-CODE**

#---  
# do the same for variance  
group.variance <- big\_wine\_groups.df[-c(index\_of\_row\_name\_contain\_mean), ]  
group.variance

Output

Group\_1 Group\_2 Group\_3  
 v2\_sd 0.46163211 0.5379642 0.5302413  
 v3\_sd 0.69340005 1.0155687 1.0879057  
 v4\_sd 0.22912449 0.3154673 0.1846902  
 v5\_sd 2.56137488 3.3497704 2.2581609  
 v6\_sd 10.22465438 16.7534975 10.8904726  
 v7\_sd 0.34187966 0.5453611 0.3569709  
 v8\_sd 0.40083111 0.7057008 0.2935041  
 v9\_sd 0.07064841 0.1239613 0.1241396  
 v10\_sd 0.41241931 0.6020678 0.4088359  
 v11\_sd 1.24930114 0.9249293 2.3109421  
 v12\_sd 0.11746310 0.2029368 0.1144411  
 v13\_sd 0.34550353 0.4965735 0.2721114  
 v14\_sd 223.35276437 157.2112204 115.0970432

\*\*\* NEXT WE ARE GOING EXPLORE HOW WORK WITH A TOY DATASET \*\*\*

### Reading from a toy dataset

Most times it is better doing the exploratory work using a smaller dataset and then use the code written on your big dataset. An example is shown below:

**R-CODE**

toy.data <- read.table(header = TRUE, text = "  
Group\_1 Group\_2 Group\_3  
4.0 2.9 4.5  
3.6 2.3 3.8  
3.7 2.9 4.0  
4.1 3.5 5.2  
3.9 3.7 3.9  
4.0 3.0 4.1   
")  
  
toy.data #show the data

Output

Group\_1 Group\_2 Group\_3  
 1 4.0 2.9 4.5  
 2 3.6 2.3 3.8  
 3 3.7 2.9 4.0  
 4 4.1 3.5 5.2  
 5 3.9 3.7 3.9  
 6 4.0 3.0 4.1

#--

**R-CODE**

toy.df <<- melt(toy.data)

## Using as id variables

colnames(toy.df) <- c("v1", "v2")  
toy.df

Output

v1 v2  
 1 Group\_1 4.0  
 2 Group\_1 3.6  
 3 Group\_1 3.7  
 4 Group\_1 4.1  
 5 Group\_1 3.9  
 6 Group\_1 4.0  
 7 Group\_2 2.9  
 8 Group\_2 2.3  
 9 Group\_2 2.9  
 10 Group\_2 3.5  
 11 Group\_2 3.7  
 12 Group\_2 3.0  
 13 Group\_3 4.5  
 14 Group\_3 3.8  
 15 Group\_3 4.0  
 16 Group\_3 5.2  
 17 Group\_3 3.9  
 18 Group\_3 4.1

##### Boxplot  
p <- ggplot(toy.df, aes(v1, v2))  
p <- p + geom\_boxplot(fill = "white", colour = "#3366FF") +  
 ylab("Length (in m)") + xlab("") +  
 ggtitle("Boxplot of the toy dataset")   
p # display plot

#ADD POINTS IF YOU WISH  
p <- p + geom\_jitter(width = 0.2, aes(colour = v1), size=2) #add points  
p # display plot
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# beautify plot  
p <- p + theme(  
 legend.position = c(1.01, 0.19), legend.justification=c(1,1), #position the legend  
 legend.position = "bottom", legend.justification=c(1,1), #position the legend  
 legend.text = element\_text(size=6.5)) #format legend text  
  
#plot  
windows()  
p
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##### Descriptive Statistics

#--  
# Get N  
N.dim = dim( toy.df )  
N <- ( N.dim[1] \* N.dim[2] ) - N.dim[1] # could have simply said N.dim[1], but setting program up for big\_wine.df  
N

Output [1] 18

**R-CODE**

# group counts  
n <- toy.df %>% group\_by(v1) %>% summarise\_each(funs(length))   
n # data frame [3 x 14]

Output

# Source: local data frame [3 x 2]  
   
 v1 v2  
 (fctr) (int)  
 1 Group\_1 6  
 2 Group\_2 6  
 3 Group\_3 6

#-

**R-CODE**

K = 3 # K = number of groups  
#--  
# Note  
# mean(big\_wine.df) returns column means  
# mean( as.matrix(big\_wine.df ) ) # one value.  
  
x\_2bar <- mean(as.matrix(toy.df[, -c(1)] ))  
x\_2bar

Output

[1] 3.727778

#-

**R-CODE**

toy.table <- toy.df %>% group\_by(v1) %>% summarise\_each(funs(length, mean, sd, min, max))  
toy.table$stderr <- toy.table$sd / sqrt(toy.table$length)  
toy.table$E <- qnorm(.975)\*toy.table$stderr # margin of error 95% CI   
toy.table$lowerbound <- toy.table$mean - toy.table$E  
toy.table$upperbound <- toy.table$mean + toy.table$E  
  
descriptive.stats <- data.frame(  
 Groups = c(1:3),  
 N = c(toy.table$length),  
 Mean = c(toy.table$mean),  
 "Std Deviation" = c(toy.table$sd),  
 "Std Error" = c(toy.table$stderr),  
 "CI\_Lower Bound" = c(toy.table$lowerbound),  
 "CI\_Upper Bound" = c(toy.table$upperbound),  
 "Minimum" = c(toy.table$min),  
 "Maximum" = c(toy.table$max)  
 )

#--

#show table

Descriptive.stats

Output

# Groups N Mean Std.Deviation Std.Error CI\_Lower.Bound CI\_Upper.Bound Minimum Maximum

# 1 1 6 3.883333 0.1940790 0.07923243 3.728041 4.038626 3.6 4.1

# 2 2 6 3.050000 0.4969909 0.20289570 2.652332 3.447668 2.3 3.7

# 3 3 6 4.250000 0.5244044 0.21408721 3.830397 4.669603 3.8 5.2

##### 

### \*\*\* We will extend this to out wine dataset in out next lecture \*\*\*