Introduction to R

Introduction to R Objectives:

* Become familiar with the RStudio IDE, R syntax, and R data types
* Understand how to get help with R
* Become familiar with the R reference card
* Become familiar with Rmarkdown to generate reports

There are many software programs designed to store, summarize, visualize, or analyze data:

* Spreadsheets: Microsoft Excel, Google Sheets, etc.
* Data Analysis and Statistical programs: SAS, SPSS, Minitab
* Programming languages: Python, C, C++, Fortran, Java
* Database software: Microsoft Access, SAP, SQL databases

R is statistical software which can read data, manipulate data, summarize data, fit statistical models, create quality plots, and more. It is used by companies like Google, Twitter, and Microsoft, as well as in government agencies and at national labs.

# Setting Up

This guide will help set up R and RStudio on your machine. It is included for reference.

## Installing R

On Windows or OS X:

* Go to <http://www.r-project.org/>
* Click the CRAN link on the left, and pick a download site (0-Cloud is a good choice)
* Choose link based on your OS
* On Windows, choose the "base" subdirectory to install R.
* On OS X, choose the .pkg file to install R.

## Installing RStudio

* Browse to <https://www.rstudio.com/>
* Mouse over Products and click RStudio
* Choose RStudio Desktop
* Click Download RStudio Desktop
* Choose the installer appropriate for your platform

# Example: Tips data

## Goals

* Explore a real dataset using R
* Get the "flavor" of R for data management and exploration
* Don't focus on the code - it will be explained later and in much more detail

## Tips Dataset

A server recorded the tips they received over about 10 weeks, including several variables:

* Amount they were tipped
* Cost of the total bill
* Characteristics about the party (# people, gender, etc.)

Primary Question: How do these variable influence the amount being tipped?

Follow along using [Tips-Example.R](code/Tips-Example.R)

## First look: Reading in the data

Use R to look at the top few rows of the tips data set. First, load tip using read.csv:

tips <- read.csv("http://bit.ly/2iNqvKM")

Now, use the head function to look at the first 6 rows of the data:

head(tips)  
## total\_bill tip sex smoker day time size  
## 1 16.99 1.01 Female No Sun Dinner 2  
## 2 10.34 1.66 Male No Sun Dinner 3  
## 3 21.01 3.50 Male No Sun Dinner 3  
## 4 23.68 3.31 Male No Sun Dinner 2  
## 5 24.59 3.61 Female No Sun Dinner 4  
## 6 25.29 4.71 Male No Sun Dinner 4

How big is this data set and what types of variables are in each column?

str(tips)  
## 'data.frame': 244 obs. of 7 variables:  
## $ total\_bill: num 17 10.3 21 23.7 24.6 ...  
## $ tip : num 1.01 1.66 3.5 3.31 3.61 4.71 2 3.12 1.96 3.23 ...  
## $ sex : Factor w/ 2 levels "Female","Male": 1 2 2 2 1 2 2 2 2 2 ...  
## $ smoker : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ day : Factor w/ 4 levels "Fri","Sat","Sun",..: 3 3 3 3 3 3 3 3 3 3 ...  
## $ time : Factor w/ 2 levels "Dinner","Lunch": 1 1 1 1 1 1 1 1 1 1 ...  
## $ size : int 2 3 3 2 4 4 2 4 2 2 ...

Get a summary of the values for each variable in tips:

summary(tips)  
## total\_bill tip sex smoker day   
## Min. : 3.07 Min. : 1.000 Female: 87 No :151 Fri :19   
## 1st Qu.:13.35 1st Qu.: 2.000 Male :157 Yes: 93 Sat :87   
## Median :17.80 Median : 2.900 Sun :76   
## Mean :19.79 Mean : 2.998 Thur:62   
## 3rd Qu.:24.13 3rd Qu.: 3.562   
## Max. :50.81 Max. :10.000   
## time size   
## Dinner:176 Min. :1.00   
## Lunch : 68 1st Qu.:2.00   
## Median :2.00   
## Mean :2.57   
## 3rd Qu.:3.00   
## Max. :6.00

What is the relationship between total bill and tip value? First, install and load ggplot2 (a graphics library):

install.packages("ggplot2")  
library(ggplot2)

qplot(x = tip, y = total\_bill, geom = "point", data = tips)
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Add linear regression line to the plot:

qplot(x = tip, y = total\_bill, geom = "point", data = tips) +   
 geom\_smooth(method = "lm")
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Tipping is generally done using a rule of thumb based on a percentage of the total bill. Make a new variable in the data set for the tipping rate = tip / total bill

tips$rate <- tips$tip / tips$total\_bill  
  
summary(tips$rate)  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.03564 0.12910 0.15480 0.16080 0.19150 0.71030

What is the distribution of tip rate in this dataset? Use R to create a histogram:

qplot(x = rate, data = tips, binwidth = .01)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkAAAAGACAMAAAByRC0tAAAAulBMVEUAAAAAACsAAFUAK4AAVaorAAArACsrAFUrgNQzMzNNTU1NTWtNTYhNa6ZNiMRVAABVACtVqv9ZWVlrTU1rTWtrTYhra4hra6ZrpuGAKwCAgCuA1KqA1P+ITU2ITWuITYiIa02Ia6aIxP+ma02ma2umiE2mxKam4eGm4f+qVQCq1P+q///EiE3E///UgCvU///hpmvh///r6+v/qlX/xIj/1ID/1Kr/1NT/4ab//6r//8T//9T//+H////TeZf4AAAACXBIWXMAAA7DAAAOwwHHb6hkAAALxklEQVR4nO3b/0Pb5hGAcacNK3FLspJmwJYvm+k2sgKFAZsx6P//tybZMCMQ8ovu9N7dm+d+WOOUPDukD7LsxpOKYQQzsV6AiT0AYkQDIEY0AGJEAyBGNABiRPNSQP/WGJWKo1U8VXKtAqBCKwDKGimvAqCskfIqAMoaKa8CoKyR8ioAyhoprwKgrJHyKgDKGimvAqCskfIqAMoaKa8CoKyR8ioAyhoprwKgrJHyKgDKGimv8k0D2l2NLKKzStgKgABkHwGQeJWwFQAByD4CIPEqYSsAApB9BEDiVcJWAAQg+wiAxKuErQAIQPYRAIlXCVsB0P9nYERnlbAVAAHIPgIg8SphKwACkH0EQOJVwlYABCD7CIDEq4StAAhA9hEAiVcJWwEQgOwjABKvErbiHdCo0wZkvQ2TMlyBCqt4vwKNuh6AnEQAJF4lbAVAALKPAEi8StgKgABkHwGQeJWwFQAByD4CIPEqYSsAApB9BEDiVcJWAAQg+wiAxKuErQAIQPYRAIlXCVsBEIDsIwASrxK2AiAA2UcAJF4lbAVAALKPAEi8StgKgABkHwGQeJWwFQAByD4CIPEqYSsAApB9BEDiVcJWAAQg+wiAxKuErQAIQPYRAIlXCVsBEIDsIwASrxK2AqDH0/eV460StgIgANlHACReJWwFQACyjwBIvErYCoAAZB8BkHiVsBUAAcg+AiDxKmErAAKQfQRA4lXCVgAEIPsIgMSrhK0ACED2EQCJVwlbARCA7CMAEq8StgIgANlHACReJWwFQACyjygBmr+fTmdVtfg03TkHUJCKI0CLz0fV/Jej28NZdfYWQEEqjgBdNmqOZ4svJ9X8wwmAYlQcAbq7Cs33zpcXo6p6U0//lwunE1DfV466DZMy/YBuD/ery517QM2M6psrkJOI1hVo8Wm/vpXeA1CgiidA8/ezRhH3QJEqjgCt/CyfxngVFqbiCNDZtJkZ7wOFqjgC1DmjrgcgJxEAiVcJWwEQgOwjABKvErYCIADZRwAkXiVsBUAAso8ASLxK2AqAAGQfAZB4lbAVAAHIPgIg8SphKwACkH0EQOJVwlYABCD7CIDEq4StAAhA9hEAiVcJWwEQgOwjABKvErYCIADZRwAkXiVsBUAAso8ASLxK2AqAAGQfAZB4lbAVAAHIPhIHUBsCgJxEADRglUIqAAKQfQRAA1YppAIgANlHADRglUIqAAKQfQRAA1YppAIgANlHADRglUIqAAKQfaREQOm4Bq5SSAVAALKPAGjAKoVUAAQg+wiABqxSSAVAALKPAGjAKoVUAAQg+wiABqxSSAVAALKPAGjAKoVULAFdv/u5+cfFd78BKGzFOyDluYPQftSehH/H2M0a0Onkfl73fL2yb65A2hUHV6DeUV4PQNoVbqIBZB8ZCuhqa/kUxk104IoloJuDvrsfAIWocA8EIPvI4CsQgMJXTO+BEt4BUl4PQNoV26ewCTfR0Su8jAeQfaQoQH2juUohFZ7CAGQfEV2Brv/4kStQ3Io9oOri+98BFLbiARBPYYErDgB95QoUuOLgJvoV90CBKw6uQL2jvB6AtCsAApB9ZDCg5V9r3QZQ4IopoNPm9df1uz5ByusBSLvi4O8D8TI+cgVAALKP8BQ2YJVCKtxEA8g+wsv4AasUUgEQgOwjQwHdHGxv+myP8noA0q6YAvr6utr06TDl9QCkXeFlPIDsIwAasEohFd4HApB9ZPCrsAuj94GGjuYqhVS+zZfxAFKrAAhA9hEADVilkAqAAGQfAdCAVQqpAAhA9hEADVilkAqAAGQfAdCAVQqpAAhA9hEADVilkErxgNqnHkDaFQAByD4CoORxdOoBlDQAGrcCIADZRwCUPI5OPYCSBkDjVgAEIPuIGqD5h5OqWnya7pwDKEjFFaDL6U8n1e3hrDp7C6AgFU+Ajn/8R30FWnw5WV2JABSh4gnQ6ilsvndeLT4f1Y/e1NP75Slzd+rbj4aOeBtGOpsBXe7cA2pGbLt97RACEm/j6dpR/hUIQAEq/gBxDxSq4g/Q7eE+r8LiVPwB4n2gUBVfgJ6OeDUAjVsBEIDsIwBKHkenHkBJA6BxKwACkH0EQMnj6NQDKGkANG4FQACyjwAoeRydegAlDYDGrQAIQPYRACWPo1MPoKQB0LgVAAHIPgKg5HF06gGUNAAat1IgoE4y7UcAUqsACED2EQAlj6NTD6BnBkA5KwACkH0EQMnj6NQD6JkBUM4KgABkHwFQ8jg69QB6ZgCUswIgANlHAJQ8jk49gJ4ZVTLajhydegA9MwDKWQEQgOwjAEoeR6ceQM8MgHJWAAQg+wiAksfRqQfQMwOgnBUAAcg+AqDkcXTqAfTMAChnpSRAnWd5DEACR45OPYAeD4AMKgACkH0EQMnj6NQD6PEAyKACIADZRwCUPI5OPYAeD4AMKgACkH0EQMnj6NQD6PEAyKDiHdBLpn16O39Tddr/DyN+Y8x6CrwCtR+Jf9SCVbxfgV6yBYAMKgACkH0EQAAauwKg1CMVrAIgANlHAASgsSsASj1SwSoAApB9BEAAGruSH1Du0TpSwSoAApB9BEAAGrsCoNQjFawCIADZRwAEoLErAEo9UsEqAAKQfQRAABq7AqDUIxWsAiAA2UesAdnKuRutIxWsAiCt0TpSwSoA0hqtIxWsAiCt0TpSwSoA0hqtIxWsAiCt0TpSwSoA0hqtIxWsAiCt0TpSwSoA0hqtIxWsAiCt0TpSwSoA0hqtIxWsAiCt0TpSwSoA0pr2Lp2Pko5UyjiqAEhr2rt0Pko6UinjqAIgrWnv0vko6UiljKMKgLSmvUvno6QjlTKOKgDSmvYunY+SjlTKOKoASGvau3Q+SjpSKeOoAiCtae/S+SjpSKWMowqAtKa9S+ejpCOVMo4qANKa9i6dj5KOVMo4qgBIa9q7dD5KOlIp46gCIK1p79L5KOlIpYyjSlBAnafJ/XQeqfW/G3K8h/zppxXB6AHq/04AtAug/kr/dwKgXQD1V/q/EwDtAqi/0v+dAGgXQP2V/u8EQLsA6q/0fycA2gVQf6X/OwHQLoD6K/3fyQsALT5Nd84BtOl4D//TTyuC8Qfo9nBWnb0F0KbjPfxPP60Ixh+gxZeTav7hBEAbjvfwP/20Ihh/gOZ759Xi81H9qzf1bPxy5tuazYAud+4BNaPm20ekvIq//5i6vgIBKEDFH6CkeyDt9XJFyqv4A3R7uL/5VZj2erki5VX8AUp6H0h7vVyR8ioOAbUm03q5IuVVAJQ1Ul4FQFkj5VUAlDVSXgVAWSPlVQCUNVJeBUBZI+VVAJQ1Ul4FQFkj5VW8A/Iznv5miaNdcq8CII1xtAuAUsfRSfO0C4BSx9FJ87QLgJhQAyBGNABiRAMgRjQAYkQTD9D6b9jO30+nMye7rD7B62KV28Ppj0cbvlpvwgFaf9K6+azR/Jd8h6pvl3rOTDE/WOV4tvwsX6YJB2j9KaPL5ngdW561h594mv/prz5WaX6VccIBan/Ocf0r411uf/2n6VPYepX53t95CuuZ1ietm8+s+djlbN/2Hmi9yvz9bMkp04QD9PAKtPhk6qf1Y39uC6i1Ss4LczhAD+47mp81J7ucTZsx5PzgHuhvAOqb9Setzf20P/VtewV6sMoxT2G9s3rDo/5pW/3UO3jzZfWT7+J9oGaV+lc/5XshFg8Q42oAxIgGQIxoAMSIBkCMaADEiAZAjGgAxIgGQAPmP/+y3sDPAOjlc/WHj9Yr+BkAvXwA9GAAlDRXP/x58t1vV1uTyWS7+d/t6uZgUv+O9V72A6Ckudp6XVXX736uqtPaUX0Fujmof+P0+9+tFzMfACXN1VZt578Nl1pPA+iiufosRX3jA6Ckubvtuaifwl4tAZ1OlrNtvZj5AChploCu3736eH8F4tnrbgCUNEtAFw2ai9UVqP6H9U4+BkBJswLUXIC2Xn1sbn1uDmpNKAJQ4qzugb7Wd0B/qfV8nbxevozHD4AY4QCIEQ2AGNEAiBENgBjRAIgRDYAY0fwPpVPe7PVvmp4AAAAASUVORK5CYII=)

One person tipped over 70%, who are they?

tips[which.max(tips$rate),]  
## total\_bill tip sex smoker day time size rate  
## 173 7.25 5.15 Male Yes Sun Dinner 2 0.7103448

Calculate the average tipping rate for men and women separately:

mean(tips$rate[tips$sex == "Male"])  
## [1] 0.1576505  
mean(tips$rate[tips$sex == "Female"])  
## [1] 0.1664907

Is the difference between the two groups statistically significant? Calculate a t-test to examine whether the average tip rate for men is the same as the average tip rate for women.

t.test(rate ~ sex, data = tips)  
##   
## Welch Two Sample t-test  
##   
## data: rate by sex  
## t = 1.1433, df = 206.76, p-value = 0.2542  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -0.006404119 0.024084498  
## sample estimates:  
## mean in group Female mean in group Male   
## 0.1664907 0.1576505

The p-value is greater than 0.05, and the confidence interval contains 0: there is no evidence of a significant difference in tipping rate between men and women.

Compare two groups using a side-by-side boxplot. For instance, do smokers tip at a different rate than non-smokers?

qplot(x = smoker, y = rate, geom = "boxplot", data = tips)

![](data:image/png;base64,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)

##### Your Turn!

Try playing with chunks of code shown above to further investigate the tips data:

1. Get a summary of the total bill values
2. Make side by side boxplots of tip rates for different days of the week
3. Find the average tip value for smokers

##### Solutions

1. Get a summary of the total bill values

summary(tips$total\_bill)  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 3.07 13.35 17.80 19.79 24.13 50.81

1. Make side by side boxplots of tip rates for different days of the week

qplot(day, rate, geom = "boxplot", data = tips)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAw1BMVEUAAAAAACsAAFUAK4AAVaorAAArACsrAFUrgNQzMzNNTU1NTWtNTYhNa4hNa6ZNiMRVAABVgIBVqv9rTU1rTWtrTYhra4hra6ZrpqZrpuGAKwCAgFWA1KqA1P+ITU2ITWuITYiIa02Ia6aIiE2IxP+ma02ma2umiE2m4eGm4f+qVQCq/9Sq///EiE3E4abE///UgCvU/6rU///hpmvh4abh///r6+v/qlX/xIj/1ID/1NT/4ab//6r//8T//9T//+H////X3x1lAAAACXBIWXMAAA7DAAAOwwHHb6hkAAALRklEQVR4nO2djVbb2BlFbxLSYk9KKJlMCm0IaU2npEmhQxFQY/D7P1Ul2QLSIJAi3XuOlH3WhJHxkvZ3tK0fw4oTlmTUCeoBSNwE9QAkboJ6ABI3QT0AiZugHoDETVAPQOImtF8l65BOKztB7Isg2J+BYCHEvgiC/RkIFkLsiyDYn4FgIcS+CIL9GQgWQuyLINifgWAhxL4Igv0ZCBZC7IsguFMmk0l8CIJlkMkkiWEEqyAIjjGyEQTBMUZ2gnANjjCyFcS+SAfBZEgJ7VdRvSatIPZFEOzPQLAQYl8Ewf4MBAsh9kUQ7M9AsBBiXwTB/gwECyH2RRDsz0CwEGJfBMH+DAQLIfZFEOzPQLAQYl8Ewf4MBAsh9kUQ7M9AsBBiXwTB/gwECyH2RRDsz0CwEGJfBMH+DAQLIfZFEOzPQLAQYl8Ewf4MBAsh9kUQ7M9AsBBiXwTB/gwECyH2RRDsz0CwEGJfBMH+DAQLIfZFEOzPQLAQYl8Ewf4MBAsh9kWaCF7sT7fOyqWbw+lPRwhOzIgt+OZwtjx9XS5+mS0v1q4RnIwRW/Di4Hg5f3u8XuIUnZwRW/D83dly8eGoXPp1fYouPie5fg3il1D/VHFSXgt+Myt1r6J6TVpB7Is0EHz/CK6WEJyQkfAa/FcECxjx76J3791Fc4pOzkj0Prg4iPOlV7c30qqRrSD2RZoIrolqZCuIfREE+zMQLITYF0GwPwPBQoh9EQT7MxAshNgXQbA/A8FCiH0RBPszECyE2BdBsD8DwUKIfREE+zMQLITYF0GwPwPBQoh9EQT7MxAshNgXQbA/A8FCiH0RBPszECyE2BdBsD8DwUKIfREE+zMQLITYF0GwPwPBQoh9EQT7MxAshNgXQbA/A8FCiH0RBPszECyE2BdBsD8DwUKIfREE+zNUgsmQEtqvonpNWkHsiyDYn4FgIcS+CIL9GQgWQuyLINifgWAhxL4Igv0ZCBZC7Isg2J+BYCHEvgiC/RkIFkLsiyDYn4FgIcS+CIL9GQgWQuyLINifgWAhxL4Igv0ZCBZC7Isg2J+BYCHEvgiC/RkIFkLsiyDYn4FgIcS+CIL9GQgWQuyLINifgWAhxL4Igv0ZCBZC7Isg2J+BYCHEvgiCO2UymcSHIFgGmUySGEawCoLgGCMbQRAcY2QnCNfgCCNbQeyLNBG82J9una2Xbw5nCE7MiC24cHr6ev3gdIrg1IzYghcHx8v52+Nyef7LRwSnZsQWPH93tlx8OCoP5r//Y3WKLu4e69cgfglfPToJYefkxW+rBxdbt4JPd7kGp2f0fwR/evHv7Z3rvY3Vo7sjOF9CcHpG74Kvtnfy/5bnzz+XD++uwafTIrsITsuILfjmcPfuLpojOD2j/1P0SXGKvtreXD9cvQ9eHcQITs+IcBd9HvJsLh+PamQriH2RhwU3impkK4h9kYcEFxfg4jBeX4MRLGYgWAixL/Kt4JNQZeNRvwhOxYh1BD8V1chWEPsiDwluGNXIVhD7Ig8KvnxZnqK5Bnswehd8vbd5vbfz5IlaNbIVxL7IQ4ILtZ82l+fVr5MQrGVEEXyywdskF0aEXxeWdk84gj0Y/QvOL8LLT+HZ+0f9IjgVg7dJQoh9kYcE57fQCDZi8JMsIcS+yEOCl0/dXiE4KSPCERz4SZYRg5ssIcS+CIL9GQgWQuyLINifgWAhxL4Igv0ZCBZC7IuMWLD956MkgYxXcJpPwEFw/yM3DIJX6yK4UxDc/8hNwzW4XHe8grmLLtdFsD0DwUKIfREE+zMQLITYF0GwPwPBQoh9EQT7MxAshNgX6SCYDCmh/Sqq12TT8KPKct3RCuaXDat1EdwpCO5/5IZB8Grd0QrmGrxad7yCeZtUrotgewaChZAU//AZgmuSYucjuP+RGwfBGYKHwEBwTRCcIXgIDATXBMEZgofA6AQRCbbfL04MBAsh9kUQ7M9AsBBiXwTB/gwECyH2RRDsz0CwEGJfBMH+DAQLIfZFEOzPQLAQYl8Ewf4MBAsh9kUQ7M9AsBBiXwTB/gwECyH2RRDsz0CwEGJfBMH+DAQLIfZFEOzPQLAQYl8Ewf6M6IIX+9Ots3Jp/mY6nSE4MSO24JvD2fL0dWn6w9Fy/vMRgtMyYgteHBwv52+P86WLQvOX6hBWjWwFsS/SQPD83Vl57K51l0vFZ1DVr/F0Oq3sBBlMkVD/1MXWPcE3h7vV91WvSSuIfZEGgu8fwYv9W781gid9pkOxDMFlGgi+uwbnd9Gzu+/XDFO/odYZv+D4h0MDwcVZeXUX/ZVfBPfAiL+3qmfDI2uu3gfnB/HptMjjd9FJBEd/3aeCeAiuiVJwAkYSCIIR3BFSPRvabxDB3SEIRnBHSPVsaL9BBHeHIBjBHSHVs6H9BhHcHYJgBHeEVM+G9htEcHcIghHcEVI9G9pvcPSC+VElghEcYeRkghNAhih4YC98BNcGwd0h8fdWNUJoP3X03aL+ffDAiiC4xW5JJrg/BjdZLRkIRnB3CIIR3BFSPRvabxDB3SEIRnBHSPVsaL9BBHeH9Pl2AMHtGGkgjRL7L4DXpGaY6K/JDMEtUo0Q2k+tGjlDcItUI4T2U6tGzhDcItUIof3UqpEzBLdINUJoP7Vq5GxEP4tuWLfDusMUnASCYNHIqSBJThPRiyDYn4FgIcS+CIL9GQgWQuyLINifgWAhxL6ISHCnlZsGwRmCh8BQCbYPH0Z6L6H9Kl1ekxzBqSAI9mcguCYIzhA8BAaCa4LgDMFDYCC4JgjOEDwEBoJrguAMwUNgILgmCM4QPARGp72FYH8GgmuC4AzBQ2AguCYIzhA8BAaCa5Ji5ycpguCHg+AMwV2D4P5HbhwEZwjuGgT3P3LjIDhDcNcguP+RGwfBGYK7BsH9j9w4CM7GLTgFxL4Igv0ZCBZC7Isg2J+BYCHEvgiC/RkIFkLsiyDYn4FgIcS+CIL9GQgWQuyLINifgWAhxL4Igv0ZCBZC7It0ENwlg/kEQAeG6qMMu2Qw+8WBgWAhZDBFQg/baJHB7BcHxhAFk9QJ6gFI3AT1ACRugnoAEjdBPQCJm5CIM38zzbNbLr49jsNY7E+nr263HQPzNSFCbg6L3TTd+k9vw4eetvNUolm9y2J/tlyebp3FI/4fIU7KufsbPvS0naeynnj+y8dX/4rkukQsPhyVZ4tZfrD1fqxVhOL/+Z/5u19zUM+MSvDfik1XoHyvfW+X0Odsj6QS/GYW7WC+OVwdW6XjfK/0j6kI1X5/s7u86P14XglebfoW9P0vo9DfZI+mvAa/rnZNJMjFdPrTUbm0OIghuCJU+z1KmdtT9B2hCyT0N9mjqY7gqIILwM+54S/FrVAsTE5A8LdJIPjidfH1y6y4FYpziq4ICP42CQSX97jVLdDqMItEKK7yp68SCL4H+t6E/iZ7NClO0cW71OIafDqd/uHj7Oaw/3es9wh/Okgg+B7oexP6m4w4JqgHIHET1AOQuAnqAUjcBPUAJG6CegASN0E9AImboB6AxE1QD6DN+fPP6hEiJ6gH0AbBIw+CR5yr7fDsz7ngy5chhM3lp438eycb6qn6TlAPIMvV9mb+5/nnq+2dXOzzz8XBfL23ox6r7wT1ALKUZ+dc7H9/yx9c/u59Ifry96M7Ywf1ALKcvMjNlkbP81P0s/fF6Xl8Z2gE56foXG5+BOfL/xzfGfoHFlyeovMv54Xo81zy9d4fx3eG/oEFX21vlDdZhdvLl/mX5UkY3xn6BxZ8+zbpU34F/ktxK335cnxn6B9Z8DcZ4T00gu/nZFM9QYQE9QA2uXxZ3G2NLkE9AImboB6AxE1QD0DiJqgHIHET1AOQuAnqAUjcBPUAJG7+Bxho1gIEhFeCAAAAAElFTkSuQmCC)

1. Find the average tip value for smokers

mean(tips$tip[tips$smoker == "Yes"])  
## [1] 3.00871

# R Basics

## Getting Help in R

The help() function is useful for getting help with a function:

help(head)

The ? function also works:

?head

When searching for results online, it is helpful to use R + CRAN + <query> to get good results.

## R Reference Card

A copy of the R reference card is available at:

<http://cran.r-project.org/doc/contrib/Short-refcard.pdf>

This card contains short versions of the most common functions used in R.

## R as an Overgrown Calculator

R can perform simple mathematical operations.

# Addition and Subtraction  
2 + 5 - 1  
## [1] 6  
  
# Multiplication  
109\*23452  
## [1] 2556268  
  
# Division  
3/7  
## [1] 0.4285714

Here are a few more complex operations:

# Integer division  
7 %/% 2  
## [1] 3  
  
# Modulo operator (Remainder)  
7 %% 2  
## [1] 1  
  
# Powers  
1.5 ^ 3  
## [1] 3.375

# Exponentiation  
exp(3)  
## [1] 20.08554  
  
# Logarithms  
log(3)  
## [1] 1.098612  
log(3, base = 10)  
## [1] 0.4771213  
  
# Trig functions  
sin(0)  
## [1] 0  
cos(0)  
## [1] 1  
tan(pi/4)  
## [1] 1  
  
asin(0)  
## [1] 0  
acos(1)  
## [1] 0  
atan(1)  
## [1] 0.7853982

## Variables in R

Variables in R are created using the assignment operator, <-:

x <- 5  
R\_awesomeness <- Inf  
MyAge <- 21 #Haha

These variables can then be used in computation:

log(x)  
## [1] 1.609438  
MyAge ^ 2  
## [1] 441

### Rules for Variable Names

* Variable names can't start with a number
* Names are case-sensitive
* Common letters are used internally by R and should be avoided as variable names  
  c, q, t, C, D, F, T, I
* There are reserved words that R won't allow as variable names.  
  for, in, while, if, else, repeat, break, next
* R will let you use the name of a predefined function.  
  Try not to overwrite those!

#### Error messages

# Variable starts with a number  
1age <- 3  
## Error: <text>:2:2: unexpected symbol  
## 1: # Variable starts with a number  
## 2: 1age  
## ^

# Case Sensitive  
Age <- 3  
age  
## Error in eval(expr, envir, enclos): object 'age' not found

# Special Words can't be variable names  
for <- 3  
## Error: <text>:2:5: unexpected assignment  
## 1: # Special Words can't be variable names  
## 2: for <-  
## ^

#### A Cautionary Tale

# This is a VERY bad idea:  
  
T <- FALSE  
F <- TRUE  
  
T == FALSE  
## [1] TRUE  
F == TRUE  
## [1] TRUE  
  
rm(T, F) # Fix it!  
  
T == FALSE  
## [1] FALSE

Note: In R, T and F are shorthand for TRUE and FALSE respectively.

## Vectors

A variable can contain more than one value.  
A *vector* is a variable which contains a set of values of the same type.  
The c() (combine) function is used to create vectors:

y <- c(1, 5, 3, 2)  
z <- c(y, y)

R performs operations on the entire vector at once:

y / 2  
## [1] 0.5 2.5 1.5 1.0  
z + 3  
## [1] 4 8 6 5 4 8 6 5

Vectors can be created using the c() or rep() function. To create a vector of consecutive values, use the : function:

a <- 10:15  
a  
## [1] 10 11 12 13 14 15

### Modifying Vectors

Vectors can be modified using indexing:

# Get the total bill out of the tips dataset  
bill <- tips$total\_bill  
  
x <- bill[1:5]  
x  
## [1] 16.99 10.34 21.01 23.68 24.59  
x[1] <- 20  
x  
## [1] 20.00 10.34 21.01 23.68 24.59

Elements of a vector must all be the same type:

head(bill)  
## [1] 16.99 10.34 21.01 23.68 24.59 25.29  
bill[5] <- ":-("  
head(bill)  
## [1] "16.99" "10.34" "21.01" "23.68" ":-(" "25.29"

By changing a value to a string, all the other values were changed to strings as well.

##### Your Turn

Using the R Reference Card (and the Help pages, if needed), do the following:

1. Find out how many rows and columns the `iris' data set has. Figure out at least 2 ways to do this.  
   *Hint: "Variable Information" section on the first page of the reference card!*
2. Use the rep function to construct the following vector: 1 1 2 2 3 3 4 4 5 5  
   *Hint: "Data Creation" section of the reference card*
3. Use rep to construct this vector: 1 2 3 4 5 1 2 3 4 5 1 2 3 4 5

##### Solutions

1. Find out how many rows and columns the `iris' data set has. Figure out at least 2 ways to do this.

data(iris)  
  
# first way:   
nrow(iris)  
## [1] 150  
ncol(iris)  
## [1] 5  
  
# second way:   
dim(iris)  
## [1] 150 5  
  
# third way:   
str(iris) # look at the top line  
## 'data.frame': 150 obs. of 5 variables:  
## $ Sepal.Length: num 5.1 4.9 4.7 4.6 5 5.4 4.6 5 4.4 4.9 ...  
## $ Sepal.Width : num 3.5 3 3.2 3.1 3.6 3.9 3.4 3.4 2.9 3.1 ...  
## $ Petal.Length: num 1.4 1.4 1.3 1.5 1.4 1.7 1.4 1.5 1.4 1.5 ...  
## $ Petal.Width : num 0.2 0.2 0.2 0.2 0.2 0.4 0.3 0.2 0.2 0.1 ...  
## $ Species : Factor w/ 3 levels "setosa","versicolor",..: 1 1 1 1 1 1 1 1 1 1 ...

1. Use the rep function to construct the following vector: 1 1 2 2 3 3 4 4 5 5

rep(c(1:5), each = 2)  
## [1] 1 1 2 2 3 3 4 4 5 5

1. Use rep to construct this vector: 1 2 3 4 5 1 2 3 4 5 1 2 3 4 5

rep(c(1:5), times = 3)  
## [1] 1 2 3 4 5 1 2 3 4 5 1 2 3 4 5

###### End Solutions

Vectors can be manipulated by indexing.

Different elements of a vector can be extracted using brackets:

a[1]  
## [1] 10  
a[2]  
## [1] 11  
a[5]  
## [1] 14

Indexes can also be more complicated:

a[c(1, 3, 5)]  
## [1] 10 12 14  
a[1:5]  
## [1] 10 11 12 13 14

## Logical Values

* R has built in support for logical values
* TRUE and FALSE are built in. T (for TRUE) and F (for FALSE) are supported but can be modified
* Logicals can result from a comparison using

### Indexing with Logicals

Logical vectors can be used for indexing as well:

x <- c(2, 3, 5, 7)  
x[c(TRUE, FALSE, FALSE, TRUE)]  
## [1] 2 7  
x > 3.5  
## [1] FALSE FALSE TRUE TRUE  
x[x > 3.5]  
## [1] 5 7

#### Examples

# Get the rate variable out of the tips dataset  
rate <- tips$rate   
  
head(rate)  
## [1] 0.05944673 0.16054159 0.16658734 0.13978041 0.14680765 0.18623962  
  
sad\_tip <- rate < 0.10  
  
rate[sad\_tip]  
## [1] 0.05944673 0.07180385 0.07892660 0.05679667 0.09935739 0.05643341  
## [7] 0.09553024 0.07861635 0.07296137 0.08146640 0.09984301 0.09452888  
## [13] 0.07717751 0.07398274 0.06565988 0.09560229 0.09001406 0.07745933  
## [19] 0.08364236 0.06653360 0.08527132 0.08329863 0.07936508 0.03563814  
## [25] 0.07358352 0.08822232 0.09820426

## Data Frames

A collection of vectors, similar to a table in an Excel spreadsheet

* A data set is stored in a data frame
* Each column is a vector of the same length
* Each column can be a different type of data
* Each element in the vector/column has to have the same type of data
* columns can be accessed using $

tips is a data frame:

head(tips)  
## total\_bill tip sex smoker day time size rate  
## 1 16.99 1.01 Female No Sun Dinner 2 0.05944673  
## 2 10.34 1.66 Male No Sun Dinner 3 0.16054159  
## 3 21.01 3.50 Male No Sun Dinner 3 0.16658734  
## 4 23.68 3.31 Male No Sun Dinner 2 0.13978041  
## 5 24.59 3.61 Female No Sun Dinner 4 0.14680765  
## 6 25.29 4.71 Male No Sun Dinner 4 0.18623962

tips$sex shows the sex column of tips

tips$sex[1:20]  
## [1] Female Male Male Male Female Male Male Male Male Male   
## [11] Male Female Male Male Female Male Female Male Female Male   
## Levels: Female Male  
# Show the first 20 items in the sex column of tips

##### Your Turn

1. Find out how many people tipped over 20%.  
   *Hint: use the sum function on a logical vector to calculate how many TRUEs are in the vector:*

sum(c(TRUE, TRUE, FALSE, TRUE, FALSE))  
## [1] 3

1. **More Challenging**: Calculate the sum of the total bills of anyone who tipped over 20%

##### Solutions

1. How many people tipped over 20%?

sum(tips$rate > .2)  
## [1] 39

1. Sum of the total bills where the tip was over 20%

sum(tips$total\_bill[tips$rate > .2])  
## [1] 619.23

###### End Solutions

## Data Types in R

* Can use mode or class to find out information about variables
* str is useful to find information about the structure of your data
* Many data types: numeric, integer, character, Date, and factor most common

str(tips)  
## 'data.frame': 244 obs. of 8 variables:  
## $ total\_bill: num 17 10.3 21 23.7 24.6 ...  
## $ tip : num 1.01 1.66 3.5 3.31 3.61 4.71 2 3.12 1.96 3.23 ...  
## $ sex : Factor w/ 2 levels "Female","Male": 1 2 2 2 1 2 2 2 2 2 ...  
## $ smoker : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ day : Factor w/ 4 levels "Fri","Sat","Sun",..: 3 3 3 3 3 3 3 3 3 3 ...  
## $ time : Factor w/ 2 levels "Dinner","Lunch": 1 1 1 1 1 1 1 1 1 1 ...  
## $ size : int 2 3 3 2 4 4 2 4 2 2 ...  
## $ rate : num 0.0594 0.1605 0.1666 0.1398 0.1468 ...

Use mode and class to get more general information:

class(tips)  
## [1] "data.frame"  
mode(tips)  
## [1] "list"

tips is a data frame, which is a list of vectors that have the same length.

### Converting Between Types

Convert variables to a different type using the as series of functions:

size <- head(tips$size)  
size  
## [1] 2 3 3 2 4 4  
as.character(size)  
## [1] "2" "3" "3" "2" "4" "4"  
as.numeric("2")  
## [1] 2

## Some useful functions

There are a whole variety of useful functions to operate on vectors.

tip <- tips$tip  
x <- tip[1:5]  
length(x) # Number of elements of a vector  
## [1] 5  
sum(x) # Sum of elements in a vector  
## [1] 13.09

Using the basic functions it wouldn't be hard to compute some basic statistics.

# Homemade Statistical Functions  
(n <- length(tip))  
## [1] 244  
(meantip <- sum(tip) / n)  
## [1] 2.998279  
(standdev <- sqrt(sum((tip - meantip)^2) / (n - 1)))  
## [1] 1.383638

But these functions are already built in to R.

# Built in statistical functions  
mean(tip)  
## [1] 2.998279  
sd(tip)  
## [1] 1.383638  
summary(tip)  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1.000 2.000 2.900 2.998 3.562 10.000  
quantile(tip, c(.025, .975))  
## 2.5% 97.5%   
## 1.1760 6.4625

## Element-wise Logical Operators

* & (elementwise AND)
* | (elementwise OR)

c(T, T, F, F) & c(T, F, T, F)  
## [1] TRUE FALSE FALSE FALSE  
c(T, T, F, F) | c(T, F, T, F)  
## [1] TRUE TRUE TRUE FALSE  
# Which are big bills with a poor tip rate?  
id <- (bill > 40 & rate < .10)  
tips[id,]  
## total\_bill tip sex smoker day time size rate  
## 103 44.30 2.5 Female Yes Sat Dinner 3 0.05643341  
## 183 45.35 3.5 Male Yes Sun Dinner 3 0.07717751  
## 185 40.55 3.0 Male Yes Sun Dinner 2 0.07398274

##### Your Turn

data(diamonds)

1. Read up on the dataset (?diamonds)
2. Plot price by carat (use qplot - go back to the motivating example for help with the syntax)
3. Create a variable ppc for price/carat. Store this variable as a column in the diamonds data
4. Make a histogram of all ppc values that exceed $10000 per carat.
5. Explore any other interesting relationships you find

##### Solutions

1. Plot price by carat (use qplot - go back to the motivating example for help with the syntax)

qplot(carat, price, data = diamonds)
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1. Create a variable ppc for price/carat. Store this variable as a column in the diamonds data

diamonds$ppc <- diamonds$price / diamonds$carat

1. Make a histogram of all ppc values that exceed $10000 per carat.

qplot(ppc, geom = "histogram", data = diamonds[diamonds$ppc > 10000,])  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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1. Explore any other interesting relationships you find

# Data Structures

## Data Frames

* Data Frames are the work horse of R objects
* Structured by rows and columns and can be indexed
* Each column is a specified variable type
* Columns names can be used to index a variable
* Advice for naming variable applies to editing columns names
* Can be specified by grouping vectors of equal length as columns

Data frames can be indexed in several ways:

* Elements indexed similar to a vector using [ ]
* df[i,j] will select the element in the row and column
* df[ ,j] will select the entire column and treat it as a vector
* df[i ,] will select the entire row and treat it as a vector
* Logical vectors can be used in place of i and j used to subset the row and columns

New variables can be added to a data frame: 1. Create a new vector that is the same length as other columns 2. Append new column to the data frame using the $ operator 3. The new data frame column will adopt the name of the vector

### Example

The following demonstration will use Edgar Anderson's Iris Data:

flower <- iris

Select Species column (5th column):

head(flower[,5])  
## [1] setosa setosa setosa setosa setosa setosa  
## Levels: setosa versicolor virginica

Select Species column with the $ operator:

head(flower$Species)  
## [1] setosa setosa setosa setosa setosa setosa  
## Levels: setosa versicolor virginica

Logical indexing:

head(flower$Species == "setosa")  
## [1] TRUE TRUE TRUE TRUE TRUE TRUE  
  
head(flower[flower$Species=="setosa", ])  
## Sepal.Length Sepal.Width Petal.Length Petal.Width Species  
## 1 5.1 3.5 1.4 0.2 setosa  
## 2 4.9 3.0 1.4 0.2 setosa  
## 3 4.7 3.2 1.3 0.2 setosa  
## 4 4.6 3.1 1.5 0.2 setosa  
## 5 5.0 3.6 1.4 0.2 setosa  
## 6 5.4 3.9 1.7 0.4 setosa

### Creating a Data Frame

Create a data frame using data.frame function

mydf <- data.frame(NUMS = 1:5,   
 lets = letters[1:5],  
 vehicle = c("car", "boat", "car", "car", "boat"))  
mydf  
## NUMS lets vehicle  
## 1 1 a car  
## 2 2 b boat  
## 3 3 c car  
## 4 4 d car  
## 5 5 e boat

Column names can be accessed with the names function. They can also be changed by assigning values to names(df), as shown below.

# Use the `names` function to set that first column to lowercase:  
names(mydf)[1] <- "nums"  
mydf  
## nums lets vehicle  
## 1 1 a car  
## 2 2 b boat  
## 3 3 c car  
## 4 4 d car  
## 5 5 e boat

##### Your Turn

1. Make a data frame with column 1: 1,2,3,4,5,6 and column 2: a,b,a,b,a,b
2. Select only rows with value "a" in column 2 using logical vector
3. mtcars is a built in data set like iris: Extract the 4th row of the mtcars data.

##### Solutions

1. Make a data frame with column 1: 1,2,3,4,5,6 and column 2: a,b,a,b,a,b

mydf <- data.frame(col1 = 1:6, col2 = rep(c("a", "b"), times = 3))  
  
mydf  
## col1 col2  
## 1 1 a  
## 2 2 b  
## 3 3 a  
## 4 4 b  
## 5 5 a  
## 6 6 b

1. Select only rows with value "a" in column 2 using logical vector

mydf[mydf$col2 == "a",]  
## col1 col2  
## 1 1 a  
## 3 3 a  
## 5 5 a

1. Extract the 4th row of the mtcars data.

data(mtcars)  
  
mtcars[4,]  
## mpg cyl disp hp drat wt qsec vs am gear carb  
## Hornet 4 Drive 21.4 6 258 110 3.08 3.215 19.44 1 0 3 1

###### End Solutions

## Lists

* Lists are a structured collection of R objects
* R objects in a list need not be the same type
* Create lists using the list function
* Lists indexed using double square brackets [[ ]] to select an object

### Example

Create a list containing a matrix and a vector:

mylist <- list(matrix(letters[1:10], nrow = 2, ncol = 5),  
 seq(0, 49, by = 7))  
mylist  
## [[1]]  
## [,1] [,2] [,3] [,4] [,5]  
## [1,] "a" "c" "e" "g" "i"   
## [2,] "b" "d" "f" "h" "j"   
##   
## [[2]]  
## [1] 0 7 14 21 28 35 42 49

Use indexing to select the second list element:

mylist[[2]]  
## [1] 0 7 14 21 28 35 42 49

##### Your Turn

1. Create a list containing a vector and a 2x3 data frame
2. Use indexing to select the data frame from your list
3. Use further indexing to select the first row from the data frame in your list

##### Solutions

1. Create a list containing a vector and a 2x3 data frame

mylist <- list(vec = 1:6, df = data.frame(x = 1:2, y = 3:4, z = 5:6))

1. Use indexing to select the data frame from your list

mylist[[2]]  
## x y z  
## 1 1 3 5  
## 2 2 4 6

1. Select the first row from the data frame in your list

mylist[[2]][1,]  
## x y z  
## 1 1 3 5

###### End Solutions

## Examining Objects

R objects can get very complicated very quickly (nesting lists inside of lists, for example). The following functions are useful to figure out the structure of objects in R.

* head(x) - View top 6 rows of a data frame
* tail(x) - View bottom 6 rows of a data frame
* summary(x) - Summary statistics
* str(x) - View structure of object
* dim(x) - View dimensions of object
* length(x) - Returns the length of a vector

### Example

Examine the first two values of an object by passing the n parameter to the head function:

head(diamonds, n = 2) # first 2 rows of diamonds data frame  
## # A tibble: 2 × 11  
## carat cut color clarity depth table price x y z ppc  
## <dbl> <ord> <ord> <ord> <dbl> <dbl> <int> <dbl> <dbl> <dbl> <dbl>  
## 1 0.23 Ideal E SI2 61.5 55 326 3.95 3.98 2.43 1417.391  
## 2 0.21 Premium E SI1 59.8 61 326 3.89 3.84 2.31 1552.381  
tail(diamonds, n = 2) # last 2 rows of diamonds data frame  
## # A tibble: 2 × 11  
## carat cut color clarity depth table price x y z ppc  
## <dbl> <ord> <ord> <ord> <dbl> <dbl> <int> <dbl> <dbl> <dbl> <dbl>  
## 1 0.86 Premium H SI2 61.0 58 2757 6.15 6.12 3.74 3205.814  
## 2 0.75 Ideal D SI2 62.2 55 2757 5.83 5.87 3.64 3676.000

What's the structure of the object?

str(diamonds) # structure of diamonds data frame  
## Classes 'tbl\_df', 'tbl' and 'data.frame': 53940 obs. of 11 variables:  
## $ carat : num 0.23 0.21 0.23 0.29 0.31 0.24 0.24 0.26 0.22 0.23 ...  
## $ cut : Ord.factor w/ 5 levels "Fair"<"Good"<..: 5 4 2 4 2 3 3 3 1 3 ...  
## $ color : Ord.factor w/ 7 levels "D"<"E"<"F"<"G"<..: 2 2 2 6 7 7 6 5 2 5 ...  
## $ clarity: Ord.factor w/ 8 levels "I1"<"SI2"<"SI1"<..: 2 3 5 4 2 6 7 3 4 5 ...  
## $ depth : num 61.5 59.8 56.9 62.4 63.3 62.8 62.3 61.9 65.1 59.4 ...  
## $ table : num 55 61 65 58 58 57 57 55 61 61 ...  
## $ price : int 326 326 327 334 335 336 336 337 337 338 ...  
## $ x : num 3.95 3.89 4.05 4.2 4.34 3.94 3.95 4.07 3.87 4 ...  
## $ y : num 3.98 3.84 4.07 4.23 4.35 3.96 3.98 4.11 3.78 4.05 ...  
## $ z : num 2.43 2.31 2.31 2.63 2.75 2.48 2.47 2.53 2.49 2.39 ...  
## $ ppc : num 1417 1552 1422 1152 1081 ...  
str(mylist) # structure of mylist list  
## List of 2  
## $ vec: int [1:6] 1 2 3 4 5 6  
## $ df :'data.frame': 2 obs. of 3 variables:  
## ..$ x: int [1:2] 1 2  
## ..$ y: int [1:2] 3 4  
## ..$ z: int [1:2] 5 6

How does R summarize objects?

summary(diamonds) # summarize each column in diamonds  
## carat cut color clarity   
## Min. :0.2000 Fair : 1610 D: 6775 SI1 :13065   
## 1st Qu.:0.4000 Good : 4906 E: 9797 VS2 :12258   
## Median :0.7000 Very Good:12082 F: 9542 SI2 : 9194   
## Mean :0.7979 Premium :13791 G:11292 VS1 : 8171   
## 3rd Qu.:1.0400 Ideal :21551 H: 8304 VVS2 : 5066   
## Max. :5.0100 I: 5422 VVS1 : 3655   
## J: 2808 (Other): 2531   
## depth table price x   
## Min. :43.00 Min. :43.00 Min. : 326 Min. : 0.000   
## 1st Qu.:61.00 1st Qu.:56.00 1st Qu.: 950 1st Qu.: 4.710   
## Median :61.80 Median :57.00 Median : 2401 Median : 5.700   
## Mean :61.75 Mean :57.46 Mean : 3933 Mean : 5.731   
## 3rd Qu.:62.50 3rd Qu.:59.00 3rd Qu.: 5324 3rd Qu.: 6.540   
## Max. :79.00 Max. :95.00 Max. :18823 Max. :10.740   
##   
## y z ppc   
## Min. : 0.000 Min. : 0.000 Min. : 1051   
## 1st Qu.: 4.720 1st Qu.: 2.910 1st Qu.: 2478   
## Median : 5.710 Median : 3.530 Median : 3495   
## Mean : 5.735 Mean : 3.539 Mean : 4008   
## 3rd Qu.: 6.540 3rd Qu.: 4.040 3rd Qu.: 4950   
## Max. :58.900 Max. :31.800 Max. :17829   
##   
summary(mylist) # summarize mylist - # values in each item in the list  
## Length Class Mode   
## vec 6 -none- numeric  
## df 3 data.frame list

What are the dimensions of the object?

dim(diamonds) # dimensions of diamonds data frame  
## [1] 53940 11  
dim(mylist) # mylist doesn't have dimensions because it isn't a rectangular object  
## NULL  
  
length(diamonds) # diamonds is a data frame with 10 columns (or really, a list with 10 vectors that are the same length)  
## [1] 11  
length(mylist) # mylist has 2 objects  
## [1] 2

##### Your Turn

1. View the top 8 rows of mtcars data
2. What type of object is the mtcars data set?
3. How many rows are in iris data set? (try finding this using dim or indexing + length)
4. Summarize the values in each column in iris data set

##### Solutions

1. View the top 8 rows of mtcars data

head(mtcars, n = 8)  
## mpg cyl disp hp drat wt qsec vs am gear carb  
## Mazda RX4 21.0 6 160.0 110 3.90 2.620 16.46 0 1 4 4  
## Mazda RX4 Wag 21.0 6 160.0 110 3.90 2.875 17.02 0 1 4 4  
## Datsun 710 22.8 4 108.0 93 3.85 2.320 18.61 1 1 4 1  
## Hornet 4 Drive 21.4 6 258.0 110 3.08 3.215 19.44 1 0 3 1  
## Hornet Sportabout 18.7 8 360.0 175 3.15 3.440 17.02 0 0 3 2  
## Valiant 18.1 6 225.0 105 2.76 3.460 20.22 1 0 3 1  
## Duster 360 14.3 8 360.0 245 3.21 3.570 15.84 0 0 3 4  
## Merc 240D 24.4 4 146.7 62 3.69 3.190 20.00 1 0 4 2

1. What type of object is the mtcars data set?

str(mtcars)  
## 'data.frame': 32 obs. of 11 variables:  
## $ mpg : num 21 21 22.8 21.4 18.7 18.1 14.3 24.4 22.8 19.2 ...  
## $ cyl : num 6 6 4 6 8 6 8 4 4 6 ...  
## $ disp: num 160 160 108 258 360 ...  
## $ hp : num 110 110 93 110 175 105 245 62 95 123 ...  
## $ drat: num 3.9 3.9 3.85 3.08 3.15 2.76 3.21 3.69 3.92 3.92 ...  
## $ wt : num 2.62 2.88 2.32 3.21 3.44 ...  
## $ qsec: num 16.5 17 18.6 19.4 17 ...  
## $ vs : num 0 0 1 1 0 1 0 1 1 1 ...  
## $ am : num 1 1 1 0 0 0 0 0 0 0 ...  
## $ gear: num 4 4 4 3 3 3 3 4 4 4 ...  
## $ carb: num 4 4 1 1 2 1 4 2 2 4 ...

1. How many rows are in iris data set? (try finding this using dim or indexing + length)

dim(iris)  
## [1] 150 5

1. Summarize the values in each column in iris data set

summary(iris)  
## Sepal.Length Sepal.Width Petal.Length Petal.Width   
## Min. :4.300 Min. :2.000 Min. :1.000 Min. :0.100   
## 1st Qu.:5.100 1st Qu.:2.800 1st Qu.:1.600 1st Qu.:0.300   
## Median :5.800 Median :3.000 Median :4.350 Median :1.300   
## Mean :5.843 Mean :3.057 Mean :3.758 Mean :1.199   
## 3rd Qu.:6.400 3rd Qu.:3.300 3rd Qu.:5.100 3rd Qu.:1.800   
## Max. :7.900 Max. :4.400 Max. :6.900 Max. :2.500   
## Species   
## setosa :50   
## versicolor:50   
## virginica :50   
##   
##   
##

###### End Solutions

## Working with Output from a Function

* Can save output from a function as an object
* Object is generally a list of output objects
* Can use items from the output for further computing
* Examine object using functions like str(x)

### Demo: Saving Output

Conduct a t-test using iris data to see if petal lengths for setosa and versicolor are the same. The t.test function can only handle two groups, so subset out the virginica species.

iris.subset <- iris[iris$Species != "virginica", ]  
t.test(Petal.Length ~ Species, data = iris.subset)  
##   
## Welch Two Sample t-test  
##   
## data: Petal.Length by Species  
## t = -39.493, df = 62.14, p-value < 2.2e-16  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -2.939618 -2.656382  
## sample estimates:  
## mean in group setosa mean in group versicolor   
## 1.462 4.260

Save the output of the t-test to an object:

tout <- t.test(Petal.Length ~ Species, data = iris.subset)

Look at the structure of the t-test object:

str(tout)  
## List of 9  
## $ statistic : Named num -39.5  
## ..- attr(\*, "names")= chr "t"  
## $ parameter : Named num 62.1  
## ..- attr(\*, "names")= chr "df"  
## $ p.value : num 9.93e-46  
## $ conf.int : atomic [1:2] -2.94 -2.66  
## ..- attr(\*, "conf.level")= num 0.95  
## $ estimate : Named num [1:2] 1.46 4.26  
## ..- attr(\*, "names")= chr [1:2] "mean in group setosa" "mean in group versicolor"  
## $ null.value : Named num 0  
## ..- attr(\*, "names")= chr "difference in means"  
## $ alternative: chr "two.sided"  
## $ method : chr "Welch Two Sample t-test"  
## $ data.name : chr "Petal.Length by Species"  
## - attr(\*, "class")= chr "htest"

Since this is simply a list, use regular indexing to access the p-value.

tout$p.value  
## [1] 9.934433e-46  
tout[[3]]  
## [1] 9.934433e-46

## Importing Data

It is generally necessary to import data in to R rather than just using built-in datasets.

* Tell R where the data is saved using setwd() (or an appropriate file path)
* Read in data using R functions such as:
  + read.table() for reading in .txt files
  + read.csv() for reading in .csv files
  + the readr package has "smarter" versions of these functions and may be more useful
* Assign the data to new R object when reading in the file

### Importing Data Demo

First, create a csv file. Use a text editor, excel... Then load it in:

littledata <- read.csv("PretendData.csv")

##### Your Turn

* Make 5 rows of data in an excel spreadsheet and save it as a *tab-delimited txt file*.
* Import this new .txt file into R with read.table. You may need to look at the help page for read.table in order to properly do this.

##### Solutions

[Excel Spreadsheet](./data/Fun%20Webcomics.xlsx) (also at <https://bit.ly/2hOYYYT>)

webcomics <- read.table("./data/FunWebcomics.txt", header = T)  
webcomics  
## Fun.Webcomics URL  
## 1 xkcd http://xkcd.com/  
## 2 sarah's scribbles http://www.gocomics.com/sarahs-scribbles  
## 3 the oatmeal http://theoatmeal.com/  
## 4 dinosaur comics http://www.qwantz.com/  
## 5 hyperbole and a half http://hyperboleandahalf.blogspot.com/

# Packages and Basic Programming

## R Packages

* Commonly used R functions are installed with base R
* R packages containing more specialized R functions can be installed freely from CRAN servers using function install.packages()
* After packages are installed, their functions can be loaded into the current R session using the function library()

### Finding R Packages

* How do I locate a package with the desired function?
* Google ("R project" + search term works well)
* R website task views to search relevent subjects: <http://cran.r-project.org/web/views/>
* ??searchterm will search R help for pages related to the search term
* sos package adds helpful features for searching for packages related to a particular topic

Handy R Packages:

* ggplot2: Statistical graphics
* dplyr/tidyr: Manipulating data structures
* knitr: integrate LaTeX, HTML, or Markdown with R for easy reproducible research

## Creating Functions

Code Skeleton:

foo <- function(arg1, arg2, ...) {  
 # Code goes here  
 return(output)  
}

Example:

mymean <- function(data) {  
 ans <- sum(data) / length(data)  
 return(ans)  
}

## If/Else Statements

Skeleton:

if (condition) {  
 # Some code that runs if condition is TRUE  
} else {  
 # Some code that runs if condition is FALSE  
}

Example:

mymean <- function(data) {  
 if (!is.numeric(data)) {  
 stop("Numeric input is required")  
 } else {  
 ans <- sum(data) / length(data)  
 return(ans)  
 }  
}

## Looping

* Reduce the amount of typing
* Let R do repetitive tasks automatically
* R offers several loops: for, while, repeat.

for (i in 1:3) {  
 print(i)  
}  
## [1] 1  
## [1] 2  
## [1] 3

### For Loops

tips <- read.csv("https://bit.ly/2iNqvKM")  
  
id <- c("total\_bill", "tip", "size")  
for (colname in id) {  
 print(colname)  
}  
## [1] "total\_bill"  
## [1] "tip"  
## [1] "size"  
  
for(colname in id) {  
 print(paste(colname, mymean(tips[, colname])))  
}  
## [1] "total\_bill 19.7859426229508"  
## [1] "tip 2.99827868852459"  
## [1] "size 2.56967213114754"

### While Loops

i <- 1  
while (i <= 5) {  
 print(i)  
 i <- i + 1  
}  
## [1] 1  
## [1] 2  
## [1] 3  
## [1] 4  
## [1] 5

##### Your Turn

1. Create a function that takes numeric input and provides the mean and standard deviation for the data (sd may be useful)
2. Add checks to your function to make sure the data is either numeric or logical. If it is logical convert it to numeric.
3. Loop over the columns of the diamonds data set and apply your function to all of the numeric columns.

##### Solutions

1. Create a function that takes numeric input and provides the mean and standard deviation for the data (sd may be useful)

myfun <- function(x) {  
 m <- mean(x)  
 s <- sd(x)  
 return(c(mean = m, sd = s))  
}

1. Add checks to your function to make sure the data is either numeric or logical. If it is logical convert it to numeric.

myfun <- function(x) {  
 if (is.logical(x)) {  
 x <- as.numeric(x)  
 }  
 if (!is.numeric(x)) {  
 warning("x is not logical or numeric. Cannot compute a mean or std. deviation.")  
 return(c(mean = NA, sd = NA))  
 }  
 m <- mean(x)  
 s <- sd(x)  
 return(c(mean = m, sd = s))  
}

1. Loop over the columns of the diamonds data set and apply your function to all of the numeric columns.

data(diamonds)  
diamondStats <- matrix(0, nrow = ncol(diamonds), ncol = 2,   
 dimnames = list(names(diamonds),   
 c("mean", "sd")))  
  
for(i in 1:ncol(diamonds)) {  
 diamondStats[i,] <- myfun(diamonds[[i]])  
}  
  
diamondStats  
## mean sd  
## carat 0.7979397 0.4740112  
## cut NA NA  
## color NA NA  
## clarity NA NA  
## depth 61.7494049 1.4326213  
## table 57.4571839 2.2344906  
## price 3932.7997219 3989.4397381  
## x 5.7311572 1.1217607  
## y 5.7345260 1.1421347  
## z 3.5387338 0.7056988

# R Markdown Basics

## Hello R Markdown!

Choose your output format!

### *Why* R Markdown?

* It's **simple**. Focus on writing, rather than copy/paste and formatting
* It's **flexible**. Markdown was created to simplify writing HTML, but thanks to [pandoc](http://pandoc.org/), Markdown converts to many different formats!
* It's **dynamic**. Find a critical error? Get a new dataset? Regenerate a report without copy/paste problems!
  + Automating reports made easy!
* Encourages **transparency**. Collaborators (including future you) will appreciate having the analysis & report integrated.
* Enables **interactivity/reactivity**. Allow your audience to explore the analysis (rather than passively read it).

### *What* is Markdown?

* Markdown is a particular type of markup language.
* Markup languages are designed to produce documents from plain text.
* Some of you may be familiar with *LaTeX*. This is another (less human friendly) markup language for creating pdf documents.
* *LaTeX* gives greater control, but it is restricted to pdf and has a **much** steeper learning curve.
* Markdown is becoming a standard. Many websites will generate HTML from Markdown (e.g. GitHub, Stack Overflow, reddit).

### *Who* is using R Markdown, and *for what*?

* The [R Markdown website](http://rmarkdown.rstudio.com/) is built with R Markdown.
* The [new edition of the ggplot2 book](https://github.com/hadley/ggplot2-book/) uses it.
* R package vignettes (for example, [I made this for plotly](http://cpsievert.github.io/plotly/pipe-dsl/)).
* [Many](http://lincolnmullen.com/projects/dh-r/index.html) great [tutorials](http://renkun.me/learnR/) use R markdown add-ons such as [Rgitbook](http://jason.bryer.org/Rgitbook/).
* People are [blogging with it](http://cpsievert.github.io/knitr-jekyll//2015/04/jekyll-tufte-servr.html).
* This course is built with markdown

## *R* Markdown

* Straight from the [R Markdown home page](http://rmarkdown.rstudio.com/):

R Markdown is an authoring format that enables easy creation of dynamic documents, presentations, and reports from R. It combines the core syntax of **markdown** (an easy-to-write plain text format) **with embedded R code chunks** that are run so their output can be included in the final document. R Markdown documents are fully reproducible (they can be automatically regenerated whenever underlying R code or data changes).

##### Your Turn

Study the first page of the [R Markdown Reference Guide](https://www.rstudio.com/wp-content/uploads/2015/03/rmarkdown-reference.pdf).

Yes, the *entire* markdown syntax can be described in one page!

Can you think of anything that is missing from the syntax (that you might want when creating documents)?

## RMarkdown details

Markdown doesn't natively support...

* Stuff in formal publications:
  + Figure/table referencing  
    (there are addins for this functionality)
  + Picture resizing (for word docs)
* Many, many appearance related things
  + image/figure alignment
  + coloring
  + fonts

There is hope...

* Complex formatting using HTML/LaTeX markup, but don't expect it to convert between output formats.
* There are many efforts to extend Markdown  
  (but, then again, keeping it simple is the point!)
* More features are being added daily
* Create or use templates for better control over formatting

##### Your Turn

Have a look at R Markdown presentations and templates.

**Pro tip**: run devtools::install\_github("rstudio/rticles") to get more templates

### Format Options

The stuff at the top of the .Rmd file (called *yaml front matter*) tells **rmarkdown** what output format you want.

---  
title: "Untitled"  
date: "May 16, 2016"  
output: html\_document  
---

In this case, when "Knit HTML" is clicked, RStudio calls rmarkdown::render("file.Rmd", html\_document()). Default values can be changed (see the [source of this presentation](https://raw.githubusercontent.com/srvanderplas/NPPD-Analytics-Workshop/master/01.Introduction/01.slides.Rmd)).

## Code Chunks

A code chunk is a concept borrowed from the [knitr](http://yihui.name/knitr/) package (which, in turn, was inspired by [literate programming](http://en.wikipedia.org/wiki/Literate_programming)). In .Rmd files, start/end a code chunk with three back-ticks.

```{r chunk1}  
1 + 1  
```

Want to run a command in another language?

```{r chunk2, engine = 'python'}  
print "a" + "b"  
```

### Options

There are a plethora of [chunk options](http://yihui.name/knitr/options/) in **knitr** (engine is one of them). Here are some that I typically use:

* echo: Show the code?
* eval: Run the code?
* message: Relay messages?
* warning: Relay warnings?
* fig.width and fig.height: Change size of figure output.
* cache: Save the output of this chunk (so we don't have to run it next time)?

##### Your Turn

Study the second page of the [R Markdown Reference Guide](https://www.rstudio.com/wp-content/uploads/2015/03/rmarkdown-reference.pdf) and go back to the Hello R Markdown example we created.

* **Easy**: Modify the figure sizing and alignment.
* **Medium**: Add a figure caption.
* **Hard**: Can you create an animation? (Hint: look at the fig.show chunk option -- you might need to the **animation** package for this)

**Pro Tip**: Don't like the default chunk option value? Change it at the top of the document:

```{r setup2, verbatim = TRUE}  
knitr::opts\_chunk$set(message = FALSE, warning = FALSE)  
```

##### Solutions

```{r, fig.align = "right", fig.width = 3, fig.height = 3, out.width = "50%"}  
qplot(rnorm(100))  
```

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

![](data:image/png;base64,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)

```{r, fig.cap = "Histogram of 100 samples from a normal distribution"}  
qplot(rnorm(100))  
```

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

![Histogram of 100 samples from a normal distribution](data:image/png;base64,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)

Histogram of 100 samples from a normal distribution

```{r, fig.show = 'animate', ffmpeg.format = 'mp4'}  
samples <- seq(100, 500, 50)  
for (i in samples) {  
 print(  
 qplot(rnorm(i)) + ggtitle(sprintf("%d Samples from a Normal Dist", i))  
 )  
}  
```

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

video of chunk unnamed-chunk-97

## Formatting R output

Ugly:

m <- lm(mpg ~ disp, data = mtcars)  
summary(m) # output isn't very attractive  
##   
## Call:  
## lm(formula = mpg ~ disp, data = mtcars)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -4.8922 -2.2022 -0.9631 1.6272 7.2305   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 29.599855 1.229720 24.070 < 2e-16 \*\*\*  
## disp -0.041215 0.004712 -8.747 9.38e-10 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 3.251 on 30 degrees of freedom  
## Multiple R-squared: 0.7183, Adjusted R-squared: 0.709   
## F-statistic: 76.51 on 1 and 30 DF, p-value: 9.38e-10

Pretty:  
[pander](http://rapporter.github.io/pander/) is one great option.

library(pander)  
pander(m)

Fitting linear model: mpg ~ disp

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Estimate | Std. Error | t value | Pr(>|t|) |
| **disp** | -0.04122 | 0.004712 | -8.747 | 9.38e-10 |
| **(Intercept)** | 29.6 | 1.23 | 24.07 | 3.577e-21 |

Ugly:

a <- anova(m)  
a  
## Analysis of Variance Table  
##   
## Response: mpg  
## Df Sum Sq Mean Sq F value Pr(>F)   
## disp 1 808.89 808.89 76.513 9.38e-10 \*\*\*  
## Residuals 30 317.16 10.57   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Pretty:

pander(a)

Analysis of Variance Table

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Df | Sum Sq | Mean Sq | F value | Pr(>F) |
| **disp** | 1 | 808.9 | 808.9 | 76.51 | 9.38e-10 |
| **Residuals** | 30 | 317.2 | 10.57 | NA | NA |

### Pander knows about a lot of stuff!

methods(pander)  
## [1] pander.anova\* pander.aov\*   
## [3] pander.aovlist\* pander.Arima\*   
## [5] pander.call\* pander.cast\_df\*   
## [7] pander.character\* pander.clogit\*   
## [9] pander.coxph\* pander.cph\*   
## [11] pander.CrossTable\* pander.data.frame\*   
## [13] pander.Date\* pander.default\*   
## [15] pander.density\* pander.describe\*   
## [17] pander.evals\* pander.factor\*   
## [19] pander.formula\* pander.ftable\*   
## [21] pander.function\* pander.glm\*   
## [23] pander.Glm\* pander.gtable\*   
## [25] pander.htest\* pander.image\*   
## [27] pander.irts\* pander.list\*   
## [29] pander.lm\* pander.lme\*   
## [31] pander.logical\* pander.lrm\*   
## [33] pander.manova\* pander.matrix\*   
## [35] pander.microbenchmark\* pander.mtable\*   
## [37] pander.name\* pander.nls\*   
## [39] pander.NULL\* pander.numeric\*   
## [41] pander.ols\* pander.orm\*   
## [43] pander.polr\* pander.POSIXct\*   
## [45] pander.POSIXlt\* pander.prcomp\*   
## [47] pander.randomForest\* pander.rapport\*   
## [49] pander.rlm\* pander.sessionInfo\*   
## [51] pander.smooth.spline\* pander.stat.table\*   
## [53] pander.summary.aov\* pander.summary.aovlist\*  
## [55] pander.summary.glm\* pander.summary.lm\*   
## [57] pander.summary.lme\* pander.summary.manova\*   
## [59] pander.summary.nls\* pander.summary.polr\*   
## [61] pander.summary.prcomp\* pander.summary.rms\*   
## [63] pander.summary.survreg\* pander.summary.table\*   
## [65] pander.survdiff\* pander.survfit\*   
## [67] pander.survreg\* pander.table\*   
## [69] pander.tabular\* pander.ts\*   
## [71] pander.zoo\*   
## see '?methods' for accessing help and source code

##### Your Turn

* Look through the list of pander methods. Can you apply any of the methods that we haven't discussed? We just saw pander.lm and pander.anova.