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require(mlbench) #package which as dataset- Breastcancer  
library(tidyverse) #for datamining  
library(ggcorrplot)   
library(GGally)  
library(randomForest)  
library(e1071)   
library(ROCR)  
library(pROC)  
library(RCurl)  
library(MASS)  
library(caTools) #forsplit dataset into train test  
library(caret)  
library(party)  
library(rpart)  
library(rpart.plot)  
library(ipred)  
library(e1071)

BreastCancer data-set consists of a sample of patients reported to Dr.Wolberg. The objective is to predict whether a new patient has a malignant tumor from a set of predicting variables.It has 699 observations on 11 variables, one being a character variable, 9 being ordered or nominal, and 1 target class.

###A- Data Understanding

# load the data set  
data(BreastCancer)  
# Remove NA- in this case using omit  
Breastcancer <- na.omit(BreastCancer)   
# remove the unique identifier  
Breastcancer$Id<- NULL  
# Convert input values to numeric  
for(i in 1:9) {  
 Breastcancer[,i] <- as.numeric(as.character(Breastcancer[,i]))  
}  
  
summary(Breastcancer)

## Cl.thickness Cell.size Cell.shape Marg.adhesion   
## Min. : 1.000 Min. : 1.000 Min. : 1.000 Min. : 1.00   
## 1st Qu.: 2.000 1st Qu.: 1.000 1st Qu.: 1.000 1st Qu.: 1.00   
## Median : 4.000 Median : 1.000 Median : 1.000 Median : 1.00   
## Mean : 4.442 Mean : 3.151 Mean : 3.215 Mean : 2.83   
## 3rd Qu.: 6.000 3rd Qu.: 5.000 3rd Qu.: 5.000 3rd Qu.: 4.00   
## Max. :10.000 Max. :10.000 Max. :10.000 Max. :10.00   
## Epith.c.size Bare.nuclei Bl.cromatin Normal.nucleoli  
## Min. : 1.000 Min. : 1.000 Min. : 1.000 Min. : 1.00   
## 1st Qu.: 2.000 1st Qu.: 1.000 1st Qu.: 2.000 1st Qu.: 1.00   
## Median : 2.000 Median : 1.000 Median : 3.000 Median : 1.00   
## Mean : 3.234 Mean : 3.545 Mean : 3.445 Mean : 2.87   
## 3rd Qu.: 4.000 3rd Qu.: 6.000 3rd Qu.: 5.000 3rd Qu.: 4.00   
## Max. :10.000 Max. :10.000 Max. :10.000 Max. :10.00   
## Mitoses Class   
## Min. : 1.000 benign :444   
## 1st Qu.: 1.000 malignant:239   
## Median : 1.000   
## Mean : 1.603   
## 3rd Qu.: 1.000   
## Max. :10.000

# Data types  
sapply(Breastcancer, class)

## Cl.thickness Cell.size Cell.shape Marg.adhesion Epith.c.size   
## "numeric" "numeric" "numeric" "numeric" "numeric"   
## Bare.nuclei Bl.cromatin Normal.nucleoli Mitoses Class   
## "numeric" "numeric" "numeric" "numeric" "factor"

###A- Data Understanding #1-Class distribution

cbind(freq=table(Breastcancer$Class), percentage=prop.table(table(Breastcancer$Class))\*100)

## freq percentage  
## benign 444 65.00732  
## malignant 239 34.99268

#1- Correlation & 9 Attributes’Desity plot

cor(Breastcancer[1:9])

## Cl.thickness Cell.size Cell.shape Marg.adhesion Epith.c.size  
## Cl.thickness 1.0000000 0.6424815 0.6534700 0.4878287 0.5235960  
## Cell.size 0.6424815 1.0000000 0.9072282 0.7069770 0.7535440  
## Cell.shape 0.6534700 0.9072282 1.0000000 0.6859481 0.7224624  
## Marg.adhesion 0.4878287 0.7069770 0.6859481 1.0000000 0.5945478  
## Epith.c.size 0.5235960 0.7535440 0.7224624 0.5945478 1.0000000  
## Bare.nuclei 0.5930914 0.6917088 0.7138775 0.6706483 0.5857161  
## Bl.cromatin 0.5537424 0.7555592 0.7353435 0.6685671 0.6181279  
## Normal.nucleoli 0.5340659 0.7193460 0.7179634 0.6031211 0.6289264  
## Mitoses 0.3509572 0.4607547 0.4412576 0.4188983 0.4805833  
## Bare.nuclei Bl.cromatin Normal.nucleoli Mitoses  
## Cl.thickness 0.5930914 0.5537424 0.5340659 0.3509572  
## Cell.size 0.6917088 0.7555592 0.7193460 0.4607547  
## Cell.shape 0.7138775 0.7353435 0.7179634 0.4412576  
## Marg.adhesion 0.6706483 0.6685671 0.6031211 0.4188983  
## Epith.c.size 0.5857161 0.6181279 0.6289264 0.4805833  
## Bare.nuclei 1.0000000 0.6806149 0.5842802 0.3392104  
## Bl.cromatin 0.6806149 1.0000000 0.6656015 0.3460109  
## Normal.nucleoli 0.5842802 0.6656015 1.0000000 0.4337573  
## Mitoses 0.3392104 0.3460109 0.4337573 1.0000000

#Scatterplot  
par(mfrow=c(5,2))  
jittered <- sapply(Breastcancer[,1:9], jitter)  
pairs(jittered, names(Breastcancer[,1:9]), col=Breastcancer$Class)
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## - Splitting the dataset into training, test and predict.

# splitting data into training and test data with ratio 70/30  
set.seed(1234)  
ind <- sample(2, nrow(Breastcancer), replace = TRUE, prob=c(0.7, 0.3))  
train <- Breastcancer[ind==1,]  
valid <- Breastcancer[ind==2,]  
  
# Or   
split=sample.split(Breastcancer, SplitRatio = 0.7)   
train1=subset(Breastcancer,split==TRUE)   
test1=subset(Breastcancer,split==FALSE)   
dim(train1)

## [1] 478 10

### Run multiple models using different classifiers/algorithms

1. naive bayes -classifiers are a family of simple

library(klaR)  
x.nb <- NaiveBayes(Class~., data = train)  
x.nb.pred <- predict(x.nb,valid)$class   
x.nb.prob <- predict(x.nb,valid)$posterior  
table(x.nb.pred,valid$Class)

##   
## x.nb.pred benign malignant  
## benign 136 1  
## malignant 3 71

1. random forest : an implementation of the random forest and bagging ensemble algorithms utilizing conditional inference trees as base learners.

x.cf <- cforest(Class ~ ., data=train, control = cforest\_unbiased(mtry = 9))   
x.cf.pred <- predict(x.cf, newdata=valid)  
x.cf.prob <- 1- unlist(treeresponse(x.cf, valid), use.names=F)[seq(1,nrow(valid)\*2,2)]  
table(x.cf.pred,valid$Class)

##   
## x.cf.pred benign malignant  
## benign 136 1  
## malignant 3 71

1. decision tree

x.rp <- rpart(Class ~ ., data=train)  
prp(x.rp, type = 1, extra = 1, split.font = 1, varlen = -10)
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#prediction  
# predict classes for the evaluation data set  
x.rp.pred <- predict(x.rp, type="class", newdata=valid) # to ensemble  
# score the evaluation data set (extract the probabilities)  
x.rp.prob <- predict(x.rp, type="prob", newdata=valid)  
table(x.rp.pred,valid$Class)

##   
## x.rp.pred benign malignant  
## benign 136 1  
## malignant 3 71

1. conditional inference trees

require(party)  
x.ct <- ctree(Class ~ ., data=train)  
plot(x.ct, main="Decision tree run by condition inference trees")
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x.ct.pred <- predict(x.ct, newdata=valid) #ensemble  
x.ct.prob <- 1- unlist(treeresponse(x.ct, valid), use.names=F)[seq(1,nrow(valid)\*2,2)]  
table(x.ct.pred,valid$Class)

##   
## x.ct.pred benign malignant  
## benign 136 4  
## malignant 3 68

1. Create bagging using boostrap aggregating

set.seed(1234)  
x.ip <- bagging(Class ~ ., data=train)   
x.ip.pred <- predict(x.ip, newdata=valid)  
x.ip.prob <- predict(x.ip, type="prob", newdata=valid)  
table(x.ip.pred,valid$Class)

##   
## x.ip.pred benign malignant  
## benign 136 1  
## malignant 3 71

1. svm - support vector machines # NOT WORK

set.seed(1234)  
x.svm <- svm(Class~., data = train, cost=1, gamma=0.03125, probability = TRUE)   
x.svm.pred <- predict(x.svm, type="class", newdata=valid) #ensemble; only give the class  
x.svm.prob <- predict(x.svm, type="prob", newdata=valid, probability = TRUE) # has to include probability = TRUE   
  
table(x.svm.pred,valid$Class)

##   
## x.svm.pred benign malignant  
## benign 136 2  
## malignant 3 70

1. neural network

library(nnet)  
set.seed(1234)  
x.nn <- nnet(Class~., data = train,size=1)

## # weights: 12  
## initial value 353.595928   
## iter 10 value 152.841714  
## iter 20 value 51.717836  
## iter 30 value 41.681004  
## iter 40 value 38.816114  
## iter 50 value 37.247762  
## iter 60 value 36.525222  
## iter 70 value 36.380864  
## iter 80 value 36.370267  
## iter 90 value 36.338409  
## iter 100 value 35.549485  
## final value 35.549485   
## stopped after 100 iterations

x.nn.pred <- predict(x.nn,valid,type="class")  
x.nn.prob <- predict(x.nn,valid,type="raw")   
table(x.nn.pred,valid$Class)

##   
## x.nn.pred benign malignant  
## benign 135 0  
## malignant 4 72

1. Quadratic Discriminant Analysis

set.seed(1234)  
train.num <- train %>% dplyr::select(-Class) %>% mutate\_if(is.factor,as.character)%>% mutate\_if(is.character,as.numeric)  
train.num$Class <- train$Class  
valid.num <- valid%>%dplyr::select(-Class) %>% mutate\_if(is.factor,as.character)%>% mutate\_if(is.character,as.numeric)  
valid.num$Class <- valid$Class  
x.qda <- qda(Class~., data = train.num)   
x.qda.pred <- predict(x.qda, valid.num)$class  
x.qda.prob <- predict(x.qda, valid.num)$posterior   
table(x.qda.pred,valid.num$Class)

##   
## x.qda.pred benign malignant  
## benign 135 1  
## malignant 4 71

1. Regularized Discriminant Analysis

library(klaR)  
set.seed(1234)  
x.rda <- rda(Class~., data = train)  
x.rda.pred <- predict(x.rda, valid)$class  
x.rda.prob <- predict(x.rda, valid)$posterior  
table(x.rda.pred,valid$Class)

##   
## x.rda.pred benign malignant  
## benign 136 2  
## malignant 3 70

## Plot individual file

png(filename="roc\_curve\_5\_models.png", width=700, height=700)

## Merging all the result together

classifier1<- c(0,1,0,1,0)  
classifier2<-c(0,0,0,1,0)  
classifier3<-c(0,0,0,1,0)  
classifier4<-c(0,0,0,1,0)  
classifier5<-c(0,0,0,1,0)  
classifier6<-c(0,0,0,1,0)  
classifier7<-c(0,0,0,1,0)  
classifier8<-c(0,0,0,1,0)  
  
#classifier9<-c(0,0,0,1,0)  
combine.df<-cbind(classifier1, classifier2, classifier3, classifier4, classifier5, classifier6, classifier7, classifier8  
 #,classifier9   
 )

## Assigned the predict value to these classier 1:n

classifier1<-x.rda.pred  
classifier2<-x.qda.pred  
classifier3<-x.nn.pred  
classifier4<-x.svm.pred  
classifier5<-x.ip.pred  
classifier6<-x.ct.pred   
classifier7<-x.cf.pred  
classifier8<-x.nb.pred  
#classifier9<-  
combine.df<-data.frame(classifier1, classifier2, classifier3, classifier4, classifier5, classifier6,classifier7, classifier8  
 #,classifier9  
 )  
head(combine.df)

## classifier1 classifier2 classifier3 classifier4 classifier5 classifier6  
## 5 benign benign benign benign benign benign  
## 14 benign benign benign benign benign benign  
## 16 malignant malignant malignant malignant malignant malignant  
## 27 benign benign benign benign benign benign  
## 29 benign benign benign benign benign benign  
## 30 benign benign benign benign benign benign  
## classifier7 classifier8  
## 5 benign benign  
## 14 benign benign  
## 16 malignant malignant  
## 27 benign benign  
## 29 benign benign  
## 30 benign benign

## Converting categorical values to numeric

combine.df[,1]<-ifelse(combine.df[,1]=="benign",0,1)  
combine.df[,2]<-ifelse(combine.df[,2]=="benign",0,1)  
combine.df[,3]<-ifelse(combine.df[,3]=="benign",0,1)  
combine.df[,4]<-ifelse(combine.df[,4]=="benign",0,1)  
combine.df[,5]<-ifelse(combine.df[,5]=="benign",0,1)  
combine.df[,6]<-ifelse(combine.df[,6]=="benign",0,1)  
combine.df[,7]<-ifelse(combine.df[,7]=="benign",0,1)  
combine.df[,8]<-ifelse(combine.df[,8]=="benign",0,1)  
  
# Checking  
head(combine.df)

## classifier1 classifier2 classifier3 classifier4 classifier5 classifier6  
## 5 0 0 0 0 0 0  
## 14 0 0 0 0 0 0  
## 16 1 1 1 1 1 1  
## 27 0 0 0 0 0 0  
## 29 0 0 0 0 0 0  
## 30 0 0 0 0 0 0  
## classifier7 classifier8  
## 5 0 0  
## 14 0 0  
## 16 1 1  
## 27 0 0  
## 29 0 0  
## 30 0 0

#combine.df[,9]<- ifelse(rowSums(combine.df)>=4,"malignant","benign")  
#head(combine.df)  
#table(combine.df[,9], Breastcancer$Class)

# load the ROCR package which draws the ROC curves  
#require(ROCR)  
  
# create an ROCR prediction object from rpart() probabilities  
x.rp.prob.rocr <- prediction(x.rp.prob[,2], Breastcancer[ind == 2,'Class'])  
# prepare an ROCR performance object for ROC curve (tpr=true positive rate, fpr=false positive rate)  
x.rp.perf <- performance(x.rp.prob.rocr, "tpr","fpr")  
# plot it  
plot(x.rp.perf, col=2, main="ROC curves comparing classification performance of five machine learning models")  
  
# Draw a legend.  
legend(0.6, 0.6, c('rpart', 'ctree', 'cforest','bagging','svm'), 2:6)  
  
# ctree  
x.ct.prob.rocr <- prediction(x.ct.prob, Breastcancer[ind == 2,'Class'])  
x.ct.perf <- performance(x.ct.prob.rocr, "tpr","fpr")  
# add=TRUE draws on the existing chart   
plot(x.ct.perf, col=3, add=TRUE)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA21BMVEUAAAAAADoAAGYAOjoAOmYAOpAAZpAAZrYil+Yo4uU6AAA6ADo6AGY6OgA6OmY6OpA6ZpA6ZrY6kLY6kNth0E9mAABmADpmOgBmOjpmZmZmkJBmkLZmkNtmtrZmtttmtv+QOgCQZgCQZjqQkDqQkGaQkLaQtpCQttuQtv+Q29uQ2/+2ZgC2Zjq2ZpC2kGa2tma225C227a229u22/+2/7a2/9u2///NC7zbkDrbkGbbtmbbtpDb25Db27bb29vb/7bb/9vb///fU2v/tmb/25D/27b//7b//9v///+slknhAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAVLklEQVR4nO2dC5vbxBWGvUtctw6hgLMJUBovNA1lRVtISiqglDra2Pr/v6hz1+g+M9ZYs0ff9zwErS2dM5rXc9XM0aqESGs1dwKguAJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4gJg4joX8Ol2tT5Me7I86/TddrX6eOiC09/f+rnvtsL9fHKWCW9H4/fmoXx1dadddJhMFnCxYvp04IL3z6+nACz87M4y4e1o9N58FBmwl3xwWOnuVrZigM/XqJ+pZDma1OeIsdUL8b9fPlutPvgTy/zjzWrzy5PV1Yvyp+3qEb+SZeQP7NtHb8R5z9lv76M7affV89X1a8GM/fHtdyt5PquA+JGd/z8/YdZfGMCVkfIn9s3Vx29qh+KsjP/Ir75VvwhtwLpWnHD9ozrBpL+elLKZfp62q08OVfqfCz93DQv8mx9aOVG/e8tLlbzKvpIxm2lH+vBbeZsil1iR3jcvbpOwM67yaSXl1AFD1hr5Soh9y8xKPREZ+FYlRyWuqA7lJev/KZvVF8wLP3pSAVYWdnblaxsRZ1aHbcDGgHVtDXCV/lpSbO/iA3V3j4y/9Vfqq5aF9W+tnGgnXHqpkmfZ18VLm+0GLMmyT6qs1xe3SRSdPnVSTINlp40bYV/cb9UXO/HJrvyZff9CfsBNXb/hn2y4gd8d+NnS7vpN+V9jk5WQXDPYHE7ZygBmH3x6eH/D/hYnW0b4j/TATdcOze/wrvpFVAZMArLqlqz015KiAev082ve1NOvariGBf5NKycad2/fsEqebV+obrZeRevM2AgMu7J58aB/y6dMbm7nXJU2dvMfvzbNGf8fMyt/TOsqI9WPTAL79R9PRF7l8mNjcy9uZ6NPPN4YwPKDnDkybbAywi549NpkhT5sAa4M2AmwAFvpryVFA95XNyfrK3Oezve2hbKdE627t2+YJ8+2b926NtsBWKeF/d28eNC/lSUyKeLqFgz+Iymrvg/3w0uSrP9Lu6ToRH0tS//G/CAtGvIqbcy0wVbPSg2AjBFZm4smqn5YA2x3zawEVIDt9NtJqWUy/5zdkKm9dH5bmV2zULZzonX3tRuWv9Ja+9BltuGTXbI3R7WLh/zbWdJKivUBt1lWucEbhF7A/EtO4dFff70ZAqyN2YB1Xmscxsj75/KW/mYfdgC2DJhrK8B2+nsB8y9VI9YG3GGhncHtu9e5ql3Z9itGdbMNwPxqU+sOA7b8Wz4HAXObPiVYfnAcBDxagm0jjOvLJ7ITUh0OlGD72rASvK/ni08Jbt99Rwk29h1LMK+S/6K7AbWLh/z7lOCPvmm2wS3Apg0rdO2+6wfc1wYXzNGp6jhaPZHTV+ZUcdjTBnMD9rW9bXALsN0GN3743W1wN+D23ds3zJNn27d/XANtsKyZ14eydfGg/8rnIGDZE983etFtwLoXKs57fzvYBnf2oj8RFfNel2BtRPQFeeUssOvDrl60MtBKQFcvug3Y6kWzYeX7myrJ+vyO7m5XCWrcvblhlTzbvi7Sw71omT5ZdBsXD/q3fA4BFsY3ZWMc3AZsjbNGO1n94+BN1QZrI99VrU512AJcM2Cu5e1L5zi4DVinX48t5UjWBty20N0G1u9eeTHJs+1rlE2zLcCFLgqNiwf9Wz4HAbN/vxTWxITLl11meW3wI+u+iekm3o979E1u1Thtm2JC5o9vWjNZX9q9aGVEfLP66I0+SRy2ARsD9rViwuy1PZP1ZQWs3gab9Jfvv96qwwbgloWeXmzt7rUXkzzLvlLLbAtwldT6xYP+LZ+DgMv343PRgXO+WdUNmFcTzVk/VE0POBMPxayZhpkFwCPyzSA9nqsaonkFwCPyzqD3n23NI6IEBMAQZQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcQEwcfkB1jsYF71X4GHJC3Cud+UXFwn+B00gH8CnW4M179kbuoIupBiAjzcmSkjRU0mjSb+QogB2KcEe5qAzFAUwa4NVEe5tgwH4QooD2ATI7I3OAMAXUiTAlzYH9QmAiSs24By96Hl14RLsPzwTevfu3VPIWUHcZqii3xmV9URD7koPsIVV6SnwhispwDWsSqB7ntIC3PoEdM9VpLnoqjPl04tuAEbhnUBxSvDpduxB8Chg0J1Gkaro0+1IhNERwKA7lWK1wUX9vQJO5jRfFN4JlVInSwAG3WmVGGDQnVpJAQbe6ZUW4Gl9QCUAk1dKgME3ggCYuBICjBo6hgCYuACYuBICDL4xBMDEBcDEBcDEBcDEBcDElQ5g8I0iACYuACauSICz1WojIu30rcwC4Asp0g7/9YEx3vAV0s47/AE4iuLF6CjEq9vdY3QAcBTFi7Ij4+u4R9kB4ChCCSauyG2wFVBpzBwAR1Eyvein7a2F0ARKZhwMwHEUAvh4s1ofsvOijALwhRQAmPWeWBvbO8KtyznKDgDHkT9g3m/inag+dMNWeqPsAHAc+QPmg1wOuG+EG+gXgOMovARnvXEog/wCcBwFt8H54A7v0ZD+AHwhBfaiVysxT9Wn8ZD+AHwhxZuqlHKeqgTgOAroZD2TZXegkxUS0h+A4ygc8MAwCSU4HfkCzqqR7MBER0BIfwCOo/ASPCjvkP5PO+IYQhMolYcNABxJAYB16Zx0JguAIykAcLY+5Jvyfjscys7TL5rgSAqZi96VBX/YMOlUJQBHUtjDhvsP34r/pvMLwJEU9rCB96QB+EEooA3mMxzZDlX0w1DIMCnb8J70ee9+BuALKZlxMADHUVgbPL1fAI6ksF709H4BOJJCVnSc1/p2+wXgSAopwcMvzAnzC8CRhE4WcQEwcQEwcQEwcQEwcQEwcUXaPpqxMdT9dmB5PABfSHG2jwq+j+8Gpr0A+EKKsn1UwM/E+0dd10UDcCRF2T7KT1HPJFx3NgBwJMXZPspLb44SnILibB893ly/tYJlOfgF4EiKs32U71kR6n0POABfSBgHExcAE1dIL7q33u2QaxglAI6kkK0r4y1wv5W+MEo0AK8uJvckBZ1YDHagQvwSAZyeo+A2+HSLJTstkQE8WoK9wygBcCRHITNZ422wfxglAI7kKEovOiAICwBHchRlHBwQRgmAIzmKAhglOB1HnoCPNzuXhe/+YZQAOJKjSFOV/mGUADiOo4BO1ngowwC/ABzJUTjgoIjvvX4BOJIjX8BuoQz9/QJwJEfhJfg8AfCFHCXzPHha8zOpcVdBj3/KwmGDPQDPoybgd0bu2ecUQWHucbC/XwDWmhfwZFo24OOzl6vr7x+/2qquKu+67uXHg7MHfY6mOBOAHeQM+IYxvN8yqAUHK5aRX93Jj+cvwXxjSu7yM/PxuzTArODeb3np5du8+LiER+8VH88POFsf7rcbtfcoVEsHvC9VQGa1NaDgdbT4eHbAPAG8Ypl4qvIMW+nIDzDffikAs/rw+vttSoD59tCJpyrPsJWOwgCLonyfDGBWN/POgN/y6FG/SwQs2mDW4Im6sEimiuaPAq/uTrdn8V0I4L6ZLAWY1c6cqyy8bMCkADtM8mOYNI9cM0kB/mIrhr+8Db66y67uZOHNMA5OVl6ZdM5rTeIC5tFVgjev9PgF4EiOAgDLdVbD7w+WGrgFAE4WsF4yOfDOBvM8ov+RBABfyFHYOJhraKJDLaZECZ7fUZQSrGbTATgBR9HaYNbrB+AEHMXrReer3dIBhy3ZCXA0xZn+KbzffrB0wE+NerLPZf2Vg6Mpzgz4CZ5u+6txAOYKfoNNXMBiFHTe834AFkoTsHxEnbtNZTlH2XFNR9JyB5zzEAm8M7P+ja/Peis+2OlvRh83xB0myV/dUKzKfit9nY6FAZYrsHa8BMsRZS4GHTvrwMfRFGdWEx1xNp+dYSsduQLWjwQl4J3+gGWpOfByNMWZrRI88etlz7CVjlwB6/GjBLzXzR772Bx4OZriTHuiQz7DHEqDf5Qd13QkLWfAj2UtWAFWDdfeHHg5muJMay569ElCSJQd13QkrTNLcDkQf3nQ0RRn+oyDQ2J0eJhPV+5Lduw22F6I5ThwmhlwSJQdD/PpyjmTeF/5dLvhoGVmiVEnn783B9M4QgmeVO6ZlMtQgRkbB8vSkOsWLx/quvg7ijNVGRBlx8d8siLyNMlB/lF2vMynquUA9jYHwJEcBT5sGHu1nbdfAI7kKOxhw9ir7fz9AnAkR2FrskZebRfgF4AjOQpbVTnyarsAvyQBP8wlOy6vtvP3SxPw74168jkff/bbuarnAm2wy84Gd7/vlgnYoSPTPXd5gSU70+5NWizg0VIyB+AptHTAZskO68kUcpHOsb52RyxO3otVPe22EIDnkTNga8mO2tu/aazdEU8U2VeXL8FRIt0tDLD9uFA+mSn49m977Y4epMxWRZ83Slo4YPuBvzxm/9bX7vBXMOtTRh25J8njxEnjZC0NsLVkRwJmR/W1O3LV035GwJNOdCwN8EgJ1jJxO0YcuSfJ48RJpyqJAnZZsmO1wa0gSrpcjzlyT5L7idPGyaIJuF9myU6tF22v3RFFWXe9wh2d0YueNBjp0gCrJTuSqR4H19fuFGo2qTOqEsbB84jE0yRrRV2/cr1223HzGQDHchT2uHBMcqKGN9IAPLOjkKdJo91nWchPtwPLAgD4Qo6iTFXqQp6tDwA8s6MonSzTTGcbAJ7ZUZxedG5myh0j3QFwLEeegF2DSuj1HqfbJQPunclyCVM5mNWzA/b1SxTwH4z8Afs4muJMAHbQAgEvupM1APiLxkvPxMHVSzk3KQ7k3uE/38ivzbedjtyTNHaiy/b+QSs964QXB1jH0tEvPRMvsin45LM+kIDVjmHzbbcj9ySNnYgqelDugEU81+u35qVnstLO1Dt29INg9Ya0vfmwx5F7ksZOBOBB+bXB9kvP5PQg+8Qc2OEdzIc9jtyTNHaiK2DfKDtLAyyW7PB/9UvPco0w7wKcpwbYO8rO0gDrEmxeepZKCXaTf4wOooD7JzrUi0fNS88k8ly3wXkdsPmwx5F7kiY4sQyJskMTcK/aLz3r60Xvq5dFXqQX7SaU4BG1X3omRrrX/+TFQR3UY2iZb/0cRXvY4BtlZ2GA+2Tqu86Kr0gHsHeUncUDFq0sH/aag85v/R1h0d2UOiOTCh2C1Bx0fuvtCICn1MN/HjyZAPhCjgB4SgFwnzkAjuUoEcA0+DrPZE3taIozAdhBTcD/NgJgEgLgPnNLA6xD6MiHSq+2fGXO7n47+jKOHkdTnBkVMJE+ljNgFULnxS3fvpWt/8OfPeQihpLjOigAnkeugPWsMud5vNmJp4fqH7ciDMDzyBWwHULHfuwPwInLuQ1WIXT4ospsfQDghyKvXjR/Clxc/0sH2gHgByCviQ75RP9zVlkD8EORaybpEDp8pcamBOAHI+dM0iF05Js+AfihCA8beswBcDRHkQB77mwA4GiOYq2q9NvZAMDRHEUB7L0umgjfxQD23tkAwNEcoQRPqaUA9t7ZAMDRHEXqRXvubADgaI7SGAcDcDRHADylFgjYLYwSAEdzdOES3PP4jAzgi8k9SZOfOIs5qE8ATFxpPGyAoimNhw1QNKUxVQlFUxoPG6BoQgkmrtkeNkAXUhTAvi84PL88T1AjLNxE1DoVgOc3AcDETQAwcRMATNwEABM3AcDETQAwcRMATNwE5haJC4CJC4CJC4CJC4CJC4CJC4CJC4CJC4CJC4CJC4CJC4CJC4CJKwbgYmW9Erf2R4gFsR+qZ5WuayJKHmHfbSVonwn+5oXNeanIV84vb6jp/kOzy8A/NyMA5uFWzWvLa3+EWDjdihcf+OZt02/hutS3x0TBLj/enJWKXL092lc6jnzTnpumByz3P2Sb9h9BFtRr0B3fatFpohQLun0Bd9zHWak4yVd1eNcCRbWZMyQ3pwdcIxKEp+Mi30qgaSJff+ULuH4fj72bmaaJQMDFamc2goXkZgTAIi8KO2P6tqq5WJDKPMtOwwT707sNrpngMfr9ewL1VIRW0bXbKH1zc3rAsrCpIlf7I8iC/MQ3b+smeNXmDbhmQrz9SJbB4FSE9TdL+w3xAbn5IAAXQX2sygTfC3km4KuAmqiRiky8xsF/PJAa4OmraO/y25WI86po2e65RubvTkVQb7Esy9Sq6Mk7WXnAKLhmIlc7Lj3p2CZkpvp2teomQiqzsnLetOeo5IdJ1abkcBNc3iW4ZkIGN/CtojvGe74mSvuaNIZJE090BLVaHX79Z7LqsxTscivCQYiJ89vgNCY6RJXIEyE7nXlI19GyoOpXbxu1RJRBU5U1E0XQhGnNRBZkQgEOzU08bCAuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuACYuEoCz1v5Q61XHjhJXFHvXK4uQeEhziAbg1sYyf8B+V4XZn0MAHHQVAF9UFuBM1tQcAI9NJ2rtvNq2ef/41Vb9ofeDqtPYFfxo/Rv/v9iqLQKwmSuPz17yQCzSvjjzYH+drIgB5rvfecCUo8LEwxbxv/XGa0ZmL2MZFQLqptSn8Z+E+k/t5l0f7CuPN9yJZb+sGU5WtAAfn93JWAkMgN4Xf7zhCEwkFBGxbn2Qu/VZKa1OM4BFFAx2We1K8Ydtv244WdEAbHeiC1Xh6hCPMuSBCpBjal95wP7Vp9mA+X+cvX2laXW1/brhZEUDsKmiWat4/b0qYSJM7V60tQa/CkSkAVun2XB5Tcxs1q6UgG37RWtwlqJoARbYdBUqvtHlUKkBWBc/dloNMI9cuK+HOxGf1+yHRES6vGgBFg1isaoAi6raKmKyDc6sNtg+zQA+3nwummHrSgXesv8whkq0AMvCxYYuvJPF4YmxDj/IJMr7rY4IqnvR+jTdbZLYMhE80b7SlGBlf1f/OlnRAizDDKkKt9DRl/hwVfV177dfbFWrqcfB6jTZ9opxcFnqqLDWlaYNFvb5mQf762RFArC7Uu/zTi8AJi4AJq6FAV6eAJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4AJi4/g+vhWAEf8ZFKAAAAABJRU5ErkJggg==)

#plot(x.svm.perf, col=6, add=TRUE) #svm  
#plot(x.ip.perf, col=5, add=TRUE) #bagging  
#plot(x.cf.perf, col=4, add=TRUE) #cforest

### Plot ROC curves for comparing all the classifiers results

#load the ROCR package which draws the ROC curves  
library(ROCR)  
# 1.rptree  
# create an ROCR prediction object from rpart() probabilities  
x.rp.prob.rocr <- prediction(x.rp.prob[,2], Breastcancer[ind == 2,'Class'])  
x.rp.prob.rocr #Slot "n.pos": check and see if it identifies the positive class; compare with summary(valid$Class)

## A prediction instance  
## with 211 data points

# prepare an ROCR performance object for ROC curve (tpr=true positive rate, fpr=false positive rate)  
x.rp.perf <- performance(x.rp.prob.rocr, "tpr","fpr")  
# 2.ctree  
x.ct.prob.rocr <- prediction(x.ct.prob, Breastcancer[ind == 2,'Class'])  
x.ct.perf <- performance(x.ct.prob.rocr, "tpr","fpr")  
# 3.cforest  
x.cf.prob.rocr <- prediction(x.cf.prob, Breastcancer[ind == 2,'Class'])  
x.cf.perf <- performance(x.cf.prob.rocr, "tpr","fpr")  
# 4.bagging  
x.ip.prob.rocr <- prediction(x.ip.prob[,2], Breastcancer[ind == 2,'Class'])  
x.ip.perf <- performance(x.ip.prob.rocr, "tpr","fpr")  
# 5.svm  
#x.svm.prob.rocr <- prediction(attr(x.svm.prob, "probabilities")[,2], Breastcancer[ind == 2,'Class'])  
#x.svm.perf <- performance(x.svm.prob.rocr, "tpr","fpr")  
# 6.nb ### calculate the prob   
#x.nb.prob.rocr <- prediction(x.nb.prob[,2], Breastcancer[ind == 2,'Class'])  
#x.nb.perf <- performance(x.nb.prob.rocr, "tpr","fpr")  
# 7.nn  
#x.nn.prob.rocr <- prediction(x.nn.prob, Breastcancer[ind == 2,'Class'])  
#x.nn.perf <- performance(x.nn.prob.rocr, "tpr","fpr")  
# 8.qda  
#x.qda.prob.rocr <- prediction(x.qda.prob[,2], Breastcancer[ind == 2,'Class'])  
#x.qda.perf <- performance(x.qda.prob.rocr, "tpr","fpr")  
# 9.rda  
#x.rda.prob.rocr <- prediction(x.rda.prob[,2], Breastancer[ind == 2,'Class'])  
#x.rda.perf <- performance(x.rda.prob.rocr, "tpr","fpr")

####### plot  
# Output the plot to a PNG file for display on web. To draw to the screen,   
# comment this line out.  
#png(filename="roc\_curve\_models1.png", width=700, height=700)  
#par(mfrow=c(1,2))  
plot(x.rp.perf, col=2, main="ROC curves comparing classification performance /n of 9 machine learning models") #   
legend(0.6, 0.6, c('rpart', 'ctree', 'cforest','bagging','svm'), 2:6)# Draw a legend.  
plot(x.ct.perf, col=3, add=TRUE)# add=TRUE draws on the existing chart #has to be run together.  
plot(x.cf.perf, col=4, add=TRUE)

![](data:image/png;base64,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)

#plot(x.ip.perf, col=5, add=TRUE)  
#plot(x.svm.perf, col=6, add=TRUE)  
# Close and save the PNG file.  
#dev.off()  
png(filename="roc\_curve\_models2.png", width=700, height=700)  
#plot(x.nb.perf, col=7, main="ROC curves comparing classification performance of the other 4 machine learning models")  
#legend(0.6, 0.6, c('naive bayes', 'neural network', 'qda','rda'), 7:10)  
#plot(x.nn.perf, col=8, add=TRUE)  
#plot(x.qda.perf, col=9, add=TRUE)  
#plot(x.rda.perf, col=10, add=TRUE)  
#dev.off()

### Ensemble: combine all the nine classifiers and generate the final prediction based on the majority rule.

classifier <- data.frame(cbind(x.rp.pred, x.ct.pred, x.cf.pred, x.ip.pred, x.svm.pred, x.nb.pred,x.nn.pred,x.qda.pred,x.rda.pred))  
names(classifier) <-c('recursive.tree','conditional.inference.tree','random.forest','bootstrap','svm','naive.bayes','neutral.network','qda','rda')  
levels(classifier$neutral.network) =c('1','2')  
classifier <-classifier%>% sapply(FUN = function(x)(ifelse(x=='1',0,1)))  
classifier<- addmargins(classifier, margin = 2) # table/arragy, margin =2 aggregate by col   
classifier <- data.frame(classifier)  
classifier$predition <- ifelse(classifier$Sum >=5, 'malignant','benign')  
  
#confusion matrix   
#library(caret)  
confusionMatrix(as.factor(classifier$predition), valid$Class, positive = 'malignant')

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction benign malignant  
## benign 136 0  
## malignant 3 72  
##   
## Accuracy : 0.9858   
## 95% CI : (0.959, 0.9971)  
## No Information Rate : 0.6588   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.9687   
##   
## Mcnemar's Test P-Value : 0.2482   
##   
## Sensitivity : 1.0000   
## Specificity : 0.9784   
## Pos Pred Value : 0.9600   
## Neg Pred Value : 1.0000   
## Prevalence : 0.3412   
## Detection Rate : 0.3412   
## Detection Prevalence : 0.3555   
## Balanced Accuracy : 0.9892   
##   
## 'Positive' Class : malignant   
##