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# Q1

* 1a. Training RSS will start decreasing. 's start increasing from 0 to s, hence the value of the training RSS will start decreasing as the 's get to their correct values.
* 1b. Test RSS will decrease initially and then increase. Test RSS will decrease as 's increase from 0. After a local minima that gives the best value for 's the Test RSS will start increasing as the the 's are determined from the training set.
* 1c. variance starts increasing 's=0 has a constant low variance independent of the data. Variance starts increasing as the s increases from 0.
* 1d. bias starts decreasing 's=0 has the highest bias as the model predicts a constant value. As s increases from 0, the bias will start decreasing.
* 1e. Irreducible error remains steady Irreducible by error cannot be determined and continues to stay steady.

# Q2

+ 2a. Training RSS will start increasing   
With $\lambda$=0, the solution is what get from oridinary least squares that minimize the training MSE. As $\lambda$ starts increasing from 0, the training error will start increasing as well.

* 2b. Test RSS will decrease initially and then increase. Test RSS will initially decrease as increases from 0 as the 's predicted from training set are able to predict value of the test set with error of margin. However after a certain point that models the best and 's for the test set, the test RSS will start going up.
* 2c. variance starts decreasing =0 gives the least squares solution. As starts increasing the flexibility of the model starts decreasing and the variance of the model starts decreasing as well.
* 2d. bias starts increasing =0 gives the least squares solution. As starts increasing the flexibility of the model starts decreasing and the bias of the model starts increasing as well.
* 2e. Irreducible error remains steady Irreducible by error cannot be determined and continues to stay steady.

# Q3

* 3a. For k, predictors, the best subset will have the smallest training RSS, because it looks at all k subsets and chooses the subset with lowest RSS.
* 3b. Cannot be reliably predicted and depends on the test data. Best-subset overfits to training data so if it captures the underlying model then the lowest test RSS could be through Best subset. However, forward and backward stepwise selections could also have the least test RSS.
* 3c.
  + 1. True Forward stepwise is incremental and k+1 the iteration contains all variables of kth iterarion and an additonal variable.
    2. True Backward stepwise removes one element in each iteration. So kth iteration will have 1 less variable than in k+1 iteration
    3. False It is not guaranteed to happen.
    4. False It is not guaranteed to happen.
    5. False K+1 iteration could have elements not in kth iteration.

# Q4

* 4a
* set.seed(1)  
   X=rnorm(100)  
   eps=rnorm(100)
* 4b
* X2=X^2  
   X3=X^3  
    
   beta0=1  
   beta1=1  
   beta2=1  
   beta3=1  
   Y=beta0+beta1\*X+beta2\*X2+beta3\*X3+eps
* 4c
* library(leaps)
* ## Warning: package 'leaps' was built under R version 3.2.2
* df=data.frame(y=Y,x=X)  
   regfit.X=regsubsets(y~poly(x,10,raw=T), data=df, nvmax=10)  
   regfitx.summary=summary(regfit.X)  
    
   par(mfrow=c(2,2))  
    
   plot(regfitx.summary$bic, xlab="Number of variables", ylab="bic",type = "l")  
   k=which.min(regfitx.summary$bic)  
   points(k,regfitx.summary$bic[k],col="red",cex=2,pch=20)  
    
   plot(regfitx.summary$adjr2, xlab="Number of variables", ylab="Adjusted RSq",type = "l")  
   k=which.max(regfitx.summary$adjr2)  
   points(k,regfitx.summary$adjr2[k],col="red",cex=2,pch=20)  
    
   plot(regfitx.summary$cp, xlab="Number of variables", ylab="Cp",type="l")  
   k=which.min(regfitx.summary$cp)  
   points(k,regfitx.summary$cp[k],col="red",cex=2,pch=20)  
    
   coefficients(regfit.X,3)
* ## (Intercept) poly(x, 10, raw = T)1 poly(x, 10, raw = T)2   
  ## 1.0615072 0.9752803 0.8762090   
  ## poly(x, 10, raw = T)3   
  ## 1.0176386
* coefficients(regfit.X,4)
* ## (Intercept) poly(x, 10, raw = T)1 poly(x, 10, raw = T)2   
  ## 1.07200775 1.38745596 0.84575641   
  ## poly(x, 10, raw = T)3 poly(x, 10, raw = T)5   
  ## 0.55797426 0.08072292
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* 3 variable model picks X, X^2 and X^3 4 variable model picks X, X^2, X^3 and X^5
* 4d.
* regfit.fwd=regsubsets(y~poly(x,10,raw=T), data=df, nvmax=10, method="forward")  
   regfitfwd.summary=summary(regfit.X)  
    
   par(mfrow=c(2,2))  
    
   plot(regfitfwd.summary$bic, xlab="Number of variables", ylab="bic",type = "l")  
   k=which.min(regfitfwd.summary$bic)  
   points(k,regfitfwd.summary$bic[k],col="red",cex=2,pch=20)  
    
   plot(regfitfwd.summary$adjr2, xlab="Number of variables", ylab="Adjusted RSq",type = "l")  
   k=which.max(regfitfwd.summary$adjr2)  
   points(k,regfitfwd.summary$adjr2[k],col="red",cex=2,pch=20)  
    
   plot(regfitfwd.summary$cp, xlab="Number of variables", ylab="Cp",type="l")  
   k=which.min(regfitfwd.summary$cp)  
   points(k,regfitfwd.summary$cp[k],col="red",cex=2,pch=20)  
    
   coefficients(regfit.fwd,3)
* ## (Intercept) poly(x, 10, raw = T)1 poly(x, 10, raw = T)2   
  ## 1.0615072 0.9752803 0.8762090   
  ## poly(x, 10, raw = T)3   
  ## 1.0176386
* coefficients(regfit.fwd,4)
* ## (Intercept) poly(x, 10, raw = T)1 poly(x, 10, raw = T)2   
  ## 1.07200775 1.38745596 0.84575641   
  ## poly(x, 10, raw = T)3 poly(x, 10, raw = T)5   
  ## 0.55797426 0.08072292
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* #Backward  
   regfit.bwd=regsubsets(y~poly(x,10,raw=T), data=df, nvmax=10, method="backward")  
   regfitbwd.summary=summary(regfit.X)  
    
   par(mfrow=c(2,2))  
   plot(regfitbwd.summary$bic, xlab="Number of variables", ylab="bic",type = "l")  
   k=which.min(regfitbwd.summary$bic)  
   k
* ## [1] 3
* points(k,regfitbwd.summary$bic[k],col="red",cex=2,pch=20)  
    
   plot(regfitbwd.summary$adjr2, xlab="Number of variables", ylab="Adjusted RSq",type = "l")  
   k=which.max(regfitbwd.summary$adjr2)  
   k
* ## [1] 4
* points(k,regfitbwd.summary$adjr2[k],col="red",cex=2,pch=20)  
    
   plot(regfitbwd.summary$cp, xlab="Number of variables", ylab="Cp",type="l")  
   k=which.min(regfitbwd.summary$cp)  
   k
* ## [1] 4
* points(k,regfitbwd.summary$cp[k],col="red",cex=2,pch=20)  
    
   coefficients(regfit.bwd,3)
* ## (Intercept) poly(x, 10, raw = T)1 poly(x, 10, raw = T)2   
  ## 1.0615072 0.9752803 0.8762090   
  ## poly(x, 10, raw = T)3   
  ## 1.0176386
* coefficients(regfit.bwd,4)
* ## (Intercept) poly(x, 10, raw = T)1 poly(x, 10, raw = T)2   
  ## 1.15670295 1.03082564 0.59010182   
  ## poly(x, 10, raw = T)3 poly(x, 10, raw = T)4   
  ## 0.99086710 0.06978542
* ![](data:image/png;base64,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)
* Statistics from Forward and Backward models show 3 and 4 variable models are optimal. Additionally,3 variable model picks X, X^2 and X^3 and 4 variable model picks X, X^2, X^3 and X^5. These results are similar to results in 4c.
* 4e
* par(mfrow=c(1,1))  
   library(glmnet)
* ## Warning: package 'glmnet' was built under R version 3.2.2
* ## Loading required package: Matrix  
  ## Loading required package: foreach
* ## Warning: package 'foreach' was built under R version 3.2.2
* ## Loaded glmnet 2.0-2
* xnew=model.matrix(y~poly(x,10,raw=T),data=df)[,-1]  
   grid=10^seq(10,-2,length=100)  
    
   set.seed(1)  
   train=sample(1:nrow(xnew),nrow(xnew)/2)  
   test=(-train)  
   Y.test=Y[test]  
    
   lasso.mod=glmnet(xnew[train,],Y[train], alpha=1,lambda=grid)  
   plot(lasso.mod)
* ![](data:image/png;base64,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)
* cv.out=cv.glmnet(xnew[train,], Y[train], alpha=1)  
   plot(cv.out)
* ![](data:image/png;base64,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)
* bestlam=cv.out$lambda.min  
    
   lasso.pred=predict(lasso.mod,s=bestlam,newx=xnew[test,], type="coefficients")  
   lasso.pred
* ## 11 x 1 sparse Matrix of class "dgCMatrix"  
  ## 1  
  ## (Intercept) 1.047519228  
  ## poly(x, 10, raw = T)1 0.791739971  
  ## poly(x, 10, raw = T)2 0.640112595  
  ## poly(x, 10, raw = T)3 1.041070112  
  ## poly(x, 10, raw = T)4 0.060629481  
  ## poly(x, 10, raw = T)5 0.001376594  
  ## poly(x, 10, raw = T)6 .   
  ## poly(x, 10, raw = T)7 .   
  ## poly(x, 10, raw = T)8 .   
  ## poly(x, 10, raw = T)9 .   
  ## poly(x, 10, raw = T)10 .

Lasso predicts a model using ,, , , . All variables except were chosen with backward, forward subselection example above.

* 4f
* set.seed(1)  
  beta7 = 1  
  Y=beta0+beta7\*X^7+eps  
  df=data.frame(y=Y,x=X)  
  regfitx7=regsubsets(y~poly(x,10,raw=T), data=df, nvmax=10)  
  regfitx7.summary=summary(regfitx7)  
  k=which.min(regfitx7.summary$bic)  
  coefficients(regfitx7,k)
* ## (Intercept) poly(x, 10, raw = T)7   
  ## 0.9589402 1.0007705
* k=which.min(regfitx7.summary$cp)  
  coefficients(regfitx7,k)
* ## (Intercept) poly(x, 10, raw = T)2 poly(x, 10, raw = T)7   
  ## 1.0704904 -0.1417084 1.0015552
* k=which.max(regfitx7.summary$adjr2)  
  coefficients(regfitx7,k)
* ## (Intercept) poly(x, 10, raw = T)1 poly(x, 10, raw = T)2   
  ## 1.0762524 0.2914016 -0.1617671   
  ## poly(x, 10, raw = T)3 poly(x, 10, raw = T)7   
  ## -0.2526527 1.0091338
* BIC picks the correct 1 variable model with ; Cp picks 2 variable model with and and Adjusted picks a 4 variable model with , , and
* xnew=model.matrix(y~poly(x,10,raw=T),data=df)[,-1]  
   cv.out=cv.glmnet(xnew, Y, alpha=1)  
   bestlam=cv.out$lambda.min  
    
   lasso.pred=predict(lasso.mod,s=bestlam,newx=xnew, type="coefficients")  
   lasso.pred
* ## 11 x 1 sparse Matrix of class "dgCMatrix"  
  ## 1  
  ## (Intercept) 1.725094858  
  ## poly(x, 10, raw = T)1 .   
  ## poly(x, 10, raw = T)2 .   
  ## poly(x, 10, raw = T)3 0.826320444  
  ## poly(x, 10, raw = T)4 .   
  ## poly(x, 10, raw = T)5 0.008857532  
  ## poly(x, 10, raw = T)6 .   
  ## poly(x, 10, raw = T)7 .   
  ## poly(x, 10, raw = T)8 .   
  ## poly(x, 10, raw = T)9 .   
  ## poly(x, 10, raw = T)10 .
* Lasso picks the 2 variable model with and . The intercept value is 1.7 as compared to 1.07 in the best subset selection

# Q5.

* 5a.
* library(ISLR)
* ## Warning: package 'ISLR' was built under R version 3.2.2
* set.seed(1)  
  sum(is.na(College))
* ## [1] 0
* train=sample(1:nrow(College),nrow(College)/2)  
  test=(-train)  
  College.train=College[train,]  
  College.test=College[test,]
* 5b.
* lm.fit=lm(Apps~.,data=College.train)  
  lm.pred=predict(lm.fit, College.test)  
  mean((College.test[,"Apps"]-lm.pred)^2)
* ## [1] 1108531
* RSS= 1108531
* 5c.
* library(glmnet)  
  ridge\_train=model.matrix(Apps~.,data=College.train)  
  ridge\_test=model.matrix(Apps~.,data=College.test)  
  grid=10^seq(4,-2,length=100)  
  ridge.mod=cv.glmnet(ridge\_train, College.train[,"Apps"], alpha=0, lambda=grid)  
  bestlam=ridge.mod$lambda.min  
  bestlam
* ## [1] 0.1873817
* ridge.pred=predict(ridge.mod, newx=ridge\_test, s=bestlam)  
  mean((College.test[,"Apps"]-ridge.pred)^2)
* ## [1] 1108062

RSS= 1108062. The test RSS is comparable to the result from least squares fit.

* 5d.
* lasso.mod=cv.glmnet(ridge\_train, College.train[,"Apps"], alpha=1, lambda=grid)  
  bestlam=lasso.mod$lambda.min  
  lasso.pred=predict(lasso.mod,newx=ridge\_test, s=bestlam)  
  mean((College.test[,"Apps"]-lasso.pred)^2)
* ## [1] 1026783
* predict(lasso.mod,newx=ridge\_test, s=bestlam, type="coefficients")
* ## 19 x 1 sparse Matrix of class "dgCMatrix"  
  ## 1  
  ## (Intercept) -4.230907e+02  
  ## (Intercept) .   
  ## PrivateYes -4.926762e+02  
  ## Accept 1.542260e+00  
  ## Enroll -4.183196e-01  
  ## Top10perc 4.768619e+01  
  ## Top25perc -7.845864e+00  
  ## F.Undergrad -5.064600e-03  
  ## P.Undergrad .   
  ## Outstate -5.204703e-02  
  ## Room.Board 1.871769e-01  
  ## Books 7.387966e-04  
  ## Personal .   
  ## PhD -4.068964e+00  
  ## Terminal -3.303902e+00  
  ## S.F.Ratio .   
  ## perc.alumni -2.127554e+00  
  ## Expend 3.204866e-02  
  ## Grad.Rate 2.863551e+00

RSS error (1026783) is lower than ridge and least squares

* 5e.
* library(pls)
* ## Warning: package 'pls' was built under R version 3.2.2
* ##   
  ## Attaching package: 'pls'  
  ##   
  ## The following object is masked from 'package:stats':  
  ##   
  ## loadings
* pcr.fit=pcr(Apps~., data=College, subset=train, scale=T, validation="CV")  
  validationplot(pcr.fit, val.type="MSEP")
* ![](data:image/png;base64,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)
* summary(pcr.fit)
* ## Data: X dimension: 388 17   
  ## Y dimension: 388 1  
  ## Fit method: svdpc  
  ## Number of components considered: 17  
  ##   
  ## VALIDATION: RMSEP  
  ## Cross-validated using 10 random segments.  
  ## (Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps  
  ## CV 4335 4184 2372 2376 2009 1896 1896  
  ## adjCV 4335 4184 2368 2374 1811 1883 1887  
  ## 7 comps 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps  
  ## CV 1897 1912 1847 1848 1854 1857 1860  
  ## adjCV 1888 1904 1835 1837 1845 1848 1851  
  ## 14 comps 15 comps 16 comps 17 comps  
  ## CV 1879 1887 1353 1355  
  ## adjCV 1886 1856 1335 1337  
  ##   
  ## TRAINING: % variance explained  
  ## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps  
  ## X 31.216 57.68 64.73 70.55 76.33 81.30 85.01  
  ## Apps 6.976 71.47 71.58 83.32 83.44 83.45 83.46  
  ## 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps 14 comps  
  ## X 88.40 91.16 93.36 95.38 96.94 97.96 98.76  
  ## Apps 83.47 84.53 84.86 84.98 84.98 84.99 85.24  
  ## 15 comps 16 comps 17 comps  
  ## X 99.40 99.87 100.00  
  ## Apps 90.87 93.93 93.97
* pcr.pred=predict(pcr.fit, College.test, ncomp=16)  
  mean((College.test[,"Apps"]- data.frame(pcr.pred))^2)
* ## [1] 1166897

Test RSS using 16 components (1166897) is higher than lasso, ridge and least squares

* 5f
* pls.fit=plsr(Apps~., data=College, subset=train, scale=T, validation="CV")  
  validationplot(pls.fit, val.type="MSEP")
* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAaVBMVEUAAAAAADoAAGYAOpAAZrY6AAA6ADo6AGY6Ojo6ZmY6kNtmAABmADpmZjpmkJBmtrZmtv+QOgCQOjqQkGaQtpCQ2/+2ZgC2/7a2/9u2///bkDrb25Db////AAD/tmb/25D//7b//9v////r4kMyAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAMPUlEQVR4nO2dcWOqvBlH8fZ6t9Xtfdttsl3WouX7f8iRBBStqGAeDD/O+aOlVhPx+CRPgISsAmmyZ78BsAXB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDhLE1xm2Y/fz34TU7I0wXmWZW/PfhNTsjDB+00t+Oez38WULExwma3+0bTRefbjP5umwe5uV0X9HchePp76PuOxMMF59vK/dfYaNgOr7el2ETZVeuplCa5b6Nev9xCeuZdY+ha7s10/5afPxV6f/WbjsCzBpYvRwgeqk/rmf9VqO9u7tUzwepYlOHfBuwttdB5Eet2d7TrAHSLxuzDBtdqAa6MbqaUL3u62T7R1BlOLEtzkT8FeTwQfnieSRy9JcNP6ZlmbWF3qg6uvf26rg/75syTBdQvtj3HUooPUS1l0/aQ6dttUe/4sSXDRdqxF6HePA97udnEcEiuwIMEhcB0+SutG+L/vWTsmPm6HVEykgV6U4DO6vaxMj/sdBJ9vi4Hg820xEHy+LcZyBS8EBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEiC85gIp4lOG5x0AeCxUGwOAgWB8HiIFgcBIuThuDPuIXDEQSLg2BxECwOgsVJQzBJtRkIFgfB4iQimE7YCgSLg2BxECwOgsVJRDBptBUmgvebm/cSQvBEGAn+2/rGTRsRPBFGgl+r4voN0s+LoxM2wkxw1dwM7s7iEGyEoeDKO+65SwmCJ8JW8P3FIdgIBIuTyjiYNNoIBItjJLi9h3bvjeAQPBE2govskEb39MbfiqMTtsFE8Nf7QWvRc9ASwRNhlEW/tZvlneNgBBtBBItj1Qc3IUwf/GyMsuj9JmTRvacNyaInIplxMIZtQLA4hoL7Euie4uiETUCwOAgWx0pwEbLo1fbu4hBsAhEsTjqCyaJNSEcwhk1IZxyMYBMSEkwnbIGd4P0me/nI+66+Q/BEmAkuV9vi5eP8+sprC5Ej2AIrwe6UsDsXXNx7wh/BNlgJdhd1OMF3X9GBYBusIzi/94oOsmgbjPvgw6Ud9xSHYQNMs+hBx6IRbEJC42A6YQsQLI7tBPABU1cqBJtgJ9hfEd25BP52cQg2wExwo/buC98rBJtgJni39oIHHOggi7YgpQhGsAFGgt3phJ/VlcUcLhaH4fjYHYt2Bzl6pyZdLo5OOD4pjYMRbACCxbEWPOB8MIItIILFSUowWXR8ECxOUoIxHJ+0BNMJR8fwSNbVte4QPBE2Efz1fm1eUn9xCI6OURP99X51QX8ET4ZVH1z2XU55tTgERyetJIssOjoIFictwRiOTmKC6YRjg2BxBgt26yNdT5AfqRfBsRkquFht2wsmLepFcGwGCg5LffddKvl4vQiOzUDB4WLYqwskPVQvWXRsECwOgsVJTDCdcGwQLM5gwTdP5T9WL4Ijk9iRLATHBsHijOqDPY91xH31kkZHZozgcDgLwbMAweKkJphOODIIFgfB4iBYHASLk9qhStLoyKR2JAvBkUGwOIMF79avfiHZ3qW+H62XTjgqQwX7KyrdzLIHL61E8EQMFZy7aaG5y6/yGxNEx9aL4KgMzqJf28m/o4ZJ126M1YDgqIwZBzcLutsMkxAclzGCQ/f72NXv/fWSRkdlTB/spq/cXqRhbL0IjspQweVqu9+42M0fu7ISwRMxeBxcD4Frv7v1g9OTrtRLJxyT5I5kITguCBZn8PRR67NJCI7L0Ajebx48CH27XgTHZHgTXQdx35024tRLGh2TUX1w/ljzfKNeBMdkZJJVPLoSC4InYnQWvVuTZM2BcYJdMm11JKv6JIQjMkZwGWGpLARPxHDBebgroWG9tNERGSq4eDyBvlkvgiOS4JEs0uiYJHgsGsExQbA4KQqmD45IkoIJ4XggWJwUBdNGRwTB4iQpmCY6HggWx0iwu2p6t74yyRTBE2Ej2Pv9tT1Z+nBAcfTB8TAR7GenhemlfTOYrgsmhKNhJPitWYqndw4igifCqIl2U9TGRzBtdDxsBO83P377EC77siwET4TVMKkM54x7r/24XhxNdDSSHAcjOB4IFsdIcHtpT+9lPfTBE2EjuGinL5V985gQPBEmgpsxsGPkMIk2OhZmBzoaRh3oIITjkWYEIzgaVn1wE8Ij+2DS6GgYZdHtwuG9a/EgeCLSHAcjOBqJCqYPjoWh4KurlSJ4IlIVTBsdiUQFE8KxsBJchCx63EV3FYKjkWoE00RHAsHiIFicRMfB9MGxQLA4doL3m+zlI+9bt/SmYNroOJgJLlfb4uUj3IGnU8rt+yY1EMJxsBLsTgm7c8HFuBP+CI6FlWB3UYcTPPKKDtLoWFhHcD7uig4Ex8K4Dy76Vi29XVxGIx0D0yz6gWPRDgxHINVxsOcTxQ+TtGCC+HHSnLrSeR7J1mOkOXXl5JlE8SMkeuH7yVMx/ACJTl05hWRrPDOIYAeGx5Lo1JXvzyfZGkeiU1eivAKq5MfBXThFPIYZCa5zLRQPxlrw6PPBF6kV43gYc4rg5pUE8hDmJ7hygYzje5mlYF9AxuGPezA6kuVGv2WMkw1X39Injm9iJ9gfwxq3IPgAMiL5OmaCG7WRDlVex/XJpNeXMRO8W3vBUU423Ie3jOYzJCK4xfXJd11VvyCMBLdrRZ/PbBhV3EA+CeUOdhe+uysqe08mGZ86cHkXkj2zHQffpmmv7StKGmHBoU9eumRpwYFlR/ICBC87khchOLDMSF6Q4GVG8qIEB5YVyQsU3Inke9eTmDGLFBz4/AynG/1vf1bq9Pd86e7lggXf4uQLMKvf3b1AsDgIFgfB4iBYHASLg2BxECzO0wTDRDxJ8ISFU8PzS5/7h6NQA4LFa0CweA0IFq8BweI1IFi8BgSL14Bg8Ro4tigOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4tgJLq/chTYKx4X3jNj9xS/IabgjoQbTHTETXLoV8UwN736Zfn/qz92vuGq4I00NpjtiJTjcJS03jK/eFW9jFR/WPTfckaYG2x2xEhyWHe67OUsUCstvj1uP03/wdjvS1mC7I2aCfbNj+t3M/1r3XH2rosYgCLbckVCs6Y5YCQ69lmUnvN+4NatzQ8P+4zfdEV+D7Y7MV3BTj2EbMZHgb5tRmXETHepZ99weJAJTNdEeqx2ZcZIV6jEcYhgnWdWpYKMdme8wKXzy5k206Y50vkJza6InONDhP3TzJMt0R5os2nJH7A5VFtaHKqu8Hl3Y9cCHoDLckaYGyx3hZIM4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweLoCb5rom0Re82E0nKS1CMsU/B+E3ku336D4Km4T3BkHwiOyn7z58ZNuPQfa/1jt3Z/v+7W7sHd+o910wAXYfWa/d//lTXTq0v/iHti80DRrDEX/lGdlvTr321Jzb/bio9Fhwfc818+3E/T+axjmKng1bYqVtujYPe3c1b8+O3/2K3rT79oNsIyNo7Sfyt+HgPOPcW11+0/zkqqH3X/6bwuVNwp+vhOfNNRpmZ4poJ9sL0dBfu/w4P+t/MTOtqy3aja5RjK5ptRHfviwz8ulfTy0XldW3G36Oad2K84M4aZCg5ij4Lfmr7Xa/FLXqy2Yd2F9ntQVW333Hmk7a8P/7hc0unr6h+nRTfvpFl5MjEEBfvlauqfrt90nAtuX1gdl7Y5/ONCSQfBnQpPi27/8fVOHxyHIRFcdVLcoRF8KvhbBJ+/E0duvvTbQGYu+PVSw9r0nIcP/bBxTx/8raT8pA8+83n5gZSYteCvd/fhZ+eC3bpHrql0qa4LqeOHfjGL/nr/2cmiL5Z08jr346To5qvmw9p+8caBzFqwXyv9z29N9B/rpit0g9U68elE1WE82z7ybRx8uaTu6/yPbtHuR16Pg92TUvM7T8ETYbkO5mQguB8Ei4NgSB8Ei4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLF+T84AA4hmVo+4AAAAABJRU5ErkJggg==)
* summary(pls.fit)
* ## Data: X dimension: 388 17   
  ## Y dimension: 388 1  
  ## Fit method: kernelpls  
  ## Number of components considered: 17  
  ##   
  ## VALIDATION: RMSEP  
  ## Cross-validated using 10 random segments.  
  ## (Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps  
  ## CV 4335 2176 1889 1748 1663 1517 1364  
  ## adjCV 4335 2171 1884 1738 1631 1483 1345  
  ## 7 comps 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps  
  ## CV 1353 1332 1327 1324 1325 1324 1323  
  ## adjCV 1334 1315 1311 1309 1309 1309 1307  
  ## 14 comps 15 comps 16 comps 17 comps  
  ## CV 1322 1322 1323 1323  
  ## adjCV 1306 1307 1307 1307  
  ##   
  ## TRAINING: % variance explained  
  ## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps  
  ## X 26.91 43.08 63.26 65.16 68.50 73.75 76.10  
  ## Apps 76.64 83.93 87.14 91.90 93.49 93.85 93.91  
  ## 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps 14 comps  
  ## X 79.03 81.76 85.41 89.03 91.38 93.31 95.43  
  ## Apps 93.94 93.96 93.96 93.96 93.97 93.97 93.97  
  ## 15 comps 16 comps 17 comps  
  ## X 97.41 98.78 100.00  
  ## Apps 93.97 93.97 93.97
* pls.pred=predict(pls.fit, College.test, ncomp=14)  
  mean((College.test[,"Apps"]- data.frame(pls.pred))^2)
* ## [1] 1112475
* Test RSS using 14 components (1112475) is higher than lasso, ridge and least squares and smaller than pcr
* 5g. Lasso gave the best results. Fit using Ridge and Least Squares was similar to lasso and the Test RSS was comparable.The Test RSS using Principal components regression and partial least squares were within the range of 10% Test RSS reported by Lasso.

# Q6

* 6a.
* set.seed(1)  
  library(leaps)  
  n=100  
  p=20  
  x=matrix(rnorm(n\*p), nrow=n, ncol=p)  
  beta=rnorm(p)  
  eps=rnorm(p)  
    
  beta[5]=0  
  beta[9]=0  
  beta[12]=0  
    
  y=x %\*% beta + eps
* 6b.
* test=sample(1:nrow(x),nrow(x)/10)  
  train=(-test)  
  x.train=x[train,]  
  x.test=x[test,]  
  y.train=y[train,]  
  y.test=y[test,]
* 6c.
* df=data.frame(x=x,y=y)  
  regfit =regsubsets(y~.,data=df, nvmax=p)  
  val.errors=rep(NA,p)  
    
  train.mat=model.matrix(y~.,data=df[train,])  
  test.mat=model.matrix(y~.,data=df[test,])  
    
  for(i in 1:p) {  
   coefi=coef(regfit,id=i)  
   pred=train.mat[,names(coefi)]%\*%coefi  
   val.errors[i]=mean((df$y[train]-pred)^2)  
  }  
    
  plot(val.errors, xlab="p value", ylab="training MSE")
* ![](data:image/png;base64,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)
* 6d.
* val.errors=rep(NA,p)  
  for(i in 1:p) {  
   coefi=coef(regfit,id=i)  
   pred=test.mat[,names(coefi)]%\*%coefi  
   val.errors[i]=mean((df$y[test]-pred)^2)  
  }  
    
  plot(val.errors, xlab="p value", ylab="test MSE")
* ![](data:image/png;base64,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)
* 6e.
* which.min(val.errors)
* ## [1] 12

12 parameter model has the smallest test mse

* 6f.
* coef(regfit,12)
* ## (Intercept) x.1 x.2 x.3 x.4 x.6   
  ## -0.03109649 -0.88260240 -1.86261823 1.73345042 0.58266354 0.71656900   
  ## x.8 x.13 x.15 x.16 x.17 x.18   
  ## -1.44000805 0.40443299 1.04729141 1.26597138 -0.69084672 -0.83238264   
  ## x.20   
  ## 1.38086014
* 6g.

# Q7.

lambda=5  
 beta=seq(-50,50,0.1)  
 y=5  
 f=(y-beta)^2 + lambda\*(beta^2)  
 plot(beta,f, xlab="Beta values", ylab="ridge regression values")  
 beta\_r=1/(1+lambda)  
 new\_f=(y-beta\_r)^2+lambda\*(beta\_r^2)  
 points(beta\_r,new\_f,col="red")
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lambda=5  
 beta=seq(-50,50,0.1)  
 y=5  
 f=(y-beta)^2 + lambda\*(abs(beta))  
 plot(beta,f, xlab="Beta values", ylab="Lasso values")  
 beta\_r=y-lambda/2  
 new\_f=(y-beta\_r)^2+lambda\*abs(beta\_r)  
 points(beta\_r,new\_f,col="red")
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