**1. MongoDB Basics (CRUD Operations)**

**Theory:**

MongoDB is a NoSQL database, which stores data in JSON-like documents with dynamic schemas. This is in contrast to relational databases, which store data in tables and rows. MongoDB provides a variety of operations to manipulate data. The most basic of these operations are CRUD (Create, Read, Update, Delete).

* **Create**: Inserts new documents into a collection.
* **Read**: Retrieves data from a collection.
* **Update**: Modifies existing documents in a collection.
* **Delete**: Removes documents from a collection.

MongoDB provides powerful query mechanisms and indexing features that allow efficient retrieval and modification of data.

**Example:**

// Create a new document in a collection

db.users.insertOne({ name: "John", age: 30, city: "New York" });

// Read data from a collection

db.users.find({ age: { $gt: 25 } });

// Update a document in a collection

db.users.updateOne({ name: "John" }, { $set: { city: "Los Angeles" } });

// Delete a document from a collection

db.users.deleteOne({ name: "John" });

**Detailed Code Example:**

1. **Insert Document (Create)**:

db.products.insertOne({

name: "Laptop",

price: 1200,

brand: "Dell",

features: ["16GB RAM", "1TB SSD", "i7 Processor"]

});

1. **Query Data (Read)**:

// Get all products with price greater than 1000

db.products.find({ price: { $gt: 1000 } });

1. **Update Document (Update)**:

// Update the price of the product

db.products.updateOne(

{ name: "Laptop" },

{ $set: { price: 1300 } }

);

1. **Delete Document (Delete)**:

// Delete product with name "Laptop"

db.products.deleteOne({ name: "Laptop" });

**2. Aggregation Framework**

**Theory:**

MongoDB's Aggregation Framework is used to process data records and return computed results. This is akin to SQL’s GROUP BY clause but much more powerful. The framework processes data in stages, each of which can perform an operation like filtering, grouping, sorting, or joining.

Some common operators include:

* **$match**: Filters the documents.
* **$group**: Groups documents based on a specified field.
* **$sort**: Sorts documents by a specified field.
* **$project**: Reshapes each document in the output.

**Example:**

// Aggregation Example: Grouping by brand and calculating average price

db.products.aggregate([

{ $group: { \_id: "$brand", averagePrice: { $avg: "$price" } } },

{ $sort: { averagePrice: -1 } }

]);

**Detailed Code Example:**

1. **Group and Calculate Average Price**:

db.products.aggregate([

{

$group: {

\_id: "$brand",

averagePrice: { $avg: "$price" }

}

},

{

$sort: { averagePrice: -1 }

}

]);

1. **Match and Project (Filter and Reshape)**:

db.products.aggregate([

{ $match: { price: { $gt: 1000 } } },

{ $project: { name: 1, price: 1 } }

]);

**3. MapReduce**

**Theory:**

MapReduce in MongoDB is a data processing paradigm for performing computations on large datasets. It has two phases:

* **Map Phase**: This phase processes each document and outputs key-value pairs.
* **Reduce Phase**: This phase combines all the key-value pairs and applies a reduction function to compute a result.

MapReduce is useful for operations that require complex data transformations or aggregations that aren't easily handled with the Aggregation Framework.

**Example:**

// MapReduce Example: Count the number of products by brand

db.products.mapReduce(

function() { emit(this.brand, 1); },

function(key, values) { return Array.sum(values); },

{ out: "product\_count\_by\_brand" }

);

**Detailed Code Example:**

1. **MapReduce to Count Products by Brand**:

db.products.mapReduce(

function() {

emit(this.brand, 1); // Emit key-value pair: brand and count

},

function(key, values) {

return Array.sum(values); // Sum up all counts for the same brand

},

{ out: "brand\_product\_count" }

);

1. **MapReduce to Get Total Price by Brand**:

db.products.mapReduce(

function() {

emit(this.brand, this.price); // Emit the brand as key and price as value

},

function(key, values) {

return Array.sum(values); // Sum up all the prices for each brand

},

{ out: "total\_price\_by\_brand" }

);

**4. Indexes in MongoDB**

**Theory:**

Indexes in MongoDB are used to improve the performance of query operations. By default, MongoDB creates an index on the \_id field. Indexes can be created on other fields as well, especially when those fields are frequently used in queries.

Types of indexes in MongoDB:

* **Single Field Index**: Index on a single field.
* **Compound Index**: Index on multiple fields.
* **Text Index**: Index on text fields for full-text search.
* **Hashed Index**: Useful for sharding.

**Example:**

// Create an index on the 'price' field

db.products.createIndex({ price: 1 });

// Create a compound index on 'brand' and 'price'

db.products.createIndex({ brand: 1, price: -1 });

**Detailed Code Example:**

1. **Creating Index on Single Field**:

db.products.createIndex({ name: 1 }); // Ascending order

1. **Creating Compound Index**:

db.products.createIndex({ brand: 1, price: -1 }); // Compound index

**5. Data Validation in MongoDB**

**Theory:**

MongoDB provides schema validation using a system called **JSON Schema**. It allows you to define rules and constraints for data being inserted into a collection. You can enforce data types, value ranges, required fields, and more.

**Example:**

db.createCollection("products", {

validator: {

$jsonSchema: {

bsonType: "object",

required: ["name", "price"],

properties: {

name: { bsonType: "string" },

price: { bsonType: "double" }

}

}

}

});

**Detailed Code Example:**

1. **Validator for Product Collection**:

db.createCollection("products", {

validator: {

$jsonSchema: {

bsonType: "object",

required: ["name", "price"],

properties: {

name: { bsonType: "string" },

price: { bsonType: "double", minimum: 0 }

}

}

}

});

1. **Enforcing Document Validity**:

// This insert will fail if the price is not a number

db.products.insertOne({ name: "Smartphone", price: "expensive" });

These concepts and codes should give you a comprehensive understanding of how to work with MongoDB for real-world applications. Let me know if you need any further explanations or examples!
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Let's continue with further detailed theory and examples of advanced concepts in MongoDB, focusing on aggregation operators, joins (lookups), sharding, and more. These topics are critical when scaling applications and performing complex data manipulations.

**6. Aggregation Operators**

**Theory:**

MongoDB provides several powerful aggregation operators that allow for the transformation of documents. These operators can be used inside aggregation stages to filter, group, sort, project, and manipulate data in various ways.

Commonly used aggregation operators include:

* **$match**: Filters documents that meet certain conditions.
* **$group**: Groups documents by specified fields and performs aggregation like sum, average, count, etc.
* **$sort**: Sorts the documents in ascending or descending order.
* **$project**: Specifies which fields to include or exclude in the result set.
* **$unwind**: Deconstructs an array field from the input documents to output a document for each element of the array.
* **$limit**: Restricts the number of documents passed to the next stage of the pipeline.
* **$skip**: Skips a number of documents in the pipeline.
* **$addFields**: Adds new fields to documents.

**Example of $match, $group, and $sort:**

db.sales.aggregate([

{ $match: { year: 2023 } }, // Filter sales from 2023

{ $group: { \_id: "$region", totalSales: { $sum: "$amount" } } }, // Group by region and sum total sales

{ $sort: { totalSales: -1 } } // Sort by total sales in descending order

]);

**Detailed Example:**

1. **$match** (Filter Documents):

db.orders.aggregate([

{ $match: { status: "completed", totalAmount: { $gt: 500 } } } // Filters orders with status 'completed' and totalAmount greater than 500

]);

1. **$group** (Group by Field):

db.orders.aggregate([

{ $group: { \_id: "$customerId", totalSpent: { $sum: "$totalAmount" } } } // Groups orders by customerId and calculates total spent

]);

1. **$project** (Reshape Documents):

db.orders.aggregate([

{ $project: { \_id: 0, customerId: 1, totalAmount: 1, orderDate: 1 } } // Projects only the customerId, totalAmount, and orderDate fields

]);

**7. Lookup (Join-like Functionality)**

**Theory:**

MongoDB doesn't have traditional SQL-style joins, but it offers an operator called **$lookup**, which allows documents from one collection to be joined with documents from another collection. This operator works similarly to a left outer join in SQL.

The basic syntax for a $lookup is:

db.orders.aggregate([

{

$lookup: {

from: "customers", // The target collection to join with

localField: "customerId", // The field in the current collection to match with

foreignField: "\_id", // The field in the 'from' collection to match with

as: "customerInfo" // The name of the new field that will hold the joined data

}

}

]);

**Example of $lookup:**

db.orders.aggregate([

{

$lookup: {

from: "customers",

localField: "customerId",

foreignField: "\_id",

as: "customerInfo"

}

},

{ $unwind: "$customerInfo" } // Unwind to flatten the 'customerInfo' array

]);

**Detailed Code Example:**

1. **Join Orders with Customers**:

db.orders.aggregate([

{

$lookup: {

from: "customers", // Join with the 'customers' collection

localField: "customerId", // Use the 'customerId' field in 'orders' collection

foreignField: "\_id", // Match with '\_id' field in 'customers' collection

as: "customerDetails" // Create a field 'customerDetails' in the result

}

}

]);

1. **Use $unwind to Flatten the Result**:

db.orders.aggregate([

{

$lookup: {

from: "customers",

localField: "customerId",

foreignField: "\_id",

as: "customerDetails"

}

},

{ $unwind: "$customerDetails" }

]);

**8. Sharding in MongoDB**

**Theory:**

Sharding is a method used to distribute data across multiple machines to scale horizontally. In MongoDB, sharding is used to handle large datasets by dividing them into smaller chunks and distributing them across a sharded cluster. Sharding helps achieve horizontal scaling, which improves both read and write performance.

Sharding involves:

* **Shard Key**: The field on which the data is partitioned.
* **Shard**: A single instance or replica set that holds a portion of the data.
* **Config Servers**: Store metadata and configuration for the sharded cluster.
* **Mongos**: A routing service that directs queries to the appropriate shard.

**Example of Enabling Sharding:**

// Enable sharding on a database

sh.enableSharding("ecommerce");

// Shard a collection using a shard key

sh.shardCollection("ecommerce.orders", { orderDate: 1 });

**Detailed Code Example:**

1. **Enabling Sharding on a Database**:

// Enable sharding on the "ecommerce" database

sh.enableSharding("ecommerce");

1. **Sharding a Collection**:

// Shard the "orders" collection using "orderDate" as the shard key

sh.shardCollection("ecommerce.orders", { orderDate: 1 });

1. **Viewing Sharding Status**:

// View the current sharding status

sh.status();

**9. Replication in MongoDB**

**Theory:**

Replication is the process of synchronizing data across multiple MongoDB servers. In MongoDB, replication is achieved through **Replica Sets**. A replica set consists of multiple MongoDB instances (usually three or more), where one instance is the primary and the others are secondaries.

* **Primary**: Receives all write operations.
* **Secondary**: Copies data from the primary and serves read operations.
* **Arbiter**: A member that does not hold data but participates in elections to elect the primary.

Replication provides data redundancy and high availability, ensuring that if one node goes down, others can still serve data.

**Example of Setting Up a Replica Set:**

// Initiate a replica set

rs.initiate();

// Add a secondary member to the replica set

rs.add("secondary.example.com:27017");

**Detailed Code Example:**

1. **Initiating Replica Set**:

// Run this in the Mongo shell to initiate a replica set

rs.initiate();

1. **Adding a Secondary Member**:

// Add a secondary member to the replica set

rs.add("secondary1.example.com:27017");

1. **Checking Replica Set Status**:

// Check the status of the replica set

rs.status();

**10. Transactions in MongoDB**

**Theory:**

MongoDB 4.0 introduced multi-document transactions, which allow you to perform multiple operations as a single atomic unit. This feature is essential for applications that require consistency across multiple documents or collections.

The basic syntax for using transactions is:

const session = db.getMongo().startSession();

session.startTransaction();

try {

db.orders.insertOne({ customerId: 1, totalAmount: 500 }, { session });

db.payments.insertOne({ orderId: 123, amount: 500 }, { session });

session.commitTransaction();

} catch (error) {

session.abortTransaction();

} finally {

session.endSession();

}

**Example:**

const session = db.getMongo().startSession();

session.startTransaction();

try {

db.orders.insertOne({ customerId: 1, totalAmount: 500 }, { session });

db.payments.insertOne({ orderId: 123, amount: 500 }, { session });

session.commitTransaction();

} catch (error) {

session.abortTransaction();

} finally {

session.endSession();

}

**Detailed Code Example:**

1. **Transaction to Insert Data in Multiple Collections**:

const session = db.getMongo().startSession();

session.startTransaction();

try {

// Insert data into 'orders' collection

db.orders.insertOne({ customerId: 1, totalAmount: 500 }, { session });

// Insert data into 'payments' collection

db.payments.insertOne({ orderId: 123, amount: 500 }, { session });

// Commit the transaction

session.commitTransaction();

} catch (error) {

// If any error occurs, abort the transaction

session.abortTransaction();

} finally {

// End the session

session.endSession();

}

**Conclusion:**

This detailed theory and code coverage has walked through several essential MongoDB concepts and practical applications, including:

1. **CRUD Operations**: Core operations for manipulating documents.
2. **Aggregation Framework**: Advanced querying and transformations.
3. **MapReduce**: Data processing for complex transformations.
4. **Indexes**: Improving query performance.
5. **Sharding**: Distributing data across multiple servers for scalability.
6. **Replication**: Data redundancy and high availability.
7. **Transactions**: Atomic operations across multiple documents.