Assignment 6 (S-670)

FNU Anirudh

November 20, 2015

**Note:-** Question 1 and 2 , done at last

Solution 3

library(aplpack)

## Loading required package: tcltk

# a)  
x = c(576, 635, 558, 578, 666, 580, 555, 661, 651, 605, 653, 575, 545, 572, 594)  
y = c(339, 330, 281, 303, 344, 307, 300, 343, 336, 313, 312, 274, 276, 288, 296)  
Data = data.frame(x,y)  
colnames(Data) <- list("LSAT","GPA")  
mean = 0.5\*log(1.77637/(1-0.77637))   
n = 15  
var = 1/(n -3)  
se = sqrt(var)/sqrt(n)  
CI= mean + c(-1,1)\*1.96\*se  
CI

## [1] 0.8900774 1.1822569

# b)  
  
calculatePV = function(data) {  
 n = length(data[[1]])  
 rho = cor(data, method="pearson")[1,2]  
 yall = 0.5\*log((1+rho)/(1-rho))  
 PV = numeric(n)  
 for( i in 1:n) {  
 rhominusi = cor(data[-i,], method="pearson")[1,2]  
 yminusi = 0.5\*log((1+rhominusi)/(1- rhominusi))  
 PV[i] = n\*yall - (n-1)\*yminusi  
 }  
 PV  
}  
PVAll = calculatePV(Data)  
JKEstimate = mean(PVAll)  
JKEstimate

## [1] 0.9170373

varJK = sum((PVAll - JKEstimate)^2)/15\*14  
CI = JKEstimate + c(-1,1)\*qt(0.975,df=nrow(Data)-1)\*sqrt(varJK)  
CI

## [1] -12.31516 14.14923

# c)  
stem.leaf(PVAll)

## 1 | 2: represents 1.2  
## leaf unit: 0.1  
## n: 15  
## LO: -4.56529576001235  
## 2 -0. | 5  
## -0\* |   
## 0\* |   
## 6 0. | 7799  
## (4) 1\* | 0034  
## 5 1. | 78  
## 3 2\* | 23  
## 1 2. | 5

plot(PVAll,main="Plot of PV values")
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PVre = calculatePV(Data[-1,])  
JM = mean(PVre)  
JM

## [1] 1.359238

varJKRe = sum((PVre - JM)^2)/(14\*(14-1))  
varJKRe

## [1] 0.1096831

#seJKRecalc = sqrt(varJK) #0.33  
CI = JM + c(-1,1)\*qt(0.975,df=13)\*sqrt(varJKRe)  
CI

## [1] 0.6437573 2.0747180

# d)  
bootstrap = function(data, nsim) {  
 theta = numeric(nsim)  
 varTheta = numeric(nsim)  
   
 n = length(data[[1]])  
 index = 1:n  
 for (i in 1:nsim){  
 sampleindex= sample(index,n,replace=TRUE)  
 PViter = calculatePV(data[sampleindex, ])  
 theta[i] = mean(PViter)  
 varTheta[i] = sum((PViter - theta[i])^2)/(n\*(n-1))  
 }  
   
 ciLower = mean(theta) - 1.96\*mean(varTheta)  
 ciUpper = mean(theta) + 1.96\*mean(varTheta)  
   
 output = list(thetaBS = mean(theta), varBS = mean(varTheta),  
 theta = theta, varTheta = varTheta,  
 ciLower = ciLower, ciUpper = ciUpper)  
 output  
}  
Results = bootstrap(Data, 10)  
Results

## $thetaBS  
## [1] 1.050227  
##   
## $varBS  
## [1] 0.1946566  
##   
## $theta  
## [1] 0.7980123 1.4864029 1.1025587 1.1333013 0.7835986 0.5434859 0.9603396  
## [8] 0.8628983 1.9851469 0.8465256  
##   
## $varTheta  
## [1] 0.77476139 0.06224270 0.05472431 0.04101526 0.10988584 0.07823188  
## [7] 0.20508282 0.22140352 0.09468920 0.30452915  
##   
## $ciLower  
## [1] 0.6687001  
##   
## $ciUpper  
## [1] 1.431754

\*\* e) Effect of Outliers on Confidence Interval is being reduced by Bootstrapping and Jacknifing. We got a) 0.89, 1.182 b)-12.31 and 14.14 first and then 0.643,2.074 after removing outlier d) 0.408 and 1.551. Effect of Bootstrapping is reduced greatly by bootstrapping.

Solution 4

rrline1 <- function(x,y) {  
 n3 <- floor((length(x)+1.99)/3)  
 x.order <- order(x)  
 medxL <- median(x[x.order][1:n3])  
 medxR <- median(rev(x[x.order])[1:n3])  
 medyL <- median(y[x.order][1:n3])  
 medyR <- median(rev(y[x.order])[1:n3])  
 slope1 <- (medyR - medyL)/(medxR - medxL)  
 int1 <- median(y - slope1 \* x)  
 # print(c(paste("Intercept = ", format(round(int1,5))),  
 # paste("Slope = ",format(round(slope1,5)))))  
 newy <- y - slope1\*x - int1  
 sumres <- sum(abs(newy))  
 list(a=int1, b=slope1, sumres = sumres, res=newy)  
}  
#Code courtesy: Prof David King Lecture Notes  
run.rrline <- function(x,y,iter=5) {  
 out.coef <- matrix(0,iter,3)  
 newy <- y  
 for (i in 1:iter) {  
 rr <- rrline1(x,newy)  
 out.coef[i,] <- c(rr$a,rr$b,rr$sumres)  
 newy <- rr$res  
 }  
 dimnames(out.coef) <- list(format(1:iter),c("a","b","|res|"))  
 aa <- sum(out.coef[,1])  
 bb <- sum(out.coef[,2])  
 cc <- sum(abs(y - aa - bb\*x))  
 res <- y - aa - bb\*x  
 out.coef <- rbind(out.coef,c(aa,bb,cc))  
 #print(round(out.coef,5))  
 list(a = aa, b = bb, res = res, coef=out.coef)  
}  
bootprog = function (x,nsim)  
{  
 # This program is a silly program which will be used to estimate the  
 # bootstap error of the sample median statistic  
 # the input data is a vector x of data.  
 # nsim is the number of bootstrap simulations  
 n = length(x)  
 index = 1:n  
 m = median(x)  
 stat = numeric(nsim)  
 ooberr = numeric(nsim)  
 for (i in 1:nsim){  
 sampleindex= sample(index,n,replace=TRUE)  
 stat[i] = median(x[sampleindex])  
 oobindex = setdiff(index,unique(sampleindex))  
 oobdat = x[oobindex]  
 ooberr[i] = sum((oobdat-stat[i])^2)/length(oobindex)  
 }  
 bias = m - mean(stat)  
 variance = var(stat)  
 se = sqrt(variance)  
 avgooberr = mean(ooberr)  
 output = list(bias=bias,var=variance,se=se,avgooberr=avgooberr)  
 output  
}  
  
cvprog = function (x,nfold)  
{  
 # This program is a silly program which will be used to estimate the  
 # crossvalidation error of the sample median statistic  
 # the input data is a vector x of data.  
 # nfold is the number of folds you want to divide your data up into  
 n = length(x)  
 m = floor(n/nfold)  
 # Generally speaking n/nfold would be an integer, however if it is not  
 # and the remainder of n/nfold is k then we will take the extra k datapoints  
 # and give them to the first k folds.  
 folds = rep(1:nfold,m)  
 k = n - length(folds)  
 if(k>0){folds = c(folds,1:k)}  
 # now folds is of length n and we can randomly permute the indicies  
 foldindicies = sample(folds,n,replace=FALSE)  
 m = median(x)  
 stat = numeric(nfold)  
 cverr = numeric(nfold)  
 for (i in 1:nfold){  
 b = foldindicies == i  
 stat[i] = median(x[!b])  
 cverr[i] = sum((x[b]-stat[i])^2)/length(x[b])  
 }  
 bias = m - mean(stat)  
 variance = var(stat)  
 se = sqrt(variance)  
 avgcverr = mean(cverr)  
 output = list(bias=bias,var=variance,se=se,avgcverr=avgcverr)  
 output  
}  
  
getOOBforBootstrap = function(oobdata) {  
 # Based on the class slides and hints from the professor,  
 # this function calculates rrline for  
 # the oob data to get a and b, shuffles the residuals,   
 # adds them to the original data  
 # calculate rr line again to get new a and b, this is repeated till we have   
 # n estimates of a and b where n is the number of oob samples  
 # oobdata  
 originalData = oobdata  
 n = length(originalData[[1]])  
 aOutofBag = numeric(n)  
 bOutofBag = numeric(n)  
 for (q in 1: n) {  
 results = run.rrline(originalData[[1]], originalData[[2]])  
 residuals = results$res  
 aOutofBag[q] = results$a  
 bOutofBag[q] = results$b  
 shuffledResiduals = sample(residuals)  
 originalData[[2]] = oobdata[[2]] + shuffledResiduals  
 }   
 list(a0 = aOutofBag, b0 = bOutofBag)  
}  
  
  
  
rrlineWithBootstrap = function(data, nsim) {  
 # This function runs rrline with bootstrapping  
 n = length(data[[1]])  
 index = 1:n  
   
 # We maintain 2 different stats and oob for each a and b  
 statA = numeric(nsim)  
 statB = numeric(nsim)  
 ooberrA = numeric(nsim)  
 ooberrB = numeric(nsim)  
   
 # Run rrline to get initial statistic on entire data,  
 # for confirmatory purposes only  
 results = run.rrline(data[[1]], data[[2]])  
 a = results$a  
 b = results$b  
   
 #Run nsim times  
 for (i in 1:nsim){  
 sampleindex= sample(index,n,replace=TRUE)  
 results = run.rrline(data[[1]][sampleindex], data[[2]][sampleindex])  
 statA[i] = results$a  
 statB[i] = results$b  
   
 oobindex = setdiff(index,unique(sampleindex))  
 oobResults = getOOBforBootstrap(data[oobindex,])  
   
 ooberrA[i] = sum((oobResults$a0-statA[i])^2)/length(oobindex)  
 ooberrB[i] = sum((oobResults$b0-statB[i])^2)/length(oobindex)  
 }  
   
 # Calculate bias and variance  
 biasA = a - mean(statA)  
 varianceA = var(statA)  
 biasB = b - mean(statB)  
 varianceB = var(statB)  
   
 # Calculate standard error and average oob error  
 seA = sqrt(varianceA)  
 seB = sqrt(varianceB)  
 avgooberrA = mean(ooberrA)  
 avgooberrB = mean(ooberrB)  
   
 output = list(a= mean(statA), b = mean(statB),  
 biasA=biasA,varA=varianceA, biasB = biasB, varB = varianceB,  
 seA=seA,seB = seB, ooberrA = ooberrA, ooberrB = ooberrB,  
 avgooberrA=avgooberrA, avgooberrB = avgooberrB)  
 output  
}  
  
q4Data = data.frame(faithful$waiting, faithful$eruptions)  
colnames(q4Data) <- c("Waiting", "Eruptions")  
plot(q4Data)

![](data:image/png;base64,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)

Solution 5

library(DAAG)

## Loading required package: lattice

getOOBforCV = function(oobdata) {  
originalData = oobdata  
 n = length(originalData[[1]])  
 aOutofBag = numeric(n)  
 bOutofBag = numeric(n)  
 for (q in 1: n) {  
 results = run.rrline(originalData[[1]], originalData[[2]])  
 residuals = results$res  
 aOutofBag[q] = results$a  
 bOutofBag[q] = results$b  
 shuffledResiduals = sample(residuals)  
 originalData[[2]] = oobdata[[2]] + shuffledResiduals  
 }  
 print(aOutofBag)  
 print(bOutofBag)  
 list(a0 = aOutofBag, b0 = bOutofBag)  
}  
newcvprog = function (x,nfold)  
{  
 n = length(x)  
 m = floor(n/nfold)  
  
 folds = rep(1:nfold,m)  
 k = n - length(folds)  
 if(k>0){folds = c(folds,1:k)}  
 foldindicies = sample(folds,n,replace=FALSE)  
 statA = numeric(nfold)  
 statB = numeric(nfold)  
  
 ooberrA = numeric(nfold)  
 ooberrB = numeric(nfold)  
 results = run.rrline(x[[1]], x[[2]])  
 a = results$a  
 b = results$b  
  
 statA = numeric(nfold)  
 statB = numeric(nfold)  
  
 cverrA = numeric(nfold)  
 cverrB = numeric(nfold)  
  
 for (i in 1:nfold){  
 print(paste("Fold ", i))  
 p = foldindicies == i  
 resultiter = run.rrline(x[[1]][!p], x[[2]][!p])  
 statA[i] = resultiter$a  
 statB[i] = resultiter$b  
  
 print(statA)  
 print(statB)  
 oobResults = getOOBforCV(x[p,])  
 cverrA[i] = sum((oobResults$a0-statA[i])^2)/length(p)  
 cverrB[i] = sum((oobResults$b0-statB[i])^2)/length(p)  
  
 }  
 biasA = a - mean(statA)  
 varianceA = var(statA)  
  
  
 biasB = b - mean(statB)  
 varianceB = var(statB)  
  
 seA = sqrt(varianceA)/sqrt(nfold)  
 seB = sqrt(varianceB)/sqrt(nfold)  
  
 avgcverrA = mean(cverrA)  
 avgcverrB = mean(cverrB)  
  
 output = list(biasA=biasA, varA=varianceA,  
 biasB = biasB, varB = varianceB,  
 seA=seA, seB=seB,  
 avgcverrA=avgcverrA, avgcverrB = avgcverrB)  
 output  
}  
q5Data = data.frame(faithful$waiting, faithful$eruptions)  
colnames(q5Data) <- c("Waiting", "Eruptions")  
resultsq5 = newcvprog(q5Data, 3)

## [1] "Fold 1"  
## [1] -1.383236 0.000000 0.000000  
## [1] 0.06937156 0.00000000 0.00000000  
## [1] -1.98705398 -1.85157440 -1.02493458 -2.27895288 -1.26071143  
## [6] -1.17486614 -1.52658021 -2.08683503 -1.55093277 -1.26634000  
## [11] -1.69391234 -1.44354647 -0.86776925 -4.19342070 0.35967328  
## [16] -3.48963733 -1.31501007 -2.16262319 -3.08048847 -2.17034854  
## [21] -1.33264022 -2.67857198 -0.83823602 -3.42049430 -1.58324913  
## [26] -3.63507794 -0.58396768 -2.42314875 -3.63182220 -0.88549330  
## [31] -0.63405830 -3.56451877 -0.20388043 -2.55674944 -1.99389760  
## [36] -1.03677598 -4.03389934 -3.19522654 -2.88946506 -2.76369166  
## [41] -2.21186786 -0.60829479 -2.14590194 -4.87380944 -0.99857402  
## [46] -2.75953024 -0.38431723 1.00586106 3.03877663 0.45077412  
## [51] -4.50248327 -2.84051424 -1.81118058 -2.54900028 -1.36671207  
## [56] 1.27303516 -5.08573957 -6.01235675 -0.18317027 -3.40823471  
## [61] -1.22853528 2.40684736 -2.91652824 -4.91242480 0.45222949  
## [66] -3.30884238 -2.60840335 -1.48820333 -5.73990232 -2.53561204  
## [71] 0.03255303 -1.52410631 -0.89172743 -0.13440970 -0.52863047  
## [76] -3.56646707 -1.46956238 -2.93470033 2.00085475 -0.14130132  
## [81] -1.86389050 -0.79868506 -2.78823369 1.16606372 -2.58596474  
## [86] -4.78062957 -1.92351949 -1.31113979 -3.50209008 -4.74256242  
## [91] 0.06150328 -1.99895934 1.36813174 -0.72035368 -0.19388860  
## [96] -0.63155035 0.65590714 -4.53798082 -2.65799314 -3.29100572  
## [101] -2.58516096 -2.04362627 -3.07030494 -4.36995475 1.46278865  
## [106] -0.68663850 2.38835129 -2.71760236 0.66506486 -2.88764928  
## [111] -1.23868645 -3.78419263 0.68422411 0.71175988 -1.53346970  
## [116] 2.44173824 -1.91590589 3.66923558 -6.12056850 -2.76974213  
## [121] -3.77306082 -2.87731398 -0.86157740 0.37329925 -0.07388773  
## [126] -2.74165658 3.48002719 -2.91504609 1.21915073 -4.95309295  
## [131] -3.13320360 -3.23023708 0.14631105 -3.23112256 -0.63034855  
## [136] -0.19132357  
## [1] 0.077441358 0.075708781 0.063360607 0.081069676 0.067257771  
## [6] 0.064461660 0.071831073 0.076162308 0.071437745 0.064936277  
## [11] 0.073156473 0.070403670 0.062591839 0.105912324 0.045726206  
## [16] 0.098561268 0.067234620 0.079526686 0.094481332 0.078898058  
## [21] 0.069850737 0.086244181 0.060842739 0.098538046 0.071030986  
## [26] 0.102384926 0.059223611 0.084829704 0.098444145 0.061148999  
## [31] 0.060706616 0.098284696 0.052140321 0.086491575 0.074507688  
## [36] 0.063608024 0.106978869 0.096517302 0.090425695 0.087302123  
## [41] 0.081337717 0.056429958 0.077842141 0.122427571 0.063115345  
## [46] 0.086468319 0.054367009 0.037554568 0.002563788 0.041774139  
## [51] 0.114960540 0.089746293 0.074644160 0.084938265 0.067246243  
## [56] 0.026168877 0.123408699 0.136930649 0.050782276 0.096682743  
## [61] 0.065062811 0.015077274 0.091180976 0.118347776 0.044375087  
## [66] 0.094896666 0.087896927 0.071672270 0.130405528 0.087125318  
## [71] 0.043039622 0.068940093 0.061471175 0.048515411 0.059257687  
## [76] 0.098801723 0.069745300 0.094331207 0.020461766 0.051755971  
## [81] 0.075082033 0.057163096 0.091277477 0.030707131 0.086451338  
## [86] 0.117709337 0.076557321 0.064936961 0.100365935 0.113929957  
## [91] 0.050401057 0.076176495 0.033334300 0.056294676 0.053521481  
## [96] 0.059200494 0.035662808 0.117274419 0.088330073 0.096431852  
## [101] 0.085075637 0.082834241 0.092981934 0.107752041 0.025054446  
## [106] 0.055766536 0.015876670 0.088555273 0.038202720 0.092173542  
## [111] 0.062096828 0.105519902 0.038602423 0.033638100 0.069519577  
## [116] 0.016006264 0.075821126 -0.005306682 0.134865285 0.088596138  
## [121] 0.105273943 0.090190557 0.057797156 0.043962166 0.048871664  
## [126] 0.092012537 -0.004896847 0.090037018 0.033506156 0.118190533  
## [131] 0.096074394 0.098219861 0.045316818 0.096036829 0.052127872  
## [136] 0.049181097  
## [1] "Fold 2"  
## [1] -1.383236 -1.987054 0.000000  
## [1] 0.06937156 0.07744136 0.00000000  
## [1] -1.38323613 -1.50441408 -1.35794621 -2.21841013 -2.07457476  
## [6] -1.63005288 -3.00377925 -2.01935974 -0.58032496 -2.21824706  
## [11] -2.21891659 -2.42186388 -1.58113389 -1.55255441 -0.01608162  
## [16] -2.15056020 1.23154443 0.22281423 0.46259140 -2.67539120  
## [21] 0.19703414 -1.57828043 -3.32392576 -0.55331357 0.24572479  
## [26] -0.23890730 -0.75002349 -3.13536047 -3.95263865 -1.96145723  
## [31] 0.96353767 -0.60045992 -0.57903756 -1.99926910 0.23627231  
## [36] -3.45121836 -3.30370125 -0.35890940 -3.29976133 0.23275710  
## [41] -1.97581487 -0.12286225 -2.03834015 -1.39639808 -1.15037185  
## [46] 2.71909225 -3.31339472 -1.73526002 0.46135041 -3.47777648  
## [51] -2.71169975 -2.89369638 2.32048608 -1.69614847 -2.12978391  
## [56] -0.63672833 -3.60801335 -3.84103404 1.13849938 0.67992916  
## [61] -1.51750096 -2.55014370 -0.82362056 -1.35784763 -4.22844749  
## [66] 1.25837146 -2.94841252 3.06315034 -3.35457089 -1.89874957  
## [71] -0.69784678 -2.21702707 -3.42803141 -6.51011977 -6.46494022  
## [76] -0.21498298 -4.75283257 -0.54635044 4.58997527 0.11228264  
## [81] -0.84628756 -1.46901540 -7.43369738 -0.70419297 -0.53962408  
## [86] 3.13964278 -3.09573989 -4.27591199 -0.33223146 -4.20837043  
## [91] 0.93080203 -4.34404654 -3.45753890 -5.23601645 -2.20847433  
## [96] -1.73655225 -5.53488505 -3.85987859 -1.30546163 0.85884061  
## [101] -2.57600772 0.89037901 0.01752309 -0.34003249 2.84147618  
## [106] -1.88346683 5.26945351 3.81962424 0.51379925 1.86433787  
## [111] 0.89307839 0.33684986 2.42964228 1.37270690 1.95257582  
## [116] -5.00922827 -2.93720148 -7.59686349 -3.96800907 -5.46367601  
## [121] -3.81016844 1.60107347 -3.84968114 2.93714987 0.53358601  
## [126] 0.15866848 -3.28199507 -0.67427140 -1.13081869 3.14423288  
## [131] -8.35129873 -3.01652882 1.15727320 -1.08989010 -0.22479737  
## [136] -1.73578920  
## [1] 0.069371558 0.069688116 0.069557838 0.080146879 0.078356527  
## [6] 0.072053426 0.090380378 0.077543886 0.059857217 0.076977433  
## [11] 0.080194037 0.082590712 0.073226524 0.072201671 0.048594953  
## [16] 0.080171892 0.034501707 0.046289664 0.043144619 0.084814409  
## [21] 0.050863879 0.069910661 0.094781580 0.056621718 0.047681585  
## [26] 0.052129872 0.061304448 0.091451989 0.105280208 0.079340377  
## [31] 0.037321374 0.060866067 0.055107242 0.076880830 0.042239975  
## [36] 0.099175749 0.095799847 0.053970497 0.096342174 0.047363703  
## [41] 0.076667091 0.053156542 0.077178028 0.068939546 0.064374158  
## [46] 0.017116403 0.092867125 0.072357113 0.043189648 0.097316203  
## [51] 0.087899165 0.089080997 0.019439401 0.074372058 0.078274922  
## [56] 0.059706476 0.096731739 0.102752550 0.036325157 0.040774443  
## [61] 0.071132028 0.083157999 0.066477393 0.064004933 0.107530757  
## [66] 0.036554122 0.088987002 0.008524082 0.095817143 0.077187673  
## [71] 0.057214617 0.079961665 0.097632751 0.136840731 0.136194446  
## [76] 0.052075387 0.117731703 0.053753679 -0.009967500 0.051992733  
## [81] 0.057954902 0.071847996 0.149679805 0.057459615 0.054866651  
## [86] 0.009197247 0.093667977 0.110113629 0.055594636 0.106520524  
## [91] 0.038115447 0.106943536 0.099037573 0.124784422 0.080386146  
## [96] 0.070074940 0.127888921 0.101686647 0.070174227 0.037415951  
## [101] 0.084551702 0.039054755 0.048849028 0.054017511 0.016436912  
## [106] 0.069233009 -0.020003696 -0.003111683 0.041821704 0.032544783  
## [111] 0.035613378 0.045141275 0.018331564 0.030893348 0.025597871  
## [116] 0.115918107 0.088604931 0.150484775 0.103779143 0.123356714  
## [121] 0.102231271 0.027458988 0.101351973 0.010381686 0.044538314  
## [126] 0.049198206 0.093581632 0.060411514 0.064607009 0.013105688  
## [131] 0.163656646 0.091494498 0.037330740 0.065417397 0.050550936  
## [136] 0.075723387  
## [1] "Fold 3"  
## [1] -1.383236 -1.987054 -2.007400  
## [1] 0.06937156 0.07744136 0.07780000  
## [1] NA  
## [1] NA

test = c(1,2,3,4,5,6,7)  
sd(test)/sqrt(length(test))

## [1] 0.8164966

sqrt(var(test))/sqrt(length(test))

## [1] 0.8164966

mydata<-as.data.frame(faithful)  
fit<-lm(eruptions~waiting,mydata)  
cv.lm(mydata, fit, m=3)

## Analysis of Variance Table  
##   
## Response: eruptions  
## Df Sum Sq Mean Sq F value Pr(>F)   
## waiting 1 286.5 286.5 1162 <2e-16 \*\*\*  
## Residuals 270 66.6 0.2   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1
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##   
## fold 1   
## Observations in test set: 90   
## 2 11 16 18 21 22 26 27 32  
## waiting 54.00 54.000 52.00 84.000 51.00 47.000 83.000 55.000 77.000  
## cvpred 2.15 2.150 2.00 4.443 1.92 1.615 4.367 2.226 3.908  
## eruptions 1.80 1.833 2.17 4.800 1.80 1.750 3.600 1.967 4.467  
## CV residual -0.35 -0.317 0.17 0.357 -0.12 0.135 -0.767 -0.259 0.559  
## 33 36 38 49 51 53 62 65 66  
## waiting 66.00 52.0000 80.000 82.000 75.00 54.000 84.0000 60.000 92.000  
## cvpred 3.07 1.9968 4.137 4.290 3.76 2.150 4.4432 2.608 5.055  
## eruptions 3.37 2.0170 4.833 4.633 4.80 1.833 4.5000 1.817 4.400  
## CV residual 0.30 0.0202 0.696 0.343 1.04 -0.317 0.0568 -0.791 -0.655  
## 68 70 71 72 75 76 78 80 83  
## waiting 78.000 73.0 82.000 56.000 62.000 76.00 78.000 83.000 70.000  
## cvpred 3.984 3.6 4.290 2.303 2.761 3.83 3.984 4.367 3.373  
## eruptions 4.700 4.7 4.033 1.967 1.983 5.07 4.567 3.600 4.100  
## CV residual 0.716 1.1 -0.257 -0.336 -0.778 1.24 0.583 -0.767 0.727  
## 89 90 92 93 97 103 109 122  
## waiting 48.000 86.000 90.000 50.0000 84.000 49.000 86.000 69.000  
## cvpred 1.691 4.596 4.902 1.8439 4.443 1.767 4.596 3.296  
## eruptions 2.167 4.000 4.333 1.8670 4.667 2.100 4.850 4.067  
## CV residual 0.476 -0.596 -0.569 0.0231 0.224 0.333 0.254 0.771  
## 123 132 133 138 139 143 144 147 149  
## waiting 77.000 83.00 56.000 86.000 53.0000 82.000 77.000 80.000 96.000  
## cvpred 3.908 4.37 2.303 4.596 2.0732 4.290 3.908 4.137 5.361  
## eruptions 4.250 4.17 2.800 4.933 2.0330 4.533 4.817 4.633 5.100  
## CV residual 0.342 -0.20 0.497 0.337 -0.0402 0.243 0.909 0.496 -0.261  
## 151 155 161 168 169 170 171 178 181  
## waiting 77.00 71.000 45.000 88.000 52.0000 93.000 49.00 50.000 55.000  
## cvpred 3.91 3.449 1.462 4.749 1.9968 5.131 1.77 1.844 2.226  
## eruptions 5.03 3.567 2.200 5.000 1.9330 4.617 1.92 2.417 1.883  
## CV residual 1.12 0.118 0.738 0.251 -0.0638 -0.514 0.15 0.573 -0.343  
## 182 185 190 191 204 209 211 212 215  
## waiting 77.000 51.000 55.0000 81.000 53.000 49.000 71.00 80.000 64.000  
## cvpred 3.908 1.920 2.2261 4.214 2.073 1.767 3.45 4.137 2.914  
## eruptions 4.583 2.033 2.1830 4.800 1.867 1.933 2.38 4.700 3.417  
## CV residual 0.675 0.113 -0.0431 0.586 -0.206 0.166 -1.07 0.563 0.503  
## 217 218 219 220 221 223 224 226  
## waiting 53.000 94.000 55.000 76.000 50.0000 54.00 75.000 79.0000  
## cvpred 2.073 5.208 2.226 3.832 1.8439 2.15 3.755 4.0609  
## eruptions 2.400 4.800 2.000 4.150 1.8670 1.75 4.483 4.1170  
## CV residual 0.327 -0.408 -0.226 0.318 0.0231 -0.40 0.728 0.0561  
## 228 230 231 232 233 235 237 241 242  
## waiting 78.000 79.000 70.00 54.000 86.000 90.000 54.00 75.000 47.000  
## cvpred 3.984 4.061 3.37 2.150 4.596 4.902 2.15 3.755 1.615  
## eruptions 4.267 4.550 4.08 2.417 4.183 4.450 1.85 4.150 2.350  
## CV residual 0.283 0.489 0.71 0.267 -0.413 -0.452 -0.30 0.395 0.735  
## 248 251 257 258 260 263 265 266  
## waiting 82.0000 54.0000 71.000 83.0000 79.000 58.000 43.000 60.000  
## cvpred 4.2903 2.1497 3.449 4.3667 4.061 2.455 1.309 2.608  
## eruptions 4.3670 2.2000 3.917 4.4500 4.283 1.850 1.983 2.250  
## CV residual 0.0767 0.0503 0.468 0.0833 0.222 -0.605 0.674 -0.358  
## 268 271 272  
## waiting 81.0000 46.000 74.000  
## cvpred 4.2138 1.538 3.679  
## eruptions 4.1170 1.817 4.467  
## CV residual -0.0968 0.279 0.788  
##   
## Sum of squares = 23.6 Mean square = 0.26 n = 90   
##   
## fold 2   
## Observations in test set: 91   
## 1 4 5 6 12 13 15 23  
## waiting 79.000 62.000 8.50e+01 55.000 84.000 78.000 83.000 78.000  
## cvpred 4.087 2.825 4.53e+00 2.305 4.458 4.012 4.384 4.012  
## eruptions 3.600 2.283 4.53e+00 2.883 3.917 4.200 4.700 3.450  
## CV residual -0.487 -0.542 9.73e-04 0.578 -0.541 0.188 0.316 -0.562  
## 30 35 40 41 42 44 47 48 50  
## waiting 79.000 74.000 90.00 80.000 58.000 58.000 64.00 53.0000 59.000  
## cvpred 4.087 3.716 4.90 4.161 2.528 2.528 2.97 2.1567 2.602  
## eruptions 4.433 3.833 4.78 4.350 1.883 1.750 3.83 2.1000 2.000  
## CV residual 0.346 0.117 -0.12 0.189 -0.645 -0.778 0.86 -0.0567 -0.602  
## 57 58 59 60 63 64 67 82  
## waiting 71.000 64.00 77.000 81.0000 48.0000 82.000 78.000 82.0000  
## cvpred 3.493 2.97 3.938 4.2351 1.7856 4.309 4.012 4.3093  
## eruptions 3.717 1.67 4.567 4.3170 1.7500 4.800 4.167 4.3330  
## CV residual 0.224 -1.31 0.629 0.0819 -0.0356 0.491 0.155 0.0237  
## 85 88 94 98 99 100 108 110  
## waiting 73.000 80.000 78.000 75.0000 51.000 82.000 52.000 81.000  
## cvpred 3.641 4.161 4.012 3.7897 2.008 4.309 2.082 4.235  
## eruptions 4.067 4.517 4.817 3.7500 1.867 4.900 1.783 3.683  
## CV residual 0.426 0.356 0.805 -0.0397 -0.141 0.591 -0.299 -0.552  
## 111 112 114 115 116 119 125 131 134  
## waiting 75.000 59.000 79.00 59.000 81.000 59.000 88.000 45.000 89.000  
## cvpred 3.790 2.602 4.09 2.602 4.235 2.602 4.755 1.563 4.829  
## eruptions 4.733 2.300 4.42 1.700 4.633 1.817 4.600 1.867 4.333  
## CV residual 0.943 -0.302 0.33 -0.902 0.398 -0.785 -0.155 0.304 -0.496  
## 136 141 142 145 148 152 153 154  
## waiting 82.0000 81.00000 60.000 76.000 49.000 77.0000 65.000 81.000  
## cvpred 4.3093 4.23511 2.676 3.864 1.860 3.9382 3.047 4.235  
## eruptions 4.3830 4.23300 2.233 4.333 2.017 4.0000 2.400 4.600  
## CV residual 0.0737 -0.00211 -0.443 0.469 0.157 0.0618 -0.647 0.365  
## 156 157 158 164 165 166 167 173 174  
## waiting 70.000 81.000 93.00 78.000 66.000 76.000 63.000 77.000 68.0000  
## cvpred 3.419 4.235 5.13 4.012 3.122 3.864 2.899 3.938 3.2701  
## eruptions 4.000 4.500 4.08 3.833 3.500 4.583 2.367 4.583 3.3330  
## CV residual 0.581 0.265 -1.04 -0.179 0.378 0.719 -0.532 0.645 0.0629  
## 175 177 179 184 186 193 195 196  
## waiting 81.0000 73.000 85.000 83.000 78.000 76.000 77.0000 81.00000  
## cvpred 4.2351 3.641 4.532 4.384 4.012 3.864 3.9382 4.23511  
## eruptions 4.1670 4.500 4.000 3.767 4.433 4.800 3.9660 4.23300  
## CV residual -0.0681 0.859 -0.532 -0.617 0.421 0.936 0.0278 -0.00211  
## 199 201 206 207 208 213 214 216  
## waiting 51.000 60.000 46.000 77.000 84.000 49.00000 75.0000 76.000  
## cvpred 2.008 2.676 1.637 3.938 4.458 1.85979 3.7897 3.864  
## eruptions 2.250 2.100 1.783 4.367 3.850 1.86700 3.8330 4.233  
## CV residual 0.242 -0.576 0.146 0.429 -0.608 0.00721 0.0433 0.369  
## 222 234 236 239 240 243 249 250 252  
## waiting 82.0000 50.000 54.000 79.000 64.00 86.000 67.00 74.000 83.0000  
## cvpred 4.3093 1.934 2.231 4.087 2.97 4.606 3.20 3.716 4.3836  
## eruptions 4.2670 2.217 1.883 3.950 2.33 4.933 2.13 4.350 4.4500  
## CV residual -0.0423 0.283 -0.348 -0.137 -0.64 0.327 -1.06 0.634 0.0664  
## 253 254 259 261 262 264 270  
## waiting 73.0000 73.000 56.000 78.000 84.0000 83.000 90.000  
## cvpred 3.6413 3.641 2.379 4.012 4.4578 4.384 4.903  
## eruptions 3.5670 4.500 2.000 4.767 4.5330 4.250 4.417  
## CV residual -0.0743 0.859 -0.379 0.755 0.0752 -0.134 -0.486  
##   
## Sum of squares = 22.6 Mean square = 0.25 n = 91   
##   
## fold 3   
## Observations in test set: 91   
## 3 7 8 9 10 14 17 19 20  
## waiting 74.000 88.00 85.00 51.0000 85.000 47.0000 62.00 52.000 79.0000  
## cvpred 3.774 4.85 4.62 2.0067 4.619 1.6993 2.85 2.084 4.1582  
## eruptions 3.333 4.70 3.60 1.9500 4.350 1.7500 1.75 1.600 4.2500  
## CV residual -0.441 -0.15 -1.02 -0.0567 -0.269 0.0507 -1.10 -0.484 0.0918  
## 24 25 28 29 31 34 37 39  
## waiting 69.000 74.000 76.000 78.000 73.000 80.000 48.0000 59.000  
## cvpred 3.390 3.774 3.928 4.081 3.697 4.235 1.7762 2.621  
## eruptions 3.067 4.533 4.083 3.850 4.300 4.033 1.8670 1.833  
## CV residual -0.323 0.759 0.155 -0.231 0.603 -0.202 0.0908 -0.788  
## 43 45 46 52 54 55 56 61 69  
## waiting 84.0000 73.000 83.00 90.000 80.000 54.000 83.000 59.000 65.00  
## cvpred 4.5424 3.697 4.47 5.003 4.235 2.237 4.466 2.621 3.08  
## eruptions 4.5670 4.533 3.32 4.716 4.833 1.733 4.883 2.233 2.07  
## CV residual 0.0246 0.836 -1.15 -0.287 0.598 -0.504 0.417 -0.388 -1.02  
## 73 74 77 79 81 84 86 87  
## waiting 79.000 71.000 60.000 76.0000 75.000 65.000 88.0000 76.0000  
## cvpred 4.158 3.543 2.698 3.9277 3.851 3.082 4.8498 3.9277  
## eruptions 4.500 4.000 2.017 3.8830 4.133 2.633 4.9330 3.9500  
## CV residual 0.342 0.457 -0.681 -0.0447 0.282 -0.449 0.0832 0.0223  
## 91 95 96 101 102 104 105 106 107  
## waiting 60.000 63.00 72.00 62.000 88.000 83.0000 81.000 47.000 84.000  
## cvpred 2.698 2.93 3.62 2.852 4.850 4.4656 4.312 1.699 4.542  
## eruptions 2.200 1.83 4.30 2.483 4.367 4.5000 4.050 1.867 4.700  
## CV residual -0.498 -1.10 0.68 -0.369 -0.483 0.0344 -0.262 0.168 0.158  
## 113 117 118 120 121 124 126 127  
## waiting 89.0000 50.000 85.0000 87.000 53.000 56.000 81.000 45.000  
## cvpred 4.9266 1.930 4.6193 4.773 2.160 2.391 4.312 1.546  
## eruptions 4.9000 2.317 4.6000 4.417 2.617 1.967 3.767 1.917  
## CV residual -0.0266 0.387 -0.0193 -0.356 0.457 -0.424 -0.545 0.371  
## 128 129 130 135 137 140 146 150 159  
## waiting 82.000 55.0000 90.000 46.000 51.000 79.000 59.000 53.00 53.00  
## cvpred 4.389 2.3141 5.003 1.622 2.007 4.158 2.621 2.16 2.16  
## eruptions 4.500 2.2670 4.650 1.833 1.883 3.733 1.983 1.80 1.80  
## CV residual 0.111 -0.0471 -0.353 0.211 -0.124 -0.425 -0.638 -0.36 -0.36  
## 160 162 163 172 176 180 183 187 188  
## waiting 89.00 86.000 58.000 57.000 81.0000 74.000 83.000 84.000 46.000  
## cvpred 4.93 4.696 2.545 2.468 4.3119 3.774 4.466 4.542 1.622  
## eruptions 3.97 4.150 2.000 2.083 4.3330 4.167 4.250 4.083 1.833  
## CV residual -0.96 -0.546 -0.545 -0.385 0.0211 0.393 -0.216 -0.459 0.211  
## 189 192 194 197 198 200 202 203  
## waiting 83.0000 57.000 84.000 87.00 77.000 78.000 82.0000 91.000  
## cvpred 4.4656 2.468 4.542 4.77 4.005 4.081 4.3887 5.080  
## eruptions 4.4170 1.833 4.100 3.50 4.366 4.667 4.3500 4.133  
## CV residual -0.0486 -0.635 -0.442 -1.27 0.361 0.586 -0.0387 -0.947  
## 205 210 225 227 229 238 244 245  
## waiting 78.000 83.0000 78.0000 78.00000 70.00 77.000 63.0000 85.0000  
## cvpred 4.081 4.4656 4.0814 4.08137 3.47 4.005 2.9288 4.6193  
## eruptions 4.600 4.5000 4.0000 4.08300 3.92 4.283 2.9000 4.5830  
## CV residual 0.519 0.0344 -0.0814 0.00163 0.45 0.278 -0.0288 -0.0363  
## 246 247 255 256 267 269  
## waiting 82.000 57.000 88.00 80.000 75.000 46.000  
## cvpred 4.389 2.468 4.85 4.235 3.851 1.622  
## eruptions 3.833 2.083 4.15 3.817 4.750 2.150  
## CV residual -0.556 -0.385 -0.70 -0.418 0.899 0.528  
##   
## Sum of squares = 22.8 Mean square = 0.25 n = 91   
##   
## Overall (Sum over all 91 folds)   
## ms   
## 0.253