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Master 1 - Calcul Haute Performance, Simulation
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**Introduction :**

Dans le cadre de notre Projet de Programmation Numérique, il nous est demandé de réaliser une bibliothèque de calcul matriciel dense en séquentielle et en parallèle pour architecture à mémoire distribuée, réalisant le produit scalaire de deux vecteurs réels, le produit matrice-vecteur (réels), et enfin le produit matrice-matrice (réels). Pour ce faire, nous allons :

* Faire une présentation des algorithmes et leur parallélisation.
* Une analyse des tests effectués.
* Une analyse de performance (Scalabilité forte et faible).

**Produit scalaire de deux vecteurs :**

**Algorithme :**

L’algorithme est assez simple, le produit scalaire est obtenu en multipliant les éléments des deux vecteurs élément par élément, ensuite on fait la somme des résultats de multiplications, les deux vecteurs doive impérativement avoir la même taille, le résultat final est un réel qui représente le produit scalaire.

Pour la version parallèle, on va distribuer les éléments de chaque vecteur sur l’ensemble des processus grâce à la commande MPI\_Scatter pour qu’ils fassent le calcule, le processus de rang 0 va envoyer les données correspondant aux deux vecteurs 1 et 2 aux autres processus pour faire le produit scalaire, chaque processus fera le produit case par case et calculera ensuite localement la somme des produits.

La commande MPI\_Reduce permettra ensuite de faire la somme des valeurs enregistré dans chaque processus pour nous donner la somme global (résultats du produit scalaire) qui sera ensuite enregistré dans le processus 0.

|  |  |  |
| --- | --- | --- |
| V1 |  | V2 |
| A1 |  | B1 |
| A2 |  | B2 |
| A3 |  | B3 |
| A4 |  | B4 |
| A5 |  | B5 |
| A6 |  | B6 |
| A7 |  | B7 |
| A8 |  | B8 |

**Scatter**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Processus | 0 | 0 | 1 | 1 | 2 | 2 | 3 | 3 |
|  |  |  |  |  |  |  |  |  |
| V2 | A1 | A2 | A3 | A4 | A5 | A6 | A7 | A8 |
|  |  |  |  |  |  |  |  |  |
| V1 | B1 | B2 | B3 | B4 | B5 | B6 | B7 | B8 |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Processus |  |  |  |  |  |
| 0 | A1\*B1 | + | A2\*B2 | = | X1 |
| 1 | A3\*B3 | + | A4\*B4 | = | X2 |
| 2 | A5\*B5 | + | A6\*B6 | = | X3 |
| 3 | A7\*B7 | + | A8\*B8 | = | X4 |

**Reduce**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Processus |  |  |  |  |  |
| 0 | X1 | + | X2 | + | X3 | + | X4 | = | SOMME\_TOTAL |

MPI\_Scatter prend un tableau d'éléments et les distribue dans l'ordre sur les rangs de processus. Le nombre d'éléments envoyés à chaque processus (send\_count) est donné en divisant la taille du tableau (taille du vecteur) sur le nombre de processus, si on a un vecteur de 4 éléments et on a 4 processus, alors le processus 0 obtient le premier élément du vecteur, le processus 1 obtient le deuxième, et ainsi de suite.

On prend l’exemple dans l’image ci-après, le premier élément (en rouge) va au processus 0, le deuxième élément (en vert) va au processus 1, et ainsi de suite. Bien que le processus racine (process zéro) contienne l'intégralité du tableau de données, MPI\_Scatter copiera l'élément approprié dans le processus de réception.

![Python MPI: Collective Operations](data:image/png;base64,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)

Si on a un vecteur de taille 8 et toujours 4 processus, alors send\_count vaut deux, alors le processus 0 obtient les premier et deuxième élément, le processus 1 obtient les troisième et quatrième, et ainsi de suite.

Cependant, il faut tenir compte du cas où la taille du vecteur et le nombre de processus ne sont pas divisible, c.à.d. que le reste de la division est diffèrent de zéro, dans ce cas on va envoyer les éléments restant du vecteur au dernier processus, par exemple si on a un vecteur de taille 6 et 4 processus, le processus 0 va prendre le premier élément, le processus 1 va prendre le deuxième, le processus 2 le troisième, et le dernier processus (processus 3) va prendre tous les éléments restant c.à.d. les éléments 4, 5 et 6 du vecteur.

**Algorithme parallèle :**

**Produit matrice-vecteur :**

**Algorithme :**

Le produit matrice-vecteur est obtenu en multipliant chaque ligne de la matrice par le vecteur, on multiplie la première ligne de la matrice par le vecteur, le résultat est un réel qui se place dans la première case du vecteur solution, en multipliant la deuxième ligne de la matrice par le vecteur le résultat se place dans la deuxième case du vecteur solution, et ainsi de suite, à la fin on aura comme résultat un vecteur dont la taille est égale au nombre de ligne de la matrice, rappelant que le produit matrice vecteur ne peut se faire que si le nombre de colonne de la matrice ne soit égale au nombre de ligne du vecteur à multiplier.

La version parallèle de se programme est realisé en applicant un MPI\_ Scatter sur les lignes de la matrice, chaque processus resevra les élements de la ligne entière, c.à.d que si par exemple on a une matrice de 4 ligne et on a 4 processus sur notre machine, alors le processus 0 recevra la première ligne de la matrice, le processus 1 recevra la deuxième, et ainsi de suite.

Comme dans le cas précédant (produit scalaire), si le réste de la division entre le nombre de ligne de la matrice et le nombre de processus est different de zéro, alors le dernier processus prendra en charge les lignes éxcédante, c.ad que si on a une matrice de 5 ligne et on a 4 processus, alors le processus 0 recevra la premiere ligne, le processus 1 la deuxieme, le processus 2 la troisieme, et enfin le processus 3 recevra la quatrieme et la cinquieme ligne.

Puisque le produit matrice vecteur se fait en multipliant chaque ligne de la matrice par le vecteur, alors tous les processus doivent recevoir le vecteur, cela c’est fait grace à la commande MPI\_Bcast. Le resultat est ensuite regrouper dans un seul processus pour affichage grace à la commande MPI\_Gather. Il est à signalé qu’on a fait une Barriere avant l’affichage, comme ça l’affichage du vecteur résultat ne peut se faire avant que tous les processus ne terminent leurs calcules.
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**Algorithme parallèle :**

**Produit matrice-matrice :**

**Algorithme :**

Le produit matrice-matrice est calculé en multipliant chaque ligne de la première matrice par les colonnes de la deuxième matrice, en multipliant chaque ligne de la première matrice par la première colonne de la deuxième matrice, cela nous donnera la première colonne de la matrice résultat, en multipliant chaque ligne de la première matrice par la deuxième colonne de la deuxième matrice, cela nous donnera la deuxième colonne de la matrice résultat et ainsi de suite. Le résultat est une matrice de réels qui a le même nombre de lignes que la première matrice et le même nombre de colonnes que la deuxième. Le produit matrice-matrice ne peut se faire que si le nombre de colonnes de la première matrice ne soit pas égale au nombre de lignes de la deuxième matrice.

Pour la version parallèle, on peut procéder exactement comme le cas du produit matrice vecteur, on distribue les lignes de la première matrice sur les processus, alors on fait un MPI\_Scatter sur les lignes de la matrice, chaque processus recevra les éléments de la ligne entière, et pareil si le reste de la division entre le nombre de lignes de la première matrice et le nombre de processus est différent de zéro, alors le dernier processus recevra les lignes restante.

Avant de parler du produit matriciel, il est important de préciser que le stockage de la deuxième matrice a été fait suivant les colonnes. Pour faire le produit, chaque processus doit recevoir les colonnes de la deuxième matrice,  alors on fait un MPI\_Bcast sur les collone de la deuxième matrice, par exemple si on a 4 processus, la première colonne de la deuxième matrice est reçu par les processus 0, 1, 2 et 3, chaque processus contient une portion différente de la première matrice (lignes de la première matrice), on pourra alors faire le produit et le résultat sera regrouper dans un seul processus grâce à MPI\_Gather, ce résultat représentera la première colonne de la matrice résultat. Pour trouver les autres colonnes de la matrice résultat, il suffit de faire une boucle avant le début du programme de 1 jusqu’au nombre de colonnes de la deuxième matrice pour traiter toutes les colonnes de cette dernière. On fait aussi une Barrière pour éviter d’afficher le résultat avant que tous les processus ne terminent le calcule. Un algorithme est donné pour une meilleure compréhension.

**Algorithme parallèle :**
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**Pour i = 2 ;**
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**Pour i = 3 ;**
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**Analyse de performance**

**La Scalabilité** d’un programme parallèle désigne l’augmentation des performances obtenues lorsque l’on ajoute des processus, on va voir dans ce qui suit la scalabilité forte et faible. **La Scalabilité forte** sera déterminer en fixant la taille du problème tout en augmentant le nombre de processus. **La Scalabilité faible** quant à elle sera obtenu en augmentant la taille du problème avec le même nombre de processus.

On constate une bonne scalabilité forte, en fixant le problème et en augmentant le nombre de processus de calcule, lorsqu’on mesure le temps d’exécution avec , on remarque que le temps d’exécution diminue mais très légèrement.

Bien sûr, en fixant le nombre de processus de calcule et en augmentant la taille du problème (Scalabilité faible) le temps d’exécution augmente.

**Analyse des tests**

On a effectué des tests afin de valider notre implémentation, les tests effectuer vont cerner les cas où la taille du problème est plus grande que le nombre de cœurs (le contraire arrive très rarement),