**What is Java?**

Java is a **programming language** and computing platform first released by **Sun Microsystems in 1995** . It is an Object-Oriented, high-level secure programming language that is based on the concept of Object-Oriented Programming Systems (OOPS). Java is intended to let application developers **write once, run anywhere** (WORA), meaning that compiled Java code can run on all platforms that support Java without the need for recompilation.

**When and by Whom was Java Developed?**

Java was developed by James Gosling and first released by Sun Microsystem in 1995.

**What Do JDK, JRE, and JVM Stand for?**

* **JVM** stands for **Java Virtual Machine**, provides a runtime environment for Java Byte Codes to be executed.
* **JRE** stands for **Java Runtime Environment** includes sets of files required by JVM during runtime.
* **JDK** stands for **Java Development Kit** allows developers to create Java programs that can be executed and run by the JVM and JRE.

**What Is a Package in Java?**

Package in Java is a mechanism to encapsulate a **group of classes** , sub packages and interfaces. It can be categorized in two form, **built-in package** and **user-defined package** . There are many built-in packages such as lang, awt, javax, swing, net, io, util, sql etc.

**What is WORA?**

WORA or **Write Once Run Anywhere** was a slogan created by Sun Microsystems to illustrate the cross-platform benefits of the Java language. **Java program** (.java files) converts to bytecode (.class files) by JVM and this class file can run on any other platform with required JVM running on it. The term, sometimes also expressed as write once, run everywhere (WORE), was originally coined by **Sun Microsystems** in reference to Java.

**What is bytecode?**

Bytecodes are the **machine language** of the JVM (Java virtual machine) understand, and which makes Java platform independent. When ever you compile a **Java code** it will be converted to highly optimised byte code(.class file) and when you run it will be converted to corresponding machine code. To be more precise a **Java bytecode** is the machine code in the form of a .class file.

**Define JIT compiler in Java?**

The **Just-In-Time (JIT)** compiler is a component of the **Java Runtime Environment** that improves the performance of Java applications at run time. JIT is much more sophisticated than the **javac compiler** , and it runs complex optimizations to generate high-quality machine code. It is enabled by default.

**What are primitive data types?**

A **primitive** is the smallest **unit of processing** available to a programmer and they are like individual bricks which programmers use to build functions and methods. **Primitive data types** in Java are the major constituents of data manipulation. These are the most **basic data types** that are available in Java. Primitive data types includes byte, short, int, long, float, double, boolean and char.

**Is there any default value for local variables?**

The **local variables** do not have any default values in Java. This means that they can be declared and assigned a value before the variables are used for the **first time** , otherwise, the compiler throws an error.

**Are Arrays of Primitive Data Types in Java?**

No. In Java, **Arrays are objects** . We can create arrays by using new operator and we know that every object is created using new operator. Hence we can say that array is also **an object** .

**Can we overload main() method in Java?**

Yes, you can **overload main method** in Java by using **method overloading** . But the program doesn't execute the overloaded main method when you run your program, you have to call the overloaded main method from the actual **main() method** . This means that the main method acts as an entry point for the **java interpreter** to start the execute of the application. where as a loaded main need to be called from main.

**What Is the void Type and When Do We Use It?**

Void is **not a type** , it is not also a return type. If we want the method to **return no value** , we can use the void keyword. Therefore, the only value we can assign to a Void variable is **null** .

**What is enumeration?**

It is an **interface** you can use to access original **data structure** from which the enumeration is obtained. Each **enumeration** constant is public, static and final by default.

**Why there are no global variables in Java?**

Global variables are usually a **design flaw** . Java was designed with **object-oriented principles** in mind and as such, every variable in Java is either local or a member of a class. Java does not support **globally accessible** variables due to following reasons:

* The global variables breaks the referential transparency.
* Global variables creates collisions in namespace.

If you really want to do that, make it a **public static variable** . However, you'd be advised to try not to - it makes for less elegant, harder to maintain, harder to test code.

**What is meant by looping?**

It is the way to execute a set of instructions any **number of times** . They are of three types- For Loops, While Loops and Do While Loops.

**1. What is the difference between an Inner Class and a Sub-Class?**

Ans: An Inner class is a class which is nested within another class. An Inner class has access rights for the class which is nesting it and it can access all variables and methods defined in the outer class.

A sub-class is a class which inherits from another class called super class. Sub-class can access all public and protected methods and fields of its super class.

**Q2. What are the various access specifiers for Java classes?**

Ans: In Java, access specifiers are the keywords used before a class name which defines the access scope. The types of access specifiers for classes are:

1. Public : Class,Method,Field is accessible from anywhere.

2. Protected:Method,Field can be accessed from the same class to which they belong or from the sub-classes,and from the class of same package,but not from outside.

3. Default: Method,Field,class can be accessed only from the same package and not from outside of it's native package.

4. Private: Method,Field can be accessed from the same class to which they belong.

**Q3. What's the purpose of Static methods and static variables?**

Ans: When there is a requirement to share a method or a variable between multiple objects of a class instead of creating separate copies for each object, we use static keyword to make a method or variable shared for all objects.

**Q4. What is data encapsulation and what's its significance?**

Ans: Encapsulation is a concept in Object Oriented Programming for combining properties and methods in a single unit.

Encapsulation helps programmers to follow a modular approach for software development as each object has its own set of methods and variables and serves its functions independent of other objects. Encapsulation also serves data hiding purpose.

**Q5. What is a singleton class? Give a practical example of its usage.**

A singleton class in java can have only one instance and hence all its methods and variables belong to just one instance. Singleton class concept is useful for the situations when there is a need to limit the number of objects for a class.

The best example of singleton usage scenario is when there is a limit of having only one connection to a database due to some driver limitations or because of any licensing issues.

**Q6. What are Loops in Java? What are three types of loops?**

Ans: Looping is used in programming to execute a statement or a block of statement repeatedly. There are three types of loops in Java:

1) For Loops

For loops are used in java to execute statements repeatedly for a given number of times. For loops are used when number of times to execute the statements is known to programmer.

2) While Loops

While loop is used when certain statements need to be executed repeatedly until a condition is fulfilled. In while loops, condition is checked first before execution of statements.

3) Do While Loops

Do While Loop is same as While loop with only difference that condition is checked after execution of block of statements. Hence in case of do while loop, statements are executed at least once.

**Q7: What is an infinite Loop? How infinite loop is declared?**

Ans: An infinite loop runs without any condition and runs infinitely. An infinite loop can be broken by defining any breaking logic in the body of the statement blocks.

Infinite loop is declared as follows:

for (;;)

{

// Statements to execute

// Add any loop breaking logic

}

**Q8. What is the difference between continue and break statement?**

Ans: break and continue are two important keywords used in Loops. When a break keyword is used in a loop, loop is broken instantly while when continue keyword is used, current iteration is broken and loop continues with next iteration.

In below example, Loop is broken when counter reaches 4.

for (counter = 0; counter & lt; 10; counter++)

system.out.println(counter);

if (counter == 4) {

break;

}

}

In the below example when counter reaches 4, loop jumps to next iteration and any statements after the continue keyword are skipped for current iteration.

for (counter = 0; counter < 10; counter++)

system.out.println(counter);

if (counter == 4) {

continue;

}

system.out.println("This will not get printed when counter is 4");

}

**Q9. What is the difference between double and float variables in Java?**

Ans: In java, float takes 4 bytes in memory while Double takes 8 bytes in memory. Float is single precision floating point decimal number while Double is double precision decimal number.

**Q10. What is Final Keyword in Java? Give an example.**

Ans: In java, a constant is declared using the keyword Final. Value can be assigned only once and after assignment, value of a constant can't be changed.

In below example, a constant with the name const\_val is declared and assigned avalue:

Private Final int const\_val=100

When a method is declared as final,it can NOT be overridden by the subclasses.This method are faster than any other method,because they are resolved at complied time.

When a class is declares as final,it cannot be subclassed. Example String,Integer and other wrapper classes.

**Q11. What is ternary operator? Give an example.**

Ans: Ternary operator , also called conditional operator is used to decide which value to assign to a variable based on a Boolean value evaluation. It's denoted as ?

In the below example, if rank is 1, status is assigned a value of "Done" else "Pending".

public class conditionTest {

public static void main(String args[]) {

String status;

int rank = 3;

status = (rank == 1) ? "Done" : "Pending";

System.out.println(status);

}

}

**Q12: How can you generate random numbers in Java?**

Ans:

* Using Math.random() you can generate random numbers in the range greater than or equal to 0.1 and less than 1.0
* Using Random class in package java.util

**Q13. What is default switch case? Give example.**

Ans: In a switch statement, default case is executed when no other switch condition matches. Default case is an optional case .It can be declared only once all other switch cases have been coded.

In the below example, when score is not 1 or 2, default case is used.

public class switchExample {

int score = 4;

public static void main(String args[]) {

switch (score) {

case 1:

system.out.println("Score is 1");

break;

case 2:

system.out.println("Score is 2");

break;

default:

system.out.println("Default Case");

}

}

}

**Q14. What's the base class in Java from which all classes are derived?**

Ans: java.lang.object

**Q15. Can main() method in Java can return any data?**

Ans: In java, main() method can't return any data and hence, it's always declared with a void return type.

**Q16. What are Java Packages? What's the significance of packages?**

Ans: In Java, package is a collection of classes and interfaces which are bundled together as they are related to each other. Use of packages helps developers to modularize the code and group the code for proper re-use. Once code has been packaged in Packages, it can be imported in other classes and used.

**Q17. Can we declare a class as Abstract without having any abstract method?**

Ans: Yes we can create an abstract class by using abstract keyword before class name even if it doesn't have any abstract method. However, if a class has even one abstract method, it must be declared as abstract otherwise it will give an error.

**Q18. What's the difference between an Abstract Class and Interface in Java?**

Ans: The primary difference between an abstract class and interface is that an interface can only possess declaration of public static methods with no concrete implementation while an abstract class can have members with any access specifiers (public, private etc) with or without concrete implementation.

Another key difference in the use of abstract classes and interfaces is that a class which implements an interface must implement all the methods of the interface while a class which inherits from an abstract class doesn't require implementation of all the methods of its super class.

A class can implement multiple interfaces but it can extend only one abstract class.

**Q19. What are the performance implications of Interfaces over abstract classes?**

Ans: Interfaces are slower in performance as compared to abstract classes as extra indirections are required for interfaces. Another key factor for developers to take into consideration is that any class can extend only one abstract class while a class can implement many interfaces.

Use of interfaces also puts an extra burden on the developers as any time an interface is implemented in a class; developer is forced to implement each and every method of interface.

**Q20. Does Importing a package imports its sub-packages as well in Java?**

Ans: In java, when a package is imported, its sub-packages aren't imported and developer needs to import them separately if required.

For example, if a developer imports a package university.\*, all classes in the package named university are loaded but no classes from the sub-package are loaded. To load the classes from its sub-package ( say department), developer has to import it explicitly as follows:

Import university.department.\*

**Q21. Can we declare the main method of our class as private?**

Ans: In java, main method must be public static in order to run any application correctly. If main method is declared as private, developer won't get any compilation error however, it will not get executed and will give a runtime error.

**Q22. How can we pass argument to a function by reference instead of pass by value?**

Ans: In java, we can pass argument to a function only by value and not by reference.

**Q23. How an object is serialized in java?**

Ans: In java, to convert an object into byte stream by serialization, an interface with the name Serializable is implemented by the class. All objects of a class implementing serializable interface get serialized and their state is saved in byte stream.

**Q24. When we should use serialization?**

Ans: Serialization is used when data needs to be transmitted over the network. Using serialization, object's state is saved and converted into byte stream .The byte stream is transferred over the network and the object is re-created at destination.

**Q25. Is it compulsory for a Try Block to be followed by a Catch Block in Java for Exception handling?**

Ans: Try block needs to be followed by either Catch block or Finally block or both. Any exception thrown from try block needs to be either caught in the catch block or else any specific tasks to be performed before code abortion are put in the Finally block.

**Q26. Is there any way to skip Finally block of exception even if some exception occurs in the exception block?**

Ans: If an exception is raised in Try block, control passes to catch block if it exists otherwise to finally block. Finally block is always executed when an exception occurs and the only way to avoid execution of any statements in Finally block is by aborting the code forcibly by writing following line of code at the end of try block:

System.exit(0);

**Q27. When the constructor of a class is invoked?**

Ans: The constructor of a class is invoked every time an object is created with new keyword.

For example, in the following class two objects are created using new keyword and hence, constructor is invoked two times.

public class const\_example {

const\_example() {

system.out.println("Inside constructor");

}

public static void main(String args[]) {

const\_example c1 = new const\_example();

const\_example c2 = new const\_example();

}

}

**Q28. Can a class have multiple constructors?**

Ans: Yes, a class can have multiple constructors with different parameters. Which constructor gets used for object creation depends on the arguments passed while creating the objects.

**Q29. Can we override static methods of a class?**

Ans: We cannot override static methods. Static methods belong to a class and not to individual objects and are resolved at the time of compilation (not at runtime).Even if we try to override static method,we will not get an complitaion error,nor the impact of overriding when running the code.

**Q30. In the below example, what will be the output?**

public class superclass {

public void displayResult() {

system.out.println("Printing from superclass");

}

}

public class subclass extends superclass {

public void displayResult() {

system.out.println("Displaying from subClass");

super.displayResult();

}

public static void main(String args[]) {

subclass obj = new subclass();

obj.displayResult();

}

}

**Ans**: Output will be:

Displaying from subclass

Displaying from superclass

**Q31. Is String a data type in java?**

Ans: String is not a primitive data type in java. When a string is created in java, it's actually an object of Java.Lang.String class that gets created. After creation of this string object, all built-in methods of String class can be used on the string object.

**Q32. In the below example, how many String Objects are created?**

String s1="I am Java Expert";

String s2="I am C Expert";

String s3="I am Java Expert";

Ans: In the above example, two objects of Java.Lang.String class are created. s1 and s3 are references to same object.

**Q33. Why Strings in Java are called as Immutable?**

Ans: In java, string objects are called immutable as once value has been assigned to a string, it can't be changed and if changed, a new object is created.

In below example, reference str refers to a string object having value "Value one".

String str="Value One";

When a new value is assigned to it, a new String object gets created and the reference is moved to the new object.

str="New Value";

**Q34. What's the difference between an array and Vector?**

Ans: An array groups data of same primitive type and is static in nature while vectors are dynamic in nature and can hold data of different data types.

**Q35. What is multi-threading?**

Ans: Multi threading is a programming concept to run multiple tasks in a concurrent manner within a single program. Threads share same process stack and running in parallel. It helps in performance improvement of any program.

**Q36. Why Runnable Interface is used in Java?**

Ans: Runnable interface is used in java for implementing multi threaded applications. Java.Lang.Runnable interface is implemented by a class to support multi threading.

**Q37. What are the two ways of implementing multi-threading in Java?**

Ans: Multi threaded applications can be developed in Java by using any of the following two methodologies:

1. By using Java.Lang.Runnable Interface. Classes implement this interface to enable multi threading. There is a Run() method in this interface which is implemented.

2. By writing a class that extend Java.Lang.Thread class.

**Q38. When a lot of changes are required in data, which one should be a preference to be used? String or StringBuffer?**

Ans: Since StringBuffers are dynamic in nature and we can change the values of StringBuffer objects unlike String which is immutable, it's always a good choice to use StringBuffer when data is being changed too much. If we use String in such a case, for every data change a new String object will be created which will be an extra overhead.

**Q39. What's the purpose of using Break in each case of Switch Statement?**

Ans: Break is used after each case (except the last one) in a switch so that code breaks after the valid case and doesn't flow in the proceeding cases too.

If break isn't used after each case, all cases after the valid case also get executed resulting in wrong results.

**Q40. How garbage collection is done in Java?**

Ans: In java, when an object is not referenced any more, garbage collection takes place and the object is destroyed automatically. For automatic garbage collection java calls either System.gc() method or Runtime.gc() method.

**Q41. How we can execute any code even before main method?**

Ans: If we want to execute any statements before even creation of objects at load time of class, we can use a static block of code in the class. Any statements inside this static block of code will get executed once at the time of loading the class even before creation of objects in the main method.

**Q42. Can a class be a super class and a sub-class at the same time? Give example.**

Ans: If there is a hierarchy of inheritance used, a class can be a super class for another class and a sub-class for another one at the same time.

In the example below, continent class is sub-class of world class and it's super class of country class.

public class world {

..........

}

public class continenet extends world {

............

}

public class country extends continent {

......................

}

**Q43. How objects of a class are created if no constructor is defined in the class?**

Ans: Even if no explicit constructor is defined in a java class, objects get created successfully as a default constructor is implicitly used for object creation. This constructor has no parameters.

**Q44. In multi-threading how can we ensure that a resource isn't used by multiple threads simultaneously?**

Ans: In multi-threading, access to the resources which are shared among multiple threads can be controlled by using the concept of synchronization. Using synchronized keyword, we can ensure that only one thread can use shared resource at a time and others can get control of the resource only once it has become free from the other one using it.

**Q45. Can we call the constructor of a class more than once for an object?**

Ans: Constructor is called automatically when we create an object using new keyword. It's called only once for an object at the time of object creation and hence, we can't invoke the constructor again for an object after its creation.

**Q46. There are two classes named classA and classB. Both classes are in the same package. Can a private member of classA can be accessed by an object of classB?**

Ans: Private members of a class aren't accessible outside the scope of that class and any other class even in the same package can't access them.

**Q47. Can we have two methods in a class with the same name?**

Ans: We can define two methods in a class with the same name but with different number/type of parameters. Which method is to get invoked will depend upon the parameters passed.

For example in the class below we have two print methods with same name but different parameters. Depending upon the parameters, appropriate one will be called:

public class methodExample {

public void print() {

system.out.println("Print method without parameters.");

}

public void print(String name) {

system.out.println("Print method with parameter");

}

public static void main(String args[]) {

methodExample obj1 = new methodExample();

obj1.print();

obj1.print("xx");

}

}

**Q48. How can we make copy of a java object?**

Ans: We can use the concept of cloning to create copy of an object. Using clone, we create copies with the actual state of an object.

Clone() is a method of Cloneable interface and hence, Cloneable interface needs to be implemented for making object copies.

**Q49. What's the benefit of using inheritance?**

Ans: Key benefit of using inheritance is reusability of code as inheritance enables sub-classes to reuse the code of its super class. Polymorphism (Extensibility ) is another great benefit which allow new functionality to be introduced without effecting existing derived classes.

**Q50. What's the default access specifier for variables and methods of a class?**

Ans: Default access specifier for variables and method is package protected i.e variables and class is available to any other class but in the same package,not outside the package.

**Q51. Give an example of use of Pointers in Java class.**

Ans: There are no pointers in Java. So we can't use concept of pointers in Java.

**Q52. How can we restrict inheritance for a class so that no class can be inherited from it?**

Ans: If we want a class not to be extended further by any class, we can use the keyword **Final** with the class name.

In the following example, Stone class is Final and can't be extend

public Final Class Stone {

// Class methods and Variables

}

**Q53. What's the access scope of Protected Access specifier?**

Ans: When a method or a variable is declared with Protected access specifier, it becomes accessible in the same class,any other class of the same package as well as a sub-class.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Modifier** | **Class** | **Package** | **Subclass** | **World** |
| public | Y | Y | Y | Y |
| protected | Y | Y | Y | N |
| no modifier | Y | Y | N | N |
| private | Y | N | N | N |

**Q54. What's difference between Stack and Queue?**

Ans: Stack and Queue both are used as placeholder for a collection of data. The primary difference between a stack and a queue is that stack is based on Last in First out (LIFO) principle while a queue is based on FIFO (First In First Out) principle.

**Q55. In java, how we can disallow serialization of variables?**

Ans: If we want certain variables of a class not to be serialized, we can use the keyword **transient**while declaring them. For example, the variable trans\_var below is a transient variable and can't be serialized:

public class transientExample {

private transient trans\_var;

// rest of the code

}

**Q56. How can we use primitive data types as objects?**

Ans: Primitive data types like int can be handled as objects by the use of their respective wrapper classes. For example, Integer is a wrapper class for primitive data type int. We can apply different methods to a wrapper class, just like any other object.

**Q57. Which types of exceptions are caught at compile time?**

Ans: Checked exceptions can be caught at the time of program compilation. Checked exceptions must be handled by using try catch block in the code in order to successfully compile the code.

**Q58. Describe different states of a thread.**

Ans: A thread in Java can be in either of the following states:

* Ready: When a thread is created, it's in Ready state.
* Running: A thread currently being executed is in running state.
* Waiting: A thread waiting for another thread to free certain resources is in waiting state.
* Dead: A thread which has gone dead after execution is in dead state.

**Q59. Can we use a default constructor of a class even if an explicit constructor is defined?**

Ans: Java provides a default no argument constructor if no explicit constructor is defined in a Java class. But if an explicit constructor has been defined, default constructor can't be invoked and developer can use only those constructors which are defined in the class.

**Q60. Can we override a method by using same method name and arguments but different return types?**

Ans: The basic condition of method overriding is that method name, arguments as well as return type must be exactly same as is that of the method being overridden. Hence using a different return type doesn't override a method.

**Q61.What will be the output of following piece of code?**

public class operatorExample {

public static void main(String args[]) {

int x = 4;

system.out.println(x++);

}

}

Ans: In this case postfix ++ operator is used which first returns the value and then increments. Hence it's output will be 4.

**Q61. A person says that he compiled a java class successfully without even having a main method in it? Is it possible?**

Ans: main method is an entry point of Java class and is required for execution of the program however; a class gets compiled successfully even if it doesn't have a main method. It can't be run though.

**Q62. Can we call a non-static method from inside a static method?**

Ans: Non-Static methods are owned by objects of a class and have object level scope and in order to call the non-Static methods from a static block (like from a static main method), an object of the class needs to be created first. Then using object reference, these methods can be invoked.

**Q63. What are the two environment variables that must be set in order to run any Java programs?**

Ans: Java programs can be executed in a machine only once following two environment variables have been properly set:

1. PATH variable
2. CLASSPATH variable

**Q64. Can variables be used in Java without initialization?**

Ans: In Java, if a variable is used in a code without prior initialization by a valid value, program doesn't compile and gives an error as no default value is assigned to variables in Java.

**Q65. Can a class in Java be inherited from more than one class?**

Ans: In Java, a class can be derived from only one class and not from multiple classes. Multiple inheritances is not supported by Java.

**Q66. Can a constructor have different name than a Class name in Java?**

Ans: Constructor in Java must have same name as the class name and if the name is different, it doesn't act as a constructor and compiler thinks of it as a normal method.

**Q67. What will be the output of Round(3.7) and Ceil(3.7)?**

Ans: Round(3.7) returns 4 and Ceil(3.7) returns 4.

**Q68: Can we use goto in Java to go to a particular line?**

Ans: In Java, there is not goto keyword and java doesn't support this feature of going to a particular labeled line.

**Q69. Can a dead thread be started again?**

Ans: In java, a thread which is in dead state can't be started again. There is no way to restart a dead thread.

**Q70. Is the following class declaration correct?**

**Ans:**

public abstract final class testClass {

// Class methods and variables

}

Ans: The above class declaration is incorrect as an abstract class can't be declared as Final.

**Q71. Is JDK required on each machine to run a Java program?**

Ans: JDK is development Kit of Java and is required for development only and to run a Java program on a machine, JDK isn't required. Only JRE is required.

**Q72. What's the difference between comparison done by equals method and == operator?**

Ans: In Java, equals() method is used to compare the contents of two string objects and returns true if the two have same value while == operator compares the references of two string objects.

In the following example, equals() returns true as the two string objects have same values. However == operator returns false as both string objects are referencing to different objects:

public class equalsTest {

public static void main(String args[]) {

String str1 = new String("Hello World");

String str2 = new String("Hello World");

if (str1.equals(str2))

{ // this condition is true

System.out.println("str1 and str2 are equal in terms of values");

}

if (str1 == str2) {

//This condition is true

System.out.println("Both strings are referencing same object");

} else

{

// This condition is NOT true

System.out.println("Both strings are referencing different objects");

}

}

}

**Q73. Is it possible to define a method in Java class but provide it's implementation in the code of another language like C?**

Ans: Yes, we can do this by use of native methods. In case of native method based development, we define public static methods in our Java class without its implementation and then implementation is done in another language like C separately.

**Q74. How are destructors defined in Java?**

Ans: In Java, there are no destructors defined in the class as there is no need to do so. Java has its own garbage collection mechanism which does the job automatically by destroying the objects when no longer referenced.

**Q75. Can a variable be local and static at the same time?**

Ans: No a variable can't be static as well as local at the same time. Defining a local variable as static gives compilation error.

**Q76. Can we have static methods in an Interface?**

Ans: Static methods can't be overridden in any class while any methods in an interface are by default abstract and are supposed to be implemented in the classes being implementing the interface. So it makes no sense to have static methods in an interface in Java.

**Q77. In a class implementing an interface, can we change the value of any variable defined in the interface?**

Ans: No, we can't change the value of any variable of an interface in the implementing class as all variables defined in the interface are by default public, static and Final and final variables are like constants which can't be changed later.

**Q78. Is it correct to say that due to garbage collection feature in Java, a java program never goes out of memory?**

Ans: Even though automatic garbage collection is provided by Java, it doesn't ensure that a Java program will not go out of memory as there is a possibility that creation of Java objects is being done at a faster pace compared to garbage collection resulting in filling of all the available memory resources.

So, garbage collection helps in reducing the chances of a program going out of memory but it doesn't ensure that.

**Q79. Can we have any other return type than void for main method?**

Ans: No, Java class main method can have only void return type for the program to get successfully executed.

Nonetheless , if you absolutely must return a value to at the completion of main method , you can use System.exit(int status)

**Q80. I want to re-reach and use an object once it has been garbage collected. How it's possible?**

Ans: Once an object has been destroyed by garbage collector, it no longer exists on the heap and it can't be accessed again. There is no way to reference it again.

**Q81. In Java thread programming, which method is a must implementation for all threads?**

Ans: Run() is a method of Runnable interface that must be implemented by all threads.

**Q82. I want to control database connections in my program and want that only one thread should be able to make database connection at a time. How can I implement this logic?**

Ans: This can be implemented by use of the concept of synchronization. Database related code can be placed in a method which hs **synchronized**keyword so that only one thread can access it at a time.

**Q83. How can an exception be thrown manually by a programmer?**

Ans: In order to throw an exception in a block of code manually, **throw** keyword is used. Then this exception is caught and handled in the catch block.

public void topMethod() {

try {

excMethod();

} catch (ManualException e) {}

}

public void excMethod {

String name = null;

if (name == null) {

throw (new ManualException("Exception thrown manually ");

}

}

**Q84. I want my class to be developed in such a way that no other class (even derived class) can create its objects. How can I do so?**

Ans: If we declare the constructor of a class as private, it will not be accessible by any other class and hence, no other class will be able to instantiate it and formation of its object will be limited to itself only.

**Q85. How objects are stored in Java?**

Ans: In java, each object when created gets a memory space from a heap. When an object is destroyed by a garbage collector, the space allocated to it from the heap is re-allocated to the heap and becomes available for any new objects.

**Q86. How can we find the actual size of an object on the heap?**

Ans: In java, there is no way to find out the exact size of an object on the heap.

**Q87. Which of the following classes will have more memory allocated?**

**Class A: Three methods, four variables, no object**

**Class B: Five methods, three variables, no object**

Ans: Memory isn't allocated before creation of objects. Since for both classes, there are no objects created so no memory is allocated on heap for any class.

**Q88. What happens if an exception is not handled in a program?**

Ans: If an exception is not handled in a program using try catch blocks, program gets aborted and no statement executes after the statement which caused exception throwing.

**Q89. I have multiple constructors defined in a class. Is it possible to call a constructor from another constructor's body?**

Ans: If a class has multiple constructors, it's possible to call one constructor from the body of another one using **this()**.

**Q90. What's meant by anonymous class?**

Ans: An anonymous class is a class defined without any name in a single line of code using new keyword.

For example, in below code we have defined an anonymous class in one line of code:

public java.util.Enumeration testMethod()

{

return new java.util.Enumeration()

{

@Override

public boolean hasMoreElements()

{

// TODO Auto-generated method stub

return false;

}

@Override

public Object nextElement()

{

// TODO Auto-generated method stub

return null;

}

}

**Q91. Is there a way to increase the size of an array after its declaration?**

Ans: Arrays are static and once we have specified its size, we can't change it. If we want to use such collections where we may require a change of size ( no of items), we should prefer vector over array.

**Q92. If an application has multiple classes in it, is it okay to have a main method in more than one class?**

Ans: If there is main method in more than one classes in a java application, it won't cause any issue as entry point for any application will be a specific class and code will start from the main method of that particular class only.

**Q93. I want to persist data of objects for later use. What's the best approach to do so?**

Ans: The best way to persist data for future use is to use the concept of serialization.

**Q94. What is a Local class in Java?**

Ans: In Java, if we define a new class inside a particular block, it's called a local class. Such a class has local scope and isn't usable outside the block where its defined.

**Q95. String and StringBuffer both represent String objects. Can we compare String and StringBuffer in Java?**

Ans: Although String and StringBuffer both represent String objects, we can't compare them with each other and if we try to compare them, we get an error.

**Q96. Which API is provided by Java for operations on set of objects?**

Ans: Java provides a Collection API which provides many useful methods which can be applied on a set of objects. Some of the important classes provided by Collection API include ArrayList, HashMap, TreeSet and TreeMap.

**Q97. Can we cast any other type to Boolean Type with type casting?**

Ans: No, we can neither cast any other primitive type to Boolean data type nor can cast Boolean data type to any other primitive data type.

**Q98. Can we use different return types for methods when overridden?**

Ans: The basic requirement of method overriding in Java is that the overridden method should have same name, and parameters.But a method can be overridden with a different return type as long as the new return type extends the original.

For example , method is returning a reference type.

Class B extends A {

A method(int x) {

//original method

}

B method(int x) {

//overridden method

}

}

**Q99. What's the base class of all exception classes?**

Ans: In Java, **Java.lang.Throwable** is the super class of all exception classes and all exception classes are derived from this base class.

**Q100. What's the order of call of constructors in inheritance?**

Ans: In case of inheritance, when a new object of a derived class is created, first the constructor of the super class is invoked and then the constructor of the derived class is invoked.

### 1) What is Java?

[Java](https://www.javatpoint.com/java-tutorial) is the high-level, [object-oriented](https://www.javatpoint.com/java-oops-concepts), robust, secure programming language, platform-independent, high performance, Multithreaded, and portable programming language. It was developed by [**James Gosling**](https://www.javatpoint.com/james-gosling-father-of-java) in June 1991. It can also be known as the platform as it provides its own JRE and API.

### 2) What are the differences between C++ and Java?

The differences between [C++](https://www.javatpoint.com/cpp-tutorial) and Java are given in the following table.

|  |  |  |  |
| --- | --- | --- | --- |
| **Comparison Index** | **C++** | **Java** | |
| **Platform-independent** | C++ is platform-dependent. | Java is platform-independent. |
| **Mainly used for** | C++ is mainly used for system programming. | Java is mainly used for application programming. It is widely used in window, web-based, enterprise and mobile applications. |
| **Design Goal** | C++ was designed for systems and applications programming. It was an extension of [C programming language](https://www.javatpoint.com/c-programming-language-tutorial). | Java was designed and created as an interpreter for printing systems but later extended as a support network computing. It was designed with a goal of being easy to use and accessible to a broader audience. |
| **Goto** | C++ supports the [goto](https://www.javatpoint.com/cpp-goto-statement) statement. | Java doesn't support the goto statement. |
| **Multiple inheritance** | C++ supports multiple inheritance. | Java doesn't support multiple inheritance through class. It can be achieved by [interfaces in java](https://www.javatpoint.com/interface-in-java). |
| **Operator Overloading** | C++ supports [operator overloading](https://www.javatpoint.com/cpp-overloading). | Java doesn't support operator overloading. |
| **Pointers** | C++ supports [pointers](https://www.javatpoint.com/cpp-pointers). You can write pointer program in C++. | Java supports pointer internally. However, you can't write the pointer program in java. It means java has restricted pointer support in Java. |
| **Compiler and Interpreter** | C++ uses compiler only. C++ is compiled and run using the compiler which converts source code into machine code so, C++ is platform dependent. | Java uses compiler and interpreter both. Java source code is converted into bytecode at compilation time. The interpreter executes this bytecode at runtime and produces output. Java is interpreted that is why it is platform independent. |
| **Call by Value and Call by reference** | C++ supports both call by value and call by reference. | Java supports call by value only. There is no call by reference in java. |
| **Structure and Union** | C++ supports structures and unions. | Java doesn't support structures and unions. |
| **Thread Support** | C++ doesn't have built-in support for threads. It relies on third-party libraries for thread support. | Java has built-in [thread](https://www.javatpoint.com/multithreading-in-java) support. |
| **Documentation comment** | C++ doesn't support documentation comment. | Java supports documentation comment (/\*\* ... \*/) to create documentation for java source code. |
| **Virtual Keyword** | C++ supports virtual keyword so that we can decide whether or not override a function. | Java has no virtual keyword. We can override all non-static methods by default. In other words, non-static methods are virtual by default. |
| **unsigned right shift >>>** | C++ doesn't support >>> operator. | Java supports unsigned right shift >>> operator that fills zero at the top for the negative numbers. For positive numbers, it works same like >> operator. |
| **Inheritance Tree** | C++ creates a new inheritance tree always. | Java uses a single inheritance tree always because all classes are the child of Object class in java. The object class is the root of the [inheritance](https://www.javatpoint.com/inheritance-in-java) tree in java. |
| **Hardware** | C++ is nearer to hardware. | Java is not so interactive with hardware. |
| **Object-oriented** | C++ is an object-oriented language. However, in C language, single root hierarchy is not possible. | Java is also an [object-oriented](https://www.javatpoint.com/java-oops-concepts) language. However, everything (except fundamental types) is an object in Java. It is a single root hierarchy as everything gets derived from java.lang.Object. |

### 3) List the features of Java Programming language.

* **Simple:** Java is easy to learn. The syntax of Java is based on C++ which makes easier to write the program in it.

#### There are the following features in Java Programming Language.

* **Object-Oriented:** Java follows the object-oriented paradigm which allows us to maintain our code as the combination of different type of objects that incorporates both data and behavior.
* **Portable:** Java supports read-once-write-anywhere approach. We can execute the Java program on every machine. Java program (.java) is converted to bytecode (.class) which can be easily run on every machine.
* **Platform Independent:** Java is a platform independent programming language. It is different from other programming languages like C and C++ which needs a platform to be executed. Java comes with its platform on which its code is executed. Java doesn't depend upon the operating system to be executed.
* **Secured:** Java is secured because it doesn't use explicit pointers. Java also provides the concept of ByteCode and Exception handling which makes it more secured.
* **Robust:** Java is a strong programming language as it uses strong memory management. The concepts like Automatic garbage collection, Exception handling, etc. make it more robust.
* **Architecture Neutral:** Java is architectural neutral as it is not dependent on the architecture. In C, the size of data types may vary according to the architecture (32 bit or 64 bit) which doesn't exist in Java.
* **Interpreted:** Java uses the Just-in-time (JIT) interpreter along with the compiler for the program execution.
* **High Performance:** Java is faster than other traditional interpreted programming languages because Java bytecode is "close" to native code. It is still a little bit slower than a compiled language (e.g., C++).
* **Multithreaded:** We can write Java programs that deal with many tasks at once by defining multiple threads. The main advantage of multi-threading is that it doesn't occupy memory for each thread. It shares a common memory area. Threads are important for multi-media, Web applications, etc.
* **Distributed:** Java is distributed because it facilitates users to create distributed applications in Java. RMI and EJB are used for creating distributed applications. This feature of Java makes us able to access files by calling the methods from any machine on the internet.
* **Dynamic:** Java is a dynamic language. It supports dynamic loading of classes. It means classes are loaded on demand. It also supports functions from its native languages, i.e., C and C++.

### 4) What do you understand by Java virtual machine?

[Java Virtual Machine](https://www.javatpoint.com/jvm-java-virtual-machine) is a virtual machine that enables the computer to run the Java program. JVM acts like a run-time engine which calls the main method present in the Java code. JVM is the specification which must be implemented in the computer system. The Java code is compiled by JVM to be a Bytecode which is machine independent and close to the native code.

### 5) What is the difference between JDK, JRE, and JVM?

### JVM

JVM is an acronym for Java Virtual Machine; it is an abstract machine which provides the runtime environment in which Java bytecode can be executed. It is a specification which specifies the working of Java Virtual Machine. Its implementation has been provided by Oracle and other companies. Its implementation is known as JRE.

JVMs are available for many hardware and software platforms (so JVM is platform dependent). It is a runtime instance which is created when we run the Java class. There are three notions of the JVM: specification, implementation, and instance.

### JRE

JRE stands for Java Runtime Environment. It is the implementation of JVM. The Java Runtime Environment is a set of software tools which are used for developing Java applications. It is used to provide the runtime environment. It is the implementation of JVM. It physically exists. It contains a set of libraries + other files that JVM uses at runtime.

### JDK

JDK is an acronym for Java Development Kit. It is a software development environment which is used to develop Java applications and applets. It physically exists. It contains JRE + development tools. JDK is an implementation of any one of the below given Java Platforms released by Oracle Corporation:

* Standard Edition Java Platform
* Enterprise Edition Java Platform
* Micro Edition Java Platform

[More Details.](https://www.javatpoint.com/difference-between-jdk-jre-and-jvm)

### 6) How many types of memory areas are allocated by JVM?

Many types:

1. **Class(Method) Area:** Class Area stores per-class structures such as the runtime constant pool, field, method data, and the code for methods.
2. **Heap:** It is the runtime data area in which the memory is allocated to the objects
3. **Stack:** Java Stack stores frames. It holds local variables and partial results, and plays a part in method invocation and return. Each thread has a private JVM stack, created at the same time as the thread. A new frame is created each time a method is invoked. A frame is destroyed when its method invocation completes.
4. **Program Counter Register:** PC (program counter) register contains the address of the Java virtual machine instruction currently being executed.
5. **Native Method Stack:** It contains all the native methods used in the application.

[More Details.](https://www.javatpoint.com/internal-details-of-jvm)

### 7) What is JIT compiler?

**Just-In-Time(JIT) compiler:** It is used to improve the performance. JIT compiles parts of the bytecode that have similar functionality at the same time, and hence reduces the amount of time needed for compilation. Here the term “compiler” refers to a translator from the instruction set of a Java virtual machine (JVM) to the instruction set of a specific CPU.

### 8) What is the platform?

A platform is the hardware or software environment in which a piece of software is executed. There are two types of platforms, software-based and hardware-based. Java provides the software-based platform.

### 9) What are the main differences between the Java platform and other platforms?

There are the following differences between the Java platform and other platforms.

* Java is the software-based platform whereas other platforms may be the hardware platforms or software-based platforms.
* Java is executed on the top of other hardware platforms whereas other platforms can only have the hardware components.

### 10) What gives Java its 'write once and run anywhere' nature?

The bytecode. Java compiler converts the Java programs into the class file (Byte Code) which is the intermediate language between source code and machine code. This bytecode is not platform specific and can be executed on any computer.

### 11) What is classloader?

Classloader is a subsystem of JVM which is used to load class files. Whenever we run the java program, it is loaded first by the classloader. There are three built-in classloaders in Java.

1. **Bootstrap ClassLoader**: This is the first classloader which is the superclass of Extension classloader. It loads the rt.jar file which contains all class files of Java Standard Edition like java.lang package classes, java.net package classes, java.util package classes, java.io package classes, java.sql package classes, etc.
2. **Extension ClassLoader**: This is the child classloader of Bootstrap and parent classloader of System classloader. It loads the jar files located inside $JAVA\_HOME/jre/lib/ext directory.
3. **System/Application ClassLoader**: This is the child classloader of Extension classloader. It loads the class files from the classpath. By default, the classpath is set to the current directory. You can change the classpath using "-cp" or "-classpath" switch. It is also known as Application classloader.

### 12) Is Empty .java file name a valid source file name?

Yes, Java allows to save our java file by **.java** only, we need to compile it by **javac .java** and run by **java classname** Let's take a simple example:

1. //save by .java only
2. **class** A{
3. **public** **static** **void** main(String args[]){
4. System.out.println("Hello java");
5. }
6. }
7. //compile by javac .java
8. //run by     java A

compile it by **javac .java**

run it by **java A**

### 13) Is delete, next, main, exit or null keyword in java?

No.

### 14) If I don't provide any arguments on the command line, then what will the value stored in the String array passed into the main() method, empty or NULL?

It is empty, but not null.

### 15) What if I write static public void instead of public static void?

The program compiles and runs correctly because the order of specifiers doesn't matter in Java.

### 16) What is the default value of the local variables?

The local variables are not initialized to any default value, neither primitives nor object references.

### 17) What are the various access specifiers in Java?

In Java, access specifiers are the keywords which are used to define the access scope of the method, class, or a variable. In Java, there are four access specifiers given below.

* **Public** The classes, methods, or variables which are defined as public, can be accessed by any class or method.
* **Protected** Protected can be accessed by the class of the same package, or by the sub-class of this class, or within the same class.
* **Default** Default are accessible within the package only. By default, all the classes, methods, and variables are of default scope.
* **Private** The private class, methods, or variables defined as private can be accessed within the class only.

### 18) What is the purpose of static methods and variables?

The methods or variables defined as static are shared among all the objects of the class. The static is the part of the class and not of the object. The static variables are stored in the class area, and we do not need to create the object to access such variables. Therefore, static is used in the case, where we need to define variables or methods which are common to all the objects of the class.

For example, In the class simulating the collection of the students in a college, the name of the college is the common attribute to all the students. Therefore, the college name will be defined as **static**.

### 19) What are the advantages of Packages in Java?

There are various advantages of defining packages in Java.

* Packages avoid the name clashes.
* The Package provides easier access control.
* We can also have the hidden classes that are not visible outside and used by the package.
* It is easier to locate the related classes.

### 20) What is the output of the following Java program?

1. **class** Test
2. {
3. **public** **static** **void** main (String args[])
4. {
5. System.out.println(10 + 20 + "Javatpoint");
6. System.out.println("Javatpoint" + 10 + 20);
7. }
8. }

The output of the above code will be

30Javatpoint

Javatpoint1020

**Explanation**

In the first case, 10 and 20 are treated as numbers and added to be 30. Now, their sum 30 is treated as the string and concatenated with the string **Javatpoint**. Therefore, the output will be **30Javatpoint**.

In the second case, the string Javatpoint is concatenated with 10 to be the string **Javatpoint10** which will then be concatenated with 20 to be **Javatpoint1020**.

### 21) What is the output of the following Java program?

1. **class** Test
2. {
3. **public** **static** **void** main (String args[])
4. {
5. System.out.println(10 \* 20 + "Javatpoint");
6. System.out.println("Javatpoint" + 10 \* 20);
7. }
8. }

The output of the above code will be

200Javatpoint

Javatpoint200

**Explanation**

In the first case, The numbers 10 and 20 will be multiplied first and then the result 200 is treated as the string and concatenated with the string **Javatpoint** to produce the output **200Javatpoint**.

In the second case, The numbers 10 and 20 will be multiplied first to be 200 because the precedence of the multiplication is higher than addition. The result 200 will be treated as the string and concatenated with the string **Javatpoint**to produce the output as **Javatpoint200**.

### 22) What is the output of the following Java program?

1. **class** Test
2. {
3. **public** **static** **void** main (String args[])
4. {
5. **for**(**int** i=0; 0; i++)
6. {
7. System.out.println("Hello Javatpoint");
8. }
9. }
10. }

The above code will give the compile-time error because the for loop demands a boolean value in the second part and we are providing an integer value, i.e., 0.

## Core Java - OOPs Concepts: Initial OOPs Interview Questions

There is given more than 50 OOPs (Object-Oriented Programming and System) interview questions. However, they have been categorized in many sections such as constructor interview questions, static interview questions, Inheritance Interview questions, Abstraction interview question, Polymorphism interview questions, etc. for better understanding.

### 23) What is object-oriented paradigm?

It is a programming paradigm based on objects having data and methods defined in the class to which it belongs. Object-oriented paradigm aims to incorporate the advantages of modularity and reusability. Objects are the instances of classes which interacts with one another to design applications and programs. There are the following features of the object-oriented paradigm.

* Follows the bottom-up approach in program design.
* Focus on data with methods to operate upon the object's data
* Includes the concept like Encapsulation and abstraction which hides the complexities from the user and show only functionality.
* Implements the real-time approach like inheritance, abstraction, etc.
* The examples of the object-oriented paradigm are C++, Simula, Smalltalk, Python, C#, etc.

### 24) What is an object?

The Object is the real-time entity having some state and behavior. In Java, Object is an instance of the class having the instance variables as the state of the object and the methods as the behavior of the object. The object of a class can be created by using the **new** keyword.

### 25) What is the difference between an object-oriented programming language and object-based programming language?

There are the following basic differences between the object-oriented language and object-based language.

* Object-oriented languages follow all the concepts of OOPs whereas, the object-based language doesn't follow all the concepts of OOPs like inheritance and polymorphism.
* Object-oriented languages do not have the inbuilt objects whereas Object-based languages have the inbuilt objects, for example, JavaScript has window object.
* Examples of object-oriented programming are Java, C#, Smalltalk, etc. whereas the examples of object-based languages are JavaScript, VBScript, etc.

### 26) What will be the initial value of an object reference which is defined as an instance variable?

All object references are initialized to null in Java.

## Core Java - OOPs Concepts: Constructor Interview Questions

### 27) What is the constructor?

The constructor can be defined as the special type of method that is used to initialize the state of an object. It is invoked when the class is instantiated, and the memory is allocated for the object. Every time, an object is created using the **new** keyword, the default constructor of the class is called. The name of the constructor must be similar to the class name. The constructor must not have an explicit return type.

[More Details.](https://www.javatpoint.com/constructor)

### 28) How many types of constructors are used in Java?

Based on the parameters passed in the constructors, there are two types of constructors in Java.

* **Default Constructor:** default constructor is the one which does not accept any value. The default constructor is mainly used to initialize the instance variable with the default values. It can also be used for performing some useful task on object creation. A default constructor is invoked implicitly by the compiler if there is no constructor defined in the class.
* **Parameterized Constructor:** The parameterized constructor is the one which can initialize the instance variables with the given values. In other words, we can say that the constructors which can accept the arguments are called parameterized constructors.
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### 29) What is the purpose of a default constructor?

The purpose of the default constructor is to assign the default value to the objects. The java compiler creates a default constructor implicitly if there is no constructor in the class.

1. **class** Student3{
2. **int** id;
3. String name;
5. **void** display(){System.out.println(id+" "+name);}
7. **public** **static** **void** main(String args[]){
8. Student3 s1=**new** Student3();
9. Student3 s2=**new** Student3();
10. s1.display();
11. s2.display();
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student3)

Output:

0 null

0 null

**Explanation:** In the above class, you are not creating any constructor, so compiler provides you a default constructor. Here 0 and null values are provided by default constructor.
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[More Details.](https://www.javatpoint.com/constructor)

### 30) Does constructor return any value?

**Ans:** yes, The constructor implicitly returns the current instance of the class (You can't use an explicit return type with the constructor).[More Details.](https://www.javatpoint.com/constructor)

### 31)Is constructor inherited?

No, The constructor is not inherited.

### 32) Can you make a constructor final?

No, the constructor can't be final.

### 33) Can we overload the constructors?

Yes, the constructors can be overloaded by changing the number of arguments accepted by the constructor or by changing the data type of the parameters. Consider the following example.

1. **class** Test
2. {
3. **int** i;
4. **public** Test(**int** k)
5. {
6. i=k;
7. }
8. **public** Test(**int** k, **int** m)
9. {
10. System.out.println("Hi I am assigning the value max(k, m) to i");
11. **if**(k>m)
12. {
13. i=k;
14. }
15. **else**
16. {
17. i=m;
18. }
19. }
20. }
21. **public** **class** Main
22. {
23. **public** **static** **void** main (String args[])
24. {
25. Test test1 = **new** Test(10);
26. Test test2 = **new** Test(12, 15);
27. System.out.println(test1.i);
28. System.out.println(test2.i);
29. }
30. }

In the above program, The constructor Test is overloaded with another constructor. In the first call to the constructor, The constructor with one argument is called, and i will be initialized with the value 10. However, In the second call to the constructor, The constructor with the 2 arguments is called, and i will be initialized with the value 15.

### 34) What do you understand by copy constructor in Java?

There is no copy constructor in java. However, we can copy the values from one object to another like copy constructor in C++.

There are many ways to copy the values of one object into another in java. They are:

* By constructor
* By assigning the values of one object into another
* By clone() method of Object class

In this example, we are going to copy the values of one object into another using java constructor.

1. //Java program to initialize the values from one object to another
2. **class** Student6{
3. **int** id;
4. String name;
5. //constructor to initialize integer and string
6. Student6(**int** i,String n){
7. id = i;
8. name = n;
9. }
10. //constructor to initialize another object
11. Student6(Student6 s){
12. id = s.id;
13. name =s.name;
14. }
15. **void** display(){System.out.println(id+" "+name);}
17. **public** **static** **void** main(String args[]){
18. Student6 s1 = **new** Student6(111,"Karan");
19. Student6 s2 = **new** Student6(s1);
20. s1.display();
21. s2.display();
22. }
23. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student6)

Output:

111 Karan

111 Karan

### 35) What are the differences between the constructors and methods?

There are many differences between constructors and methods. They are given below.

|  |  |
| --- | --- |
| **Java Constructor** | **Java Method** |
| A constructor is used to initialize the state of an object. | A method is used to expose the behavior of an object. |
| A constructor must not have a return type. | A method must have a return type. |
| The constructor is invoked implicitly. | The method is invoked explicitly. |
| The Java compiler provides a default constructor if you don't have any constructor in a class. | The method is not provided by the compiler in any case. |
| The constructor name must be same as the class name. | The method name may or may not be same as class name. |
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### 36) What is the output of the following Java program?

1. **public** **class** Test
2. {
3. Test(**int** a, **int** b)
4. {
5. System.out.println("a = "+a+" b = "+b);
6. }
7. Test(**int** a, **float** b)
8. {
9. System.out.println("a = "+a+" b = "+b);
10. }
11. **public** **static** **void** main (String args[])
12. {
13. **byte** a = 10;
14. **byte** b = 15;
15. Test test = **new** Test(a,b);
16. }
17. }

The output of the following program is:

a = 10 b = 15

Here, the data type of the variables a and b, i.e., byte gets promoted to int, and the first parameterized constructor with the two integer parameters is called.

### 37) What is the output of the following Java program?

1. **class** Test
2. {
3. **int** i;
4. }
5. **public** **class** Main
6. {
7. **public** **static** **void** main (String args[])
8. {
9. Test test = **new** Test();
10. System.out.println(test.i);
11. }
12. }

The output of the program is 0 because the variable i is initialized to 0 internally. As we know that a default constructor is invoked implicitly if there is no constructor in the class, the variable i is initialized to 0 since there is no constructor in the class.

### 38) What is the output of the following Java program?

1. **class** Test
2. {
3. **int** test\_a, test\_b;
4. Test(**int** a, **int** b)
5. {
6. test\_a = a;
7. test\_b = b;
8. }
9. **public** **static** **void** main (String args[])
10. {
11. Test test = **new** Test();
12. System.out.println(test.test\_a+" "+test.test\_b);
13. }
14. }

There is a **compiler error** in the program because there is a call to the default constructor in the main method which is not present in the class. However, there is only one parameterized constructor in the class Test. Therefore, no default constructor is invoked by the constructor implicitly.

## Core Java - OOPs Concepts: static keyword Interview Questions

### 39) What is the static variable?

The static variable is used to refer to the common property of all objects (that is not unique for each object), e.g., The company name of employees, college name of students, etc. Static variable gets memory only once in the class area at the time of class loading. Using a static variable makes your program more memory efficient (it saves memory). Static variable belongs to the class rather than the object.

1. //Program of static variable
3. **class** Student8{
4. **int** rollno;
5. String name;
6. **static** String college ="ITS";
8. Student8(**int** r,String n){
9. rollno = r;
10. name = n;
11. }
12. **void** display (){System.out.println(rollno+" "+name+" "+college);}
14. **public** **static** **void** main(String args[]){
15. Student8 s1 = **new** Student8(111,"Karan");
16. Student8 s2 = **new** Student8(222,"Aryan");
18. s1.display();
19. s2.display();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student8)

Output:111 Karan ITS

222 Aryan ITS
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[More Details.](https://www.javatpoint.com/static-keyword-in-java)

### 40) What is the static method?

* A static method belongs to the class rather than the object.
* There is no need to create the object to call the static methods.
* A static method can access and change the value of the static variable.

[More Details.](https://www.javatpoint.com/static-keyword-in-java)

### 41) What are the restrictions that are applied to the Java static methods?

Two main restrictions are applied to the static methods.

* The static method can not use non-static data member or call the non-static method directly.
* this and super cannot be used in static context as they are non-static.

### 42) Why is the main method static?

Because the object is not required to call the static method. If we make the main method non-static, JVM will have to create its object first and then call main() method which will lead to the extra memory allocation.[More Details.](https://www.javatpoint.com/static-keyword-in-java)

### 43) Can we override the static methods?

No, we can't override static methods.

### 44) What is the static block?

Static block is used to initialize the static data member. It is executed before the main method, at the time of classloading.

1. **class** A2{
2. **static**{System.out.println("static block is invoked");}
3. **public** **static** **void** main(String args[]){
4. System.out.println("Hello main");
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A2)

Output: static block is invoked

Hello main

[More Details.](https://www.javatpoint.com/static-keyword-in-java)

### 45) Can we execute a program without main() method?

Ans) Yes, one of the ways to execute the program without the main method is using static block.[More Details.](https://www.javatpoint.com/static-keyword-in-java)

### 46) What if the static modifier is removed from the signature of the main method?

Program compiles. However, at runtime, It throws an error "NoSuchMethodError."

### 47) What is the difference between static (class) method and instance method?

|  |  |
| --- | --- |
| **static or class method** | **instance method** |
| 1)A method that is declared as static is known as the static method. | A method that is not declared as static is known as the instance method. |
| 2)We don't need to create the objects to call the static methods. | The object is required to call the instance methods. |
| 3)Non-static (instance) members cannot be accessed in the static context (static method, static block, and static nested class) directly. | Static and non-static variables both can be accessed in instance methods. |
| 4)For example: public static int cube(int n){ return n\*n\*n;} | For example: public void msg(){...}. |

### 48) Can we make constructors static?

As we know that the static context (method, block, or variable) belongs to the class, not the object. Since Constructors are invoked only when the object is created, there is no sense to make the constructors static. However, if you try to do so, the compiler will show the compiler error.

### 49) Can we make the abstract methods static in Java?

In Java, if we make the abstract methods static, It will become the part of the class, and we can directly call it which is unnecessary. Calling an undefined method is completely useless therefore it is not allowed.

### 50) Can we declare the static variables and methods in an abstract class?

Yes, we can declare static variables and methods in an abstract method. As we know that there is no requirement to make the object to access the static context, therefore, we can access the static context declared inside the abstract class by using the name of the abstract class. Consider the following example.

1. **abstract** **class** Test
2. {
3. **static** **int** i = 102;
4. **static** **void** TestMethod()
5. {
6. System.out.println("hi !! I am good !!");
7. }
8. }
9. **public** **class** TestClass **extends** Test
10. {
11. **public** **static** **void** main (String args[])
12. {
13. Test.TestMethod();
14. System.out.println("i = "+Test.i);
15. }
16. }

**Output**

hi !! I am good !!

i = 102

## Core Java - OOPs Concepts: Inheritance Interview Questions

### 51) What is ****this**** keyword in java?

The **this** keyword is a reference variable that refers to the current object. There are the various uses of this keyword in Java. It can be used to refer to current class properties such as instance methods, variable, constructors, etc. It can also be passed as an argument into the methods or constructors. It can also be returned from the method as the current class instance.

![java this keyword](data:image/jpeg;base64,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)  
[More Details.](https://www.javatpoint.com/this-keyword)

### 52) What are the main uses of this keyword?

There are the following uses of **this** keyword.

* **this** can be used to refer to the current class instance variable.
* **this** can be used to invoke current class method (implicitly)
* **this()** can be used to invoke the current class constructor.
* **this** can be passed as an argument in the method call.
* **this** can be passed as an argument in the constructor call.
* **this** can be used to return the current class instance from the method.

### 53) Can we assign the reference to ****this**** variable?

No, this cannot be assigned to any value because it always points to the current class object and this is the final reference in Java. However, if we try to do so, the compiler error will be shown. Consider the following example.

1. **public** **class** Test
2. {
3. **public** Test()
4. {
5. **this** = **null**;
6. System.out.println("Test class constructor called");
7. }
8. **public** **static** **void** main (String args[])
9. {
10. Test t = **new** Test();
11. }
12. }

**Output**

Test.java:5: error: cannot assign a value to final variable this

this = null;

^

1 error

### 54) Can ****this**** keyword be used to refer static members?

Yes, It is possible to use this keyword to refer static members because this is just a reference variable which refers to the current class object. However, as we know that, it is unnecessary to access static variables through objects, therefore, it is not the best practice to use this to refer static members. Consider the following example.

1. **public** **class** Test
2. {
3. **static** **int** i = 10;
4. **public** Test ()
5. {
6. System.out.println(**this**.i);
7. }
8. **public** **static** **void** main (String args[])
9. {
10. Test t = **new** Test();
11. }
12. }

**Output**

10

### 55) How can constructor chaining be done using this keyword?

Constructor chaining enables us to call one constructor from another constructor of the class with respect to the current class object. We can use this keyword to perform constructor chaining within the same class. Consider the following example which illustrates how can we use this keyword to achieve constructor chaining.

1. **public** **class** Employee
2. {
3. **int** id,age;
4. String name, address;
5. **public** Employee (**int** age)
6. {
7. **this**.age = age;
8. }
9. **public** Employee(**int** id, **int** age)
10. {
11. **this**(age);
12. **this**.id = id;
13. }
14. **public** Employee(**int** id, **int** age, String name, String address)
15. {
16. **this**(id, age);
17. **this**.name = name;
18. **this**.address = address;
19. }
20. **public** **static** **void** main (String args[])
21. {
22. Employee emp = **new** Employee(105, 22, "Vikas", "Delhi");
23. System.out.println("ID: "+emp.id+" Name:"+emp.name+" age:"+emp.age+" address: "+emp.address);
24. }
26. }

**Output**

ID: 105 Name:Vikas age:22 address: Delhi

### 56) What are the advantages of passing this into a method instead of the current class object itself?

As we know, that this refers to the current class object, therefore, it must be similar to the current class object. However, there can be two main advantages of passing this into a method instead of the current class object.

* this is a final variable. Therefore, this cannot be assigned to any new value whereas the current class object might not be final and can be changed.
* this can be used in the synchronized block.

### 57) What is the Inheritance?

Inheritance is a mechanism by which one object acquires all the properties and behavior of another object of another class. It is used for Code Reusability and Method Overriding. The idea behind inheritance in Java is that you can create new classes that are built upon existing classes. When you inherit from an existing class, you can reuse methods and fields of the parent class. Moreover, you can add new methods and fields in your current class also. Inheritance represents the IS-A relationship which is also known as a parent-child relationship.

There are five types of inheritance in Java.

* Single-level inheritance
* Multi-level inheritance
* Multiple Inheritance
* Hierarchical Inheritance
* Hybrid Inheritance

Multiple inheritance is not supported in Java through class.

[More Details.](https://www.javatpoint.com/inheritance-in-java)

### 58) Why is Inheritance used in Java?

There are various advantages of using inheritance in Java that is given below.

* Inheritance provides code reusability. The derived class does not need to redefine the method of base class unless it needs to provide the specific implementation of the method.
* Runtime polymorphism cannot be achieved without using inheritance.
* We can simulate the inheritance of classes with the real-time objects which makes OOPs more realistic.
* Inheritance provides data hiding. The base class can hide some data from the derived class by making it private.
* Method overriding cannot be achieved without inheritance. By method overriding, we can give a specific implementation of some basic method contained by the base class.

### 59) Which class is the superclass for all the classes?

The object class is the superclass of all other classes in Java.

### 60) Why is multiple inheritance not supported in java?

To reduce the complexity and simplify the language, multiple inheritance is not supported in java. Consider a scenario where A, B, and C are three classes. The C class inherits A and B classes. If A and B classes have the same method and you call it from child class object, there will be ambiguity to call the method of A or B class.

Since the compile-time errors are better than runtime errors, Java renders compile-time error if you inherit 2 classes. So whether you have the same method or different, there will be a compile time error.

1. **class** A{
2. **void** msg(){System.out.println("Hello");}
3. }
4. **class** B{
5. **void** msg(){System.out.println("Welcome");}
6. }
7. **class** C **extends** A,B{//suppose if it were
9. Public Static **void** main(String args[]){
10. C obj=**new** C();
11. obj.msg();//Now which msg() method would be invoked?
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=C)

Compile Time Error

### 61) What is aggregation?

Aggregation can be defined as the relationship between two classes where the aggregate class contains a reference to the class it owns. Aggregation is best described as a **has-a** relationship. For example, The aggregate class Employee having various fields such as age, name, and salary also contains an object of Address class having various fields such as Address-Line 1, City, State, and pin-code. In other words, we can say that Employee (class) has an object of Address class. Consider the following example.

**Address.java**

1. **public** **class** Address {
2. String city,state,country;
4. **public** Address(String city, String state, String country) {
5. **this**.city = city;
6. **this**.state = state;
7. **this**.country = country;
8. }
10. }

**Employee.java**

1. **public** **class** Emp {
2. **int** id;
3. String name;
4. Address address;
6. **public** Emp(**int** id, String name,Address address) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.address=address;
10. }
12. **void** display(){
13. System.out.println(id+" "+name);
14. System.out.println(address.city+" "+address.state+" "+address.country);
15. }
17. **public** **static** **void** main(String[] args) {
18. Address address1=**new** Address("gzb","UP","india");
19. Address address2=**new** Address("gno","UP","india");
21. Emp e=**new** Emp(111,"varun",address1);
22. Emp e2=**new** Emp(112,"arun",address2);
24. e.display();
25. e2.display();
27. }
28. }

**Output**

111 varun

gzb UP india

112 arun

gno UP india

### 62) What is composition?

Holding the reference of a class within some other class is known as composition. When an object contains the other object, if the contained object cannot exist without the existence of container object, then it is called composition. In other words, we can say that composition is the particular case of aggregation which represents a stronger relationship between two objects. Example: A class contains students. A student cannot exist without a class. There exists composition between class and students.

### 63) What is the difference between aggregation and composition?

Aggregation represents the weak relationship whereas composition represents the strong relationship. For example, the bike has an indicator (aggregation), but the bike has an engine (composition).

### 64) Why does Java not support pointers?

The pointer is a variable that refers to the memory address. They are not used in Java because they are unsafe(unsecured) and complex to understand.

### 65) What is super in java?

The **super** keyword in Java is a reference variable that is used to refer to the immediate parent class object. Whenever you create the instance of the subclass, an instance of the parent class is created implicitly which is referred by super reference variable. The super() is called in the class constructor implicitly by the compiler if there is no super or this.

1. **class** Animal{
2. Animal(){System.out.println("animal is created");}
3. }
4. **class** Dog **extends** Animal{
5. Dog(){
6. System.out.println("dog is created");
7. }
8. }
9. **class** TestSuper4{
10. **public** **static** **void** main(String args[]){
11. Dog d=**new** Dog();
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper4)

Output:

animal is created

dog is created

[More Details.](https://www.javatpoint.com/super-keyword)

### 66) How can constructor chaining be done by using the super keyword?

1. **class** Person
2. {
3. String name,address;
4. **int** age;
5. **public** Person(**int** age, String name, String address)
6. {
7. **this**.age = age;
8. **this**.name = name;
9. **this**.address = address;
10. }
11. }
12. **class** Employee **extends** Person
13. {
14. **float** salary;
15. **public** Employee(**int** age, String name, String address, **float** salary)
16. {
17. **super**(age,name,address);
18. **this**.salary = salary;
19. }
20. }
21. **public** **class** Test
22. {
23. **public** **static** **void** main (String args[])
24. {
25. Employee e = **new** Employee(22, "Mukesh", "Delhi", 90000);
26. System.out.println("Name: "+e.name+" Salary: "+e.salary+" Age: "+e.age+" Address: "+e.address);
27. }
28. }

**Output**

Name: Mukesh Salary: 90000.0 Age: 22 Address: Delhi

### 67) What are the main uses of the super keyword?

There are the following uses of super keyword.

* super can be used to refer to the immediate parent class instance variable.
* super can be used to invoke the immediate parent class method.
* super() can be used to invoke immediate parent class constructor.

### 68) What are the differences between this and super keyword?

There are the following differences between this and super keyword.

* The super keyword always points to the parent class contexts whereas this keyword always points to the current class context.
* The super keyword is primarily used for initializing the base class variables within the derived class constructor whereas this keyword primarily used to differentiate between local and instance variables when passed in the class constructor.
* The super and this must be the first statement inside constructor otherwise the compiler will throw an error.

### 69) What is the output of the following Java program?

1. **class** Person
2. {
3. **public** Person()
4. {
5. System.out.println("Person class constructor called");
6. }
7. }
8. **public** **class** Employee **extends** Person
9. {
10. **public** Employee()
11. {
12. System.out.println("Employee class constructor called");
13. }
14. **public** **static** **void** main (String args[])
15. {
16. Employee e = **new** Employee();
17. }
18. }

**Output**

Person class constructor called

Employee class constructor called

**Explanation**

The super() is implicitly invoked by the compiler if no super() or this() is included explicitly within the derived class constructor. Therefore, in this case, The Person class constructor is called first and then the Employee class constructor is called.

### 70) Can you use this() and super() both in a constructor?

No, because this() and super() must be the first statement in the class constructor.

**Example:**

1. **public** **class** Test{
2. Test()
3. {
4. **super**();
5. **this**();
6. System.out.println("Test class object is created");
7. }
8. **public** **static** **void** main(String []args){
9. Test t = **new** Test();
10. }
11. }

Output:

Test.java:5: error: call to this must be first statement in constructor

### 71)What is object cloning?

The object cloning is used to create the exact copy of an object. The clone() method of the Object class is used to clone an object. The **java.lang.Cloneable** interface must be implemented by the class whose object clone we want to create. If we don't implement Cloneable interface, clone() method generates CloneNotSupportedException.

1. **protected** Object clone() **throws** CloneNotSupportedException

[More Details.](https://www.javatpoint.com/object-cloning)

## Core Java - OOPs Concepts: Method Overloading Interview Questions

### 72) What is method overloading?

Method overloading is the polymorphism technique which allows us to create multiple methods with the same name but different signature. We can achieve method overloading in two ways.

* Changing the number of arguments
* Changing the return type

Method overloading increases the readability of the program. Method overloading is performed to figure out the program quickly.

[More Details.](https://www.javatpoint.com/method-overloading-in-java)

### 73) Why is method overloading not possible by changing the return type in java?

In Java, method overloading is not possible by changing the return type of the program due to avoid the ambiguity.

1. **class** Adder{
2. **static** **int** add(**int** a,**int** b){**return** a+b;}
3. **static** **double** add(**int** a,**int** b){**return** a+b;}
4. }
5. **class** TestOverloading3{
6. **public** **static** **void** main(String[] args){
7. System.out.println(Adder.add(11,11));//ambiguity
8. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOverloading3)

Output:

Compile Time Error: method add(int, int) is already defined in class Adder

[More Details.](https://www.javatpoint.com/method-overloading-in-java)

### 74) Can we overload the methods by making them static?

No, We cannot overload the methods by just applying the static keyword to them(number of parameters and types are the same). Consider the following example.

1. **public** **class** Animal
2. {
3. **void** consume(**int** a)
4. {
5. System.out.println(a+" consumed!!");
6. }
7. **static** **void** consume(**int** a)
8. {
9. System.out.println("consumed static "+a);
10. }
11. **public** **static** **void** main (String args[])
12. {
13. Animal a = **new** Animal();
14. a.consume(10);
15. Animal.consume(20);
16. }
17. }

**Output**

Animal.java:7: error: method consume(int) is already defined in class Animal

static void consume(int a)

^

Animal.java:15: error: non-static method consume(int) cannot be referenced from a static context

Animal.consume(20);

^

2 errors

### 75) Can we overload the main() method?

Yes, we can have any number of main methods in a Java program by using method overloading.

[More Details.](https://www.javatpoint.com/method-overloading-in-java)

### 76) What is method overloading with type promotion?

By Type promotion is method overloading, we mean that one data type can be promoted to another implicitly if no exact matching is found.

![Java Method Overloading with Type Promotion](data:image/png;base64,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)

As displayed in the above diagram, the byte can be promoted to short, int, long, float or double. The short datatype can be promoted to int, long, float or double. The char datatype can be promoted to int, long, float or double and so on. Consider the following example.

1. **class** OverloadingCalculation1{
2. **void** sum(**int** a,**long** b){System.out.println(a+b);}
3. **void** sum(**int** a,**int** b,**int** c){System.out.println(a+b+c);}
5. **public** **static** **void** main(String args[]){
6. OverloadingCalculation1 obj=**new** OverloadingCalculation1();
7. obj.sum(20,20);//now second int literal will be promoted to long
8. obj.sum(20,20,20);
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=OverloadingCalculation1)

**Output**

40

60

### 77) What is the output of the following Java program?

1. **class** OverloadingCalculation3{
2. **void** sum(**int** a,**long** b){System.out.println("a method invoked");}
3. **void** sum(**long** a,**int** b){System.out.println("b method invoked");}
5. **public** **static** **void** main(String args[]){
6. OverloadingCalculation3 obj=**new** OverloadingCalculation3();
7. obj.sum(20,20);//now ambiguity
8. }
9. }

**Output**

OverloadingCalculation3.java:7: error: reference to sum is ambiguous

obj.sum(20,20);//now ambiguity

^

both method sum(int,long) in OverloadingCalculation3

and method sum(long,int) in OverloadingCalculation3 match

1 error

**Explanation**

There are two methods defined with the same name, i.e., sum. The first method accepts the integer and long type whereas the second method accepts long and the integer type. The parameter passed that are a = 20, b = 20. We can not tell that which method will be called as there is no clear differentiation mentioned between integer literal and long literal. This is the case of ambiguity. Therefore, the compiler will throw an error.

## Core Java - OOPs Concepts: Method Overriding Interview Questions

### 78) What is method overriding:

If a subclass provides a specific implementation of a method that is already provided by its parent class, it is known as Method Overriding. It is used for runtime polymorphism and to implement the interface methods.

**Rules for Method overriding**

* The method must have the same name as in the parent class.
* The method must have the same signature as in the parent class.
* Two classes must have an IS-A relationship between them.

[More Details.](https://www.javatpoint.com/method-overriding-in-java)

### 79) Can we override the static method?

No, you can't override the static method because they are the part of the class, not the object.

### 80) Why can we not override static method?

It is because the static method is the part of the class, and it is bound with class whereas instance method is bound with the object, and static gets memory in class area, and instance gets memory in a heap.

### 81) Can we override the overloaded method?

Yes.

### 82) Difference between method Overloading and Overriding.

|  |  |
| --- | --- |
| **Method Overloading** | **Method Overriding** |
| 1) Method overloading increases the readability of the program. | Method overriding provides the specific implementation of the method that is already provided by its superclass. |
| 2) Method overloading occurs within the class. | Method overriding occurs in two classes that have IS-A relationship between them. |
| 3) In this case, the parameters must be different. | In this case, the parameters must be the same. |

### 83) Can we override the private methods?

No, we cannot override the private methods because the scope of private methods is limited to the class and we cannot access them outside of the class.

### 84) Can we change the scope of the overridden method in the subclass?

Yes, we can change the scope of the overridden method in the subclass. However, we must notice that we cannot decrease the accessibility of the method. The following point must be taken care of while changing the accessibility of the method.

* The private can be changed to protected, public, or default.
* The protected can be changed to public or default.
* The default can be changed to public.
* The public will always remain public.

### 85) Can we modify the throws clause of the superclass method while overriding it in the subclass?

Yes, we can modify the throws clause of the superclass method while overriding it in the subclass. However, there are some rules which are to be followed while overriding in case of exception handling.

* If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception, but it can declare the unchecked exception.
* If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception.

### 86) What is the output of the following Java program?

1. **class** Base
2. {
3. **void** method(**int** a)
4. {
5. System.out.println("Base class method called with integer a = "+a);
6. }
8. **void** method(**double** d)
9. {
10. System.out.println("Base class method called with double d ="+d);
11. }
12. }
14. **class** Derived **extends** Base
15. {
16. @Override
17. **void** method(**double** d)
18. {
19. System.out.println("Derived class method called with double d ="+d);
20. }
21. }
23. **public** **class** Main
24. {
25. **public** **static** **void** main(String[] args)
26. {
27. **new** Derived().method(10);
28. }
29. }

**Output**

Base class method called with integer a = 10

**Explanation**

The method() is overloaded in class Base whereas it is derived in class Derived with the double type as the parameter. In the method call, the integer is passed.

### 87) Can you have virtual functions in Java?

Yes, all functions in Java are virtual by default.

### 88) What is covariant return type?

Now, since java5, it is possible to override any method by changing the return type if the return type of the subclass overriding method is subclass type. It is known as covariant return type. The covariant return type specifies that the return type may vary in the same direction as the subclass.

1. **class** A{
2. A get(){**return** **this**;}
3. }
5. **class** B1 **extends** A{
6. B1 get(){**return** **this**;}
7. **void** message(){System.out.println("welcome to covariant return type");}
9. **public** **static** **void** main(String args[]){
10. **new** B1().get().message();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=B1)

Output: welcome to covariant return type

[More Details.](https://www.javatpoint.com/covariant-return-type)

### 89) What is the output of the following Java program?

1. **class** Base
2. {
3. **public** **void** baseMethod()
4. {
5. System.out.println("BaseMethod called ...");
6. }
7. }
8. **class** Derived **extends** Base
9. {
10. **public** **void** baseMethod()
11. {
12. System.out.println("Derived method called ...");
13. }
14. }
15. **public** **class** Test
16. {
17. **public** **static** **void** main (String args[])
18. {
19. Base b = **new** Derived();
20. b.baseMethod();
21. }
22. }

**Output**

Derived method called ...

**Explanation**

The method of Base class, i.e., baseMethod() is overridden in Derived class. In Test class, the reference variable b (of type Base class) refers to the instance of the Derived class. Here, Runtime polymorphism is achieved between class Base and Derived. At compile time, the presence of method baseMethod checked in Base class, If it presence then the program compiled otherwise the compiler error will be shown. In this case, baseMethod is present in Base class; therefore, it is compiled successfully. However, at runtime, It checks whether the baseMethod has been overridden by Derived class, if so then the Derived class method is called otherwise Base class method is called. In this case, the Derived class overrides the baseMethod; therefore, the Derived class method is called.

## Core Java - OOPs Concepts: final keyword Interview Questions

### 90) What is the final variable?

In Java, the final variable is used to restrict the user from updating it. If we initialize the final variable, we can't change its value. In other words, we can say that the final variable once assigned to a value, can never be changed after that. The final variable which is not assigned to any value can only be assigned through the class constructor.
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1. **class** Bike9{
2. **final** **int** speedlimit=90;//final variable
3. **void** run(){
4. speedlimit=400;
5. }
6. **public** **static** **void** main(String args[]){
7. Bike9 obj=**new**  Bike9();
8. obj.run();
9. }
10. }//end of class

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike9)

Output:Compile Time Error

[More Details.](https://www.javatpoint.com/final-keyword)

### 91) What is the final method?

If we change any method to a final method, we can't override it. [More Details.](https://www.javatpoint.com/final-keyword)

1. **class** Bike{
2. **final** **void** run(){System.out.println("running");}
3. }
5. **class** Honda **extends** Bike{
6. **void** run(){System.out.println("running safely with 100kmph");}
8. **public** **static** **void** main(String args[]){
9. Honda honda= **new** Honda();
10. honda.run();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda)

Output:Compile Time Error

### 92) What is the final class?

If we make any class final, we can't inherit it into any of the subclasses.

1. **final** **class** Bike{}
3. **class** Honda1 **extends** Bike{
4. **void** run(){System.out.println("running safely with 100kmph");}
6. **public** **static** **void** main(String args[]){
7. Honda1 honda= **new** Honda1();
8. honda.run();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda1)

Output:Compile Time Error

[More Details.](https://www.javatpoint.com/final-keyword)

### 93) What is the final blank variable?

A final variable, not initialized at the time of declaration, is known as the final blank variable. We can't initialize the final blank variable directly. Instead, we have to initialize it by using the class constructor. It is useful in the case when the user has some data which must not be changed by others, for example, PAN Number. Consider the following example:

1. **class** Student{
2. **int** id;
3. String name;
4. **final** String PAN\_CARD\_NUMBER;
5. ...
6. }

[More Details.](https://www.javatpoint.com/final-keyword)

### 94) Can we initialize the final blank variable?

Yes, if it is not static, we can initialize it in the constructor. If it is static blank final variable, it can be initialized only in the static block.[More Details.](https://www.javatpoint.com/final-keyword)

### 95) Can you declare the main method as final?

Yes, We can declare the main method as public static final void main(String[] args){}.

### 96) What is the output of the following Java program?

1. **class** Main {
2. **public** **static** **void** main(String args[]){
3. **final** **int** i;
4. i = 20;
5. System.out.println(i);
6. }
7. }

**Output**

20

**Explanation**

Since i is the blank final variable. It can be initialized only once. We have initialized it to 20. Therefore, 20 will be printed.

### 97) What is the output of the following Java program?

1. **class** Base
2. {
3. **protected** **final** **void** getInfo()
4. {
5. System.out.println("method of Base class");
6. }
7. }
9. **public** **class** Derived **extends** Base
10. {
11. **protected** **final** **void** getInfo()
12. {
13. System.out.println("method of Derived class");
14. }
15. **public** **static** **void** main(String[] args)
16. {
17. Base obj = **new** Base();
18. obj.getInfo();
19. }
20. }

**Output**

Derived.java:11: error: getInfo() in Derived cannot override getInfo() in Base

protected final void getInfo()

^

overridden method is final

1 error

**Explanation**

The getDetails() method is final; therefore it can not be overridden in the subclass.

### 98) Can we declare a constructor as final?

The constructor can never be declared as final because it is never inherited. Constructors are not ordinary methods; therefore, there is no sense to declare constructors as final. However, if you try to do so, The compiler will throw an error.

### 99) Can we declare an interface as final?

No, we cannot declare an interface as final because the interface must be implemented by some class to provide its definition. Therefore, there is no sense to make an interface final. However, if you try to do so, the compiler will show an error.

### 100) What is the difference between the final method and abstract method?

The main difference between the final method and abstract method is that the abstract method cannot be final as we need to override them in the subclass to give its definition.

### 101) What is the difference between compile-time polymorphism and runtime polymorphism?

There are the following differences between compile-time polymorphism and runtime polymorphism.

|  |  |  |
| --- | --- | --- |
| **SN** | **compile-time polymorphism** | **Runtime polymorphism** |
| 1 | In compile-time polymorphism, call to a method is resolved at compile-time. | In runtime polymorphism, call to an overridden method is resolved at runtime. |
| 2 | It is also known as static binding, early binding, or overloading. | It is also known as dynamic binding, late binding, overriding, or dynamic method dispatch. |
| 3 | Overloading is a way to achieve compile-time polymorphism in which, we can define multiple methods or constructors with different signatures. | Overriding is a way to achieve runtime polymorphism in which, we can redefine some particular method or variable in the derived class. By using overriding, we can give some specific implementation to the base class properties in the derived class. |
| 4 | It provides fast execution because the type of an object is determined at compile-time. | It provides slower execution as compare to compile-time because the type of an object is determined at run-time. |
| 5 | Compile-time polymorphism provides less flexibility because all the things are resolved at compile-time. | Run-time polymorphism provides more flexibility because all the things are resolved at runtime. |

### 102) What is Runtime Polymorphism?

Runtime polymorphism or dynamic method dispatch is a process in which a call to an overridden method is resolved at runtime rather than at compile-time. In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.

1. **class** Bike{
2. **void** run(){System.out.println("running");}
3. }
4. **class** Splendor **extends** Bike{
5. **void** run(){System.out.println("running safely with 60km");}
6. **public** **static** **void** main(String args[]){
7. Bike b = **new** Splendor();//upcasting
8. b.run();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Splender)

Output:

running safely with 60km.

In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.

[More details.](https://www.javatpoint.com/runtime-polymorphism-in-java)

### 103) Can you achieve Runtime Polymorphism by data members?

No, because method overriding is used to achieve runtime polymorphism and data members cannot be overridden. We can override the member functions but not the data members. Consider the example given below.

1. **class** Bike{
2. **int** speedlimit=90;
3. }
4. **class** Honda3 **extends** Bike{
5. **int** speedlimit=150;
6. **public** **static** **void** main(String args[]){
7. Bike obj=**new** Honda3();
8. System.out.println(obj.speedlimit);//90
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda3)

Output:

90

[More details.](https://www.javatpoint.com/runtime-polymorphism-in-java)

### 104) What is the difference between static binding and dynamic binding?

In case of the static binding, the type of the object is determined at compile-time whereas, in the dynamic binding, the type of the object is determined at runtime.

**Static Binding**

1. **class** Dog{
2. **private** **void** eat(){System.out.println("dog is eating...");}
4. **public** **static** **void** main(String args[]){
5. Dog d1=**new** Dog();
6. d1.eat();
7. }
8. }

**Dynamic Binding**

1. **class** Animal{
2. **void** eat(){System.out.println("animal is eating...");}
3. }
5. **class** Dog **extends** Animal{
6. **void** eat(){System.out.println("dog is eating...");}
8. **public** **static** **void** main(String args[]){
9. Animal a=**new** Dog();
10. a.eat();
11. }
12. }

[More details.](https://www.javatpoint.com/static-binding-and-dynamic-binding)

### 105) What is the output of the following Java program?

1. **class** BaseTest
2. {
3. **void** print()
4. {
5. System.out.println("BaseTest:print() called");
6. }
7. }
8. **public** **class** Test **extends** BaseTest
9. {
10. **void** print()
11. {
12. System.out.println("Test:print() called");
13. }
14. **public** **static** **void** main (String args[])
15. {
16. BaseTest b = **new** Test();
17. b.print();
18. }
19. }

**Output**

Test:print() called

**Explanation**

It is an example of Dynamic method dispatch. The type of reference variable b is determined at runtime. At compile-time, it is checked whether that method is present in the Base class. In this case, it is overridden in the child class, therefore, at runtime the derived class method is called.

### 106) What is Java instanceOf operator?

The instanceof in Java is also known as type comparison operator because it compares the instance with type. It returns either true or false. If we apply the instanceof operator with any variable that has a null value, it returns false. Consider the following example.

1. **class** Simple1{
2. **public** **static** **void** main(String args[]){
3. Simple1 s=**new** Simple1();
4. System.out.println(s **instanceof** Simple1);//true
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Simple1)

**Output**

true

An object of subclass type is also a type of parent class. For example, if Dog extends Animal then object of Dog can be referred by either Dog or Animal class.

## Core Java - OOPs Concepts: Abstraction Interview Questions

### 107) What is the abstraction?

Abstraction is a process of hiding the implementation details and showing only functionality to the user. It displays just the essential things to the user and hides the internal information, for example, sending SMS where you type the text and send the message. You don't know the internal processing about the message delivery. Abstraction enables you to focus on what the object does instead of how it does it. Abstraction lets you focus on what the object does instead of how it does it.

In Java, there are two ways to achieve the abstraction.

* Abstract Class
* Interface

[More details.](https://www.javatpoint.com/abstract-class-in-java)

### 108) What is the difference between abstraction and encapsulation?

Abstraction hides the implementation details whereas encapsulation wraps code and data into a single unit.

[More details.](https://www.javatpoint.com/abstract-class-in-java)

### 109) What is the abstract class?

A class that is declared as abstract is known as an abstract class. It needs to be extended and its method implemented. It cannot be instantiated. It can have abstract methods, non-abstract methods, constructors, and static methods. It can also have the final methods which will force the subclass not to change the body of the method. Consider the following example.

1. **abstract** **class** Bike{
2. **abstract** **void** run();
3. }
4. **class** Honda4 **extends** Bike{
5. **void** run(){System.out.println("running safely");}
6. **public** **static** **void** main(String args[]){
7. Bike obj = **new** Honda4();
8. obj.run();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda4)

**Output**

running safely

[More details.](https://www.javatpoint.com/abstract-class-in-java)

### 110) Can there be an abstract method without an abstract class?

No, if there is an abstract method in a class, that class must be abstract.

### 111) Is the following program written correctly? If yes then what will be the output of the program?

1. **abstract** **class** Calculate
2. {
3. **abstract** **int** multiply(**int** a, **int** b);
4. }
6. **public** **class** Main
7. {
8. **public** **static** **void** main(String[] args)
9. {
10. **int** result = **new** Calculate()
11. {
12. @Override
13. **int** multiply(**int** a, **int** b)
14. {
15. **return** a\*b;
16. }
17. }.multiply(12,32);
18. System.out.println("result = "+result);
19. }
20. }

Yes, the program is written correctly. The Main class provides the definition of abstract method multiply declared in abstract class Calculation. The output of the program will be:

**Output**

384

### 112) Can you use abstract and final both with a method?

No, because we need to override the abstract method to provide its implementation, whereas we can't override the final method.

### 113) Is it possible to instantiate the abstract class?

No, the abstract class can never be instantiated even if it contains a constructor and all of its methods are implemented.

### 114) What is the interface?

The interface is a blueprint for a class that has static constants and abstract methods. It can be used to achieve full abstraction and multiple inheritance. It is a mechanism to achieve abstraction. There can be only abstract methods in the Java interface, not method body. It is used to achieve abstraction and multiple inheritance in Java. In other words, you can say that interfaces can have abstract methods and variables. Java Interface also represents the IS-A relationship. It cannot be instantiated just like the abstract class. However, we need to implement it to define its methods. Since Java 8, we can have the default, static, and private methods in an interface.

[More details.](https://www.javatpoint.com/interface-in-java)

### 115) Can you declare an interface method static?

No, because methods of an interface are abstract by default, and we can not use static and abstract together.

### 116) Can the Interface be final?

No, because an interface needs to be implemented by the other class and if it is final, it can't be implemented by any class.

### 117) What is a marker interface?

A Marker interface can be defined as the interface which has no data member and member functions. For example, Serializable, Cloneable are marker interfaces. The marker interface can be declared as follows.

1. **public** **interface** Serializable{
2. }

### 118) What are the differences between abstract class and interface?

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| An abstract class can have a method body (non-abstract methods). | The interface has only abstract methods. |
| An abstract class can have instance variables. | An interface cannot have instance variables. |
| An abstract class can have the constructor. | The interface cannot have the constructor. |
| An abstract class can have static methods. | The interface cannot have static methods. |
| You can extend one abstract class. | You can implement multiple interfaces. |
| The abstract class **can provide the implementation of the interface**. | The Interface **can't provide the implementation of the abstract class**. |
| The **abstract keyword** is used to declare an abstract class. | The **interface keyword** is used to declare an interface. |
| An **abstract class** can extend another Java class and implement multiple Java interfaces. | An **interface** can extend another Java interface only. |
| An **abstract class** can be extended using keyword **extends** | An **interface class** can be implemented using keyword **implements** |
| A Java**abstract class** can have class members like private, protected, etc. | Members of a Java interface are public by default. |
| **Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |

### 119) Can we define private and protected modifiers for the members in interfaces?

No, they are implicitly public.

### 120) When can an object reference be cast to an interface reference?

An object reference can be cast to an interface reference when the object implements the referenced interface.

### 121) How to make a read-only class in Java?

A class can be made read-only by making all of the fields private. The read-only class will have only getter methods which return the private property of the class to the main method. We cannot modify this property because there is no setter method available in the class. Consider the following example.

1. //A Java class which has only getter methods.
2. **public** **class** Student{
3. //private data member
4. **private** String college="AKG";
5. //getter method for college
6. **public** String getCollege(){
7. **return** college;
8. }
9. }

### 122) How to make a write-only class in Java?

A class can be made write-only by making all of the fields private. The write-only class will have only setter methods which set the value passed from the main method to the private fields. We cannot read the properties of the class because there is no getter method in this class. Consider the following example.

1. //A Java class which has only setter methods.
2. **public** **class** Student{
3. //private data member
4. **private** String college;
5. //getter method for college
6. **public** **void** setCollege(String college){
7. **this**.college=college;
8. }
9. }

### 123) What are the advantages of Encapsulation in Java?

There are the following advantages of Encapsulation in Java?

* By providing only the setter or getter method, you can make the class read-only or write-only. In other words, you can skip the getter or setter methods.
* It provides you the control over the data. Suppose you want to set the value of id which should be greater than 100 only, you can write the logic inside the setter method. You can write the logic not to store the negative numbers in the setter methods.
* It is a way to achieve data hiding in Java because other class will not be able to access the data through the private data members.
* The encapsulate class is easy to test. So, it is better for unit testing.
* The standard IDE's are providing the facility to generate the getters and setters. So, it is easy and fast to create an encapsulated class in Java.

## Core Java - OOPs Concepts: Package Interview Questions

### 124) What is the package?

A package is a group of similar type of classes, interfaces, and sub-packages. It provides access protection and removes naming collision. The packages in Java can be categorized into two forms, inbuilt package, and user-defined package. There are many built-in packages such as Java, lang, awt, javax, swing, net, io, util, sql, etc. Consider the following example to create a package in Java.

1. //save as Simple.java
2. **package** mypack;
3. **public** **class** Simple{
4. **public** **static** **void** main(String args[]){
5. System.out.println("Welcome to package");
6. }
7. }
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[More details.](https://www.javatpoint.com/package)

### 125) What are the advantages of defining packages in Java?

By defining packages, we can avoid the name conflicts between the same class names defined in different packages. Packages also enable the developer to organize the similar classes more effectively. For example, one can clearly understand that the classes present in java.io package are used to perform io related operations.

### 126) How to create packages in Java?

If you are using the programming IDEs like Eclipse, NetBeans, MyEclipse, etc. click on **file->new->project** and eclipse will ask you to enter the name of the package. It will create the project package containing various directories such as src, etc. If you are using an editor like notepad for java programming, use the following steps to create the package.

* Define a package **package\_name**. Create the class with the name **class\_name** and save this file with **your\_class\_name.java**.
* Now compile the file by running the following command on the terminal.
  1. javac -d . your\_class\_name.java

The above command creates the package with the name **package\_name** in the present working directory.

* Now, run the class file by using the absolute class file name, like following.
  1. java package\_name.class\_name

### 127) How can we access some class in another class in Java?

There are two ways to access a class in another class.

* **By using the fully qualified name:** To access a class in a different package, either we must use the fully qualified name of that class, or we must import the package containing that class.
* **By using the relative path**, We can use the path of the class that is related to the package that contains our class. It can be the same or subpackage.

### 128) Do I need to import java.lang package any time? Why?

No. It is by default loaded internally by the JVM.

### 129) Can I import same package/class twice? Will the JVM load the package twice at runtime?

One can import the same package or the same class multiple times. Neither compiler nor JVM complains about it. However, the JVM will internally load the class only once no matter how many times you import the same class.

### 130) What is the static import?

By static import, we can access the static members of a class directly, and there is no to qualify it with the class name.

[More details.](https://www.javatpoint.com/static-import-in-java)

## Java: Exception Handling Interview Questions

There is given a list of exception handling interview questions with answers. If you know any exception handling interview question, kindly post it in the comment section.

### 131) How many types of exception can occur in a Java program?

There are mainly two types of exceptions: checked and unchecked. Here, an error is considered as the unchecked exception. According to Oracle, there are three types of exceptions:

* **Checked Exception:** Checked exceptions are the one which are checked at compile-time. For example, SQLException, ClassNotFoundException, etc.
* **Unchecked Exception:** Unchecked exceptions are the one which are handled at runtime because they can not be checked at compile-time. For example, ArithmaticException, NullPointerException, ArrayIndexOutOfBoundsException, etc.
* **Error:** Error cause the program to exit since they are not recoverable. For Example, OutOfMemoryError, AssertionError, etc.

### 132) What is Exception Handling?

Exception Handling is a mechanism that is used to handle runtime errors. It is used primarily to handle checked exceptions. Exception handling maintains the normal flow of the program. There are mainly two types of exceptions: checked and unchecked. Here, the error is considered as the unchecked exception.

[More details.](https://www.javatpoint.com/exception-handling-and-checked-and-unchecked-exception)

### 133) Explain the hierarchy of Java Exception classes?

The java.lang.Throwable class is the root class of Java Exception hierarchy which is inherited by two subclasses: Exception and Error. A hierarchy of Java Exception classes are given below:
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### 134) What is the difference between Checked Exception and Unchecked Exception?

### 1) Checked Exception

The classes that extend Throwable class except RuntimeException and Error are known as checked exceptions, e.g., IOException, SQLException, etc. Checked exceptions are checked at compile-time.

### 2) Unchecked Exception

The classes that extend RuntimeException are known as unchecked exceptions, e.g., ArithmeticException, NullPointerException, etc. Unchecked exceptions are not checked at compile-time.

[More details.](https://www.javatpoint.com/exception-handling-and-checked-and-unchecked-exception)

### 135) What is the base class for Error and Exception?

The Throwable class is the base class for Error and Exception.

### 136) Is it necessary that each try block must be followed by a catch block?

It is not necessary that each try block must be followed by a catch block. It should be followed by either a catch block OR a finally block. So whatever exceptions are likely to be thrown should be declared in the throws clause of the method. Consider the following example.

1. **public** **class** Main{
2. **public** **static** **void** main(String []args){
3. **try**{
4. **int** a = 1;
5. System.out.println(a/0);
6. }
7. **finally**
8. {
9. System.out.println("rest of the code...");
10. }
11. }
12. }

**Output:**

Exception in thread main java.lang.ArithmeticException:/ by zero

rest of the code...

### 137) What is the output of the following Java program?

1. **public** **class** ExceptionHandlingExample {
2. **public** **static** **void** main(String args[])
3. {
4. **try**
5. {
6. **int** a = 1/0;
7. System.out.println("a = "+a);
8. }
9. **catch**(Exception e){System.out.println(e);}
10. **catch**(ArithmeticException ex){System.out.println(ex);}
11. }
12. }

**Output**

ExceptionHandlingExample.java:10: error: exception ArithmeticException has already been caught

catch(ArithmeticException ex){System.out.println(ex);}

^

1 error

**Explanation**

ArithmaticException is the subclass of Exception. Therefore, it can not be used after Exception. Since Exception is the base class for all the exceptions, therefore, it must be used at last to handle the exception. No class can be used after this.

### 138) What is finally block?

The "finally" block is used to execute the important code of the program. It is executed whether an exception is handled or not. In other words, we can say that finally block is the block which is always executed. Finally block follows try or catch block. If you don't handle the exception, before terminating the program, JVM runs finally block, (if any). The finally block is mainly used to place the cleanup code such as closing a file or closing a connection. Here, we must know that for each try block there can be zero or more catch blocks, but only one finally block. The finally block will not be executed if program exits(either by calling System.exit() or by causing a fatal error that causes the process to abort).

![java finally](data:image/jpeg;base64,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)  
[More details.](https://www.javatpoint.com/finally-block-in-exception-handling)

### 139) Can finally block be used without a catch?

Yes, According to the definition of finally block, it must be followed by a try or catch block, therefore, we can use try block instead of catch.[More details.](https://www.javatpoint.com/finally-block-in-exception-handling)

### 140) Is there any case when finally will not be executed?

Finally block will not be executed if program exits(either by calling System.exit() or by causing a fatal error that causes the process to abort).[More details.](https://www.javatpoint.com/finally-block-in-exception-handling)

### 141) What is the difference between throw and throws?

|  |  |
| --- | --- |
| **throw keyword** | **throws keyword** |
| 1) The **throw** keyword is used to throw an exception explicitly. | The **throws** keyword is used to declare an exception. |
| 2) The checked exceptions cannot be propagated with throw only. | The checked exception can be propagated with throws |
| 3) The **throw** keyword is followed by an instance. | The **throws** keyword is followed by class. |
| 4) The **throw** keyword is used within the method. | The **throws** keyword is used with the method signature. |
| 5) You cannot throw multiple exceptions. | You can declare multiple exceptions, e.g., public void method()throws IOException, SQLException. |

[More details.](https://www.javatpoint.com/throws-keyword-and-difference-between-throw-and-throws)

### 142) What is the output of the following Java program?

1. **public** **class** Main{
2. **public** **static** **void** main(String []args){
3. **try**
4. {
5. **throw** 90;
6. }
7. **catch**(**int** e){
8. System.out.println("Caught the exception "+e);
9. }
11. }
12. }

**Output**

Main.java:6: error: incompatible types: int cannot be converted to Throwable

throw 90;

^

Main.java:8: error: unexpected type

catch(int e){

^

required: class

found: int

2 errors

**Explanation**

In Java, the throwable objects can only be thrown. If we try to throw an integer object, The compiler will show an error since we can not throw basic data type from a block of code.

### 143) What is the output of the following Java program?

1. **class** Calculation **extends** Exception
2. {
3. **public** Calculation()
4. {
5. System.out.println("Calculation class is instantiated");
6. }
7. **public** **void** add(**int** a, **int** b)
8. {
9. System.out.println("The sum is "+(a+b));
10. }
11. }
12. **public** **class** Main{
13. **public** **static** **void** main(String []args){
14. **try**
15. {
16. **throw** **new** Calculation();
17. }
18. **catch**(Calculation c){
19. c.add(10,20);
20. }
21. }
22. }

**Output**

Calculation class is instantiated

The sum is 30

**Explanation**

The object of Calculation is thrown from the try block which is caught in the catch block. The add() of Calculation class is called with the integer values 10 and 20 by using the object of this class. Therefore there sum 30 is printed. The object of the Main class can only be thrown in the case when the type of the object is throwable. To do so, we need to extend the throwable class.

### 144) Can an exception be rethrown?

Yes.

### 145) Can subclass overriding method declare an exception if parent class method doesn't throw an exception?

Yes but only unchecked exception not checked.

[More details.](https://www.javatpoint.com/exception-handling-with-method-overriding)

### 146) What is exception propagation?

An exception is first thrown from the top of the stack and if it is not caught, it drops down the call stack to the previous method, If not caught there, the exception again drops down to the previous method, and so on until they are caught or until they reach the very bottom of the call stack. This procedure is called exception propagation. By default, checked exceptions are not propagated.

1. **class** TestExceptionPropagation1{
2. **void** m(){
3. **int** data=50/0;
4. }
5. **void** n(){
6. m();
7. }
8. **void** p(){
9. **try**{
10. n();
11. }**catch**(Exception e){System.out.println("exception handled");}
12. }
13. **public** **static** **void** main(String args[]){
14. TestExceptionPropagation1 obj=**new** TestExceptionPropagation1();
15. obj.p();
16. System.out.println("normal flow...");
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionPropagation1)

**Output:**

exception handled

normal flow...

![exception propagation](data:image/jpeg;base64,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)  
[More details.](https://www.javatpoint.com/exception-propagation)

### 147) What is the output of the following Java program?

1. **public** **class** Main
2. {
3. **void** a()
4. {
5. **try**{
6. System.out.println("a(): Main called");
7. b();
8. }**catch**(Exception e)
9. {
10. System.out.println("Exception is caught");
11. }
12. }
13. **void** b() **throws** Exception
14. {
15. **try**{
16. System.out.println("b(): Main called");
17. c();
18. }**catch**(Exception e){
19. **throw** **new** Exception();
20. }
21. **finally**
22. {
23. System.out.println("finally block is called");
24. }
25. }
26. **void** c() **throws** Exception
27. {
28. **throw** **new** Exception();
29. }
31. **public** **static** **void** main (String args[])
32. {
33. Main m = **new** Main();
34. m.a();
35. }
36. }

**Output**

a(): Main called

b(): Main called

finally block is called

Exception is caught

**Explanation**

In the main method, a() of Main is called which prints a message and call b(). The method b() prints some message and then call c(). The method c() throws an exception which is handled by the catch block of method b. However, It propagates this exception by using **throw Exception()** to be handled by the method a(). As we know, finally block is always executed therefore the finally block in the method b() is executed first and prints a message. At last, the exception is handled by the catch block of the method a().

### 148) What is the output of the following Java program?

1. **public** **class** Calculation
2. {
3. **int** a;
4. **public** Calculation(**int** a)
5. {
6. **this**.a = a;
7. }
8. **public** **int** add()
9. {
10. a = a+10;
11. **try**
12. {
13. a = a+10;
14. **try**
15. {
16. a = a\*10;
17. **throw** **new** Exception();
18. }**catch**(Exception e){
19. a = a - 10;
20. }
21. }**catch**(Exception e)
22. {
23. a = a - 10;
24. }
25. **return** a;
26. }
28. **public** **static** **void** main (String args[])
29. {
30. Calculation c = **new** Calculation(10);
31. **int** result = c.add();
32. System.out.println("result = "+result);
33. }
34. }

**Output**

result = 290

**Explanation**

The instance variable a of class Calculation is initialized to 10 using the class constructor which is called while instantiating the class. The add method is called which returns an integer value result. In add() method, a is incremented by 10 to be 20. Then, in the first try block, 10 is again incremented by 10 to be 30. In the second try block, a is multiplied by 10 to be 300. The second try block throws the exception which is caught by the catch block associated with this try block. The catch block again alters the value of a by decrementing it by 10 to make it 290. Thus the add() method returns 290 which is assigned to result. However, the catch block associated with the outermost try block will never be executed since there is no exception which can be handled by this catch block.

## Java: String Handling Interview Questions

There is given a list of string handling interview questions with short and pointed answers. If you know any string handling interview question, kindly post it in the comment section.

### 149) What is String Pool?

String pool is the space reserved in the heap memory that can be used to store the strings. The main advantage of using the String pool is whenever we create a string literal; the JVM checks the "string constant pool" first. If the string already exists in the pool, a reference to the pooled instance is returned. If the string doesn't exist in the pool, a new string instance is created and placed in the pool. Therefore, it saves the memory by avoiding the duplicacy.
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### 150) What is the meaning of immutable regarding String?

The simple meaning of immutable is unmodifiable or unchangeable. In Java, String is immutable, i.e., once string object has been created, its value can't be changed. Consider the following example for better understanding.

1. **class** Testimmutablestring{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin";
4. s.concat(" Tendulkar");//concat() method appends the string at the end
5. System.out.println(s);//will print Sachin because strings are immutable objects
6. }
7. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testimmutablestring)

**Output:**

Sachin

[More details.](https://www.javatpoint.com/immutable-string)

### 151) Why are the objects immutable in java?

Because Java uses the concept of the string literal. Suppose there are five reference variables, all refer to one object "sachin". If one reference variable changes the value of the object, it will be affected by all the reference variables. That is why string objects are immutable in java.
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[More details.](https://www.javatpoint.com/immutable-string)

### 152) How many ways can we create the string object?

### 1) String Literal

Java String literal is created by using double quotes. For Example:

1. String s="welcome";

Each time you create a string literal, the JVM checks the "string constant pool" first. If the string already exists in the pool, a reference to the pooled instance is returned. If the string doesn't exist in the pool, a new string instance is created and placed in the pool. String objects are stored in a special memory area known as the **string constant pool** For example:

1. String s1="Welcome";
2. String s2="Welcome";//It doesn't create a new instance

### 2) By new keyword

1. String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, JVM will create a new string object in normal (non-pool) heap memory, and the literal "Welcome" will be placed in the constant string pool. The variable s will refer to the object in a heap (non-pool).

### 153) How many objects will be created in the following code?

1. String s1="Welcome";
2. String s2="Welcome";
3. String s3="Welcome";

Only one object will be created using the above code because strings in Java are immutable.

[More details.](https://www.javatpoint.com/string-handling-in-java)

### 154) Why java uses the concept of the string literal?

To make Java more memory efficient (because no new objects are created if it exists already in the string constant pool).

[More details.](https://www.javatpoint.com/string-handling-in-java)

### 155) How many objects will be created in the following code?

1. String s = **new** String("Welcome");

Two objects, one in string constant pool and other in non-pool(heap).

[More details.](https://www.javatpoint.com/string-handling-in-java)

### 156) What is the output of the following Java program?

1. **public** **class** Test
3. **public** **static** **void** main (String args[])
4. {
5. String a = **new** String("Sharma is a good player");
6. String b = "Sharma is a good player";
7. **if**(a == b)
8. {
9. System.out.println("a == b");
10. }
11. **if**(a.equals(b))
12. {
13. System.out.println("a equals b");
14. }
15. }

**Output**

a equals b

**Explanation**

The operator **==** also check whether the references of the two string objects are equal or not. Although both of the strings contain the same content, their references are not equal because both are created by different ways(Constructor and String literal) therefore, **a == b** is unequal. On the other hand, the equal() method always check for the content. Since their content is equal hence, **a equals b** is printed.

### 157) What is the output of the following Java program?

1. **public** **class** Test
2. {
3. **public** **static** **void** main (String args[])
4. {
5. String s1 = "Sharma is a good player";
6. String s2 = **new** String("Sharma is a good player");
7. s2 = s2.intern();
8. System.out.println(s1 ==s2);
9. }
10. }

**Output**

true

**Explanation**

The intern method returns the String object reference from the string pool. In this case, s1 is created by using string literal whereas, s2 is created by using the String pool. However, s2 is changed to the reference of s1, and the operator **==** returns true.

### 158) What are the differences between String and StringBuffer?

The differences between the String and StringBuffer is given in the table below.

|  |  |  |
| --- | --- | --- |
| **No.** | **String** | **StringBuffer** |
| 1) | The String class is immutable. | The StringBuffer class is mutable. |
| 2) | The String is slow and consumes more memory when you concat too many strings because every time it creates a new instance. | The StringBuffer is fast and consumes less memory when you cancat strings. |
| 3) | The String class overrides the equals() method of Object class. So you can compare the contents of two strings by equals() method. | The StringBuffer class doesn't override the equals() method of Object class. |

### 159) What are the differences between StringBuffer and StringBuilder?

The differences between the StringBuffer and StringBuilder is given below.

|  |  |  |
| --- | --- | --- |
| **No.** | **StringBuffer** | **StringBuilder** |
| 1) | StringBuffer is synchronized, i.e., thread safe. It means two threads can't call the methods of StringBuffer simultaneously. | StringBuilder is non-synchronized,i.e., not thread safe. It means two threads can call the methods of StringBuilder simultaneously. |
| 2) | StringBuffer is less efficient than StringBuilder. | StringBuilder is more efficient than StringBuffer. |

### 160) How can we create an immutable class in Java?

We can create an immutable class by defining a final class having all of its members as final. Consider the following example.

1. **public** **final** **class** Employee{
2. **final** String pancardNumber;
4. **public** Employee(String pancardNumber){
5. **this**.pancardNumber=pancardNumber;
6. }
8. **public** String getPancardNumber(){
9. **return** pancardNumber;
10. }
12. }

[More details.](https://www.javatpoint.com/how-to-create-immutable-class)

### 161) What is the purpose of toString() method in Java?

The toString() method returns the string representation of an object. If you print any object, java compiler internally invokes the toString() method on the object. So overriding the toString() method, returns the desired output, it can be the state of an object, etc. depending upon your implementation. By overriding the toString() method of the Object class, we can return the values of the object, so we don't need to write much code. Consider the following example.

1. **class** Student{
2. **int** rollno;
3. String name;
4. String city;
6. Student(**int** rollno, String name, String city){
7. **this**.rollno=rollno;
8. **this**.name=name;
9. **this**.city=city;
10. }
12. **public** String toString(){//overriding the toString() method
13. **return** rollno+" "+name+" "+city;
14. }
15. **public** **static** **void** main(String args[]){
16. Student s1=**new** Student(101,"Raj","lucknow");
17. Student s2=**new** Student(102,"Vijay","ghaziabad");
19. System.out.println(s1);//compiler writes here s1.toString()
20. System.out.println(s2);//compiler writes here s2.toString()
21. }
22. }

**Output:**

101 Raj lucknow

102 Vijay ghaziabad

[More details.](https://www.javatpoint.com/understanding-toString()-method)

### 162) Why CharArray() is preferred over String to store the password?

String stays in the string pool until the garbage is collected. If we store the password into a string, it stays in the memory for a longer period, and anyone having the memory-dump can extract the password as clear text. On the other hand, Using CharArray allows us to set it to blank whenever we are done with the password. It avoids the security threat with the string by enabling us to control the memory.

### 163) Write a Java program to count the number of words present in a string?

**Program:**

1. **public** **class** Test
2. {
3. **public** **static** **void** main (String args[])
4. {
5. String s = "Sharma is a good player and he is so punctual";
6. String words[] = s.split(" ");
7. System.out.println("The Number of words present in the string are : "+words.length);
8. }
9. }

**Output**

The Number of words present in the string are : 10

### 164) Name some classes present in ****java.util.regex**** package.

There are the following classes and interfaces present in java.util.regex package.

* MatchResult Interface
* Matcher class
* Pattern class
* PatternSyntaxException class
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### 165) How the metacharacters are different from the ordinary characters?

Metacharacters have the special meaning to the regular expression engine. The metacharacters are ^, $, ., \*, +, etc. The regular expression engine does not consider them as the regular characters. To enable the regular expression engine treating the metacharacters as ordinary characters, we need to escape the metacharacters with the backslash.

### 166) Write a regular expression to validate a password. A password must start with an alphabet and followed by alphanumeric characters; Its length must be in between 8 to 20.

The regular expression for the above criteria will be: **^[a-zA-Z][a-zA-Z0-9]{8,19}** where ^ represents the start of the regex, [a-zA-Z] represents that the first character must be an alphabet, [a-zA-Z0-9] represents the alphanumeric character, {8,19} represents that the length of the password must be in between 8 and 20.

### 167) What is the output of the following Java program?

1. **import** java.util.regex.\*;
2. **class** RegexExample2{
3. **public** **static** **void** main(String args[]){
4. System.out.println(Pattern.matches(".s", "as")); //line 4
5. System.out.println(Pattern.matches(".s", "mk")); //line 5
6. System.out.println(Pattern.matches(".s", "mst")); //line 6
7. System.out.println(Pattern.matches(".s", "amms")); //line 7
8. System.out.println(Pattern.matches("..s", "mas")); //line 8
9. }}

**Output**

true

false

false

false

true

**Explanation**

line 4 prints true since the second character of string is s, line 5 prints false since the second character is not s, line 6 prints false since there are more than 3 characters in the string, line 7 prints false since there are more than 2 characters in the string, and it contains more than 2 characters as well, line 8 prints true since the third character of the string is s.

## Core Java: Nested classes and Interfaces Interview Questions

### 168) What are the advantages of Java inner classes?

There are two types of advantages of Java inner classes.

* Nested classes represent a special type of relationship that is it can access all the members (data members and methods) of the outer class including private.
* Nested classes are used to develop a more readable and maintainable code because it logically groups classes and interfaces in one place only.
* **Code Optimization:** It requires less code to write.

### 169) What is a nested class?

The nested class can be defined as the class which is defined inside another class or interface. We use the nested class to logically group classes and interfaces in one place so that it can be more readable and maintainable. A nested class can access all the data members of the outer class including private data members and methods. The syntax of the nested class is defined below.

1. **class** Java\_Outer\_class{
2. //code
3. **class** Java\_Nested\_class{
4. //code
5. }
6. }

There are two types of nested classes, static nested class, and non-static nested class. The non-static nested class can also be called as inner-class

[More details.](https://www.javatpoint.com/difference-between-nested-classes-and-inner-classes)

### 170) What are the disadvantages of using inner classes?

There are the following main disadvantages of using inner classes.

* Inner classes increase the total number of classes used by the developer and therefore increases the workload of JVM since it has to perform some routine operations for those extra classes which result in slower performance.
* IDEs provide less support to the inner classes as compare to the top level classes and therefore it annoys the developers while working with inner classes.

### 171) What are the types of inner classes (non-static nested class) used in Java?

There are mainly three types of inner classes used in Java.

|  |  |
| --- | --- |
| **Type** | **Description** |
| [Member Inner Class](https://www.javatpoint.com/member-inner-class) | A class created within class and outside method. |
| [Anonymous Inner Class](https://www.javatpoint.com/anonymous-inner-class) | A class created for implementing an interface or extending class. Its name is decided by the java compiler. |
| [Local Inner Class](https://www.javatpoint.com/local-inner-class) | A class created within the method. |

### 172) Is there any difference between nested classes and inner classes?

Yes, inner classes are non-static nested classes. In other words, we can say that inner classes are the part of nested classes.

[More details.](https://www.javatpoint.com/difference-between-nested-classes-and-inner-classes)

### 173) Can we access the non-final local variable, inside the local inner class?

No, the local variable must be constant if you want to access it in the local inner class.

[More details.](https://www.javatpoint.com/local-inner-class)

### 174) How many class files are created on compiling the OuterClass in the following program?

1. **public** **class** Person {
2. String name, age, address;
3. **class** Employee{
4. **float** salary=10000;
5. }
6. **class** BusinessMen{
7. **final** String gstin="£4433drt3$";
8. }
9. **public** **static** **void** main (String args[])
10. {
11. Person p = **new** Person();
12. }
13. }

3 class-files will be created named as Person.class, Person$BusinessMen.class, and Person$Employee.class.

### 175) What are anonymous inner classes?

Anonymous inner classes are the classes that are automatically declared and instantiated within an expression. We cannot apply different access modifiers to them. Anonymous class cannot be static, and cannot define any static fields, method, or class. In other words, we can say that it a class without the name and can have only one object that is created by its definition. Consider the following example.

1. **abstract** **class** Person{
2. **abstract** **void** eat();
3. }
4. **class** TestAnonymousInner{
5. **public** **static** **void** main(String args[]){
6. Person p=**new** Person(){
7. **void** eat(){System.out.println("nice fruits");}
8. };
9. p.eat();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnonymousInner)

Output:

nice fruits

Consider the following example for the working of the anonymous class using interface.

1. **interface** Eatable{
2. **void** eat();
3. }
4. **class** TestAnnonymousInner1{
5. **public** **static** **void** main(String args[]){
6. Eatable e=**new** Eatable(){
7. **public** **void** eat(){System.out.println("nice fruits");}
8. };
9. e.eat();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAnnonymousInner1)

Output:

nice fruits

### 176) What is the nested interface?

An Interface that is declared inside the interface or class is known as the nested interface. It is static by default. The nested interfaces are used to group related interfaces so that they can be easy to maintain. The external interface or class must refer to the nested interface. It can't be accessed directly. The nested interface must be public if it is declared inside the interface but it can have any access modifier if declared within the class. The syntax of the nested interface is given as follows.

1. **interface** interface\_name{
2. ...
3. **interface** nested\_interface\_name{
4. ...
5. }
6. }

[More details.](https://www.javatpoint.com/nested-interface)

### 177) Can a class have an interface?

Yes, an interface can be defined within the class. It is called a nested interface.

[More details.](https://www.javatpoint.com/nested-interface)

### 178) Can an Interface have a class?

Yes, they are static implicitly.

[More details.](https://www.javatpoint.com/nested-interface)

## Garbage Collection Interview Questions

### 179) What is Garbage Collection?

Garbage collection is a process of reclaiming the unused runtime objects. It is performed for memory management. In other words, we can say that It is the process of removing unused objects from the memory to free up space and make this space available for Java Virtual Machine. Due to garbage collection java gives 0 as output to a variable whose value is not set, i.e., the variable has been defined but not initialized. For this purpose, we were using free() function in the C language and delete() in C++. In Java, it is performed automatically. So, java provides better memory management.

[More details.](https://www.javatpoint.com/Garbage-Collection)

### 180) What is gc()?

The gc() method is used to invoke the garbage collector for cleanup processing. This method is found in System and Runtime classes. This function explicitly makes the Java Virtual Machine free up the space occupied by the unused objects so that it can be utilized or reused. Consider the following example for the better understanding of how the gc() method invoke the garbage collector.

1. **public** **class** TestGarbage1{
2. **public** **void** finalize(){System.out.println("object is garbage collected");}
3. **public** **static** **void** main(String args[]){
4. TestGarbage1 s1=**new** TestGarbage1();
5. TestGarbage1 s2=**new** TestGarbage1();
6. s1=**null**;
7. s2=**null**;
8. System.gc();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestGarbage1)

object is garbage collected

object is garbage collected

### 181) How is garbage collection controlled?

Garbage collection is managed by JVM. It is performed when there is not enough space in the memory and memory is running low. We can externally call the System.gc() for the garbage collection. However, it depends upon the JVM whether to perform it or not.

### 182) How can an object be unreferenced?

There are many ways:

* By nulling the reference
* By assigning a reference to another
* By anonymous object etc.
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### 1) By nulling a reference:

1. Employee e=**new** Employee();
2. e=**null**;

### 2) By assigning a reference to another:

1. Employee e1=**new** Employee();
2. Employee e2=**new** Employee();
3. e1=e2;//now the first object referred by e1 is available for garbage collection

### 3) By anonymous object:

1. **new** Employee();

### 183) What is the purpose of the finalize() method?

The finalize() method is invoked just before the object is garbage collected. It is used to perform cleanup processing. The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created an object without new, you can use the finalize method to perform cleanup processing (destroying remaining objects). The cleanup processing is the process to free up all the resources, network which was previously used and no longer needed. It is essential to remember that it is not a reserved keyword, finalize method is present in the object class hence it is available in every class as object class is the superclass of every class in java. Here, we must note that neither finalization nor garbage collection is guaranteed. Consider the following example.

1. **public** **class** FinalizeTest {
2. **int** j=12;
3. **void** add()
4. {
5. j=j+12;
6. System.out.println("J="+j);
7. }
8. **public** **void** finalize()
9. {
10. System.out.println("Object is garbage collected");
11. }
12. **public** **static** **void** main(String[] args) {
13. **new** FinalizeTest().add();
14. System.gc();
15. **new** FinalizeTest().add();
16. }
17. }

### 184) Can an unreferenced object be referenced again?

Yes,

### 185) What kind of thread is the Garbage collector thread?

Daemon thread.

### 186) What is the difference between final, finally and finalize?

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **final** | **finally** | **finalize** |
| 1) | Final is used to apply restrictions on class, method, and variable. The final class can't be inherited, final method can't be overridden, and final variable value can't be changed. | Finally is used to place important code, it will be executed whether an exception is handled or not. | Finalize is used to perform clean up processing just before an object is garbage collected. |
| 2) | Final is a keyword. | Finally is a block. | Finalize is a method. |

### 187) What is the purpose of the Runtime class?

Java Runtime class is used to interact with a java runtime environment. Java Runtime class provides methods to execute a process, invoke GC, get total and free memory, etc. There is only one instance of java.lang.Runtime class is available for one java application. The Runtime.getRuntime() method returns the singleton instance of Runtime class.

### 188) How will you invoke any external process in Java?

By Runtime.getRuntime().exec(?) method. Consider the following example.

1. **public** **class** Runtime1{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("notepad");//will open a new notepad
4. }
5. }

## I/O Interview Questions

### 189) Give the hierarchy of InputStream and OutputStream classes.

**OutputStream Hierarchy**

**InputStream Hierarchy**

### 190) What do you understand by an IO stream?

The stream is a sequence of data that flows from source to destination. It is composed of bytes. In Java, three streams are created for us automatically.

* System.out: standard output stream
* System.in: standard input stream
* System.err: standard error stream

### 191) What is the difference between the Reader/Writer class hierarchy and the InputStream/OutputStream class hierarchy?

The Reader/Writer class hierarchy is character-oriented, and the InputStream/OutputStream class hierarchy is byte-oriented. The ByteStream classes are used to perform input-output of 8-bit bytes whereas the CharacterStream classes are used to perform the input/output for the 16-bit Unicode system. There are many classes in the ByteStream class hierarchy, but the most frequently used classes are FileInputStream and FileOutputStream. The most frequently used classes CharacterStream class hierarchy is FileReader and FileWriter.

### 192) What are the super most classes for all the streams?

All the stream classes can be divided into two types of classes that are ByteStream classes and CharacterStream Classes. The ByteStream classes are further divided into InputStream classes and OutputStream classes. CharacterStream classes are also divided into Reader classes and Writer classes. The SuperMost classes for all the InputStream classes is java.io.InputStream and for all the output stream classes is java.io.OutPutStream. Similarly, for all the reader classes, the super-most class is java.io.Reader, and for all the writer classes, it is java.io.Writer.

### 193) What are the FileInputStream and FileOutputStream?

**Java FileOutputStream** is an output stream used for writing data to a file. If you have some primitive values to write into a file, use FileOutputStream class. You can write byte-oriented as well as character-oriented data through the FileOutputStream class. However, for character-oriented data, it is preferred to use FileWriter than FileOutputStream. Consider the following example of writing a byte into a file.

1. **import** java.io.FileOutputStream;
2. **public** **class** FileOutputStreamExample {
3. **public** **static** **void** main(String args[]){
4. **try**{
5. FileOutputStream fout=**new** FileOutputStream("D:\\testout.txt");
6. fout.write(65);
7. fout.close();
8. System.out.println("success...");
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }

**Java FileInputStream class**obtains input bytes from a file. It is used for reading byte-oriented data (streams of raw bytes) such as image data, audio, video, etc. You can also read character-stream data. However, for reading streams of characters, it is recommended to use FileReader class. Consider the following example for reading bytes from a file.

1. **import** java.io.FileInputStream;
2. **public** **class** DataStreamExample {
3. **public** **static** **void** main(String args[]){
4. **try**{
5. FileInputStream fin=**new** FileInputStream("D:\\testout.txt");
6. **int** i=fin.read();
7. System.out.print((**char**)i);
9. fin.close();
10. }**catch**(Exception e){System.out.println(e);}
11. }
12. }

### 194) What is the purpose of using BufferedInputStream and BufferedOutputStream classes?

Java BufferedOutputStream class is used for buffering an output stream. It internally uses a buffer to store data. It adds more efficiency than to write data directly into a stream. So, it makes the performance fast. Whereas, Java BufferedInputStream class is used to read information from the stream. It internally uses the buffer mechanism to make the performance fast.

### 195) How to set the Permissions to a file in Java?

In Java, FilePermission class is used to alter the permissions set on a file. Java FilePermission class contains the permission related to a directory or file. All the permissions are related to the path. The path can be of two types:

* D:\\IO\\-: It indicates that the permission is associated with all subdirectories and files recursively.
* D:\\IO\\\*: It indicates that the permission is associated with all directory and files within this directory excluding subdirectories.

Let's see the simple example in which permission of a directory path is granted with read permission and a file of this directory is granted for write permission.

1. **package** com.javatpoint;
2. **import** java.io.\*;
3. **import** java.security.PermissionCollection;
4. **public** **class** FilePermissionExample{
5. **public** **static** **void** main(String[] args) **throws** IOException {
6. String srg = "D:\\IO Package\\java.txt";
7. FilePermission file1 = **new** FilePermission("D:\\IO Package\\-", "read");
8. PermissionCollection permission = file1.newPermissionCollection();
9. permission.add(file1);
10. FilePermission file2 = **new** FilePermission(srg, "write");
11. permission.add(file2);
12. **if**(permission.implies(**new** FilePermission(srg, "read,write"))) {
13. System.out.println("Read, Write permission is granted for the path "+srg );
14. }**else** {
15. System.out.println("No Read, Write permission is granted for the path "+srg);            }
16. }
17. }

Output

Read, Write permission is granted for the path D:\IO Package\java.txt

### 196) What are FilterStreams?

**FilterStream classes** are used to add additional functionalities to the other stream classes. FilterStream classes act like an interface which read the data from a stream, filters it, and pass the filtered data to the caller. The FilterStream classes provide extra functionalities like adding line numbers to the destination file, etc.

### 197) What is an I/O filter?

An I/O filter is an object that reads from one stream and writes to another, usually altering the data in some way as it is passed from one stream to another. Many Filter classes that allow a user to make a chain using multiple input streams. It generates a combined effect on several filters.

### 198) In Java, How many ways you can take input from the console?

In Java, there are three ways by using which, we can take input from the console.

* **Using BufferedReader class:** we can take input from the console by wrapping System.in into an InputStreamReader and passing it into the BufferedReader. It provides an efficient reading as the input gets buffered. Consider the following example.
  1. **import** java.io.BufferedReader;
  2. **import** java.io.IOException;
  3. **import** java.io.InputStreamReader;
  4. **public** **class** Person
  5. {
  6. **public** **static** **void** main(String[] args) **throws** IOException
  7. {
  8. System.out.println("Enter the name of the person");
  9. BufferedReader reader = **new** BufferedReader(**new** InputStreamReader(System.in));
  10. String name = reader.readLine();
  11. System.out.println(name);
  12. }
  13. }
* **Using Scanner class:** The Java Scanner class breaks the input into tokens using a delimiter that is whitespace by default. It provides many methods to read and parse various primitive values. Java Scanner class is widely used to parse text for string and primitive types using a regular expression. Java Scanner class extends Object class and implements Iterator and Closeable interfaces. Consider the following example.
  1. **import** java.util.\*;
  2. **public** **class** ScannerClassExample2 {
  3. **public** **static** **void** main(String args[]){
  4. String str = "Hello/This is JavaTpoint/My name is Abhishek.";
  5. //Create scanner with the specified String Object
  6. Scanner scanner = **new** Scanner(str);
  7. System.out.println("Boolean Result: "+scanner.hasNextBoolean());
  8. //Change the delimiter of this scanner
  9. scanner.useDelimiter("/");
  10. //Printing the tokenized Strings
  11. System.out.println("---Tokenizes String---");
  12. **while**(scanner.hasNext()){
  13. System.out.println(scanner.next());
  14. }
  15. //Display the new delimiter
  16. System.out.println("Delimiter used: " +scanner.delimiter());
  17. scanner.close();
  18. }
  19. }
* **Using Console class:** The Java Console class is used to get input from the console. It provides methods to read texts and passwords. If you read the password using the Console class, it will not be displayed to the user. The java.io.Console class is attached to the system console internally. The Console class is introduced since 1.5. Consider the following example.
  1. **import** java.io.Console;
  2. **class** ReadStringTest{
  3. **public** **static** **void** main(String args[]){
  4. Console c=System.console();
  5. System.out.println("Enter your name: ");
  6. String n=c.readLine();
  7. System.out.println("Welcome "+n);
  8. }
  9. }

## Serialization Interview Questions

### 199) What is serialization?

Serialization in Java is a mechanism of writing the state of an object into a byte stream. It is used primarily in Hibernate, RMI, JPA, EJB and JMS technologies. It is mainly used to travel object's state on the network (which is known as marshaling). Serializable interface is used to perform serialization. It is helpful when you require to save the state of a program to storage such as the file. At a later point of time, the content of this file can be restored using deserialization. It is also required to implement RMI(Remote Method Invocation). With the help of RMI, it is possible to invoke the method of a Java object on one machine to another machine.
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### 200) How can you make a class serializable in Java?

A class can become serializable by implementing the Serializable interface.

### 201) How can you avoid serialization in child class if the base class is implementing the Serializable interface?

It is very tricky to prevent serialization of child class if the base class is intended to implement the Serializable interface. However, we cannot do it directly, but the serialization can be avoided by implementing the writeObject() or readObject() methods in the subclass and throw NotSerializableException from these methods. Consider the following example.

1. **import** java.io.FileInputStream;
2. **import** java.io.FileOutputStream;
3. **import** java.io.IOException;
4. **import** java.io.NotSerializableException;
5. **import** java.io.ObjectInputStream;
6. **import** java.io.ObjectOutputStream;
7. **import** java.io.Serializable;
8. **class** Person **implements** Serializable
9. {
10. String name = " ";
11. **public** Person(String name)
12. {
13. **this**.name = name;
14. }
15. }
16. **class** Employee **extends** Person
17. {
18. **float** salary;
19. **public** Employee(String name, **float** salary)
20. {
21. **super**(name);
22. **this**.salary = salary;
23. }
24. **private** **void** writeObject(ObjectOutputStream out) **throws** IOException
25. {
26. **throw** **new** NotSerializableException();
27. }
28. **private** **void** readObject(ObjectInputStream in) **throws** IOException
29. {
30. **throw** **new** NotSerializableException();
31. }
33. }
34. **public** **class** Test
35. {
36. **public** **static** **void** main(String[] args)
37. **throws** Exception
38. {
39. Employee emp = **new** Employee("Sharma", 10000);
41. System.out.println("name = " + emp.name);
42. System.out.println("salary = " + emp.salary);
44. FileOutputStream fos = **new** FileOutputStream("abc.ser");
45. ObjectOutputStream oos = **new** ObjectOutputStream(fos);
47. oos.writeObject(emp);
49. oos.close();
50. fos.close();
52. System.out.println("Object has been serialized");
54. FileInputStream f = **new** FileInputStream("ab.txt");
55. ObjectInputStream o = **new** ObjectInputStream(f);
57. Employee emp1 = (Employee)o.readObject();
59. o.close();
60. f.close();
62. System.out.println("Object has been deserialized");
64. System.out.println("name = " + emp1.name);
65. System.out.println("salary = " + emp1.salary);
66. }
67. }

### 202) Can a Serialized object be transferred via network?

Yes, we can transfer a serialized object via network because the serialized object is stored in the memory in the form of bytes and can be transmitted over the network. We can also write the serialized object to the disk or the database.

### 203) What is Deserialization?

Deserialization is the process of reconstructing the object from the serialized state. It is the reverse operation of serialization. An ObjectInputStream deserializes objects and primitive data written using an ObjectOutputStream.

1. **import** java.io.\*;
2. **class** Depersist{
3. **public** **static** **void** main(String args[])**throws** Exception{
5. ObjectInputStream in=**new** ObjectInputStream(**new** FileInputStream("f.txt"));
6. Student s=(Student)in.readObject();
7. System.out.println(s.id+" "+s.name);
9. in.close();
10. }
11. }
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### 204) What is the transient keyword?

If you define any data member as transient, it will not be serialized. By determining transient keyword, the value of variable need not persist when it is restored. [More details.](https://www.javatpoint.com/serialization)

### 205) What is Externalizable?

The Externalizable interface is used to write the state of an object into a byte stream in a compressed format. It is not a marker interface.

### 206) What is the difference between Serializable and Externalizable interface?

|  |  |  |
| --- | --- | --- |
| **No.** | **Serializable** | **Externalizable** |
| 1) | The Serializable interface does not have any method, i.e., it is a marker interface. | The Externalizable interface contains is not a marker interface, It contains two methods, i.e., writeExternal() and readExternal(). |
| 2) | It is used to "mark" Java classes so that objects of these classes may get the certain capability. | The Externalizable interface provides control of the serialization logic to the programmer. |
| 3) | It is easy to implement but has the higher performance cost. | It is used to perform the serialization and often result in better performance. |
| 4) | No class constructor is called in serialization. | We must call a public default constructor while using this interface. |

.

## Networking Interview Questions

### 207) Give a brief description of Java socket programming?

Java Socket programming is used for communication between the applications running on different JRE. Java Socket programming can be connection-oriented or connectionless. Socket and ServerSocket classes are used for connection-oriented socket programming and DatagramSocket, and DatagramPacket classes are used for connectionless socket programming. The client in socket programming must know two information:

* IP address of the server
* port number

### 208) What is Socket?

A socket is simply an endpoint for communications between the machines. It provides the connection mechanism to connect the two computers using TCP. The Socket class can be used to create a socket.

### 209) What are the steps that are followed when two computers connect through TCP?

There are the following steps that are performed when two computers connect through TCP.

* The ServerSocket object is instantiated by the server which denotes the port number to which, the connection will be made.
* After instantiating the ServerSocket object, the server invokes accept() method of ServerSocket class which makes server wait until the client attempts to connect to the server on the given port.
* Meanwhile, the server is waiting, a socket is created by the client by instantiating Socket class. The socket class constructor accepts the server port number and server name.
* The Socket class constructor attempts to connect with the server on the specified name. If the connection is established, the client will have a socket object that can communicate with the server.
* The accept() method invoked by the server returns a reference to the new socket on the server that is connected with the server.

### 210) Write a program in Java to establish a connection between client and server?

Consider the following program where the connection between the client and server is established.

*File: MyServer.java*

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** MyServer {
4. **public** **static** **void** main(String[] args){
5. **try**{
6. ServerSocket ss=**new** ServerSocket(6666);
7. Socket s=ss.accept();//establishes connection
8. DataInputStream dis=**new** DataInputStream(s.getInputStream());
9. String  str=(String)dis.readUTF();
10. System.out.println("message= "+str);
11. ss.close();
12. }**catch**(Exception e){System.out.println(e);}
13. }
14. }

*File: MyClient.java*

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** MyClient {
4. **public** **static** **void** main(String[] args) {
5. **try**{
6. Socket s=**new** Socket("localhost",6666);
7. DataOutputStream dout=**new** DataOutputStream(s.getOutputStream());
8. dout.writeUTF("Hello Server");
9. dout.flush();
10. dout.close();
11. s.close();
12. }**catch**(Exception e){System.out.println(e);}
13. }
14. }

### 211) How do I convert a numeric IP address like 192.18.97.39 into a hostname like java.sun.com?

By InetAddress.getByName("192.18.97.39").getHostName() where 192.18.97.39 is the IP address. Consider the following example.

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** InetDemo{
4. **public** **static** **void** main(String[] args){
5. **try**{
6. InetAddress ip=InetAddress.getByName("195.201.10.8");
8. System.out.println("Host Name: "+ip.getHostName());
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }

## Reflection Interview Questions

### 212) What is the reflection?

Reflection is the process of examining or modifying the runtime behavior of a class at runtime. The java.lang.Class class provides various methods that can be used to get metadata, examine and change the runtime behavior of a class. The java.lang and java.lang.reflect packages provide classes for java reflection. It is used in:

* IDE (Integrated Development Environment), e.g., Eclipse, MyEclipse, NetBeans.
* Debugger
* Test Tools, etc.

### 213) What is the purpose of using java.lang.Class class?

The java.lang.Class class performs mainly two tasks:

* Provides methods to get the metadata of a class at runtime.
* Provides methods to examine and change the runtime behavior of a class.

### 214) What are the ways to instantiate the Class class?

There are three ways to instantiate the Class class.

* **forName() method of Class class:**The forName() method is used to load the class dynamically. It returns the instance of Class class. It should be used if you know the fully qualified name of the class. This cannot be used for primitive types.
* **getClass() method of Object class:** It returns the instance of Class class. It should be used if you know the type. Moreover, it can be used with primitives.
* **the .class syntax:** If a type is available, but there is no instance then it is possible to obtain a Class by appending ".class" to the name of the type. It can be used for primitive data type also.

### 215) What is the output of the following Java program?

1. **class** Simple{
2. **public** Simple()
3. {
4. System.out.println("Constructor of Simple class is invoked");
5. }
6. **void** message(){System.out.println("Hello Java");}
7. }
9. **class** Test1{
10. **public** **static** **void** main(String args[]){
11. **try**{
12. Class c=Class.forName("Simple");
13. Simple s=(Simple)c.newInstance();
14. s.message();
15. }**catch**(Exception e){System.out.println(e);}
16. }
17. }

**Output**

Constructor of Simple class is invoked

Hello Java

**Explanation**

The newInstance() method of the Class class is used to invoke the constructor at runtime. In this program, the instance of the Simple class is created.

### 216) What is the purpose of using javap?

The javap command disassembles a class file. The javap command displays information about the fields, constructors and methods present in a class file.

**Syntax**

javap fully\_class\_name

### 217) Can you access the private method from outside the class?

Yes, by changing the runtime behavior of a class if the class is not secured.

[More details.](https://www.javatpoint.com/reflection6)

## Miscellaneous Interview Questions

### 218)What are wrapper classes?

Wrapper classes are classes that allow primitive types to be accessed as objects. In other words, we can say that wrapper classes are built-in java classes which allow the conversion of objects to primitives and primitives to objects. The process of converting primitives to objects is called autoboxing, and the process of converting objects to primitives is called unboxing. There are eight wrapper classes present in **java.lang** package is given below.

|  |  |
| --- | --- |
| **Primitive Type** | **Wrapper class** |
| boolean | Boolean |
| char | Character |
| byte | Byte |
| short | Short |
| int | Integer |
| long | Long |
| float | Float |
| double | Double |

### 219)What are autoboxing and unboxing? When does it occur?

The autoboxing is the process of converting primitive data type to the corresponding wrapper class object, eg., int to Integer. The unboxing is the process of converting wrapper class object to primitive data type. For eg., integer to int. Unboxing and autoboxing occur automatically in Java. However, we can externally convert one into another by using the methods like valueOf() or xxxValue().

It can occur whenever a wrapper class object is expected, and primitive data type is provided or vice versa.

* Adding primitive types into Collection like ArrayList in Java.
* Creating an instance of parameterized classes ,e.g., ThreadLocal which expect Type.
* Java automatically converts primitive to object whenever one is required and another is provided in the method calling.
* When a primitive type is assigned to an object type.

### 220) What is the output of the below Java program?

1. **public** **class** Test1
2. {
3. **public** **static** **void** main(String[] args) {
4. Integer i = **new** Integer(201);
5. Integer j = **new** Integer(201);
6. **if**(i == j)
7. {
8. System.out.println("hello");
9. }
10. **else**
11. {
12. System.out.println("bye");
13. }
14. }
15. }

**Output**

bye

**Explanation**

The Integer class caches integer values from -127 to 127. Therefore, the Integer objects can only be created in the range -128 to 127. The operator **==** will not work for the value greater than 127; thus **bye** is printed.

### 221) What is object cloning?

The object cloning is a way to create an exact copy of an object. The clone() method of the Object class is used to clone an object. The java.lang.Cloneable interface must be implemented by the class whose object clone we want to create. If we don't implement Cloneable interface, clone() method generates CloneNotSupportedException. The clone() method is defined in the Object class. The syntax of the clone() method is as follows:

**protected Object clone() throws CloneNotSupportedException**

### 222) What are the advantages and disadvantages of object cloning?

**Advantage of Object Cloning**

* You don't need to write lengthy and repetitive codes. Just use an abstract class with a 4- or 5-line long clone() method.
* It is the easiest and most efficient way of copying objects, especially if we are applying it to an already developed or an old project. Just define a parent class, implement Cloneable in it, provide the definition of the clone() method and the task will be done.
* Clone() is the fastest way to copy the array.

**Disadvantage of Object Cloning**

* To use the Object.clone() method, we have to change many syntaxes to our code, like implementing a Cloneable interface, defining the clone() method and handling CloneNotSupportedException, and finally, calling Object.clone(), etc.
* We have to implement the Cloneable interface while it does not have any methods in it. We have to use it to tell the JVM that we can perform a clone() on our object.
* Object.clone() is protected, so we have to provide our own clone() and indirectly call Object.clone() from it.
* Object.clone() does not invoke any constructor, so we do not have any control over object construction.
* If you want to write a clone method in a child class, then all of its superclasses should define the clone() method in them or inherit it from another parent class. Otherwise, the super.clone() chain will fail.
* Object.clone() supports only shallow copying, but we will need to override it if we need deep cloning.

### 223) What is a native method?

A native method is a method that is implemented in a language other than Java. Natives methods are sometimes also referred to as foreign methods.

### 224) What is the purpose of the strictfp keyword?

Java strictfp keyword ensures that you will get the same result on every platform if you perform operations in the floating-point variable. The precision may differ from platform to platform that is why java programming language has provided the strictfp keyword so that you get the same result on every platform. So, now you have better control over the floating-point arithmetic.

### 225) What is the purpose of the System class?

The purpose of the System class is to provide access to system resources such as standard input and output. It cannot be instantiated. Facilities provided by System class are given below.

* Standard input
* Error output streams
* Standard output
* utility method to copy the portion of an array
* utilities to load files and libraries

There are the three fields of Java System class, i.e., static printstream err, static inputstream in, and standard output stream.

### 226) What comes to mind when someone mentions a shallow copy in Java?

Object cloning.

### 227) What is a singleton class?

Singleton class is the class which can not be instantiated more than once. To make a class singleton, we either make its constructor private or use the static getInstance method. Consider the following example.

1. **class** Singleton{
2. **private** **static** Singleton single\_instance = **null**;
3. **int** i;
4. **private** Singleton ()
5. {
6. i=90;
7. }
8. **public** **static** Singleton getInstance()
9. {
10. **if**(single\_instance == **null**)
11. {
12. single\_instance = **new** Singleton();
13. }
14. **return** single\_instance;
15. }
16. }
17. **public** **class** Main
18. {
19. **public** **static** **void** main (String args[])
20. {
21. Singleton first = Singleton.getInstance();
22. System.out.println("First instance integer value:"+first.i);
23. first.i=first.i+90;
24. Singleton second = Singleton.getInstance();
25. System.out.println("Second instance integer value:"+second.i);
26. }
27. }

### 228) Write a Java program that prints all the values given at command-line.

**Program**

1. **class** A{
2. **public** **static** **void** main(String args[]){
4. **for**(**int** i=0;i<args.length;i++)
5. System.out.println(args[i]);
7. }
8. }
9. compile by > javac A.java
10. run by > java A sonoo jaiswal 1 3 abc

**Output**

sonoo

jaiswal

1

3

abc

### 229) Which containers use a border layout as their default layout?

The Window, Frame and Dialog classes use a border layout as their default layout.

### 230) Which containers use a FlowLayout as their default layout?

The Panel and Applet classes use the FlowLayout as their default layout.

### 231) What are peerless components?

The lightweight component of Swing is called peerless components. Spring has its libraries, so it does not use resources from the Operating System, and hence it has lightweight components.

### 232) is there is any difference between a Scrollbar and a ScrollPane?

The Scrollbar is a Component whereas the ScrollPane is a Container. A ScrollPane handles its events and performs its scrolling.

### 233) What is a lightweight component?

Lightweight components are the one which does not go with the native call to obtain the graphical units. They share their parent component graphical units to render them. For example, Swing components, and JavaFX Components.

### 234) What is a heavyweight component?

The portable elements provided by the operating system are called heavyweight components. AWT is limited to the graphical classes provided by the operating system and therefore, It implements only the minimal subset of screen elements supported by all platforms. The Operating system dependent UI discovery tools are called heavyweight components.

### 235) What is an applet?

An applet is a small java program that runs inside the browser and generates dynamic content. It is embedded in the webpage and runs on the client side. It is secured and takes less response time. It can be executed by browsers running under many platforms, including Linux, Windows, Mac Os, etc. However, the plugins are required at the client browser to execute the applet. The following image shows the architecture of Applet.
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When an applet is created, the following methods are invoked in order.

* init()
* start()
* paint()

When an applet is destroyed, the following functions are invoked in order.

* stop()
* destroy()

### 236) Can you write a Java class that could be used both as an applet as well as an application?

Yes. Add a main() method to the applet.

## Internationalization Interview Questions

### 237) What is Locale?

A Locale object represents a specific geographical, political, or cultural region. This object can be used to get the locale-specific information such as country name, language, variant, etc.

1. **import** java.util.\*;
2. **public** **class** LocaleExample {
3. **public** **static** **void** main(String[] args) {
4. Locale locale=Locale.getDefault();
5. //Locale locale=new Locale("fr","fr");//for the specific locale
7. System.out.println(locale.getDisplayCountry());
8. System.out.println(locale.getDisplayLanguage());
9. System.out.println(locale.getDisplayName());
10. System.out.println(locale.getISO3Country());
11. System.out.println(locale.getISO3Language());
12. System.out.println(locale.getLanguage());
13. System.out.println(locale.getCountry());
15. }
16. }

**Output:**

United States

English

English (United States)

USA

eng

en

US

### 238)How will you load a specific locale?

By ResourceBundle.getBundle(?) method.

## Java Bean Interview Questions

### 239) What is a JavaBean?

JavaBean is a reusable software component written in the Java programming language, designed to be manipulated visually by a software development environment, like JBuilder or VisualAge for Java. t. A JavaBean encapsulates many objects into one object so that we can access this object from multiple places. Moreover, it provides the easy maintenance. Consider the following example to create a JavaBean class.

1. //Employee.java
2. **package** mypack;
3. **public** **class** Employee **implements** java.io.Serializable{
4. **private** **int** id;
5. **private** String name;
6. **public** Employee(){}
7. **public** **void** setId(**int** id){**this**.id=id;}
8. **public** **int** getId(){**return** id;}
9. **public** **void** setName(String name){**this**.name=name;}
10. **public** String getName(){**return** name;}
11. }

### 240) What is the purpose of using the Java bean?

According to Java white paper, it is a reusable software component. A bean encapsulates many objects into one object so that we can access this object from multiple places. Moreover, it provides the easy maintenance.

### 241) What do you understand by the bean persistent property?

The persistence property of Java bean comes into the act when the properties, fields, and state information are saved to or retrieve from the storage.

## RMI Interview Questions

### 242) What is RMI?

The RMI (Remote Method Invocation) is an API that provides a mechanism to create the distributed application in java. The RMI allows an object to invoke methods on an object running in another JVM. The RMI provides remote communication between the applications using two objects stub and skeleton.

### 243) What is the purpose of stub and skeleton?

**Stub**

The stub is an object, acts as a gateway for the client side. All the outgoing requests are routed through it. It resides at the client side and represents the remote object. When the caller invokes the method on the stub object, it does the following tasks:

* It initiates a connection with remote Virtual Machine (JVM).
* It writes and transmits (marshals) the parameters to the remote Virtual Machine (JVM).
* It waits for the result.
* It reads (unmarshals) the return value or exception.
* It finally, returns the value to the caller.

**Skeleton**

The skeleton is an object, acts as a gateway for the server side object. All the incoming requests are routed through it. When the skeleton receives the incoming request, it does the following tasks:

* It reads the parameter for the remote method.
* It invokes the method on the actual remote object.
* It writes and transmits (marshals) the result to the caller.

### 244) What are the steps involved to write RMI based programs?

There are 6 steps which are performed to write RMI based programs.

* Create the remote interface.
* Provide the implementation of the remote interface.
* Compile the implementation class and create the stub and skeleton objects using the rmic tool.
* Start the registry service by the rmiregistry tool.
* Create and start the remote application.
* Create and start the client application.

### 245) What is the use of HTTP-tunneling in RMI?

HTTP tunneling can be defined as the method which doesn't need any setup to work within the firewall environment. It handles the HTTP connections through the proxy servers. However, it does not allow outbound TCP connections.

### 246) What is JRMP?

JRMP (Java Remote Method Protocol) can be defined as the Java-specific, stream-based protocol which looks up and refers to the remote objects. It requires both client and server to use Java objects. It is wire level protocol which runs under RMI and over TCP/IP.

### 247) Can RMI and CORBA based applications interact?

Yes, they can. RMI is available with IIOP as the transport protocol instead of JRMP.

## Core Java: Data Structure interview questions

### 248) How to perform Bubble Sort in Java?

Consider the following program to perform Bubble sort in Java.

1. **public** **class** BubbleSort {
2. **public** **static** **void** main(String[] args) {
3. **int**[] a = {10, 9, 7, 101, 23, 44, 12, 78, 34, 23};
4. **for**(**int** i=0;i<10;i++)
5. {
6. **for** (**int** j=0;j<10;j++)
7. {
8. **if**(a[i]<a[j])
9. {
10. **int** temp = a[i];
11. a[i]=a[j];
12. a[j] = temp;
13. }
14. }
15. }
16. System.out.println("Printing Sorted List ...");
17. **for**(**int** i=0;i<10;i++)
18. {
19. System.out.println(a[i]);
20. }
21. }
22. }

**Output:**

Printing Sorted List . . .

7

9

10

12

23

34

34

44

78

101

### 249) How to perform Binary Search in Java?

Consider the following program to perform the binary search in Java.

1. **import** java.util.\*;
2. **public** **class** BinarySearch {
3. **public** **static** **void** main(String[] args) {
4. **int**[] arr = {16, 19, 20, 23, 45, 56, 78, 90, 96, 100};
5. **int** item, location = -1;
6. System.out.println("Enter the item which you want to search");
7. Scanner sc = **new** Scanner(System.in);
8. item = sc.nextInt();
9. location = binarySearch(arr,0,9,item);
10. **if**(location != -1)
11. System.out.println("the location of the item is "+location);
12. **else**
13. System.out.println("Item not found");
14. }
15. **public** **static** **int** binarySearch(**int**[] a, **int** beg, **int** end, **int** item)
16. {
17. **int** mid;
18. **if**(end >= beg)
19. {
20. mid = (beg + end)/2;
21. **if**(a[mid] == item)
22. {
23. **return** mid+1;
24. }
25. **else** **if**(a[mid] < item)
26. {
27. **return** binarySearch(a,mid+1,end,item);
28. }
29. **else**
30. {
31. **return** binarySearch(a,beg,mid-1,item);
32. }
33. }
34. **return** -1;
35. }
36. }

**Output:**

Enter the item which you want to search

45

the location of the item is 5

### 250) How to perform Selection Sort in Java?

Consider the following program to perform selection sort in Java.

1. **public** **class** SelectionSort {
2. **public** **static** **void** main(String[] args) {
3. **int**[] a = {10, 9, 7, 101, 23, 44, 12, 78, 34, 23};
4. **int** i,j,k,pos,temp;
5. **for**(i=0;i<10;i++)
6. {
7. pos = smallest(a,10,i);
8. temp = a[i];
9. a[i]=a[pos];
10. a[pos] = temp;
11. }
12. System.out.println("\nprinting sorted elements...\n");
13. **for**(i=0;i<10;i++)
14. {
15. System.out.println(a[i]);
16. }
17. }
18. **public** **static** **int** smallest(**int** a[], **int** n, **int** i)
19. {
20. **int** small,pos,j;
21. small = a[i];
22. pos = i;
23. **for**(j=i+1;j<10;j++)
24. {
25. **if**(a[j]<small)
26. {
27. small = a[j];
28. pos=j;
29. }
30. }
31. **return** pos;
32. }
33. }

**Output:**

printing sorted elements...

7

9

10

12

23

23

34

44

78

101

### 251) How to perform Linear Search in Java?

Consider the following program to perform Linear search in Java.

1. **import** java.util.Scanner;
3. **public** **class** Leniear\_Search {
4. **public** **static** **void** main(String[] args) {
5. **int**[] arr = {10, 23, 15, 8, 4, 3, 25, 30, 34, 2, 19};
6. **int** item,flag=0;
7. Scanner sc = **new** Scanner(System.in);
8. System.out.println("Enter Item ?");
9. item = sc.nextInt();
10. **for**(**int** i = 0; i<10; i++)
11. {
12. **if**(arr[i]==item)
13. {
14. flag = i+1;
15. **break**;
16. }
17. **else**
18. flag = 0;
19. }
20. **if**(flag != 0)
21. {
22. System.out.println("Item found at location" + flag);
23. }
24. **else**
25. System.out.println("Item not found");
27. }
28. }

**Output:**

Enter Item ?

23

Item found at location 2

Enter Item ?

22

Item not found

### 252) How to perform merge sort in Java?

Consider the following program to perform merge sort in Java.

1. **public** **class** MyMergeSort
2. {
3. **void** merge(**int** arr[], **int** beg, **int** mid, **int** end)
4. {
6. **int** l = mid - beg + 1;
7. **int** r = end - mid;
9. intLeftArray[] = **new** **int** [l];
10. intRightArray[] = **new** **int** [r];
12. **for** (**int** i=0; i<l; ++i)
13. LeftArray[i] = arr[beg + i];
15. **for** (**int** j=0; j<r; ++j)
16. RightArray[j] = arr[mid + 1+ j];

19. **int** i = 0, j = 0;
20. **int** k = beg;
21. **while** (i<l&&j<r)
22. {
23. **if** (LeftArray[i] <= RightArray[j])
24. {
25. arr[k] = LeftArray[i];
26. i++;
27. }
28. **else**
29. {
30. arr[k] = RightArray[j];
31. j++;
32. }
33. k++;
34. }
35. **while** (i<l)
36. {
37. arr[k] = LeftArray[i];
38. i++;
39. k++;
40. }
42. **while** (j<r)
43. {
44. arr[k] = RightArray[j];
45. j++;
46. k++;
47. }
48. }
50. **void** sort(**int** arr[], **int** beg, **int** end)
51. {
52. **if** (beg<end)
53. {
54. **int** mid = (beg+end)/2;
55. sort(arr, beg, mid);
56. sort(arr , mid+1, end);
57. merge(arr, beg, mid, end);
58. }
59. }
60. **public** **static** **void** main(String args[])
61. {
62. intarr[] = {90,23,101,45,65,23,67,89,34,23};
63. MyMergeSort ob = **new** MyMergeSort();
64. ob.sort(arr, 0, arr.length-1);
66. System.out.println("\nSorted array");
67. **for**(**int** i =0; i<arr.length;i++)
68. {
69. System.out.println(arr[i]+"");
70. }
71. }
72. }

**Output:**

Sorted array

23

23

23

34

45

65

67

89

90

101

### 253) How to perform quicksort in Java?

Consider the following program to perform quicksort in Java.

1. **public** **class** QuickSort {
2. **public** **static** **void** main(String[] args) {
3. **int** i;
4. **int**[] arr={90,23,101,45,65,23,67,89,34,23};
5. quickSort(arr, 0, 9);
6. System.out.println("\n The sorted array is: \n");
7. **for**(i=0;i<10;i++)
8. System.out.println(arr[i]);
9. }
10. **public** **static** **int** partition(**int** a[], **int** beg, **int** end)
11. {
13. **int** left, right, temp, loc, flag;
14. loc = left = beg;
15. right = end;
16. flag = 0;
17. **while**(flag != 1)
18. {
19. **while**((a[loc] <= a[right]) && (loc!=right))
20. right--;
21. **if**(loc==right)
22. flag =1;
23. elseif(a[loc]>a[right])
24. {
25. temp = a[loc];
26. a[loc] = a[right];
27. a[right] = temp;
28. loc = right;
29. }
30. **if**(flag!=1)
31. {
32. **while**((a[loc] >= a[left]) && (loc!=left))
33. left++;
34. **if**(loc==left)
35. flag =1;
36. elseif(a[loc] <a[left])
37. {
38. temp = a[loc];
39. a[loc] = a[left];
40. a[left] = temp;
41. loc = left;
42. }
43. }
44. }
45. returnloc;
46. }
47. **static** **void** quickSort(**int** a[], **int** beg, **int** end)
48. {
50. **int** loc;
51. **if**(beg<end)
52. {
53. loc = partition(a, beg, end);
54. quickSort(a, beg, loc-1);
55. quickSort(a, loc+1, end);
56. }
57. }
58. }

**Output:**

The sorted array is:

23

23

23

34

45

65

67

89

90

101

### 254) Write a program in Java to create a doubly linked list containing n nodes.

Consider the following program to create a doubly linked list containing n nodes.

1. **public** **class** CountList {
3. //Represent a node of the doubly linked list
5. **class** Node{
6. **int** data;
7. Node previous;
8. Node next;
10. **public** Node(**int** data) {
11. **this**.data = data;
12. }
13. }
15. //Represent the head and tail of the doubly linked list
16. Node head, tail = **null**;
18. //addNode() will add a node to the list
19. **public** **void** addNode(**int** data) {
20. //Create a new node
21. Node newNode = **new** Node(data);
23. //If list is empty
24. **if**(head == **null**) {
25. //Both head and tail will point to newNode
26. head = tail = newNode;
27. //head's previous will point to null
28. head.previous = **null**;
29. //tail's next will point to null, as it is the last node of the list
30. tail.next = **null**;
31. }
32. **else** {
33. //newNode will be added after tail such that tail's next will point to newNode
34. tail.next = newNode;
35. //newNode's previous will point to tail
36. newNode.previous = tail;
37. //newNode will become new tail
38. tail = newNode;
39. //As it is last node, tail's next will point to null
40. tail.next = **null**;
41. }
42. }
44. //countNodes() will count the nodes present in the list
45. **public** **int** countNodes() {
46. **int** counter = 0;
47. //Node current will point to head
48. Node current = head;
50. **while**(current != **null**) {
51. //Increment the counter by 1 for each node
52. counter++;
53. current = current.next;
54. }
55. **return** counter;
56. }
58. //display() will print out the elements of the list
59. **public** **void** display() {
60. //Node current will point to head
61. Node current = head;
62. **if**(head == **null**) {
63. System.out.println("List is empty");
64. **return**;
65. }
66. System.out.println("Nodes of doubly linked list: ");
67. **while**(current != **null**) {
68. //Prints each node by incrementing the pointer.
70. System.out.print(current.data + " ");
71. current = current.next;
72. }
73. }
75. **public** **static** **void** main(String[] args) {
77. CountList dList = **new** CountList();
78. //Add nodes to the list
79. dList.addNode(1);
80. dList.addNode(2);
81. dList.addNode(3);
82. dList.addNode(4);
83. dList.addNode(5);
85. //Displays the nodes present in the list
86. dList.display();
88. //Counts the nodes present in the given list
89. System.out.println("\nCount of nodes present in the list: " + dList.countNodes());
90. }
91. }

**Output:**

Nodes of doubly linked list:

1 2 3 4 5

Count of nodes present in the list: 5

### 255) Write a program in Java to find the maximum and minimum value node from a circular linked list.

Consider the following program.

1. **public** **class** MinMax {
2. //Represents the node of list.
3. **public** **class** Node{
4. **int** data;
5. Node next;
6. **public** Node(**int** data) {
7. **this**.data = data;
8. }
9. }
11. //Declaring head and tail pointer as null.
12. **public** Node head = **null**;
13. **public** Node tail = **null**;
15. //This function will add the new node at the end of the list.
16. **public** **void** add(**int** data){
17. //Create new node
18. Node newNode = **new** Node(data);
19. //Checks if the list is empty.
20. **if**(head == **null**) {
21. //If list is empty, both head and tail would point to new node.
22. head = newNode;
23. tail = newNode;
24. newNode.next = head;
25. }
26. **else** {
27. //tail will point to new node.
28. tail.next = newNode;
29. //New node will become new tail.
30. tail = newNode;
31. //Since, it is circular linked list tail will points to head.
32. tail.next = head;
33. }
34. }
36. //Finds out the minimum value node in the list
37. **public** **void** minNode() {
38. Node current = head;
39. //Initializing min to initial node data
40. **int** min = head.data;
41. **if**(head == **null**) {
42. System.out.println("List is empty");
43. }
44. **else** {
45. **do**{
46. //If current node's data is smaller than min
47. //Then replace value of min with current node's data
48. **if**(min > current.data) {
49. min = current.data;
50. }
51. current= current.next;
52. }**while**(current != head);
54. System.out.println("Minimum value node in the list: "+ min);
55. }
56. }
58. //Finds out the maximum value node in the list
59. **public** **void** maxNode() {
60. Node current = head;
61. //Initializing max to initial node data
62. **int** max = head.data;
63. **if**(head == **null**) {
64. System.out.println("List is empty");
65. }
66. **else** {
67. **do**{
68. //If current node's data is greater than max
69. //Then replace value of max with current node's data
70. **if**(max < current.data) {
71. max = current.data;
72. }
73. current= current.next;
74. }**while**(current != head);
76. System.out.println("Maximum value node in the list: "+ max);
77. }
78. }
80. **public** **static** **void** main(String[] args) {
81. MinMax cl = **new** MinMax();
82. //Adds data to the list
83. cl.add(5);
84. cl.add(20);
85. cl.add(10);
86. cl.add(1);
87. //Prints the minimum value node in the list
88. cl.minNode();
89. //Prints the maximum value node in the list
90. cl.maxNode();
91. }
92. }

**Output:**

Minimum value node in the list: 1

Maximum value node in the list: 20

### 256) Write a program in Java to calculate the difference between the sum of the odd level and even level nodes of a Binary Tree.

Consider the following program.

1. **import** java.util.LinkedList;
2. **import** java.util.Queue;
4. **public** **class** DiffOddEven {
6. //Represent a node of binary tree
7. **public** **static** **class** Node{
8. **int** data;
9. Node left;
10. Node right;
12. **public** Node(**int** data){
13. //Assign data to the new node, set left and right children to null
14. **this**.data = data;
15. **this**.left = **null**;
16. **this**.right = **null**;
17. }
18. }
20. //Represent the root of binary tree
21. **public** Node root;
23. **public** DiffOddEven(){
24. root = **null**;
25. }
27. //difference() will calculate the difference between sum of odd and even levels of binary tree
28. **public** **int** difference() {
29. **int** oddLevel = 0, evenLevel = 0, diffOddEven = 0;
31. //Variable nodesInLevel keep tracks of number of nodes in each level
32. **int** nodesInLevel = 0;
34. //Variable currentLevel keep track of level in binary tree
35. **int** currentLevel = 0;
37. //Queue will be used to keep track of nodes of tree level-wise
38. Queue<Node> queue = **new** LinkedList<Node>();
40. //Check if root is null
41. **if**(root == **null**) {
42. System.out.println("Tree is empty");
43. **return** 0;
44. }
45. **else** {
46. //Add root node to queue as it represents the first level
47. queue.add(root);
48. currentLevel++;
50. **while**(queue.size() != 0) {
52. //Variable nodesInLevel will hold the size of queue i.e. number of elements in queue
53. nodesInLevel = queue.size();
55. **while**(nodesInLevel > 0) {
56. Node current = queue.remove();
58. //Checks if currentLevel is even or not.
59. **if**(currentLevel % 2 == 0)
60. //If level is even, add nodes's to variable evenLevel
61. evenLevel += current.data;
62. **else**
63. //If level is odd, add nodes's to variable oddLevel
64. oddLevel += current.data;
66. //Adds left child to queue
67. **if**(current.left != **null**)
68. queue.add(current.left);
69. //Adds right child to queue
70. **if**(current.right != **null**)
71. queue.add(current.right);
72. nodesInLevel--;
73. }
74. currentLevel++;
75. }
76. //Calculates difference between oddLevel and evenLevel
77. diffOddEven = Math.abs(oddLevel - evenLevel);
78. }
79. **return** diffOddEven;
80. }
82. **public** **static** **void** main (String[] args) {
84. DiffOddEven bt = **new** DiffOddEven();
85. //Add nodes to the binary tree
86. bt.root = **new** Node(1);
87. bt.root.left = **new** Node(2);
88. bt.root.right = **new** Node(3);
89. bt.root.left.left = **new** Node(4);
90. bt.root.right.left = **new** Node(5);
91. bt.root.right.right = **new** Node(6);
93. //Display the difference between sum of odd level and even level nodes
94. System.out.println("Difference between sum of odd level and even level nodes: " + bt.difference());
95. }
96. }

**Output:**

Difference between sum of odd level and even level nodes: 11

# Java Multithreading and Concurrency Interview Questions

Multithreading and Synchronization are considered as the typical chapter in java programming. In game development companies, multithreading related interview questions are asked mostly. A list of frequently asked java multithreading and concurrency interview questions is given below.

## Multithreading Interview Questions

### 1) What is multithreading?

Multithreading is a process of executing multiple threads simultaneously. Multithreading is used to obtain the multitasking. It consumes less memory and gives the fast and efficient performance. Its main advantages are:

* Threads share the same address space.
* The thread is lightweight.
* The cost of communication between the processes is low.

[More details.](https://www.javatpoint.com/multithreading)

### 2) What is the thread?

A thread is a lightweight subprocess. It is a separate path of execution because each thread runs in a different stack frame. A process may contain multiple threads. Threads share the process resources, but still, they execute independently.

[More details.](https://www.javatpoint.com/multithreading)

### 3) Differentiate between process and thread?

There are the following differences between the process and thread.

* A Program in the execution is called the process whereas; A thread is a subset of the process
* Processes are independent whereas threads are the subset of process.
* Process have different address space in memory, while threads contain a shared address space.
* Context switching is faster between the threads as compared to processes.
* Inter-process communication is slower and expensive than inter-thread communication.
* Any change in Parent process doesn't affect the child process whereas changes in parent thread can affect the child thread.
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### 4) What do you understand by inter-thread communication?

* The process of communication between synchronized threads is termed as inter-thread communication.
* Inter-thread communication is used to avoid thread polling in Java.
* The thread is paused running in its critical section, and another thread is allowed to enter (or lock) in the same critical section to be executed.
* It can be obtained by wait(), notify(), and notifyAll() methods.

### 5) What is the purpose of wait() method in Java?

The wait() method is provided by the Object class in Java. This method is used for inter-thread communication in Java. The java.lang.Object.wait() is used to pause the current thread, and wait until another thread does not call the notify() or notifyAll() method. Its syntax is given below.

public final void wait()

### 6) Why must wait() method be called from the synchronized block?

We must call the wait method otherwise it will throw **java.lang.IllegalMonitorStateException** exception. Moreover, we need wait() method for inter-thread communication with notify() and notifyAll(). Therefore It must be present in the synchronized block for the proper and correct communication.

### 7) What are the advantages of multithreading?

Multithreading programming has the following advantages:

* Multithreading allows an application/program to be always reactive for input, even already running with some background tasks
* Multithreading allows the faster execution of tasks, as threads execute independently.
* Multithreading provides better utilization of cache memory as threads share the common memory resources.
* Multithreading reduces the number of the required server as one server can execute multiple threads at a time.

### 8) What are the states in the lifecycle of a Thread?

A thread can have one of the following states during its lifetime:

1. **New:** In this state, a Thread class object is created using a new operator, but the thread is not alive. Thread doesn't start until we call the start() method.
2. **Runnable:** In this state, the thread is ready to run after calling the start() method. However, the thread is not yet selected by the thread scheduler.
3. **Running:** In this state, the thread scheduler picks the thread from the ready state, and the thread is running.
4. **Waiting/Blocked:** In this state, a thread is not running but still alive, or it is waiting for the other thread to finish.
5. **Dead/Terminated:** A thread is in terminated or dead state when the run() method exits.
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### 9) What is the difference between preemptive scheduling and time slicing?

Under preemptive scheduling, the highest priority task executes until it enters the waiting or dead states or a higher priority task comes into existence. Under time slicing, a task executes for a predefined slice of time and then reenters the pool of ready tasks. The scheduler then determines which task should execute next, based on priority and other factors.

### 10) What is context switching?

In Context switching the state of the process (or thread) is stored so that it can be restored and execution can be resumed from the same point later. Context switching enables the multiple processes to share the same CPU.

### 11) Differentiate between the Thread class and Runnable interface for creating a Thread?

The Thread can be created by using two ways.

* By extending the Thread class
* By implementing the Thread class

However, the primary differences between both the ways are given below:

* By extending the Thread class, we cannot extend any other class, as Java does not allow multiple inheritances while implementing the Runnable interface; we can also extend other base class(if required).
* By extending the Thread class, each of thread creates the unique object and associates with it while implementing the Runnable interface; multiple threads share the same object
* Thread class provides various inbuilt methods such as getPriority(), isAlive and many more while the Runnable interface provides a single method, i.e., run().

### 12) What does join() method?

The join() method waits for a thread to die. In other words, it causes the currently running threads to stop executing until the thread it joins with completes its task. Join method is overloaded in Thread class in the following ways.

* public void join()throws InterruptedException
* public void join(long milliseconds)throws InterruptedException

[More details.](https://www.javatpoint.com/join()-method)

### 13) Describe the purpose and working of sleep() method.

The sleep() method in java is used to block a thread for a particular time, which means it pause the execution of a thread for a specific time. There are two methods of doing so.

**Syntax:**

* public static void sleep(long milliseconds)throws InterruptedException
* public static void sleep(long milliseconds, int nanos)throws InterruptedException

**Working of sleep() method**

When we call the sleep() method, it pauses the execution of the current thread for the given time and gives priority to another thread(if available). Moreover, when the waiting time completed then again previous thread changes its state from waiting to runnable and comes in running state, and the whole process works so on till the execution doesn't complete.

### 14) What is the difference between wait() and sleep() method?

|  |  |
| --- | --- |
| **wait()** | **sleep()** |
| 1) The wait() method is defined in Object class. | The sleep() method is defined in Thread class. |
| 2) The wait() method releases the lock. | The sleep() method doesn't release the lock. |

### 15) Is it possible to start a thread twice?

No, we cannot restart the thread, as once a thread started and executed, it goes to the Dead state. Therefore, if we try to start a thread twice, it will give a runtimeException "java.lang.IllegalThreadStateException". Consider the following example.

1. **public** **class** Multithread1 **extends** Thread
2. {
3. **public** **void** run()
4. {
5. **try** {
6. System.out.println("thread is executing now........");
7. } **catch**(Exception e) {
8. }
9. }
10. **public** **static** **void** main (String[] args) {
11. Multithread1 m1= **new** Multithread1();
12. m1.start();
13. m1.start();
14. }
15. }

**Output**

thread is executing now........

Exception in thread "main" java.lang.IllegalThreadStateException

at java.lang.Thread.start(Thread.java:708)

at Multithread1.main(Multithread1.java:13)

[More details.](https://www.javatpoint.com/can-we-start-a-thread-twice)

### 16) Can we call the run() method instead of start()?

Yes, calling run() method directly is valid, but it will not work as a thread instead it will work as a normal object. There will not be context-switching between the threads. When we call the start() method, it internally calls the run() method, which creates a new stack for a thread while directly calling the run() will not create a new stack.

[More details.](https://www.javatpoint.com/what-if-we-call-run()-method-directly)

### 17) What about the daemon threads?

The daemon threads are the low priority threads that provide the background support and services to the user threads. Daemon thread gets automatically terminated by the JVM if the program remains with the daemon thread only, and all other user threads are ended/died. There are two methods for daemon thread available in the Thread class:

* **public void setDaemon(boolean status):** It used to mark the thread daemon thread or a user thread.
* **public boolean isDaemon():** It checks the thread is daemon or not.

[More details.](https://www.javatpoint.com/daemon-thread)

### 18)Can we make the user thread as daemon thread if the thread is started?

No, if you do so, it will throw IllegalThreadStateException. Therefore, we can only create a daemon thread before starting the thread.

1. **class** Testdaemon1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("Running thread is daemon...");
4. }
5. **public** **static** **void** main (String[] args) {
6. Testdaemon1 td= **new** Testdaemon1();
7. td.start();
8. setDaemon(**true**);// It will throw the exception: td.
9. }
10. }

**Output**

Running thread is daemon...

Exception in thread "main" java.lang.IllegalThreadStateException

at java.lang.Thread.setDaemon(Thread.java:1359)

at Testdaemon1.main(Testdaemon1.java:8)

[More details.](https://www.javatpoint.com/daemon-thread)

### 19)What is shutdown hook?

The shutdown hook is a thread that is invoked implicitly before JVM shuts down. So we can use it to perform clean up the resource or save the state when JVM shuts down normally or abruptly. We can add shutdown hook by using the following method:

1. **public** **void** addShutdownHook(Thread hook){}
2. Runtime r=Runtime.getRuntime();
3. r.addShutdownHook(**new** MyThread());

Some important points about shutdown hooks are :

* Shutdown hooks initialized but can only be started when JVM shutdown occurred.
* Shutdown hooks are more reliable than the finalizer() because there are very fewer chances that shutdown hooks not run.
* The shutdown hook can be stopped by calling the halt(int) method of Runtime class.

[More details.](https://www.javatpoint.com/ShutdownHook-thread)

### 20)When should we interrupt a thread?

We should interrupt a thread when we want to break out the sleep or wait state of a thread. We can interrupt a thread by calling the interrupt() throwing the InterruptedException.

[More details.](https://www.javatpoint.com/interrupting-a-thread)

### 21) What is the synchronization?

Synchronization is the capability to control the access of multiple threads to any shared resource. It is used:

1. To prevent thread interference.
2. To prevent consistency problem.

When the multiple threads try to do the same task, there is a possibility of an erroneous result, hence to remove this issue, Java uses the process of synchronization which allows only one thread to be executed at a time. Synchronization can be achieved in three ways:

* by the synchronized method
* by synchronized block
* by static synchronization

Syntax for synchronized block

1. **synchronized**(object reference expression)
2. {
3. //code block
4. }

[More details.](https://www.javatpoint.com/synchronization)

### 22) What is the purpose of the Synchronized block?

The Synchronized block can be used to perform synchronization on any specific resource of the method. Only one thread at a time can execute on a particular resource, and all other threads which attempt to enter the synchronized block are blocked.

* Synchronized block is used to lock an object for any shared resource.
* The scope of the synchronized block is limited to the block on which, it is applied. Its scope is smaller than a method.

[More details.](https://www.javatpoint.com/synchronized-block-example)

### 23)Can Java object be locked down for exclusive use by a given thread?

Yes. You can lock an object by putting it in a "synchronized" block. The locked object is inaccessible to any thread other than the one that explicitly claimed it.

### 24) What is static synchronization?

If you make any static method as synchronized, the lock will be on the class not on the object. If we use the synchronized keyword before a method so it will lock the object (one thread can access an object at a time) but if we use static synchronized so it will lock a class (one thread can access a class at a time). [More details.](https://www.javatpoint.com/static-synchronization-example)

### 25)What is the difference between notify() and notifyAll()?

The notify() is used to unblock one waiting thread whereas notifyAll() method is used to unblock all the threads in waiting state.

### 26)What is the deadlock?

Deadlock is a situation in which every thread is waiting for a resource which is held by some other waiting thread. In this situation, Neither of the thread executes nor it gets the chance to be executed. Instead, there exists a universal waiting state among all the threads. Deadlock is a very complicated situation which can break our code at runtime.

[More details.](https://www.javatpoint.com/deadlock-in-java)

### 27) How to detect a deadlock condition? How can it be avoided?

We can detect the deadlock condition by running the code on cmd and collecting the Thread Dump, and if any deadlock is present in the code, then a message will appear on cmd.

**Ways to avoid the deadlock condition in Java:**

* **Avoid Nested lock:** Nested lock is the common reason for deadlock as deadlock occurs when we provide locks to various threads so we should give one lock to only one thread at some particular time.
* **Avoid unnecessary locks:** we must avoid the locks which are not required.
* **Using thread join:** Thread join helps to wait for a thread until another thread doesn't finish its execution so we can avoid deadlock by maximum use of join method.

### 28) What is Thread Scheduler in java?

In Java, when we create the threads, they are supervised with the help of a Thread Scheduler, which is the part of JVM. Thread scheduler is only responsible for deciding which thread should be executed. Thread scheduler uses two mechanisms for scheduling the threads: Preemptive and Time Slicing.

Java thread scheduler also works for deciding the following for a thread:

* It selects the priority of the thread.
* It determines the waiting time for a thread
* It checks the Nature of thread

### 29) Does each thread have its stack in multithreaded programming?

Yes, in multithreaded programming every thread maintains its own or separate stack area in memory due to which every thread is independent of each other.

### 30) How is the safety of a thread achieved?

If a method or class object can be used by multiple threads at a time without any race condition, then the class is thread-safe. Thread safety is used to make a program safe to use in multithreaded programming. It can be achieved by the following ways:

* Synchronization
* Using Volatile keyword
* Using a lock based mechanism
* Use of atomic wrapper classes

### 31) What is race-condition?

A Race condition is a problem which occurs in the multithreaded programming when various threads execute simultaneously accessing a shared resource at the same time. The proper use of synchronization can avoid the Race condition.

### 32) What is the volatile keyword in java?

Volatile keyword is used in multithreaded programming to achieve the thread safety, as a change in one volatile variable is visible to all other threads so one variable can be used by one thread at a time.

### 33) What do you understand by thread pool?

* Java Thread pool represents a group of worker threads, which are waiting for the task to be allocated.
* Threads in the thread pool are supervised by the service provider which pulls one thread from the pool and assign a job to it.
* After completion of the given task, thread again came to the thread pool.
* The size of the thread pool depends on the total number of threads kept at reserve for execution.

The advantages of the thread pool are :

* Using a thread pool, performance can be enhanced.
* Using a thread pool, better system stability can occur.

## Concurrency Interview Questions

### 34) What are the main components of concurrency API?

Concurrency API can be developed using the class and interfaces of java.util.Concurrent package. There are the following classes and interfaces in java.util.Concurrent package.

* Executor
* FarkJoinPool
* ExecutorService
* ScheduledExecutorService
* Future
* TimeUnit(Enum)
* CountDownLatch
* CyclicBarrier
* Semaphore
* ThreadFactory
* BlockingQueue
* DelayQueue
* Locks
* Phaser

### 35) What is the Executor interface in Concurrency API in Java?

The Executor Interface provided by the package java.util.concurrent is the simple interface used to execute the new task. The execute() method of Executor interface is used to execute some given command. The syntax of the execute() method is given below.

**void execute(Runnable command)**

Consider the following example:

1. **import** java.util.concurrent.Executor;
2. **import** java.util.concurrent.Executors;
3. **import** java.util.concurrent.ThreadPoolExecutor;
4. **import** java.util.concurrent.TimeUnit;
6. **public** **class** TestThread {
7. **public** **static** **void** main(**final** String[] arguments) **throws** InterruptedException {
8. Executor e = Executors.newCachedThreadPool();
9. e.execute(**new** Thread());
10. ThreadPoolExecutor pool = (ThreadPoolExecutor)e;
11. pool.shutdown();
12. }
14. **static** **class** Thread **implements** Runnable {
15. **public** **void** run() {
16. **try** {
17. Long duration = (**long**) (Math.random() \* 5);
18. System.out.println("Running Thread!");
19. TimeUnit.SECONDS.sleep(duration);
20. System.out.println("Thread Completed");
21. } **catch** (InterruptedException ex) {
22. ex.printStackTrace();
23. }
24. }
25. }
26. }

**Output**

Running Thread!

Thread Completed

### 36) What is BlockingQueue?

The java.util.concurrent.BlockingQueue is the subinterface of Queue that supports the operations such as waiting for the space availability before inserting a new value or waiting for the queue to become non-empty before retrieving an element from it. Consider the following example.

2. **import** java.util.Random;
3. **import** java.util.concurrent.ArrayBlockingQueue;
4. **import** java.util.concurrent.BlockingQueue;
6. **public** **class** TestThread {
8. **public** **static** **void** main(**final** String[] arguments) **throws** InterruptedException {
9. BlockingQueue<Integer> queue = **new** ArrayBlockingQueue<Integer>(10);
11. Insert i = **new** Insert(queue);
12. Retrieve r = **new** Retrieve(queue);
14. **new** Thread(i).start();
15. **new** Thread(r).start();
17. Thread.sleep(2000);
18. }

21. **static** **class** Insert **implements** Runnable {
22. **private** BlockingQueue<Integer> queue;
24. **public** Insert(BlockingQueue queue) {
25. **this**.queue = queue;
26. }
28. @Override
29. **public** **void** run() {
30. Random random = **new** Random();
32. **try** {
33. **int** result = random.nextInt(200);
34. Thread.sleep(1000);
35. queue.put(result);
36. System.out.println("Added: " + result);
38. result = random.nextInt(10);
39. Thread.sleep(1000);
40. queue.put(result);
41. System.out.println("Added: " + result);
43. result = random.nextInt(50);
44. Thread.sleep(1000);
45. queue.put(result);
46. System.out.println("Added: " + result);
47. } **catch** (InterruptedException e) {
48. e.printStackTrace();
49. }
50. }
51. }
53. **static** **class** Retrieve **implements** Runnable {
54. **private** BlockingQueue<Integer> queue;
56. **public** Retrieve(BlockingQueue queue) {
57. **this**.queue = queue;
58. }
60. @Override
61. **public** **void** run() {
63. **try** {
64. System.out.println("Removed: " + queue.take());
65. System.out.println("Removed: " + queue.take());
66. System.out.println("Removed: " + queue.take());
67. } **catch** (InterruptedException e) {
68. e.printStackTrace();
69. }
70. }
71. }
72. }

**Output**

Added: 96

Removed: 96

Added: 8

Removed: 8

Added: 5

Removed: 5

### 37) How to implement producer-consumer problem by using BlockingQueue?

The producer-consumer problem can be solved by using BlockingQueue in the following way.

2. **import** java.util.concurrent.BlockingQueue;
3. **import** java.util.concurrent.LinkedBlockingQueue;
4. **import** java.util.logging.Level;
5. **import** java.util.logging.Logger;
6. **public** **class** ProducerConsumerProblem {
7. **public** **static** **void** main(String args[]){
8. //Creating shared object
9. BlockingQueue sharedQueue = **new** LinkedBlockingQueue();
11. //Creating Producer and Consumer Thread
12. Thread prod = **new** Thread(**new** Producer(sharedQueue));
13. Thread cons = **new** Thread(**new** Consumer(sharedQueue));
15. //Starting producer and Consumer thread
16. prod.start();
17. cons.start();
18. }
20. }
22. //Producer Class in java
23. **class** Producer **implements** Runnable {
25. **private** **final** BlockingQueue sharedQueue;
27. **public** Producer(BlockingQueue sharedQueue) {
28. **this**.sharedQueue = sharedQueue;
29. }
31. @Override
32. **public** **void** run() {
33. **for**(**int** i=0; i<10; i++){
34. **try** {
35. System.out.println("Produced: " + i);
36. sharedQueue.put(i);
37. } **catch** (InterruptedException ex) {
38. Logger.getLogger(Producer.**class**.getName()).log(Level.SEVERE, **null**, ex);
39. }
40. }
41. }
43. }
45. //Consumer Class in Java
46. **class** Consumer **implements** Runnable{
48. **private** **final** BlockingQueue sharedQueue;
50. **public** Consumer (BlockingQueue sharedQueue) {
51. **this**.sharedQueue = sharedQueue;
52. }
54. @Override
55. **public** **void** run() {
56. **while**(**true**){
57. **try** {
58. System.out.println("Consumed: "+ sharedQueue.take());
59. } **catch** (InterruptedException ex) {
60. Logger.getLogger(Consumer.**class**.getName()).log(Level.SEVERE, **null**, ex);
61. }
62. }
63. }
64. }

**Output**

Produced: 0

Produced: 1

Produced: 2

Produced: 3

Produced: 4

Produced: 5

Produced: 6

Produced: 7

Produced: 8

Produced: 9

Consumed: 0

Consumed: 1

Consumed: 2

Consumed: 3

Consumed: 4

Consumed: 5

Consumed: 6

Consumed: 7

Consumed: 8

Consumed: 9

### 38) What is the difference between Java Callable interface and Runnable interface?

The Callable interface and Runnable interface both are used by the classes which wanted to execute with multiple threads. However, there are two main differences between the both :

* A Callable <V> interface can return a result, whereas the Runnable interface cannot return any result.
* A Callable <V> interface can throw a checked exception, whereas the Runnable interface cannot throw checked exception.
* A Callable <V> interface cannot be used before the Java 5 whereas the Runnable interface can be used.

### 39) What is the Atomic action in Concurrency in Java?

* The Atomic action is the operation which can be performed in a single unit of a task without any interference of the other operations.
* The Atomic action cannot be stopped in between the task. Once started it fill stop after the completion of the task only.
* An increment operation such as a++ does not allow an atomic action.
* All reads and writes operation for the primitive variable (except long and double) are the atomic operation.
* All reads and writes operation for the volatile variable (including long and double) are the atomic operation.
* The Atomic methods are available in java.util.Concurrent package.

### 40) What is lock interface in Concurrency API in Java?

The java.util.concurrent.locks.Lock interface is used as the synchronization mechanism. It works similar to the synchronized block. There are a few differences between the lock and synchronized block that are given below.

* Lock interface provides the guarantee of sequence in which the waiting thread will be given the access, whereas the synchronized block doesn't guarantee it.
* Lock interface provides the option of timeout if the lock is not granted whereas the synchronized block doesn't provide that.
* The methods of Lock interface, i.e., Lock() and Unlock() can be called in different methods whereas single synchronized block must be fully contained in a single method.

### 41) Explain the ExecutorService Interface.

The ExecutorService Interface is the subinterface of Executor interface and adds the features to manage the lifecycle. Consider the following example.

2. **import** java.util.concurrent.ExecutorService;
3. **import** java.util.concurrent.Executors;
4. **import** java.util.concurrent.TimeUnit;
6. **public** **class** TestThread {
7. **public** **static** **void** main(**final** String[] arguments) **throws** InterruptedException {
8. ExecutorService e = Executors.newSingleThreadExecutor();
10. **try** {
11. e.submit(**new** Thread());
12. System.out.println("Shutdown executor");
13. e.shutdown();
14. e.awaitTermination(5, TimeUnit.SECONDS);
15. } **catch** (InterruptedException ex) {
16. System.err.println("tasks interrupted");
17. } **finally** {
19. **if** (!e.isTerminated()) {
20. System.err.println("cancel non-finished tasks");
21. }
22. e.shutdownNow();
23. System.out.println("shutdown finished");
24. }
25. }
27. **static** **class** Task **implements** Runnable {
29. **public** **void** run() {
31. **try** {
32. Long duration = (**long**) (Math.random() \* 20);
33. System.out.println("Running Task!");
34. TimeUnit.SECONDS.sleep(duration);
35. } **catch** (InterruptedException ex) {
36. ex.printStackTrace();
37. }
38. }
39. }
40. }

**Output**

Shutdown executor

shutdown finished

### 42) What is the difference between Synchronous programming and Asynchronous programming regarding a thread?

**Synchronous programming:**In Synchronous programming model, a thread is assigned to complete a task and hence thread started working on it, and it is only available for other tasks once it will end the assigned task.

**Asynchronous Programming:**In Asynchronous programming, one job can be completed by multiple threads and hence it provides maximum usability of the various threads.

### 43) What do you understand by Callable and Future in Java?

**Java Callable interface:**In Java5 callable interface was provided by the package java.util.concurrent. It is similar to the Runnable interface but it can return a result, and it can throw an Exception. It also provides a run() method for execution of a thread. Java Callable can return any object as it uses Generic.

**Syntax:**

public interface Callable<V>

**Java Future interface:** Java Future interface gives the result of a concurrent process. The Callable interface returns the object of java.util.concurrent.Future.

Java Future provides following methods for implementation.

* **cancel(boolean mayInterruptIfRunning):** It is used to cancel the execution of the assigned task.
* **get():** It waits for the time if execution not completed and then retrieved the result.
* **isCancelled():** It returns the Boolean value as it returns true if the task was canceled before the completion.
* **isDone():** It returns true if the job is completed successfully else returns false.

### 44. What is the difference between ScheduledExecutorService and ExecutorService interface?

ExecutorServcie and ScheduledExecutorService both are the interfaces of java.util.Concurrent package but scheduledExecutorService provides some additional methods to execute the Runnable and Callable tasks with the delay or every fixed time period.

### 45) Define FutureTask class in Java?

Java FutureTask class provides a base implementation of the Future interface. The result can only be obtained if the execution of one task is completed, and if the computation is not achieved then get method will be blocked. If the execution is completed, then it cannot be re-started and can't be canceled.

**Syntax**

public class FutureTask<V> extends Object implements RunnableFuture<V>

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 34 Java Collections Interview Questions In Java, collection interview questions are most asked by the interviewers. Here is the list of the most asked collections interview questions with answers. 1) What is the Collection framework in Java? Collection Framework is a combination of classes and interface, which is used to store and manipulate the data in the form of objects. It provides various classes such as ArrayList, Vector, Stack, and HashSet, etc. and interfaces such as List, Queue, Set, etc. for this purpose. 2) What are the main differences between array and collection? Array and Collection are somewhat similar regarding storing the references of objects and manipulating the data, but they differ in many ways. The main differences between the array and Collection are defined below:   * Arrays are always of fixed size, i.e., a user can not increase or decrease the length of the array according to their requirement or at runtime, but In Collection, size can be changed dynamically as per need. * Arrays can only store homogeneous or similar type objects, but in Collection, heterogeneous objects can be stored. * Arrays cannot provide the ?ready-made? methods for user requirements as sorting, searching, etc. but Collection includes readymade methods to use.  3) Explain various interfaces used in Collection framework? Collection framework implements various interfaces, Collection interface and Map interface (java.util.Map) are the mainly used interfaces of Java Collection Framework. List of interfaces of Collection Framework is given below:  **1. Collection interface:** Collection (java.util.Collection) is the primary interface, and every collection must implement this interface.  **Syntax:**   1. **public** **interface** Collection<E>**extends** Iterable   Where <E> represents that this interface is of Generic type  **2. List interface:**List interface extends the Collection interface, and it is an ordered collection of objects. It contains duplicate elements. It also allows random access of elements.  **Syntax:**   1. **public** **interface** List<E> **extends** Collection<E>   **3. Set interface:** Set (java.util.Set) interface is a collection which cannot contain duplicate elements. It can only include inherited methods of Collection interface  **Syntax:**   1. **public** **interface** Set<E> **extends** Collection<E>   **Queue interface:**Queue (java.util.Queue) interface defines queue data structure, which stores the elements in the form FIFO (first in first out).  **Syntax:**   1. **public** **interface** Queue<E> **extends** Collection<E>   **4. Dequeue interface:** it is a double-ended-queue. It allows the insertion and removal of elements from both ends. It implants the properties of both Stack and queue so it can perform LIFO (Last in first out) stack and FIFO (first in first out) queue, operations.  **Syntax:**   1. **public** **interface** Dequeue<E> **extends** Queue<E>   **5. Map interface:**A Map (java.util.Map) represents a key, value pair storage of elements. Map interface does not implement the Collection interface. It can only contain a unique key but can have duplicate elements. There are two interfaces which implement Map in java that are Map interface and Sorted Map. 4) What is the difference between ArrayList and Vector?  |  |  |  | | --- | --- | --- | | **No.** | **ArrayList** | **Vector** | | 1) | ArrayList is not synchronized. | Vector is synchronized. | | 2) | ArrayList is not a legacy class. | Vector is a legacy class. | | 3) | ArrayList increases its size by 50% of the array size. | Vector increases its size by doubling the array size. | | 4) | ArrayList is not ?thread-safe? as it is not synchronized. | Vector list is ?thread-safe? as it?s every method is synchronized. |  5) What is the difference between ArrayList and LinkedList?  |  |  |  | | --- | --- | --- | | **No.** | **ArrayList** | **LinkedList** | | 1) | ArrayList uses a dynamic array. | LinkedList uses a doubly linked list. | | 2) | ArrayList is not efficient for manipulation because too much is required. | LinkedList is efficient for manipulation. | | 3) | ArrayList is better to store and fetch data. | LinkedList is better to manipulate data. | | 4) | ArrayList provides random access. | LinkedList does not provide random access. | | 5) | ArrayList takes less memory overhead as it stores only object | LinkedList takes more memory overhead, as it stores the object as well as the address of that object. |  6) What is the difference between Iterator and ListIterator? Iterator traverses the elements in the forward direction only whereas ListIterator traverses the elements into forward and backward direction.   |  |  |  | | --- | --- | --- | | **No.** | **Iterator** | **ListIterator** | | 1) | The Iterator traverses the elements in the forward direction only. | ListIterator traverses the elements in backward and forward directions both. | | 2) | The Iterator can be used in List, Set, and Queue. | ListIterator can be used in List only. | | 3) | The Iterator can only perform remove operation while traversing the collection. | ListIterator can perform ?add,? ?remove,? and ?set? operation while traversing the collection. |  7) What is the difference between Iterator and Enumeration?  |  |  |  | | --- | --- | --- | | **No.** | **Iterator** | **Enumeration** | | 1) | The Iterator can traverse legacy and non-legacy elements. | Enumeration can traverse only legacy elements. | | 2) | The Iterator is fail-fast. | Enumeration is not fail-fast. | | 3) | The Iterator is slower than Enumeration. | Enumeration is faster than Iterator. | | 4) | The Iterator can perform remove operation while traversing the collection. | The Enumeration can perform only traverse operation on the collection. |  8) What is the difference between List and Set? The List and Set both extend the collection interface. However, there are some differences between the both which are listed below.   * The List can contain duplicate elements whereas Set includes unique items. * The List is an ordered collection which maintains the insertion order whereas Set is an unordered collection which does not preserve the insertion order. * The List interface contains a single legacy class which is Vector class whereas Set interface does not have any legacy class. * The List interface can allow n number of null values whereas Set interface only allows a single null value.  9) What is the difference between HashSet and TreeSet? The HashSet and TreeSet, both classes, implement Set interface. The differences between the both are listed below.   * HashSet maintains no order whereas TreeSet maintains ascending order. * HashSet impended by hash table whereas TreeSet implemented by a Tree structure. * HashSet performs faster than TreeSet. * HashSet is backed by HashMap whereas TreeSet is backed by TreeMap.  10) What is the difference between Set and Map? The differences between the Set and Map are given below.   * Set contains values only whereas Map contains key and values both. * Set contains unique values whereas Map can contain unique Keys with duplicate values. * Set holds a single number of null value whereas Map can include a single null key with n number of null values.  11) What is the difference between HashSet and HashMap? The differences between the HashSet and HashMap are listed below.   * HashSet contains only values whereas HashMap includes the entry (key, value). HashSet can be iterated, but HashMap needs to convert into Set to be iterated. * HashSet implements Set interface whereas HashMap implements the Map interface * HashSet cannot have any duplicate value whereas HashMap can contain duplicate values with unique keys. * HashSet contains the only single number of null value whereas HashMap can hold a single null key with n number of null values.  12) What is the difference between HashMap and TreeMap? The differences between the HashMap and TreeMap are given below.   * HashMap maintains no order, but TreeMap maintains ascending order. * HashMap is implemented by hash table whereas TreeMap is implemented by a Tree structure. * HashMap can be sorted by Key or value whereas TreeMap can be sorted by Key. * HashMap may contain a null key with multiple null values whereas TreeMap cannot hold a null key but can have multiple null values.  13) What is the difference between HashMap and Hashtable?  |  |  |  | | --- | --- | --- | | **No.** | **HashMap** | **Hashtable** | | 1) | HashMap is not synchronized. | Hashtable is synchronized. | | 2) | HashMap can contain one null key and multiple null values. | Hashtable cannot contain any null key or null value. | | 3) | HashMap is not ?thread-safe,? so it is useful for non-threaded applications. | Hashtable is thread-safe, and it can be shared between various threads. | | 4) | 4) HashMap inherits the AbstractMap class | Hashtable inherits the Dictionary class. |  14) What is the difference between Collection and Collections? The differences between the Collection and Collections are given below.   * The Collection is an interface whereas Collections is a class. * The Collection interface provides the standard functionality of data structure to List, Set, and Queue. However, Collections class is to sort and synchronize the collection elements. * The Collection interface provides the methods that can be used for data structure whereas Collections class provides the static methods which can be used for various operation on a collection.  15) What is the difference between Comparable and Comparator?  |  |  |  | | --- | --- | --- | | **No.** | **Comparable** | **Comparator** | | 1) | Comparable provides only one sort of sequence. | The Comparator provides multiple sorts of sequences. | | 2) | It provides one method named compareTo(). | It provides one method named compare(). | | 3) | It is found in java.lang package. | It is located in java.util package. | | 4) | If we implement the Comparable interface, The actual class is modified. | The actual class is not changed. |  16) What do you understand by BlockingQueue? BlockingQueue is an interface which extends the Queue interface. It provides concurrency in the operations like retrieval, insertion, deletion. While retrieval of any element, it waits for the queue to be non-empty. While storing the elements, it waits for the available space. BlockingQueue cannot contain null elements, and implementation of BlockingQueue is thread-safe.  **Syntax:**   1. **public** **interface** BlockingQueue<E> **extends** Queue <E>  17) What is the advantage of Properties file? If you change the value in the properties file, you don't need to recompile the java class. So, it makes the application easy to manage. It is used to store information which is to be changed frequently. Consider the following example.   1. **import** java.util.\*; 2. **import** java.io.\*; 3. **public** **class** Test { 4. **public** **static** **void** main(String[] args)**throws** Exception{ 5. FileReader reader=**new** FileReader("db.properties"); 7. Properties p=**new** Properties(); 8. p.load(reader); 10. System.out.println(p.getProperty("user")); 11. System.out.println(p.getProperty("password")); 12. } 13. }   **Output**  system  oracle 18) What does the hashCode() method? The hashCode() method returns a hash code value (an integer number).  The hashCode() method returns the same integer number if two keys (by calling equals() method) are identical.  However, it is possible that two hash code numbers can have different or the same keys.  If two objects do not produce an equal result by using the equals() method, then the hashcode() method will provide the different integer result for both the objects. 19) Why we override equals() method? The equals method is used to check whether two objects are the same or not. It needs to be overridden if we want to check the objects based on the property.  For example, Employee is a class that has 3 data members: id, name, and salary. However, we want to check the equality of employee object by the salary. Then, we need to override the equals() method. 20) How to synchronize List, Set and Map elements? Yes, Collections class provides methods to make List, Set or Map elements as synchronized:   |  | | --- | | public static List synchronizedList(List l){} | | public static Set synchronizedSet(Set s){} | | public static SortedSet synchronizedSortedSet(SortedSet s){} | | public static Map synchronizedMap(Map m){} | | public static SortedMap synchronizedSortedMap(SortedMap m){} |  21) What is the advantage of the generic collection? There are three main advantages of using the generic collection.   * If we use the generic class, we don't need typecasting. * It is type-safe and checked at compile time. * Generic confirms the stability of the code by making it bug detectable at compile time.  22) What is hash-collision in Hashtable and how it is handled in Java? Two different keys with the same hash value are known as hash-collision. Two separate entries will be kept in a single hash bucket to avoid the collision. There are two ways to avoid hash-collision.   * Separate Chaining * Open Addressing  23) What is the Dictionary class? The Dictionary class provides the capability to store key-value pairs. 24) What is the default size of load factor in hashing based collection? The default size of load factor is **0.75**. The default capacity is computed as initial capacity \* load factor. For example, 16 \* 0.75 = 12. So, 12 is the default capacity of Map. 25) What do you understand by fail-fast? The Iterator in java which immediately throws ConcurrentmodificationException, if any structural modification occurs in, is called as a Fail-fast iterator. Fail-fats iterator does not require any extra space in memory. 26) [What is the difference between Array and ArrayList?](https://www.javatpoint.com/array-vs-arraylist-in-java) The main differences between the Array and ArrayList are given below.   |  |  |  | | --- | --- | --- | | **SN** | **Array** | **ArrayList** | | 1 | The Array is of fixed size, means we cannot resize the array as per need. | ArrayList is not of the fixed size we can change the size dynamically. | | 2 | Arrays are of the static type. | ArrayList is of dynamic size. | | 3 | Arrays can store primitive data types as well as objects. | ArrayList cannot store the primitive data types it can only store the objects. |  27) [What is the difference between the length of an Array and size of ArrayList?](https://www.javatpoint.com/difference-between-length-of-array-and-size-of-arraylist-in-java) The length of an array can be obtained using the property of length whereas ArrayList does not support length property, but we can use size() method to get the number of objects in the list.  **Finding the length of the array**   1. Int [] array = **new** **int**[4]; 2. System.out.println("The size of the array is " + array.length);   **Finding the size of the ArrayList**   1. ArrayList<String> list=**new** ArrayList<String>(); 2. list.add("ankit"); 3. list.add("nippun"); 4. System.out.println(list.size());  28) [How to convert ArrayList to Array and Array to ArrayList?](https://www.javatpoint.com/how-to-convert-arraylist-to-array-and-array-to-arraylist-in-java) We can convert an Array to ArrayList by using the asList() method of Arrays class. asList() method is the static method of Arrays class and accepts the List object. Consider the following syntax:   1. Arrays.asList(item)   We can convert an ArrayList to Array using toArray() method of the ArrayList class. Consider the following syntax to convert the ArrayList to the List object.   1. List\_object.toArray(**new** String[List\_object.size()])  29) [How to make Java ArrayList Read-Only?](https://www.javatpoint.com/how-to-make-java-arraylist-read-only) We can obtain java ArrayList Read-only by calling the Collections.unmodifiableCollection() method. When we define an ArrayList as Read-only then we cannot perform any modification in the collection through  add(), remove() or set() method. 30) [How to remove duplicates from ArrayList?](https://www.javatpoint.com/how-to-remove-duplicates-from-arraylist-in-java) There are two ways to remove duplicates from the ArrayList.   * **Using HashSet:** By using HashSet we can remove the duplicate element from the ArrayList, but it will not then preserve the insertion order. * **Using LinkedHashSet:** We can also maintain the insertion order by using LinkedHashSet instead of HashSet.   The Process to remove duplicate elements from ArrayList using the LinkedHashSet:   * Copy all the elements of ArrayList to LinkedHashSet. * Empty the ArrayList using clear() method, which will remove all the elements from the list. * Now copy all the elements of LinkedHashset to ArrayList.  31) [How to reverse ArrayList?](https://www.javatpoint.com/how-to-reverse-arraylist-in-java) To reverse an ArrayList, we can use reverse() method of Collections class. Consider the following example.   1. **import** java.util.ArrayList; 2. **import** java.util.Collection; 3. **import** java.util.Collections; 4. **import** java.util.Iterator; 5. **import** java.util.List; 6. **public** **class** ReverseArrayList { 7. **public** **static** **void** main(String[] args) { 8. List list = **new** ArrayList<>(); 9. list.add(10); 10. list.add(50); 11. list.add(30); 12. Iterator i = list.iterator(); 13. System.out.println("printing the list...."); 14. **while**(i.hasNext()) 15. { 16. System.out.println(i.next()); 17. } 18. Iterator i2 = list.iterator(); 19. Collections.reverse(list); 20. System.out.println("printing list in reverse order...."); 21. **while**(i2.hasNext()) 22. { 23. System.out.println(i2.next()); 24. } 25. } 26. }   **Output**  printing the list....  10  50  30  printing list in reverse order....  30  50  10 32) [How to sort ArrayList in descending order?](https://www.javatpoint.com/how-to-sort-java-arraylist-in-descending-order) To sort the ArrayList in descending order, we can use the reverseOrder method of Collections class. Consider the following example.   1. **import** java.util.ArrayList; 2. **import** java.util.Collection; 3. **import** java.util.Collections; 4. **import** java.util.Comparator; 5. **import** java.util.Iterator; 6. **import** java.util.List; 8. **public** **class** ReverseArrayList { 9. **public** **static** **void** main(String[] args) { 10. List list = **new** ArrayList<>(); 11. list.add(10); 12. list.add(50); 13. list.add(30); 14. list.add(60); 15. list.add(20); 16. list.add(90); 18. Iterator i = list.iterator(); 19. System.out.println("printing the list...."); 20. **while**(i.hasNext()) 21. { 22. System.out.println(i.next()); 23. } 25. Comparator cmp = Collections.reverseOrder(); 26. Collections.sort(list,cmp); 27. System.out.println("printing list in descending order...."); 28. Iterator i2 = list.iterator(); 29. **while**(i2.hasNext()) 30. { 31. System.out.println(i2.next()); 32. } 34. } 35. }   **Output**  printing the list....  10  50  30  60  20  90  printing list in descending order....  90  60  50  30  20  10 33) [How to synchronize ArrayList?](https://www.javatpoint.com/how-to-synchronize-arraylist-in-java) We can synchronize ArrayList in two ways.   * Using Collections.synchronizedList() method * Using CopyOnWriteArrayList<T>  34) [When to use ArrayList and LinkedList?](https://www.javatpoint.com/when-to-use-arraylist-and-linkedlist-in-java) LinkedLists are better to use for the update operations whereas ArrayLists are better to use for the search operations. |