1) What is TestNG?

TestNG stands for "**Testing Next Generation**". It is an` automation testing framework used for java programming language developed by Credric beust, and it comes after the inspiration from the JUnit framework. TestNG consists of all the features of JUnit framework but also contains some more additional features that make TestNG more powerful.

2) What are the advantages of TestNG?

**The following are the advantages of TestNG are:**
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* It generates the report in a proper format, which includes the following information:
  + Number of test cases executed.
  + Number of test cases passed.
  + Number of test cases failed.
  + Number of test cases skipped
* Multiple test cases can be grouped easily by converting them into a testng.xml file, in which you can set the priority of each test case that determines which test case should be executed first.
* With the help of TestNG, you can execute the multiple test cases on multiple browsers known as cross-browser testing.
* The TestNG framework can be easily integrated with other tools such as Maven. Jenkins, etc.
* Annotations used in a TestNG framework are easily understandable such as @BeforeMethod, @AfterMethod, @BeforeTest, @AfterTest.
* WebDriver does not generate the reports while TestNG generates the reports in a readable format.
* TestNG simplifies the way the test cases are coded. We do not have to write the static main method. The sequence of actions is maintained by the annotations only.
* TestNG allows you to execute the test cases separately. For example, if you have six test cases, then one method is written for each test case. When we run the program, five methods are executed successfully, and the sixth method is failed. To remove the error, we need to run only the sixth method, and this can be possible only through TestNG. Because TestNG generates testng-failed.xml file in the test output folder, we will run only this xml file to execute the failed test case.

3) How to run the test script in TestNG?

You can run the test script in TestNG by clicking right click on the TestNG class, click on "Run As" and then select "TestNG test".
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4) What are the annotations used in the TestNG?

**The following are the annotations used in the TestNG are:**

* **Precondition annotations**  
  Precondition annotations are executed before the execution of test methods The Precondition annotations are @BeforeSuite, @BeforeClass, @BeforeTest, @BeforeMethod.
* **Test annotation**  
  Test annotation is specified before the definition of the test method. It is specified as @Test.
* **Postcondition annotations**  
  The postcondition annotations are executed after the execution of all the test methods. The postcondition annotation can be @AfterSuite, @AfterClass, @AfterTest, @AfterMethod.

5) What is the sequence of execution of all the annotations in TestNG?

**The sequence of execution of all the annotations in TestNG is given below:**

* @BeforeSuite
* @BeforeTest
* @BeforeClass
* @BeforeMethod
* @Test
* @AfterSuite
* @AfterTest
* @AfterClass
* @AfterMethod

6) How to set the priorities in TestNG?

If we do not prioritize the test methods, then the test methods are selected alphabetically and executed. If we want the test methods to be executed in the sequence we want, then we need to provide the priority along with the @Test annotation.

**Let's understand through an example.**

1. **package** com.javatpoint;
2. **import** org.testng.annotations.Test;
3. **public** **class** Test\_methods
4. {
5. @Test(priority=2)
6. **public** **void** test1()
7. {
8. System.out.println("Test1");
9. }
10. @Test(priority=1)
11. **public** **void** test2()
12. {
13. System.out.print("Test2");
14. }
15. }

7) Define grouping in TestNG?

The group is an attribute in TestNG that allows you to execute the multiple test cases. For example, if we have 100 test cases of it\_department and 10 test cases of hr\_department, and if you want to run all the test cases of it\_department together in a single suite, this can be possible only through the grouping.

**Let's understand through an example.**
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1. **package** com.javatpoint;
2. **import** org.testng.annotations.Test;
3. **public** **class** Test\_methods
4. {
5. @Test(groups="it\_department")
6. **public** **void** java()
7. {
8. System.out.println("I am a java developer");
9. }
10. @Test(groups="it\_department")
11. **public** **void** dot\_net()
12. {
13. System.out.println("I am a .Net developer");
14. }
15. @Test(groups="it\_department")
16. **public** **void** tester()
17. {
18. System.out.println("I am a software tester");
19. }
20. @Test (groups="hr")
21. **public** **void** hr()
22. {
23. System.out.print("I am hr");
24. }
25. }

**testng.xml**

1. ?xml version="1.0" encoding="UTF-8"?>
2. <!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">
3. <suite name="Suite">
4. <test name="It Company">
5. <groups>
6. <run>
7. <include name="it\_department"/>
8. </run>
9. </groups>
10. <classes>
11. <**class** name="com.javatpoint.Test\_methods"></**class**>
12. </classes>
13. </test>
14. </suite> <!-- Suite -->

8) What is dependency in TestNG?

When we want to run the test cases in a specific order, then we use the concept of dependency in TestNG.

**Two types of dependency attributes used in TestNG:**

* **dependsOnMethods**  
  The dependsOnMethods attribute tells the TestNG on which methods this test will be dependent on, so that those methods will be executed before this test method.

1. **package** com.javatpoint;
2. **import** org.testng.annotations.Test;
3. **public** **class** Login
4. {
5. @Test
6. **public** **void** login()
7. {
8. System.out.println("Login page");
9. }
10. @Test(dependsOnMethods="login")
11. **public** **void** home()
12. {
13. System.out.println("Home page");
15. }
16. }

* **dependsOnGroups**  
  It is similar to the dependsOnMethods attribute. It allows the test methods to depend on the group of test methods. It executes the group of test methods before the dependent test method.

1. **package** com.javatpoint;
2. **import** org.testng.annotations.Test;
3. **public** **class** Test\_cases
4. {
5. @Test(groups="test")
6. **public** **void** testcase1()
7. {
8. System.out.println("testcase1");
9. }
10. @Test(groups="test")
11. **public** **void** testcase2()
12. {
13. System.out.println("testcase2");
14. }
15. @Test(dependsOnGroups="test")
16. **public** **void** testcase3()
17. {
18. System.out.println("testcase3");
19. }
20. }

9) What is timeOut in TestNG?

While running test cases, there can be a case when some test cases take much more time than expected. In such a case, we can mark the test case as a failed test case by using timeOut.

TimeOut in TestNG allows you to configure the time period to wait for a test to get completely executed. It can be configured in two levels:

* **At the suit level:** It will be available to all the test methods.
* **At each method level:** It will be available to a particular test method.

The timeOut attribute can be specified as shown below:

1. @Test( timeOut = 700)

The above @Test annotation tells that the test method will be given 700 ms to complete its execution otherwise it will be marked as a failed test case.

ADVERTISEMENT

ADVERTISEMENT

10) What is invocationCount in TestNG?

An invocationCount in TestNG is the number of times that we want to execute the same test.

1. **package** com.javatpoint;
2. **import** org.testng.annotations.Test;
3. **public** **class** Test\_cases
4. {
5. @Test(invocationCount=5)
6. **public** **void** testcase1()
7. {
8. System.out.println("testcase1");
9. }
11. }

**Output**
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11) What is the importance of testng.xml file?

**The testng.xml file is important because of the following reasons:**
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* It defines the order of the execution of all the test cases.
* It allows you to group the test cases and can be executed as per the requirements.
* It executes the selected test cases.
* In TestNG, listeners can be implemented at the suite level.
* It allows you to integrate the TestNG framework with tools such as Jenkins.

12) How to pass the parameter in test case through testng.xml file?

We can also pass the value to test methods at runtime, we can achieve this by sending parameter values through the testng.xml file. We can use the **@Parameter** annotation:

1. @Parameter("param-name");

**Let's understand through an example:**

1. **package** com.javatpoint;
2. **import** org.openqa.selenium.By;
3. **import** org.openqa.selenium.WebDriver;
4. **import** org.openqa.selenium.chrome.ChromeDriver;
5. **import** org.testng.annotations.Test;
6. **import** org.testng.annotations.Parameters;
7. **public** **class** Web {
8. @Parameters({"text"})
9. @Test
10. **public** **void** search()
11. {
12. // TODO Auto-generated method stub
13. System.setProperty("webdriver.chrome.driver", "D:\\chromedriver.exe");
14. WebDriver driver=**new** ChromeDriver();
15. driver.get("http://www.google.com/");
16. driver.findElement(By.name("q")).sendKeys("javatpoint tutorial");
17. }
18. }
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**testng.xml file**

1. <?xml version="1.0" encoding="UTF-8"?>
2. <!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">
3. <suite name="Suite">
4. <test name="It Company">
5. <parameter name="text" value="javatpoint"/>
6. <classes>
7. <**class** name="com.javatpoint.Web"></**class**>
8. </classes>
9. </test>
10. </suite> <!-- Suite -->

**On running the testng.xml file, we get the output as shown below:**

13) How can we disable the test case from running?

We can disable the test case from running by using the enabled attribute. We can assign the false value to the enabled attribute, in this way we can disable the test case from running.

1. **package** com.javatpoint;
2. **import** org.testng.annotations.Test;
3. **public** **class** Test\_cases
4. {
5. @Test(enabled=**false**)
6. **public** **void** testcase1()
7. {
8. System.out.println("testcase1");
9. }
10. @Test
11. **public** **void** testcase2()
12. {
13. System.out.println("testcase2");
14. }
16. }

14) What is the difference between soft assertion and hard assertion?

**Soft Assertion:** In case of Soft Assertion, if TestNG gets an error during @Test, it will throw an exception when an assertion fails and continues with the next statement after the assert statement.

**Hard Assertion:** In the case of Hard Assertion, if TestNG gets an error during @Test, it will throw an AssertException immediately when an assertion fails and stops execution after the assert statement.

**Let's understand through an example.**

1. **package** com.javatpoint;
2. **import** org.testng.Assert;
3. **import** org.testng.annotations.Test;
4. **import** org.testng.asserts.SoftAssert;
5. **public** **class** Assertion {
6. SoftAssert soft\_assert=**new** SoftAssert();
7. @Test
8. **public** **void** Soft\_Assert()
9. {
10. soft\_assert.assertTrue(**false**);
11. System.out.println("soft assertion");
12. }
13. @Test
14. **public** **void** Hard\_Assert()
15. {
16. Assert.assertTrue(**false**);
17. System.out.println("hard assertion");
18. }
19. }
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15) What is the use of @Listener annotation in TestNG?

ADVERTISEMENT

ADVERTISEMENT

TestNG provides different kinds of listeners which can perform different actions whenever the event is triggered. The most widely used listener in TestNG is ITestListener interface. The ITestListener interface contains methods such as onTestSuccess, onTestfailure, onTestSkipped, etc.

**Following are the scenarios that can be made:**

* If the test case is failed, then what action should be performed by the listener.
* If the test case is passed, then what action should be performed by the listener.
* If the test case is skipped, then what action should be performed by the listener.

**Let's understand through an example.**

1. **package** com.javatpoint;
2. **import** org.testng.Assert;
3. **import** org.testng.annotations.Listeners;
4. **import** org.testng.annotations.Test;
5. @Listeners(com.javatpoint.Listener.**class**)
6. **public** **class** Test\_cases
7. {
9. @Test
10. **public** **void** test\_to\_success()
11. {
12. Assert.assertTrue(**true**);
13. }
14. @Test
15. **public** **void** test\_to\_fail()
16. {
17. Assert.assertTrue(**false**);
18. }
20. }

**Listener.java**

1. **package** com.javatpoint;
2. **import** org.testng.ITestContext;
3. **import** org.testng.ITestListener;
4. **import** org.testng.ITestResult;
5. **public** **class** Listener **implements** ITestListener
6. {
7. @Override
8. **public** **void** onTestStart(ITestResult result) {
9. // TODO Auto-generated method stub
10. }
11. @Override
12. **public** **void** onTestSuccess(ITestResult result) {
13. // TODO Auto-generated method stub
14. System.out.println("Success of test cases and its details are : "+result.getName());
15. }
16. @Override
17. **public** **void** onTestFailure(ITestResult result) {
18. // TODO Auto-generated method stub
19. System.out.println("Failure of test cases and its details are : "+result.getName());
20. }
21. @Override
22. **public** **void** onTestSkipped(ITestResult result) {
23. // TODO Auto-generated method stub
24. System.out.println("Skip of test cases and its details are : "+result.getName());
25. }
26. @Override
27. **public** **void** onTestFailedButWithinSuccessPercentage(ITestResult result) {
28. // TODO Auto-generated method stub
29. System.out.println("Failure of test cases and its details are : "+result.getName());
30. }
31. @Override
32. **public** **void** onStart(ITestContext context) {
33. // TODO Auto-generated method stub
34. }
35. @Override
36. **public** **void** onFinish(ITestContext context) {
37. // TODO Auto-generated method stub
38. }}

**Output**

![TestNG Interview Questions](data:image/png;base64,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)

16) What is the use of @Factory annotation?

The @Factory annotation is useful when we want to run multiple test cases through a single test class. It is mainly used for the dynamic execution of test cases.

ADVERTISEMENT

ADVERTISEMENT

**Let's understand through an example.**

**testcase1.java**

1. **package** com.javatpoint;
2. **import** org.testng.annotations.Test;
3. **public** **class** Testcase1
4. {
5. @Test
6. **public** **void** test1()
7. {
8. System.out.println("testcase 1");
9. }
10. }

**testcase2.java**

1. **package** com.javatpoint;
2. **import** org.testng.annotations.Test;
3. **public** **class** Testcase2
4. {
5. @Test
6. **public** **void** test1()
7. {
8. System.out.println("testcase 2");
9. }
10. }

**Factory.java**

1. **import** org.testng.annotations.Factory;
2. **public** **class** Factory1
3. {
4. @Factory
5. **public** Object[] getTestClasses()
6. {
7. Object tests[]=**new** Object[2];
8. tests[0]=**new** Testcase1();
9. tests[1]=**new** Testcase2();
10. **return** tests;
11. }
12. }

17) What is the difference between @Factory and @DataProvider annotation?

**@DataProvider:** It is annotation used by TestNG to execute the test method multiple numbers of times based on the data provided by the DataProvider.

**@Factory:** It is annotation used by the TestNG to execute the test methods present in the same test class using different instances of the respective class.

### What is Cucumber?

Cucumber is an open-source testing tool that supports the [Behavior Driven Development (BDD)](https://www.lambdatest.com/blog/behaviour-driven-development-by-selenium-testing-with-gherkin/" \t "_blank) method. It can be integrated with a variety of testing frameworks and tools, including [Selenium](https://www.lambdatest.com/selenium) and [Appium](https://www.lambdatest.com/appium" \t "_blank), and it supports numerous programming languages. Since Cucumber offers a standard language for describing requirements and test scenarios, it facilitates collaboration between developers, testers, and business analysts in Agile software development approaches.

### What are the advantages of using Cucumber?

Cucumber offers several advantages for software testing:

* Cucumber tests are written in plain-text English, so anyone with a minimum level of technical knowledge can create scenarios.
* It enables us to include business stakeholders who need help to read code easily.
* Allows quick and simple setup and operation
* A high degree of code reuse in the tests
* It is compatible with Selenium and various testing frameworks, including JUnit and TestNG.

### What are the different types of testing that can be performed using Cucumber?

Cucumber is a testing tool that supports various types of testing, such as acceptance testing, functional testing, and regression testing.

* [Acceptance testing](https://www.lambdatest.com/learning-hub/acceptance-testing) includes testing software's performance and compliance with requirements. Cucumber simplifies verifying that the software complies with the required specifications by allowing teams to define acceptance tests in a human-readable language.
* [Functional testing](https://www.lambdatest.com/learning-hub/functional-testing) includes evaluating certain software features or functions to ensure they function as intended. Teams can build and carry out available tests using Cucumber in a language that technical and non-technical stakeholders can easily comprehend.
* [Regression testing](https://www.lambdatest.com/blog/regression-testing-what-is-and-how-to-do-it/) requires retesting the software following changes to ensure that the previously functional features are still operational.

### What is a feature file in Cucumber?

A feature file in Cucumber is a plain text file that acts as the starting point for defining the software's behavior in a human-readable language. The feature file often includes several scenarios explaining how the software should behave in different situations. Each scenario in the feature file is divided into a set of steps that define the tasks to be completed and the outcomes that should be expected.

### What is a scenario in Cucumber?

A scenario is a fundamental Gherkin structure. Each scenario begins with the keyword "Scenario:" (or a localized variation of it) at the beginning and ends with a title.

### How do you share state between steps in Cucumber?

Cucumber uses instance variables to allow state to be shared between phases. Step definitions allow for the definition of and access to instance variables that can be used in numerous steps.

### How can you pass data between Cucumber steps?

Scenario context, a shared data structure that can be accessed by all Cucumber steps in a scenario, allows data to be exchanged across Cucumber steps. Alternatively, data can be transferred between steps using tables or samples of scenario outlines.

### What are the different types of steps in Cucumber?

Cucumber supports three types of steps: Given, When, and Then.

### What is the purpose of the Given step in Cucumber?

The Given step in Cucumber is used to specify the initial state or the prerequisites necessary for the test scenario to execute. In addition to helping to build up the necessary test data and create the required test objects, it describes the environment in which the test is executed.

### What is the purpose of the When step in Cucumber?

The When step in Cucumber is used to specify the action or event that must occur as part of the test scenario. It outlines the procedures needed to simulate a user's interaction with the system being tested.

### What is the purpose of the Then step in Cucumber?

The Then step in Cucumber defines the desired result or test scenario result. It outlines the necessary validation or verification processes to ascertain whether the system under test is acting by expectations.

### What is the difference between a Background and a Scenario Outline in Cucumber?

A Background is a set of steps that every scenario in a feature file shares. The same scenario is run several times with varying input values using a scenario outline. A Scenario Outline can be used several times to run the same scenario with different input data sets. However the Background section can only be used once per feature file.

### What is a tag in Cucumber?

To categorize and arrange the scenarios and features in a feature file, Cucumber uses tags, which are labels. A tag is a keyword that is preceded by the "@" symbol and the tag name. For instance, the tag "@smokeTest" might be used to identify features or scenarios that are part of a smoke test suite.

### What is the purpose of a Cucumber tag?

A Cucumber tag is used to assign metadata to a scenario or feature so that it may be filtered and put through particular tests. In addition to grouping related scenarios, and marking them as skipped or pending, tags can also be used to prevent some scenarios from being executed.

### What is the purpose of using regular expressions in Cucumber?

In Cucumber, regular expressions are used to match step definitions to the relevant stages in feature files. To create placeholders that can be changed at runtime to certain values, regular expressions are required.

### What is a hook in Cucumber?

A hook in Cucumber is a code block that can be added before or after a scenario or feature. With the support of hooks, you can carry out setup and teardown actions before and following each scenario or feature. According to their placement, hooks are defined in a separate file and are automatically run either before or after each scenario or feature.

### What is a data table in Cucumber?

A data table in Cucumber is a way to deliver a set of data to a Step in a Scenario in a tabular manner. In Cucumber, a data table is defined by a series of pipes (|) to split the columns and hyphens (-) that divide the header row from the data rows. For instance, the following data table has two rows of data and the following two columns: "Username" and "Password":

| Username | Password |

| user1 | pass1 |

| user2 | pass2 |

### What is a scenario outline in Cucumber?

A Cucumber feature called a Scenario Outline allows the creation of many test cases based on a single scenario. It is used when a scenario needs to be run with various sets of data. The term "Scenario Outline" is used to define the Scenario Outline. Angle brackets (">") are used to indicate placeholders, which are replaced with actual values during test execution. Below is a small example:

Scenario Outline: Login Functionality

Given I am on the login page

When I enter "<username>" and "<password>"

And I click the login button

Then I should be logged **in**

Examples:

| username | password |

| user1 | pass1 |

| user2 | pass2 |

In the above example, the login and password are placeholders in the Scenario Outline that are changed to actual values from the Examples table during test execution. Several sets of test data for the same scenario are defined in the Examples table.

### What is the purpose of the Background keyword in Cucumber?

Cucumber's Background keyword is used to define a list of common actions that occur before each scenario in a feature file. Moving recurring activities into the background section helps to reduce code duplication and streamline the feature file.

### How do you skip a scenario in Cucumber?

Cucumber allows you to skip scenarios by adding the tag “@ignore” or “@skip” to the scenario. Here's an illustration of how Cucumber skips a scenario:

@ignore

Scenario: This scenario will be skipped

Given I **do** not want to execute this scenario

When I tag it **with** the @ignore tag

Then Cucumber will skip it

### How do you generate HTML reports in Cucumber?

To create HTML reports, Cucumber comes with a built-in plugin called HTML Formatter. To create reports with more specific information, you can also use third-party plugins like ExtentReports or Allure Reports.

### What is a cucumber report?

A report in Cucumber is a document that shows the outcomes of the tests that have been run. After a test run is over, cucumber reports are generated. They offer essential details about the test execution, including the state of each test scenario and the overall state of the test suite.

### What is a step definition in Cucumber?

A step definition in Cucumber is a section of code that specifies the behavior for a specific step in a scenario. Each step in a scenario is matched to a step description by Cucumber before it is executed. Depending on the programming language used to construct the test automation framework, step definitions may be written in Java, Ruby, or JavaScript.

### What is a scenario outline in Cucumber?

A Scenario Outline in Cucumber is a means to execute the same scenario using several input data sets systematically. It enables testers to create a single scenario and include placeholder input values that can later be changed at runtime by other data sets. The input data are defined using an ‘’Examples table’’, and the scenario outline is defined using the phrase ‘’Scenario Outline’’.

### What is a cucumber feature?

A cucumber feature is a high-level description of how an application or system behaves that is stated in plain English and adheres to a particular syntax that Cucumber has established. The goal of employing Cucumber features is to give developers, testers, and business analysts a shared knowledge of the specifications and functionality of a system. Cucumber enables various stakeholders to work together efficiently and ensures that the system is created and tested following the expected behavior by using a common language and syntax.

### What is a cucumber plugin?

Cucumber offers a plugin mechanism to expand its capabilities beyond the basic features. In essence, a plugin is a piece of code that gives Cucumber additional functionality. Plugins can be used for various purposes, including report generation, output format customization, and integration with other testing tools.

By simply adding the plugin name to the Cucumber command-line arguments or by including them in the configuration file, plugins can be introduced to the project. Formatters, reporters, and custom plugins are just a few of Cucumber's many plugin kinds.

### What is a cucumber scenario outline example?

A cucumber scenario outline example is a template for creating various scenarios from a collection of input values. The scenario outline is a framework for building a collection of connected scenarios with similar actions but distinct input values. The different input values that will be used to produce the methods are represented by placeholders referred to as "sample tables." Consider the following example of a login function that accepts various usernames and passwords:

Scenario Outline: User logs **in** **with** valid credentials

Given the user is on the login page

When they enter "<username>" and "<password>"

And they click the login button

Then they should be redirected to the dashboard

Examples:

| username | password |

| user1 | pass1 |

| user2 | pass2 |

| user3 | pass3 |

In this illustration, the scenario outline offers a framework for building a variety of login scenarios using various identities and passwords. The input values for each situation are listed in the example table. Each row in the sample table receives its scenario when Cucumber executes this scenario description.

### What is a cucumber step?

A cucumber step is a specific action or behavior specified in the feature file and put into practice in the step definition file. It stands for a particular action that must be taken throughout the test scenario and often contains a description of the action and any relevant parameters. The implementation of the step in the step definition file would come after a step such as "Given the user navigates to the login page." Since cucumber steps are intended to be reused across several contexts, testing may be done more quickly and effectively.

### What is a cucumber test?

A powerful method for validating the accuracy and quality of software programs is the cucumber test. A cucumber test is a test case that uses the Behavior Driven Development (BDD) methodology and the Cucumber testing framework to build and run automated tests. Cucumber's test cases are created using the Gherkin syntax and natural language, making it simple for stakeholders, testers, and developers to collaborate. The test cases are arranged into feature files, which provide scenarios and instructions that specify how the system under test should behave.
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### What is a cucumber world in Cucumber?

A World is a global object in Cucumber that can contain a state which is shared among several stages and scenarios in a feature file. It enables data sharing and communication between phases, which is extremely helpful in complex systems. Every step definition function in a scenario receives the World object as an argument after it is generated and before the first step is executed. This makes it possible to transfer information between steps by enabling the step definitions to access and alter the state kept in the World object. The World object is specific to a feature file and does not persist across different feature files, which is a crucial distinction to make.

### What is Gherkin in Cucumber?

Cucumber scenarios are written in Gherkin, a language that is readable by people. It is a simple, domain-specific language that enables technical team members and stakeholders to work together and define the application's behavior in a concise and easy to understand manner. The application's desired behavior is described using Gherkin in terms of features, situations, and actions that are simple to comprehend and can be carried out using Cucumber. It uses plain English text syntax with phrases like Given, When, Then, And, and But to express how the application behaves. Gherkin files have a.feature extension and may be created in any text editor.

### What is the difference between a feature and a scenario in Cucumber?

|  |  |
| --- | --- |
| **Feature in Cucumber** | **Scenario in Cucumber** |
| A feature in Cucumber is a high-level description of a software need or feature. It often has one or more situations and is defined in a feature file. | A scenario is a particular test case or illustration that confirms a specific behavior or result of the feature. |
| The "Feature" keyword is used at the start of a feature in the Gherkin language. | The "Scenario" keyword is used at the start of scenarios written in the Gherkin language. |
| Specific test cases can be described by one or more scenarios for a feature. | One or more steps in a scenario can specify the behaviour that will be tested. |

### What is the difference between a scenario and a step in Cucumber?

|  |  |
| --- | --- |
| **Scenario in Cucumber** | **Step in Cucumber** |
| A scenario is a single test case that describes one particular aspect of an application's functionality or behavior. | A step is a distinctive assertion or action that is carried out as a part of a scenario. |
| Consists of one or more steps. | Consists of only one step. |
| Can have a variety of stages with various contexts. | Can have various scenarios with various steps. |
| Used to verify and validate the feature's acceptance criteria. | Used to specify particular test procedures to verify the system's operation. |
| Aids in understanding the system's overall behavior. | Aids in understanding a particular behavior of the system. |

### What is the difference between JUnit and Cucumber?

|  |  |
| --- | --- |
| **JUnit** | **Cucumber** |
| JUnit is a unit testing framework that is generally used to test isolated code modules or units. It offers a collection of annotations and assertions for writing and running tests for Java applications. | Cucumber is a framework for behavior-driven testing that focuses on evaluating a system's overall behavior by specifying scenarios and actions using Gherkin syntax in natural language. |
| JUnit uses annotations to specify test methods (@Test, @Before, @After). | Cucumber defines scenarios using the "given-when-then" syntax (Gherkin language) |
| The reading and understanding of tests can be difficult, particularly for non-technical stakeholders. | Scenarios are stated in simple terms so that non-technical stakeholders can understand them. |
| Can integrate with testing tools like Mockito and Selenium. | Can integrate with testing tools like Selenium and RestAssured |
| JUnit delivers basic test reporting | Cucumber provides a detailed test reporting in JSON, HTML and other formats |

### What is the difference between RSpec and Cucumber?

|  |  |
| --- | --- |
| **Cucumber** | **RSpec** |
| Cucumber is used for acceptability testing and end-to-end testing | RSpec is mainly used for unit testing. |
| Cucumber's natural language syntax facilitates easier cooperation between technical and non-technical stakeholders. | RSpec's syntax may be more difficult for non-technical stakeholders to understand |
| Cucumber focuses on testing the behavior of an entire system or application | RSpec focuses on testing individual code units. |

### What is the difference between TestNG and Cucumber?

|  |  |
| --- | --- |
| **Cucumber** | **TestNG** |
| Cucumber is used for acceptability testing | TestNG is mostly used for unit testing. |
| Cucumber supports a variety of programming languages | TestNG is focused on Java-based testing. |
| Cucumber provides a more natural language approach using Gherkin syntax for defining tests | TestNG is more developer-centric and relies on annotations. |
| Cucumber offers a behavior-driven development (BDD) strategy that stresses cooperation between developers, testers, and business stakeholders. | TestNG does not have a behavior-driven development (BDD) focus |

### What is the difference between a hook and a step definition in Cucumber?

|  |  |
| --- | --- |
| **Hook in Cucumber** | **Step Definition in Cucumber** |
| A hook in Cucumber is a section of code that runs before or after a scenario or feature. | A step definition is a piece of code that specifies a step's behavior in a feature file. |
| Suitable for setup and takedown operations like starting a browser or cutting off a database connection. | Can be used to carry out any automation job, including communicating with UI elements and executing API calls. |
| Using context objects or global variables, data can be shared between scenarios or steps. | Can leverage Cucumber's built-in data sharing features, such as scenario outline tables or background steps, but cannot share data between steps or scenarios. |
| Can be used to conditionally change or skip scenarios depending on specific circumstances. | Can be used to construct conditional logic within a step's implementation, but cannot be used to skip or change scenarios. |

### What is the difference between a scenario and a feature file in Cucumber?

The crucial Cucumber components Scenario and Feature both have a specific function. The key variations between them are as follows:

|  |  |
| --- | --- |
| **Feature File** | **Scenario** |
| A text file called a feature file contains a detailed description of a feature that needs to be tested. | A single test case in the Gherkin language is known as a scenario. |
| It outlines the software's functioning, which needs to be tested. | It outlines the specific steps to be taken to test a specific functionality. |
| It can involve a variety of scenarios, each of which tests a distinct function. | It usually comprises of a number of steps that are carried out in a particular order. |
| The scenarios are placed within a context, and they are arranged into logical groups. | To organise and group scenarios, it can be connected to one or more tags. |

### What is the difference between a tag and a data table in Cucumber?

|  |  |
| --- | --- |
| **Tag** | **Data Table** |
| Tag begins with the "@" symbol | Data Tablr starts with " |
| Tags organize and filter scenarios | Data Table passes numerous parameters to a scenario |
| A scenario may contain several tags. | A scenario can contain only one data table. |
| The step definitions don't use tags. | With step definitions, data tables are used as arguments. |

### What is the difference between a test scenario and a test case in Cucumber?

|  |  |
| --- | --- |
| **Test Scenario** | **Test Case** |
| A test scenario is a specific instance of a feature. | A test case is a set of conditions or variables that a tester will use to verify whether or not a system is functioning properly. |
| Test Scenario is defined using Gherkin syntax and consists of a collection of stages that specify the activities and expected outcomes for specific system behavior. | Test Case is often defined by a QA engineer and contains comprehensive instructions on how to test a particular system feature or behavior. |

### What is the purpose of using Cucumber?

Cucumber is a tool that supports Behavior Driven Development (BDD). This agile software development methodology encourages cooperation between developers, testers, and business stakeholders to guarantee that the software satisfies the requirements and caters to the needs of the end users. The main goal of utilizing Cucumber is to create, run, and automate test cases that clearly and simply describe how the product behaves for everyone engaged in the development process. The development team, the testing team, and the business stakeholders can all communicate and understand one another more easily because of Cucumber's ability to create feature files that act as a common language.

Eventually, the purpose of deploying Cucumber is to increase teamwork, communication, and development process effectiveness while guaranteeing large quality and dependability of the software output.

### How do you debug a Cucumber test?

A Java debugger can be used to set breakpoints in the step definition code and walk through the code to find any problems when debugging a Cucumber test. To print out intermediate values and messages while the test is being run, another strategy is to include log statements in the step definition code. Also, when executing tests from the command line, Cucumber offers the option to run them in debug mode by adding the “- - debug” switch.

### How do you debug failing Cucumber tests?

You can use logging and debugging tools given by your programming language or IDE to debug failing Cucumber tests. Also, the Cucumber "—debug flag" enables you to execute tests in debug mode, allowing you to step through each test step and determine precisely where a failure occurred.

### What is the difference between a soft assertion and a hard assertion in Cucumber?

|  |  |
| --- | --- |
| **Soft Assertion** | **Hard Assertion** |
| continues running tests even after a failure | stops testing after a failure |
| Logs the error message before moving on to the next assertion. | logs the error message and stops the test. |
| can be helpful in situations when several claims need to be verified before the test is stopped. | useful in situations where the failure of a single assertion signals the failure of a test |

### How do you use Cucumber hooks?

A Cucumber Hook is executed at specific times during the Cucumber test cycle. Hooks are used to perform post-actions after a scenario or step has been completed and to set up preconditions before they are met. Many hook annotations are provided by Cucumber, which can be used to specify the intended behavior. A few are listed below.

1. @Before: This hook is executed before each scenario or scenario step. It can be used to do any required setup tasks or to set up the test environment.
2. @After: This hook is used to determine whether a scenario or a step in a scenario is to be executed. It can be used to teardown the test environment or perform cleanup operations.
3. @BeforeStep - It is used before each step in a scenario. It can be used to carry out particular tasks before each stage is carried out.
4. @AfterStep: In a scenario, this hook is used after each step. It can be used to carry out particular tasks upon the completion of each stage.

### How do you use Cucumber with Selenium?

It is necessary to establish the step definitions that interact with the Selenium WebDriver to carry out operations on the web page when using Cucumber with Selenium. With a single feature file, you can automate several scenarios by passing data to the step definitions using Cucumber DataTable.

## Advanced Cucumber Interview Questions

Candidates with a solid knowledge of Cucumber's fundamental ideas, syntax, and use should feel comfortable answering advanced level Cucumber interview questions. The below questions aim to assess the candidate's overall understanding of Cucumber and their ability to use Cucumber to resolve challenging testing scenarios.

### How do you pass parameters to a step definition in Cucumber?

Using regular expressions, you can capture the parameter values from a step in the feature file and then give them as arguments to the appropriate method in the step definition in Cucumber. Here's an illustration:

In the feature file:

Given the user has entered "John" **as** their name

In the step definition:

@Given("^the user has entered "([^"]\*)" **as** their name$")

public void enterName(String name) {

// Use the captured name parameter in the step definition code

}

In this illustration, the string name is captured by the regular expression "(["]\*)" and passed as an argument to the enterName method.

### How do you run a specific scenario in Cucumber?

The @scenario name tag in your feature file can be used to identify the scenario you want to run in Cucumber. The tag can then be specified in your command line by using the -t or —tags option and the tag name. You can use the following command to run a scenario, for instance, if it has the tag @login:

cucumber -t @login}

Only the scenarios with the @login tag will be executed. A comma can be used to divide tags if you have more than one. For instance, you can use the following command to execute scenarios that have both the @login and @smoke test tags:

cucumber -t @login,@smoke\_test

Just the scenarios with the tags @login or @smoke test will be executed by this.

### How do you skip a scenario in Cucumber?

In Cucumber, you can skip a scenario by adding the @ignore tag before the method that needs to be skipped. The method marked with the @ignore tag will be ignored when you run the Cucumber tests. Here's an illustration:

@ignore

Scenario: This scenario will be skipped

Given some precondition

When some action is taken

Then some expected result is obtained

The scenario in the aforementioned example has the tag "@ignore," meaning that Cucumber tests will skip it.

### How do you integrate Cucumber with Jenkins?

To integrate Cucumber with Jenkins, you can follow these steps:

1. Install the Jenkins Cucumber plugin.
2. For your Cucumber project, create a Jenkins job.
3. Set up the Jenkins task to use a build script or the command line to run the Cucumber tests.
4. Set up the Cucumber plugin in the Jenkins job to generate Cucumber reports.
5. You can either manually start the Jenkins task or schedule it to execute at a particular time.

pipeline {

agent any

stages {

**stage**('Build') {

steps {

sh 'mvn clean install'

}

}

**stage**('Test') {

steps {

sh 'mvn test'

}

post {

always {

cucumber htmlReports: **true**, jsonReports: **true**

}

}

}

}

}

This Jenkinsfile creates and tests a Maven-based Cucumber project and uses the Cucumber plugin to produce HTML and JSON reports. This file can be modified to suit the needs of your project.

### How do you handle exceptions in Cucumber?

Cucumber's try-catch block in the step specification can be used to handle exceptions. The Cucumber scenario will fail if an exception arises in a phase, and the console output will show what went wrong. An illustration of how to handle an exception in a step definition is provided here:

@When("I perform some action")

public **void** **performAction**() {

**try** {

// perform the action that may throw an exception

} **catch** (Exception e) {

// handle the exception

}

}

As an alternative, you can specify a unique exception handler using the @CucumberOptions annotation. For instance, you would include the subsequent annotation to your runner class to use the MyExceptionHandler custom exception handler class:

@RunWith(Cucumber.class)

@CucumberOptions(

// other options

plugin = {"com.example.MyExceptionHandler"}

)

public **class** **MyCucumberTest** {

// test code

}

In this case, all exceptions thrown during the Cucumber test would be handled by the MyExceptionHandler class.

### How do you write a scenario outline in Cucumber?

To write a scenario outline in Cucumber, you can follow these steps:

1. The Feature keyword should come first, followed by a concise description of the feature you want to test.
2. To begin the outline, use the keyword Scenario Outline.
3. Using placeholders for the variable data, write the steps of the scenario outline. The names should be descriptive, and the placeholders should be enclosed in < >.
4. Create a table called Examples containing rows of sample data you may use in your testing. With precise information, each row should fill in the blanks in the Scenario Outline phases.
5. Add a.feature extension to the feature file while saving it.

Feature: Search functionality

As a user

I want to be able to search **for** products

So that I can find the products I need

Scenario Outline: Search **for** a product

Given I am on the home page

When I search **for** "<product>"

Then I should see search results **for** "<product>"

Examples:

| product |

| iPhone |

| iPad |

| MacBook |

By using the Examples table to fill in the blank for the product name, the Scenario Outline in this example evaluates the search functionality for various products. Each example row uses the same Given, When, and Then stages, streamlining the test and making it simpler to read.

### How do you define a background in Cucumber?

A background in Cucumber is a set of functions that each scenario in a feature file uses. It is employed to specify the prerequisites that must be satisfied before the scenarios can be carried out.

In Cucumber, you may define a background by using the “Background” keyword followed by the steps you want to describe. Here's an illustration:

Feature: User registration

Background:

Given the user is on the registration page

Scenario: Valid registration

When the user enters valid information

Then the user should be registered successfully

Scenario: Invalid registration

When the user enters invalid information

Then the user should see an error message

The Background keyword is used to indicate a single step in the example above, namely that the user is now on the registration page. Before both scenarios in the feature file, this step will be carried out.

### How do you handle dynamic input in Cucumber?

Cucumber can handle dynamic input by using a scenario outline with an Examples table. Here is a brief sample of code:

Scenario Outline: Login **with** dynamic credentials

Given User is on login page

When User enters "<username>" and "<password>"

And User clicks on login button

Then User should be logged **in** successfully

Examples:

| username | password |

| user1 | pass123 |

| user2 | pass456 |

In this example, the steps of the scenario were defined using the scenario outline, and dynamic input was then added using the Examples table. The table contains the actual values for the placeholders "username" and "password." For each entry in the table, Cucumber will automatically construct a scenario, replacing the placeholders in the scenario outline with values from the table.

### How do you execute a scenario using a different browser in Cucumber?

Use the @driver tag in your scenario, followed by the name of the chosen browser, to run a scenario in Cucumber using a different browser. Here's an illustration:

@driver=firefox

Scenario: User logs **in** **with** valid credentials using Firefox

Given the user is on the login page

When the user enters valid credentials

And the user clicks the login button

Then the user should be redirected to the home page

The @driver=firefox tag in the example above indicates that the scenario should be carried out using the Firefox web browser. Any alternative browser name, such as "chrome," "safari," or "edge," can be used in place of "firefox."

You must set up your test environment to support various browsers before launching your test suite with the required browser-specific command-line options or configuration settings to run the scenario using the selected browser.

### How do you handle multiple data sets in Cucumber?

You can use the Scenario Outline and Examples tables in your feature file to handle numerous data sets in Cucumber.Here's an illustration:

Scenario Outline: Search using different keywords

Given I am on the search page

When I search **for** "<keyword>"

Then I should see results **for** "<keyword>"

Examples:

| keyword |

| cucumber |

| selenium |

| java |

In this example, we define a search scenario for several keyword combinations. In the scenario phases, we use the placeholder "keyword" and give it various values from the Examples database. For each entry in the table, Cucumber will automatically create a scenario, replacing the placeholders with the actual values.

### How do you write a comment in a feature file in Cucumber?

Cucumber allows you to add comments to feature files by using the "#" sign and then the comment text. Here's an illustration:

Feature: Login

As a registered user

I want to login to my account

So that I can access my dashboard

# This is a comment

Scenario: Valid login

Given I am on the login page

When I enter valid credentials

And click the login button

Then I should be redirected to the dashboard page

The comment is denoted in this example by the hash mark ("#") and is typed on a separate line before the term "Scenario."

### How do you pass arguments to Cucumber from the command line?

You can use the "—tags" option and the name of the tag you want to run to send parameters to Cucumber from the command line. For instance, if you want to execute only the scenarios you have tagged with @smoke, you can pass the —tags option with the following details:

cucumber --tags @smoke

To execute scenarios with any of the specified tags, you can also pass multiple tags, separated by commas. For instance:

cucumber --tags @smoke,@regression

### How do you parameterize a step definition in Cucumber?

In Cucumber, you may use regular expressions and capture groups to extract values from a step definition and parameterize it. The step definition method can then accept the captured values as parameters. Consider the following as an example scenario:

Scenario: Search **for** a product

Given I am on the search page

When I search **for** "cucumber"

Then I should see search results **for** "cucumber"

You can parameterize the command "Then I should get search results for "cucumber"" by extracting the product name using a regular expression and a capture group:

@Then("I should see search results for "(.\*)"")

public **void** **verifySearchResults**(String productName) {

// Verify the search results for the given product name

}

In this example, any string of characters can be matched by the regular expression "(.\*)," and the captured value is supplied as a parameter to the verifySearchResults method. In this instance, the parameter productName will be set to "cucumber".

### How do you define a tag in a feature file in Cucumber?

Cucumber uses tags to categorize scenarios, features, or specific steps. These tags can then be used to execute a particular collection of procedures or features. Add the tag symbol (@) and tag name to the line above the quality, scenario, or particular step to define a tag in a feature file. To specify a tag for a feature, for example:

@myTag

Feature: My Feature

As a user

I want to **do** something

So that I can achieve a goal

The tag name in the above instance is "@myTag".

### How do you ignore a scenario using tags in Cucumber?

Using the @ignore tag in the scenario in Cucumber, you can ignore a procedure using tags. The scenarios marked with the @ignore tag will not be executed when running the Cucumber test. Here's an illustration of how tags in Cucumber can be used to ignore a scenario:

Feature: My feature

@ignore

Scenario: My scenario

Given I have some precondition

When I perform some action

Then I should see some result

Scenario: My other scenario

Given I have some other precondition

When I perform some other action

Then I should see some other result

The first scenario in this example is given the @ignore tag. The second scenario will be the only one that is conducted when you run the Cucumber test.

### How do you run Cucumber tests in parallel?

Using a test runner like JUnit or TestNG and configuring it to execute tests concurrently will allow us to run Cucumber tests in parallel. Here is an illustration of coding using TestNG:

**import** cucumber.api.CucumberOptions;

**import** cucumber.api.testng.AbstractTestNGCucumberTests;

@CucumberOptions(features = {"src/test/resources/features"},

glue = {"com.example.steps"})

public **class** **TestRunner** **extends** **AbstractTestNGCucumberTests** {

// nothing to do here, TestNG will run the Cucumber tests in parallel

}

You can define the location of the feature files and step definitions in the @CucumberOptions annotation. Then, develop a TestNG test runner by extending AbstractTestNGCucumberTests. In accordance with the settings in the testng.xml configuration file, TestNG will automatically run the Cucumber tests in parallel.

### How do you implement a data-driven testing approach in Cucumber?

Cucumber's Scenario Outline and Examples tables can be used to build data-driven testing. You can create a template scenario with placeholders in the Scenario Outline that can be updated with test data from the Examples table. Here is an illustration of data-driven testing in action with Cucumber:

Scenario Outline: Login functionality **with** multiple users

Given I am on the login page

When I enter "<username>" and "<password>"

And I click on login button

Then I should be logged **in**

Examples:

| username | password |

| user1 | pass1 |

| user2 | pass2 |

| user3 | pass3 |

The Scenario Outline template in this example specifies the stages for the login feature, and the Samples table contains various sets of test data. For each entry in the Examples table, Cucumber will create a unique case during execution, substituting the placeholders with the actual values.

### How do you handle timeouts in Cucumber?

You can utilize the Ruby Timeout library's Timeout class to manage timeouts in Cucumber. An example of code that sets a step's timeout to 10 seconds is shown below:

require 'timeout'

Timeout.timeout(10) **do**

# code to be executed **with** a timeout **of** 10 seconds

end

The Timeout.timeout method in the code above takes a block of code that will be run during the designated timeout duration. A Timeout::Error will be produced if the code execution takes longer than the allotted period. This error can be restored, and the code can handle it correctly.

### How do you handle pop-up windows in Cucumber?

Cucumber can handle pop-up windows by switching the driver focus to the pop-up window using Selenium's switch to method. Here is a brief piece of code that shows how to manage a pop-up window:

# Click on a button that opens a pop-up window

button = find\_element(:id, "popup-button")

button.click

# Switch to the pop-up window

popup\_window = driver.window\_handles.last

driver.switch\_to.window(popup\_window)

# Perform actions on the pop-up window

# ...

# Switch back to the main window

main\_window = driver.window\_handles.first

driver.switch\_to.window(main\_window)

In this illustration, first locate and select the button that opens the pop-up window. The pop-up window's handle is then obtained using driver.window handles.last, and the driver's attention is switched to the window using driver.switch to.window. After performing the actions on the pop-up window, use driver to return the driver's focus to the primary window. driver.switch to.window and window handles.first.

### How do you handle dynamic web elements in Cucumber?

You can use Cucumber's waitFor method to manage dynamic web components from the Selenium WebDriver library. Before moving on to the next step, this method waits for a specified condition to be true. An illustration of the use of waitFor in a step definition is given here:

@When("^I click on the button with id "([^"]\*)"$")

public void clickButtonWithId(String buttonId) {

WebElement button = driver.findElement(By.id(buttonId));

new WebDriverWait(driver, 10).until(ExpectedConditions.elementToBeClickable(button));

button.click();

}

In this case, the expected condition is elementToBeClickable. Before clicking on a button, it waits for it to be clickable. Because it makes sure the element is available and clickable before interacting with it, this helps in handling dynamic web elements.

### How do you handle multiple windows in Cucumber?

You can leverage Selenium's window handles method in Cucumber to manage many windows. Here's an illustration:

@When("^I click on a link to open a new window$")

public **void** i\_click\_on\_a\_link\_to\_open\_a\_new\_window() throws InterruptedException {

String mainWindowHandle = driver.getWindowHandle();

// Click on the link that opens a new window

WebElement newWindowLink = driver.findElement(By.id("newWindowLink"));

newWindowLink.click();

// Wait for the new window to open and switch to it

WebDriverWait wait = **new** WebDriverWait(driver, 10);

wait.until(ExpectedConditions.numberOfWindowsToBe(2));

Set<String> windowHandles = driver.getWindowHandles();

**for** (String handle : windowHandles) {

**if** (!handle.equals(mainWindowHandle)) {

driver.switchTo().window(handle);

**break**;

}

}

}

@Then("^I can perform actions in the new window$")

public **void** **i\_can\_perform\_actions\_in\_the\_new\_window**() {

// Do something in the new window

driver.findElement(By.id("newWindowInput")).sendKeys("Hello World");

}

In this illustration, after obtaining the handle of the primary window, we click a link to launch a new window. Next, after a short wait, move to the new window with the driver. window().switchTo().handle() method. The new window is now ready for action when needed.

### How do you handle frames in Cucumber?

The switchTo() method given by Selenium WebDriver can be used to switch to the frame and carry out functions within it when handling frames in Cucumber.Here is an illustration of the code:

//Switch to frame by name or ID

driver.switchTo().frame("frameNameOrID");

//Perform actions on elements within the frame

driver.findElement(By.id("elementID")).click();

//Switch back to default content

driver.switchTo().defaultContent();

In the above illustration, you first change to a frame by utilizing its name or ID. Then, take a specific action on a frame element. Finally, you return to the default content that is outside of the frame.

### How do you handle exceptions in Cucumber?

Exceptions in Cucumber can be handled by including a try-catch block in the step specification. If an exception arises while a step is being executed, it can be caught in the catch block and handled appropriately. An illustration of how to handle exceptions in a step definition is given here:

@When("I do something that may throw an exception")

public **void** **doSomething**() {

**try** {

// code that may throw an exception

} **catch** (Exception e) {

// code to handle the exception

}

}

The step definition in this example tries to execute specific codes that might produce an exception. If an exception arises, it is caught in the catch block so that the correct response can be executed.

### How do you organize your Cucumber feature files?

Organizing your feature files according to the functionality or module they cover is a good idea. For each module, you can make a directory and place the feature files that go with it. Finding and managing the files are made simpler as a result.

- features/

- authentication/

- login.feature

- registration.feature

- user\_management/

- create\_user.feature

- delete\_user.feature

- orders/

- create\_order.feature

- view\_order.feature

The feature files in this example are organized into functional groups and stored in subdirectories. The feature files are kept small and focused on a particular functionality, which makes them simpler to execute and maintain.

## Conclusion

Cucumber is a powerful tool that allows teams to collaborate and ensure that the application is functioning as intended. Testers and developers can create and run automated acceptance tests using the behavior-driven development approach with Cucumber that are simple for both technical and non-technical team members to understand.

In a Cucumber interview, candidates might be asked about the benefits of using Cucumber, the many testing techniques that can be used, the usage of tags, data tables, and scenario sketches, as well as the meanings of specific Cucumber keywords like Given, When, and Then. A candidate can stand out in a Cucumber interview and improve their chances of getting a job in software testing or development by demonstrating a thorough mastery of Cucumber and its numerous capabilities.
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