Ai\_7实现KNN算法

KNN算法：求出被测试例子和之前确定例子的距离，然后按照距离排序，选取最小的前K个，这K个里面占百分比最多的类型就是被测试例子的类型

代码实现：

**package** KNN;

**public** **class** PointBean {

**int** x;

**int** y;

**public** **int** getX() {

**return** x;

}

**public** **void** setX(**int** x) {

**this**.x = x;

}

**public** **int** getY() {

**return** y;

}

**public** **void** setY(**int** y) {

**this**.y = y;

}

**public** PointBean(**int** x, **int** y) {

**super**();

**this**.x = x;

**this**.y = y;

}

**public** PointBean() {

**super**();

}

@Override

**public** String toString() {

**return** "PointBean [x=" + x + ", y=" + y + "]";

}

}

**package** KNN;

**import** java.util.ArrayList;

**public** **class** KnnMain {

**public** **double** getPointLength(ArrayList<PointBean> list,PointBean bb){

**int** b\_x=bb.getX();

**int** b\_y=bb.getY();

**double** temp=(b\_x -list.get(0).getX())\*(b\_x -list.get(0).getX())+

(b\_y -list.get(0).getY())\*(b\_y -list.get(0).getY());

// 找出最小的距离

**for**(**int** i=1;i<list.size();i++){

**if**(temp<((b\_x -list.get(i).getX())\*(b\_x -list.get(i).getX())+

(b\_y -list.get(i).getY())\*(b\_y -list.get(i).getY()))){

temp=(b\_x -list.get(i).getX())\*(b\_x -list.get(i).getX())+

(b\_y -list.get(i).getY())\*(b\_y -list.get(i).getY());

}

}

**return** Math.*sqrt*(temp);

}

**public** **void** getContent(ArrayList<PointBean> list1,ArrayList<PointBean> list2,

ArrayList<PointBean> list3,PointBean bb){

**double** A=getPointLength(list1,bb);

**double** B=getPointLength(list2,bb);

**double** C=getPointLength(list3,bb);

//做出比较

**if**(A>B){

**if**(B>C){

System.***out***.println("这个点:"+bb.getX()+" , "+bb.getY()+" " +"属于C");

}**else** {

System.***out***.println("这个点:"+bb.getX()+" , "+bb.getY()+" " +"属于B");

}

}**else** {

**if**(A>C){

System.***out***.println("这个点:"+bb.getX()+" , "+bb.getY()+" " +"属于C");

}**else** {

System.***out***.println("这个点:"+bb.getX()+" , "+bb.getY()+" " +"属于A");

}

}

}

}

**package** KNN;

**import** java.util.ArrayList;

/\*

\* 主函数 KNN

\*/

**public** **class** TestJava {

**static** ArrayList< PointBean> *listA*;

**static** ArrayList< PointBean> *listB*;

**static** ArrayList< PointBean> *listC*;

**static** ArrayList< PointBean> *listD*;

**public** **static** **void** main(String[] args) {

//创建Arraylist

*listA*=**new** ArrayList<PointBean>();

*listB*=**new** ArrayList<PointBean>();

*listC*=**new** ArrayList<PointBean>();

*listD*=**new** ArrayList<PointBean>();

//写入数据

*setDate*();

*getTestResult*();

}

/\*\*

\* 得到结果

\*/

**private** **static** **void** getTestResult() {

//创建对象

KnnMain km=**new** KnnMain();

**for**(**int** i=0;i<*listD*.size();i++){

km.getContent(*listA*, *listB*, *listC*, *listD*.get(i));

}

}

/\*\*

\* 写入数据

\*/

**private** **static** **void** setDate() {

//A的坐标点

**int** A\_x[]={1,1,2,2,1};

**int** A\_y[]={0,1,1,0,2};

//B的坐标点

**int** B\_x[]={2,3,3,3,4};

**int** B\_y[]={4,4,3,2,3};

//C的坐标点

**int** C\_x[]={4,5,5,6,6};

**int** C\_y[]={1,2,0,2,1};

// 测试数据

//B的坐标点

**int** D\_x[]={3,3,3,0,5};

**int** D\_y[]={0,1,5,0,1};

//

PointBean bA;

**for**(**int** i=0;i<5;i++){

bA=**new** PointBean(A\_x[i], A\_y[i]);

*listA*.add(bA);

}

//

PointBean bB ;

**for**(**int** i=0;i<5;i++){

bB=**new** PointBean(B\_x[i], B\_y[i]);

*listB*.add(bB);

}

//

PointBean bC ;

**for**(**int** i=0;i<5;i++){

bC=**new** PointBean(C\_x[i], C\_y[i]);

*listC*.add(bC);

}

//

PointBean bD ;

**for**(**int** i=0;i<5;i++){

bD=**new** PointBean(D\_x[i], D\_y[i]);

*listD*.add(bD);

}

}

}

实现结果：![](data:image/png;base64,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)