Leetcode

### Two Sum

Given an array of integers, return **indices** of the two numbers such that they add up to a specific target.

You may assume that each input would have ***exactly*** one solution.

**Example:**

Given nums = [2, 7, 11, 15], target = 9,

Because nums[**0**] + nums[**1**] = 2 + 7 = 9,

return [**0**, **1**].

**UPDATE (2016/2/13):**  
The return format had been changed to **zero-based** indices. Please read the above updated description carefully.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public int[] twoSum(int[] nums, int target) {

if (nums == null || nums.length < 2) {

return null;

}

Map<Integer, Integer> map = new HashMap<Integer, Integer>();

for (int i = 0; i < nums.length; i++) {

int val = nums[i];

if (map.containsKey(target-val)) {

return new int[] {map.get(target-val), i};

}

map.put(val, i);

}

return null;

}

}

### Add Two Numbers

You are given two linked lists representing two non-negative numbers. The digits are stored in reverse order and each of their nodes contain a single digit. Add the two numbers and return it as a linked list.

**Input:** (2 -> 4 -> 3) + (5 -> 6 -> 4)  
**Output:** 7 -> 0 -> 8

**Solution 1 - Time O (n+m) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

public class Solution {

public ListNode addTwoNumbers(ListNode l1, ListNode l2) {

if (l1 == null && l2 == null) {

return null;

}

ListNode ret = new ListNode(0);

ListNode cur = ret;

int carry = 0;

while (l1 != null && l2 != null) {

int val = l1.val + l2.val + carry;

carry = val / 10;

cur.next = new ListNode(val % 10);

l1 = l1.next;

l2 = l2.next;

cur = cur.next;

}

while (l1 != null) {

int val = l1.val + carry;

carry = val / 10;

cur.next = new ListNode(val % 10);

l1 = l1.next;

cur = cur.next;

}

while (l2 != null) {

int val = l2.val + carry;

carry = val / 10;

cur.next = new ListNode(val % 10);

l2 = l2.next;

cur = cur.next;

}

if (carry != 0) {

cur.next = new ListNode(carry);

}

return ret.next;

}

}

### Longest Substring Without Repeating Characters

Given a string, find the length of the longest substring without repeating characters. For example, the longest substring without repeating letters for "abcabcbb" is "abc", which the length is 3. For "bbbbb" the longest substring is "b", with the length of 1.

**Solution 1 – Time O (n) Space O (1) single iteration**

public class Solution {

public int lengthOfLongestSubstring(String s) {

if (s == null || s.length() == 0) {

return 0;

}

int[] arr = new int[256];

Arrays.fill(arr, -1);

int maxLen = 0;

int l = 0;

for (int r = 0; r < s.length(); r++) {

int index = s.charAt(r);

if (arr[index] >= l) {

l = arr[index] + 1;

}

arr[index] = r;

maxLen = Math.max(r - l + 1, maxLen);

}

return maxLen;

}

}

**Solution 2 - Time O (n) Space O (n)**

public class Solution {

public int lengthOfLongestSubstring(String s) {

if (s == null || s.length() == 0) {

return 0;

}

Set<Character> set = new HashSet<Character>();

int maxLen = 0;

int l = 0;

int r = 0;

while (r < s.length()) {

if (set.contains(s.charAt(r))) {

while (s.charAt(l) != s.charAt(r)) {

set.remove(s.charAt(l));

l++;

}

set.remove(s.charAt(l));

l++;

}

set.add(s.charAt(r));

maxLen = Math.max(r - l + 1, maxLen);

r++;

}

return maxLen;

}

}

### Median of Two Sorted Arrays

There are two sorted arrays A and B of size m and n respectively. Find the median of the two sorted arrays. The overall run time complexity should be O(log (m+n)).

**Solution 1 – Time O (log (m + n)) Space O (log (m + n))**

public class Solution {

public double findMedianSortedArrays(int A[], int B[]) {

int lenA = A.length;

int lenB = B.length;

int totalLen = lenA + lenB;

if (totalLen % 2 == 0) {

return (findKth(A, 0, lenA - 1, B, 0, lenB - 1, totalLen / 2) + findKth(

A, 0, lenA - 1, B, 0, lenB - 1, totalLen / 2 + 1)) / 2.0;

} else {

return findKth(A, 0, lenA - 1, B, 0, lenB - 1, totalLen / 2 + 1);

}

}

public double findKth(int A[], int a1, int a2, int B[], int b1, int b2,

int k) {

int a = a2 - a1 + 1;

int b = b2 - b1 + 1;

if (a > b) {

return findKth(B, b1, b2, A, a1, a2, k);

}

if (a == 0) {

return B[b1 + k - 1];

}

if (k == 1) {

return Math.min(A[a1], B[b1]);

}

int posA = Math.min(k / 2, a);

int posB = k - posA;

if (A[a1 + posA - 1] == B[b1 + posB - 1]) {

return A[a1 + posA - 1];

} else if (A[a1 + posA - 1] < B[b1 + posB - 1]) {

return findKth(A, a1 + posA, a2, B, b1, b1 + posB - 1, posB);

} else {

return findKth(A, a1, a1 + posA - 1, B, b1 + posB, b2, posA);

}

}

}

### Longest Palindromic Substring

Given a string *S*, find the longest palindromic substring in *S*. You may assume that the maximum length of *S* is 1000, and there exists one unique longest palindromic substring.

**Solution 1 – Time O (n^2) Space O (1)**

public class Solution {

public String longestPalindrome(String s) {

int start = 0, end = 0;

for (int i = 0; i < s.length(); i++) {

int len1 = expandAroundCenter(s, i, i);

int len2 = expandAroundCenter(s, i, i + 1);

int len = Math.max(len1, len2);

if (len > end - start) {

start = i - (len - 1) / 2;

end = i + len / 2;

}

}

return s.substring(start, end + 1);

}

private int expandAroundCenter(String s, int left, int right) {

int L = left, R = right;

while (L >= 0 && R < s.length() && s.charAt(L) == s.charAt(R)) {

L--;

R++;

}

return R - L - 1;

}

}

**Solution 2 – Time O (n^2) Space O (1)**

public class Solution {

public String longestPalindrome(String s) {

if (s == null || s.length() == 0) {

return "";

}

int len = s.length();

int maxLen = 0;

int maxLeft = 0;

int maxRight = 0;

int curLen = 0;

int prev;

int next;

for (int i = 0; i < len \* 2 - 1; i++) {

if (i % 2 == 0) {

curLen = 1;

prev = (i / 2 - 1);

next = (i / 2 + 1);

} else {

curLen = 0;

prev = (i / 2);

next = (i / 2 + 1);

}

for (; prev >= 0 && next < len; prev--, next++) {

if (s.charAt(prev) == s.charAt(next)) {

curLen += 2;

}

else {

break;

}

}

if (curLen > maxLen) {

maxLen = curLen;

maxLeft = prev + 1;

maxRight = next;

}

}

return s.substring(maxLeft, maxRight);

}

}

**Solution 3 – Time O (n^2) Space O (n^2)**

//DP

public class Solution {

public String longestPalindrome(String s) {

if (s == null || s.length() == 0) {

return "";

}

boolean[][] palin = new boolean[s.length()][s.length()];

String res = "";

int maxLen = 0;

for (int i = s.length() - 1; i >= 0; i--) {

for (int j = i; j < s.length(); j++) {

if (s.charAt(i) == s.charAt(j)

&& (j - i <= 2 || palin[i + 1][j - 1])) {

palin[i][j] = true;

if (maxLen < j - i + 1) {

maxLen = j - i + 1;

res = s.substring(i, j + 1);

}

}

}

}

return res;

}

}

### ZigZag Conversion

The string "PAYPALISHIRING" is written in a zigzag pattern on a given number of rows like this: (you may want to display this pattern in a fixed font for better legibility)

P A H N

A P L S I I G

Y I R

And then read line by line: "PAHNAPLSIIGYIR"

Write the code that will take a string and make this conversion given a number of rows:

string convert(string text, int nRows);

convert("PAYPALISHIRING", 3) should return "PAHNAPLSIIGYIR".

**Solution 1 – Time O (n) Space O (1)**

public String convert(String s, int nRows) {

if (s == null || s.length() == 0 || nRows < 1) {

return "";

}

if (nRows == 1) {

return s;

}

StringBuilder ret = new StringBuilder();

int len = s.length();

int size = 2 \* nRows - 2;

for (int i = 0; i < nRows; i++) {

for (int j = i; j < len; j = j + size) {

ret.append(s.charAt(j));

if (i != 0 && i != (nRows - 1) && (j + size - 2 \* i) < len) {

ret.append(s.charAt(j + size - 2 \* i));

}

}

}

return ret.toString();

}

### Reverse Integer

Reverse digits of an integer.

**Example1:** x = 123, return 321  
**Example2:** x = -123, return -321

[click to show spoilers.](https://oj.leetcode.com/problems/reverse-integer/)

**Have you thought about this?**

Here are some good questions to ask before coding. Bonus points for you if you have already thought through this!

If the integer's last digit is 0, what should the output be? ie, cases such as 10, 100.

Did you notice that the reversed integer might overflow? Assume the input is a 32-bit integer, then the reverse of 1000000003 overflows. How should you handle such cases?

For the purpose of this problem, assume that your function returns 0 when the reversed integer overflows.

**Update (2014-11-10):**  
Test cases had been added to test the overflow behavior.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public int reverse(int x) {

if (x == Integer.MIN\_VALUE) {

return 0;

}

int num = Math.abs(x);

int ret = 0;

while (num != 0) {

if (ret > (Integer.MAX\_VALUE - num % 10) / 10) {

return 0;

}

ret = ret \* 10 + num % 10;

num = num / 10;

}

return x > 0 ? ret : -ret;

}

}

### String to Integer (atoi)

Total Accepted: **36372** Total Submissions: **267566**

Implement atoi to convert a string to an integer.

**Hint:** Carefully consider all possible input cases. If you want a challenge, please do not see below and ask yourself what are the possible input cases.

**Notes:** It is intended for this problem to be specified vaguely (ie, no given input specs). You are responsible to gather all the input requirements up front.

**Update (2015-02-10):**  
The signature of the C++ function had been updated. If you still see your function signature accepts a const char \* argument, please click the reload button to reset your code definition.

[spoilers alert... click to show requirements for atoi.](https://oj.leetcode.com/problems/string-to-integer-atoi/)

**Requirements for atoi:**

The function first discards as many whitespace characters as necessary until the first non-whitespace character is found. Then, starting from this character, takes an optional initial plus or minus sign followed by as many numerical digits as possible, and interprets them as a numerical value.

The string can contain additional characters after those that form the integral number, which are ignored and have no effect on the behavior of this function.

If the first sequence of non-whitespace characters in str is not a valid integral number, or if no such sequence exists because either str is empty or it contains only whitespace characters, no conversion is performed.

If no valid conversion could be performed, a zero value is returned. If the correct value is out of the range of representable values, INT\_MAX (2147483647) or INT\_MIN (-2147483648) is returned.

/\*\*

\* 这种题的考察重点并不在于问题本身，而是要注意corner

\* case的处理，整数一般有两点，一个是正负符号问题，另一个是整数越界问题。思路比较简单，就是先去掉多余的空格字符

\* ，然后读符号（注意正负号都有可能，也有可能没有符号

\* ），接下来按顺序读数字，结束条件有三种情况：（1）异常字符出现（按照C语言的标准是把异常字符起的后面全部截去

\* ，保留前面的部分作为结果）；（2）数字越界（返回最接近的整数）；（3）字符串结束。

\*/

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int myAtoi(String str) {

int i = 0, n = str.length();

while (i < n && Character.isWhitespace(str.charAt(i)))

i++;

int sign = 1;

if (i < n && str.charAt(i) == '+') {

i++;

} else if (i < n && str.charAt(i) == '-') {

sign = -1;

i++;

}

int num = 0;

while (i < n && Character.isDigit(str.charAt(i))) {

int digit = Character.getNumericValue(str.charAt(i));

if (sign == -1 && (Integer.MIN\_VALUE + digit) / 10 > -num) {

return Integer.MIN\_VALUE;

}

if (sign == 1 && (Integer.MAX\_VALUE - digit) / 10 < num) {

return Integer.MAX\_VALUE;

}

num = num \* 10 + digit;

i++;

}

return sign \* num;

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public int atoi(String str) {

if (str == null) {

return 0;

}

str = str.trim();

if (str.length() == 0) {

return 0;

}

int i = 0;

boolean isNeg = false;

if (str.charAt(0) == '+' || str.charAt(0) == '-') {

i++;

if (str.charAt(0) == '-') {

isNeg = true;

}

}

int len = str.length();

int ret = 0;

while (i < len) {

if (str.charAt(i) > '9' || str.charAt(i) < '0') {

break;

}

int num = str.charAt(i) - '0';

if (isNeg && (Integer.MIN\_VALUE + num) / 10 > -ret) {

return Integer.MIN\_VALUE;

}

if (!isNeg && (Integer.MAX\_VALUE - num) / 10 < ret) {

ret = Integer.MAX\_VALUE;

break;

}

ret = ret \* 10 + num;

i++;

}

return isNeg ? -ret : ret;

}

}

### Palindrome Number

Determine whether an integer is a palindrome. Do this without extra space.

[click to show spoilers.](https://oj.leetcode.com/problems/palindrome-number/)

**Some hints:**

Could negative integers be palindromes? (ie, -1)

If you are thinking of converting the integer to string, note the restriction of using extra space.

You could also try reversing an integer. However, if you have solved the problem "Reverse Integer", you know that the reversed integer might overflow. How would you handle such case?

There is a more generic way of solving this problem.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public boolean isPalindrome(int x) {

if (x < 0) {

return false;

}

int d = 1;

while (x / d >= 10) {

d \*= 10;

}

while (x > 0) {

int right = x % 10;

int left = x / d;

if (left != right) {

return false;

}

x = x % d / 10;

d /= 100;

}

return true;

}

}

### Regular Expression Matching

Implement regular expression matching with support for '.' and '\*'.

'.' Matches any single character.

'\*' Matches zero or more of the preceding element.

The matching should cover the **entire** input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") → false

isMatch("aa","aa") → true

isMatch("aaa","aa") → false

isMatch("aa", "a\*") → true

isMatch("aa", ".\*") → true

isMatch("ab", ".\*") → true

isMatch("aab", "c\*a\*b") → true

**Solution 1 – Time O (n^n) Space (n^n)**

public class Solution {

public boolean isMatch(String s, String p) {

return helper(s, p, 0, 0);

}

private boolean helper(String s, String p, int i, int j) {

if (j == p.length())

return i == s.length();

if (j == p.length() - 1 || p.charAt(j + 1) != '\*') {

if (i == s.length() || s.charAt(i) != p.charAt(j)

&& p.charAt(j) != '.')

return false;

else

return helper(s, p, i + 1, j + 1);

}

// p.charAt(j+1)=='\*'

while (i < s.length()

&& (p.charAt(j) == '.' || s.charAt(i) == p.charAt(j))) {

if (helper(s, p, i, j + 2))

return true;

i++;

}

return helper(s, p, i, j + 2);

}

}

**Solution 2 – Time O (n^2) Space (n^2)**

public class Solution {

public boolean isMatch(String s, String p) {

if (s.length() == 0 && p.length() == 0)

return true;

if (p.length() == 0)

return false;

boolean[][] res = new boolean[s.length() + 1][p.length() + 1];

res[0][0] = true;

for (int j = 0; j < p.length(); j++) {

if (p.charAt(j) == '\*') {

if (j > 0 && res[0][j - 1])

res[0][j + 1] = true;

if (j < 1)

continue;

if (p.charAt(j - 1) != '.') {

for (int i = 0; i < s.length(); i++) {

if (res[i + 1][j] || j > 0 && res[i + 1][j - 1]

|| i > 0 && j > 0 && res[i][j + 1]

&& s.charAt(i) == s.charAt(i - 1)

&& s.charAt(i - 1) == p.charAt(j - 1))

res[i + 1][j + 1] = true;

}

} else {

int i = 0;

while (j > 0 && i < s.length() && !res[i + 1][j - 1]

&& !res[i + 1][j])

i++;

for (; i < s.length(); i++) {

res[i + 1][j + 1] = true;

}

}

} else {

for (int i = 0; i < s.length(); i++) {

if (s.charAt(i) == p.charAt(j) || p.charAt(j) == '.')

res[i + 1][j + 1] = res[i][j];

}

}

}

return res[s.length()][p.length()];

}

}

### Container With Most Water

Given *n* non-negative integers *a1*, *a2*, ..., *an*, where each represents a point at coordinate (*i*, *ai*). *n* vertical lines are drawn such that the two endpoints of line *i* is at (*i*, *ai*) and (*i*, 0). Find two lines, which together with x-axis forms a container, such that the container contains the most water.

Note: You may not slant the container.

**Solution 1 – Time O (n) Space O (1)**

package problems;

public class ContainerWithMostWater {

public int maxArea(int[] height) {

if (height == null || height.length < 2) {

return 0;

}

int l = 0;

int r = height.length - 1;

int ret = 0;

while (l < r) {

int area = Math.min(height[l], height[r]) \* (r - l);

ret = Math.max(ret, area);

if (height[l] < height[r]) {

l++;

} else {

r--;

}

}

return ret;

}

}

### Integer to Roman

Given an integer, convert it to a roman numeral.

Input is guaranteed to be within the range from 1 to 3999.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public String intToRoman(int num) {

int[] val = new int[] { 1000, 900, 500, 400, 100, 90, 50, 40, 10, 9, 5,

4, 1 };

String[] str = new String[] { "M", "CM", "D", "CD", "C", "XC", "L",

"XL", "X", "IX", "V", "IV", "I" };

int i = 0;

StringBuilder ret = new StringBuilder();

while (num > 0) {

if (num >= val[i]) {

ret.append(str[i]);

num = num - val[i];

} else {

i++;

}

}

return ret.toString();

}

}

### Roman to Integer

Given a roman numeral, convert it to an integer.

Input is guaranteed to be within the range from 1 to 3999.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int romanToInt(String s) {

if (s == null || s.length() == 0) {

return 0;

}

int ret = map(s.charAt(0));

for (int i = 1; i < s.length(); i++) {

if (map(s.charAt(i)) > map(s.charAt(i - 1))) {

ret -= map(s.charAt(i - 1)) \* 2;

}

ret += map(s.charAt(i));

}

return ret;

}

public int map(char c) {

switch (c) {

case 'I':

return 1;

case 'V':

return 5;

case 'X':

return 10;

case 'L':

return 50;

case 'C':

return 100;

case 'D':

return 500;

case 'M':

return 1000;

}

return 0;

}

}

### Longest Common Prefix

Write a function to find the longest common prefix string amongst an array of strings.

**Solution 1 – Time O (m\*n) Space O (1)**

public class Solution {

public String longestCommonPrefix(String[] strs) {

if (strs == null || strs.length == 0) {

return "";

}

for (int index = 0; index < strs[0].length(); index++) {

for (int i = 0; i < strs.length; i++) {

if (strs[i].length() <= index

|| strs[i].charAt(index) != strs[0].charAt(index)) {

return strs[0].substring(0, index);

}

}

}

return strs[0];

}

}

### 3Sum

Given an array *S* of *n* integers, are there elements *a*, *b*, *c* in *S* such that *a* + *b* + *c* = 0? Find all unique triplets in the array which gives the sum of zero.

**Note:**

* Elements in a triplet (*a*,*b*,*c*) must be in non-descending order. (ie, *a* ≤ *b* ≤ *c*)
* The solution set must not contain duplicate triplets.

For example, given array S = {-1 0 1 2 -1 -4},

A solution set is:

(-1, 0, 1)

(-1, -1, 2)

**Solution 1 – Time O (n^2) Space (n)**

public class Solution {

public List<List<Integer>> threeSum(int[] num) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (num == null || num.length <= 2) {

return ret; // ret is []

}

Arrays.sort(num);

for (int i = num.length - 1; i >= 2; i--) {

if ((i < num.length - 1) && (num[i] == num[i + 1])) {

continue;

}

List<List<Integer>> curRet = twoSum(num, i - 1, -num[i]);

ret.addAll(curRet);

}

return ret;

}

public List<List<Integer>> twoSum(int[] num, int right, int target) {

int left = 0;

List<List<Integer>> curRet = new ArrayList<List<Integer>>();

while (left < right) {

if (num[left] + num[right] == target) {

List<Integer> list = new ArrayList<Integer>();

list.add(num[left]);

list.add(num[right]);

list.add(-target);

curRet.add(list);

left++;

right--;

while (left < right && num[left] == num[left - 1]) {

left++;

}

while (left < right && num[right] == num[right + 1]) {

right--;

}

} else if (num[left] + num[right] < target) {

left++;

} else {

right--;

}

}

return curRet;

}

}

### 3Sum Closest

Given an array *S* of *n* integers, find three integers in *S* such that the sum is closest to a given number, target. Return the sum of the three integers. You may assume that each input would have exactly one solution.

For example, given array S = {-1 2 1 -4}, and target = 1.

The sum that is closest to the target is 2. (-1 + 2 + 1 = 2).

**Solution 1 – Time O(n^2) Space(1)**

public class Solution {

public int threeSumClosest(int[] num, int target) {

if (num == null || num.length == 0) {

return 0;

}

Arrays.sort(num);

int closet = num[0] + num[1] + num[2] - target;

for (int i = 0; i < num.length - 2; i++) {

int cur = twoSum(num, i + 1, target - num[i]);

if (Math.abs(cur) < Math.abs(closet)) {

closet = cur;

}

}

return closet + target;

}

public int twoSum(int[] num, int left, int target) {

int right = num.length - 1;

int closet = num[left] + num[right] - target;

while (left < right) {

if (num[left] + num[right] == target) {

return 0;

}

int cur = num[left] + num[right] - target;

if (Math.abs(cur) < Math.abs(closet)) {

closet = cur;

}

if (num[left] + num[right] < target) {

left++;

} else {

right--;

}

}

return closet;

}

}

### Letter Combinations of a Phone Number

Given a digit string, return all possible letter combinations that the number could represent.

A mapping of digit to letters (just like on the telephone buttons) is given below.

![http://upload.wikimedia.org/wikipedia/commons/thumb/7/73/Telephone-keypad2.svg/200px-Telephone-keypad2.svg.png](data:image/png;base64,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)

**Input:**Digit string "23"

**Output:** ["ad", "ae", "af", "bd", "be", "bf", "cd", "ce", "cf"].

**Note:**  
Although the above answer is in lexicographical order, your answer could be in any order you want.

**Solution 1 – Time O (4^n) Space O (1)**

public class Solution {

public List<String> letterCombinations(String digits) {

List<String> ret = new ArrayList<String>();

if (digits == null || digits.length() == 0) {

return ret;

}

ret.add("");

int digitsLen = digits.length();

for (int i = 0; i < digitsLen; i++) {

String letter = getLetters(digits.charAt(i));

List<String> cur = new ArrayList<String>();

int letterLen = letter.length();

for (int j = 0; j < ret.size(); j++) {

for (int k = 0; k < letterLen; k++) {

cur.add(ret.get(j) + letter.charAt(k));

}

}

ret = cur;

}

return ret;

}

public String getLetters(char digit) {

switch (digit) {

case '2':

return "abc";

case '3':

return "def";

case '4':

return "ghi";

case '5':

return "jkl";

case '6':

return "mno";

case '7':

return "pqrs";

case '8':

return "tuv";

case '9':

return "wxyz";

case '0':

return "";

case '1':

return "";

default:

return "";

}

}

}

### 4Sum

Given an array *S* of *n* integers, are there elements *a*, *b*, *c*, and *d* in *S* such that *a* + *b* + *c* + *d* = target? Find all unique quadruplets in the array which gives the sum of target.

**Note:**

* Elements in a quadruplet (*a*,*b*,*c*,*d*) must be in non-descending order. (ie, *a* ≤ *b* ≤ *c* ≤ *d*)
* The solution set must not contain duplicate quadruplets.

For example, given array S = {1 0 -1 0 -2 2}, and target = 0.

A solution set is:

(-1, 0, 0, 1)

(-2, -1, 1, 2)

(-2, 0, 0, 2)

**Solution 1 – Time O (n^3) Space O (n)**

public class Solution {

public List<List<Integer>> fourSum(int[] num, int target) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (num == null || num.length <= 3) {

return ret; // ret is []

}

Arrays.sort(num);

for (int i = num.length - 1; i >= 3; i--) {

if (i < num.length - 1 && num[i] == num[i + 1]) {

continue;

}

List<List<Integer>> curRet = threeSum(num, i - 1, target - num[i]);

for (int j = 0; j < curRet.size(); j++) {

curRet.get(j).add(num[i]);

}

ret.addAll(curRet);

}

return ret;

}

public List<List<Integer>> threeSum(int[] num, int right, int target) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

for (int i = right; i >= 2; i--) {

if (i < right && num[i] == num[i + 1]) {

continue;

}

List<List<Integer>> curRet = twoSum(num, i - 1, target - num[i]);

for (int j = 0; j < curRet.size(); j++) {

curRet.get(j).add(num[i]);

}

ret.addAll(curRet);

}

return ret;

}

public List<List<Integer>> twoSum(int[] num, int right, int target) {

int left = 0;

List<List<Integer>> curRet = new ArrayList<List<Integer>>();

while (left < right) {

if (num[left] + num[right] == target) {

List<Integer> list = new ArrayList<Integer>();

list.add(num[left]);

list.add(num[right]);

curRet.add(list);

left++;

right--;

while (left < right && num[left] == num[left - 1]) {

left++;

}

while (left < right && num[right] == num[right + 1]) {

right--;

}

} else if (num[left] + num[right] < target) {

left++;

} else {

right--;

}

}

return curRet;

}

}

### Remove Nth Node From End of List

Given a linked list, remove the *n*th node from the end of list and return its head.

For example,

Given linked list: **1->2->3->4->5**, and ***n* = 2**.

After removing the second node from the end, the linked list becomes **1->2->3->5**.

**Note:**  
Given *n* will always be valid.  
Try to do this in one pass.

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

public class Solution {

public ListNode removeNthFromEnd(ListNode head, int n) {

ListNode ret = new ListNode(0);

ret.next = head;

ListNode cur = head;

for (int i = 0; i < n; i++) {

if (cur != null) {

cur = cur.next;

}

}

ListNode prev = ret;

while (cur != null) {

prev = prev.next;

cur = cur.next;

}

prev.next = prev.next.next;

return ret.next;

}

}

### Valid Parentheses

Given a string containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

The brackets must close in the correct order, "()" and "()[]{}" are all valid but "(]" and "([)]" are not.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public boolean isValid(String s) {

if (s == null) {

return true;

}

int len = s.length();

Stack<Character> stack = new Stack<Character>();

String left = "([{";

String right = ")]}";

for (int i = 0; i < len; i++) {

if (left.indexOf(s.charAt(i)) != -1) {

stack.push(s.charAt(i));

} else if (stack.empty()

|| stack.pop() != left.charAt(right.indexOf(s.charAt(i)))) {

return false;

}

}

return stack.empty();

}

}

### Merge Two Sorted Lists

Merge two sorted linked lists and return it as a new list. The new list should be made by splicing together the nodes of the first two lists.

**Solution 1 – Time O (n+m) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode mergeTwoLists(ListNode l1, ListNode l2) {

ListNode head = new ListNode(0);

ListNode cur = head;

while (l1 != null && l2 != null) {

if (l1.val < l2.val) {

cur.next = l1;

l1 = l1.next;

} else {

cur.next = l2;

l2 = l2.next;

}

cur = cur.next;

}

if (l1 != null) {

cur.next = l1;

} else {

cur.next = l2;

}

return head.next;

}

}

### Generate Parentheses

Given *n* pairs of parentheses, write a function to generate all combinations of well-formed parentheses.

For example, given *n* = 3, a solution set is:

"((()))", "(()())", "(())()", "()(())", "()()()"

**Solution 1 – Time O (Catalan numbers) Space O (Catalan numbers)**

public class Solution {

public List<String> generateParenthesis(int n) {

List<String> ret = new ArrayList<String>();

if (n <= 0) {

return ret;

}

generateParenthesis(n, n, "", ret);

return ret;

}

public void generateParenthesis(int l, int r, String item, List<String> ret) {

if (l == 0 && r == 0) {

ret.add(item);

return;

}

if (l > 0) {

generateParenthesis(l - 1, r, item + "(", ret);

}

if (l < r) {

generateParenthesis(l, r - 1, item + ")", ret);

}

}

}

### Merge k Sorted Lists

Merge *k* sorted linked lists and return it as one sorted list. Analyze and describe its complexity.

**Solution 1 – Time O (nklogk) Space O (logk)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode mergeKLists(List<ListNode> lists) {

if (lists == null || lists.size() == 0) {

return null;

}

return helper(lists, 0, lists.size() - 1);

}

public ListNode helper(List<ListNode> lists, int l, int r) {

if (l < r) {

int m = (l + r) / 2;

return merge(helper(lists, l, m), helper(lists, m + 1, r));

}

return lists.get(l);

}

public ListNode merge(ListNode l1, ListNode l2) {

ListNode head = new ListNode(0);

ListNode cur = head;

while (l1 != null && l2 != null) {

if (l1.val < l2.val) {

cur.next = l1;

l1 = l1.next;

} else {

cur.next = l2;

l2 = l2.next;

}

cur = cur.next;

}

if (l1 != null) {

cur.next = l1;

}

if (l2 != null) {

cur.next = l2;

}

return head.next;

}

}

**Solution 2 – Time O (nklogk) Space O (k)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode mergeKLists(List<ListNode> lists) {

if (lists == null || lists.size() == 0) {

return null;

}

Comparator<ListNode> comparator = new QueueComparator();

PriorityQueue<ListNode> queue = new PriorityQueue<ListNode>(10,

comparator);

for (int i = 0; i < lists.size(); i++) {

ListNode node = lists.get(i);

if (node != null) {

queue.add(node);

}

}

ListNode head = new ListNode(0);

ListNode cur = head;

while (queue.size() != 0) {

ListNode top = queue.poll();

cur.next = top;

cur = cur.next;

if (top.next != null) {

queue.add(top.next);

}

}

return head.next;

}

class QueueComparator implements Comparator<ListNode> {

@Override

public int compare(ListNode a, ListNode b) {

return a.val - b.val;

}

}

}

### Swap Nodes in Pairs

Given a linked list, swap every two adjacent nodes and return its head.

For example,  
Given 1->2->3->4, you should return the list as 2->1->4->3.

Your algorithm should use only constant space. You may **not** modify the values in the list, only nodes itself can be changed.

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode swapPairs(ListNode head) {

ListNode prev = new ListNode(0);

prev.next = head;

ListNode ret = prev;

while (prev.next != null && prev.next.next != null) {

ListNode first = prev.next;

ListNode second = first.next;

prev.next = second;

first.next = second.next;

second.next = first;

prev = first;

}

return ret.next;

}

}

### Reverse Nodes in k-Group

Given a linked list, reverse the nodes of a linked list *k* at a time and return its modified list.

If the number of nodes is not a multiple of *k* then left-out nodes in the end should remain as it is.

You may not alter the values in the nodes, only nodes itself may be changed.

Only constant memory is allowed.

For example,  
Given this linked list: 1->2->3->4->5

For *k* = 2, you should return: 2->1->4->3->5

For *k* = 3, you should return: 3->2->1->4->5

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode reverseKGroup(ListNode head, int k) {

if (head == null || head.next == null || k <= 1) {

return head;

}

ListNode dummy = new ListNode(0);

dummy.next = head;

ListNode prev = dummy;

int count = 0;

ListNode cur = head;

while (cur != null) {

count++;

cur = cur.next;

if (count == k) {

prev = reverseNode(prev, cur);

count = 0;

}

}

return dummy.next;

}

/\*

\* the real list need to reverse is from (prev, end), both prev and end are

\* exclusive

\*/

public ListNode reverseNode(ListNode prev, ListNode end) {

ListNode head = prev.next;

ListNode cur = head.next;

while (cur != end) {

ListNode next = cur.next;

cur.next = prev.next;

prev.next = cur;

cur = next;

}

head.next = end;

return head;

}

}

### Remove Duplicates from Sorted Array

Given a sorted array, remove the duplicates in place such that each element appear only *once* and return the new length.

Do not allocate extra space for another array, you must do this in place with constant memory.

For example,  
Given input array A = [1,1,2],

Your function should return length = 2, and A is now [1,2].

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int removeDuplicates(int[] A) {

if (A == null || A.length < 1) {

return 0;

}

int count = 0;

for (int i = 1; i < A.length; i++) {

if (A[i] != A[count]) {

count++;

A[count] = A[i];

}

}

return count + 1;

}

}

### Remove Element

Given an array and a value, remove all instances of that value in place and return the new length.

The order of elements can be changed. It doesn't matter what you leave beyond the new length.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int removeElement(int[] A, int elem) {

if (A == null) {

return 0;

}

int count = 0;

for (int i = 0; i < A.length; i++) {

if (A[i] != elem) {

A[count++] = A[i];

}

}

return count;

}

}

### Implement strStr()

Implement strStr().

Returns the index of the first occurrence of needle in haystack, or -1 if needle is not part of haystack.

**Update (2014-11-02):**  
The signature of the function had been updated to return the *index* instead of the pointer. If you still see your function signature returns a char \* or String, please click the reload button to reset your code definition.

**Solution 1 – Time O (n\*m) Space O (1)**

public class Solution {

public int strStr(String haystack, String needle) {

if (needle == null || needle == null) {

return 0;

}

if (needle.length() == 0) {

return 0;

}

for (int i = 0; i <= haystack.length() - needle.length(); i++) {

boolean flag = true;

for (int j = 0; j < needle.length(); j++) {

if (haystack.charAt(i + j) != needle.charAt(j)) {

flag = false;

break;

}

}

if (flag == true) {

return i;

}

}

return -1;

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public int strStr(String haystack, String needle) {

if (needle == null || needle == null) {

return 0;

}

if (needle.length() == 0) {

return 0;

}

if (haystack.length() < needle.length()) {

return -1;

}

int base = 31;

long highBase = 1;

long needleHash = 0;

long hayHash = 0;

for (int i = 0; i < needle.length(); i++) {

needleHash = base \* needleHash + needle.charAt(i);

hayHash = base \* hayHash + haystack.charAt(i);

highBase \*= base;

}

highBase = highBase / base;

if (needleHash == hayHash) {

return 0;

}

for (int i = needle.length(); i < haystack.length(); i++) {

hayHash = (hayHash - highBase

\* haystack.charAt(i - needle.length()))

\* base + haystack.charAt(i);

if (needleHash == hayHash) {

return i - needle.length() + 1;

}

}

return -1;

}

}

**Solution 3 – Time O (nm) Space O (1)**

public class Solution {

public int strStr(String haystack, String needle) {

for (int i = 0;; i++) {

for (int j = 0;; j++) {

if (j == needle.length()) {

return i;

}

if (i + j == haystack.length()) {

return -1;

}

if (needle.charAt(j) != haystack.charAt(i + j)) {

break;

}

}

}

}

}

### Divide Two Integers

Divide two integers without using multiplication, division and mod operator.

If it is overflow, return MAX\_INT.

**Solution 1 – Time O (logn) Space O (1)**

public class Solution {

public int divide(int dividend, int divisor) {

if (divisor == 0) {

return Integer.MAX\_VALUE;

}

if (dividend == Integer.MIN\_VALUE && divisor == -1) {

return Integer.MAX\_VALUE;

}

if (dividend == Integer.MIN\_VALUE && divisor == Integer.MIN\_VALUE) {

return 1;

}

if (divisor == Integer.MIN\_VALUE) {

return 0;

}

boolean sign = ((dividend ^ divisor) >>> 31 != 1) ? true : false;

int ret = 0;

if (dividend == Integer.MIN\_VALUE) {

dividend = dividend + Math.abs(divisor);

ret++;

}

dividend = Math.abs(dividend);

divisor = Math.abs(divisor);

int factor = divisor;

int count = 0;

while (dividend >> 1 >= factor) {

factor = factor << 1;

count++;

}

while (dividend >= divisor) {

if (dividend >= factor) {

ret += 1 << count;

dividend -= factor;

}

factor = factor >> 1;

count--;

}

return sign ? ret : -ret;

}

}

### Substring with Concatenation of All Words

You are given a string, **S**, and a list of words, **L**, that are all of the same length. Find all starting indices of substring(s) in S that is a concatenation of each word in L exactly once and without any intervening characters.

For example, given:  
**S**: "barfoothefoobarman"  
**L**: ["foo", "bar"]

You should return the indices: [0,9].  
(order does not matter).

**Solution 1 – Time O (n) Space O (m\*l)**

public class Solution {

public List<Integer> findSubstring(String S, String[] L) {

List<Integer> ret = new ArrayList<Integer>();

if (S == null || S.length() == 0 || L == null || L.length == 0) {

return ret;

}

HashMap<String, Integer> map = new HashMap<String, Integer>();

for (int i = 0; i < L.length; i++) {

if (map.containsKey(L[i])) {

map.put(L[i], map.get(L[i]) + 1);

} else {

map.put(L[i], 1);

}

}

int len = L[0].length();

for (int i = 0; i < len; i++) {

HashMap<String, Integer> curMap = new HashMap<String, Integer>();

int count = 0;

int left = i;

for (int j = i; j <= S.length() - len; j += len) {

String str = S.substring(j, j + len);

if (map.containsKey(str)) {

if (curMap.containsKey(str)) {

curMap.put(str, curMap.get(str) + 1);

} else {

curMap.put(str, 1);

}

if (curMap.get(str) <= map.get(str)) {

count++;

} else {

while (curMap.get(str) > map.get(str)) {

String temp = S.substring(left, left + len);

if (curMap.containsKey(temp)) {

curMap.put(temp, curMap.get(temp) - 1);

if (curMap.get(temp) < map.get(temp)) {

count--;

}

left += len;

}

}

}

if (count == L.length) {

ret.add(left);

String temp = S.substring(left, left + len);

if (curMap.containsKey(temp)) {

curMap.put(temp, curMap.get(temp) - 1);

}

count--;

left += len;

}

} else {

curMap.clear();

count = 0;

left = j + len;

}

}

}

return ret;

}

}

### Next Permutation

Implement next permutation, which rearranges numbers into the lexicographically next greater permutation of numbers.

If such arrangement is not possible, it must rearrange it as the lowest possible order (ie, sorted in ascending order).

The replacement must be in-place, do not allocate extra memory.

Here are some examples. Inputs are in the left-hand column and its corresponding outputs are in the right-hand column.  
1,2,3 → 1,3,2  
3,2,1 → 1,2,3  
1,1,5 → 1,5,1

**Solution 1 Time O (n) Space O (1)**

public class Solution {

public void nextPermutation(int[] num) {

if (num == null || num.length <= 1) {

return;

}

int i;

for (i = num.length - 2; i >= 0; i--) {

if (num[i] < num[i + 1]) {

break;

}

}

if (i < 0) {

reverse(num, 0);

return;

}

for (int j = num.length - 1; j >= i; j--) {

if (num[j] > num[i]) {

int temp = num[i];

num[i] = num[j];

num[j] = temp;

break;

}

}

reverse(num, i + 1);

}

public void reverse(int[] num, int index) {

int right = num.length - 1;

while (index < right) {

int temp = num[index];

num[index++] = num[right];

num[right--] = temp;

}

}

}

### Longest Valid Parentheses

Given a string containing just the characters '(' and ')', find the length of the longest valid (well-formed) parentheses substring.

For "(()", the longest valid parentheses substring is "()", which has length = 2.

Another example is ")()())", where the longest valid parentheses substring is "()()", which has length = 4.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public int longestValidParentheses(String s) {

if (s == null || s.length() < 2) {

return 0;

}

int ret = 0;

int start = 0;

Stack<Integer> stack = new Stack<Integer>();

int len = s.length();

for (int i = 0; i < len; i++) {

if (s.charAt(i) == '(') {

stack.push(i);

} else {

if (stack.empty()) {

start = i + 1;

} else {

stack.pop();

if (stack.empty()) {

ret = max(ret, i - start + 1);

} else {

ret = max(ret, i - stack.peek());

}

}

}

}

return ret;

}

public int max(int a, int b) {

return a > b ? a : b;

}

}

### Search in Rotated Sorted Array

Suppose a sorted array is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

You are given a target value to search. If found in the array return its index, otherwise return -1.

You may assume no duplicate exists in the array.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public int search(int[] A, int target) {

if (A == null || A.length == 0) {

return -1;

}

int l = 0, r = A.length - 1;

while (l <= r) {

int mid = (l + r) / 2;

if (target == A[mid]) {

return mid;

}

if (A[l] <= A[mid]) {

if (target < A[mid] && target >= A[l]) {

r = mid - 1;

} else {

l = mid + 1;

}

} else {

if (target <= A[r] && target > A[mid]) {

l = mid + 1;

} else {

r = mid - 1;

}

}

}

return -1;

}

}

### Search for a Range

Given a sorted array of integers, find the starting and ending position of a given target value.

Your algorithm's runtime complexity must be in the order of *O*(log *n*).

If the target is not found in the array, return [-1, -1].

For example,  
Given [5, 7, 7, 8, 8, 10] and target value 8,  
return [3, 4].

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public int[] searchRange(int[] A, int target) {

int[] ret = new int[] { -1, -1 };

if (A == null || A.length == 0) {

return ret;

}

int l = 0;

int r = A.length - 1;

int m = (l + r) / 2;

while (l <= r) {

m = (l + r) / 2;

if (A[m] == target) {

ret[0] = m;

ret[1] = m;

break;

} else if (A[m] < target) {

l = m + 1;

} else {

r = m - 1;

}

}

if (A[m] != target) {

return ret;

}

l = m;

r = A.length - 1;

while (l <= r) {

m = (l + r) / 2;

if (A[m] == target) {

l = m + 1;

} else {

r = m - 1;

}

}

ret[1] = r;

l = 0;

r = ret[0];

while (l <= r) {

m = (l + r) / 2;

if (A[m] == target) {

r = m - 1;

} else {

l = m + 1;

}

}

ret[0] = l;

return ret;

}

}

**Solution 2 – Time O (log n) Space O (1)**

public class Solution {

public int[] searchRange(int[] A, int target) {

int[] res = { -1, -1 };

if (A == null || A.length == 0) {

return res;

}

int ll = 0;

int lr = A.length - 1;

while (ll <= lr) {

int m = (ll + lr) / 2;

if (A[m] < target) {

ll = m + 1;

} else {

lr = m - 1;

}

}

int rl = 0;

int rr = A.length - 1;

while (rl <= rr) {

int m = (rl + rr) / 2;

if (A[m] <= target) {

rl = m + 1;

} else {

rr = m - 1;

}

}

if (ll <= rr) {

res[0] = ll;

res[1] = rr;

}

return res;

}

}

### Search Insert Position

Given a sorted array and a target value, return the index if the target is found. If not, return the index where it would be if it were inserted in order.

You may assume no duplicates in the array.

Here are few examples.  
[1,3,5,6], 5 → 2  
[1,3,5,6], 2 → 1  
[1,3,5,6], 7 → 4  
[1,3,5,6], 0 → 0

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public int searchInsert(int[] A, int target) {

if (A == null || A.length == 0) {

return 0;

}

int l = 0;

int r = A.length - 1;

int m;

while (l <= r) {

m = (l + r) / 2;

if (A[m] == target) {

return m;

} else if (A[m] < target) {

l = m + 1;

} else {

r = m - 1;

}

}

return l;

}

}

### Valid Sudoku

Determine if a Sudoku is valid, according to: [Sudoku Puzzles - The Rules](http://sudoku.com.au/TheRules.aspx).

The Sudoku board could be partially filled, where empty cells are filled with the character '.'.
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A partially filled sudoku which is valid.

**Note:**  
A valid Sudoku board (partially filled) is not necessarily solvable. Only the filled cells need to be validated.

**Solution 1 – Time O (3\*9\*9) Space (9)**

public class Solution {

public boolean isValidSudoku(char[][] board) {

if (board == null || board.length != 9 || board[0] == null

|| board[0].length != 9) {

return false;

}

int n = 9;

for (int i = 0; i < n; i++) {

boolean[] map = new boolean[n];

for (int j = 0; j < n; j++) {

if (board[i][j] != '.') {

if (map[board[i][j] - '1']) {

return false;

}

map[board[i][j] - '1'] = true;

}

}

}

for (int j = 0; j < n; j++) {

boolean[] map = new boolean[n];

for (int i = 0; i < n; i++) {

if (board[i][j] != '.') {

if (map[board[i][j] - '1']) {

return false;

}

map[board[i][j] - '1'] = true;

}

}

}

for (int block = 0; block < n; block++) {

boolean[] map = new boolean[n];

for (int i = block / 3 \* 3; i < block / 3 \* 3 + 3; i++) {

for (int j = block % 3 \* 3; j < block % 3 \* 3 + 3; j++) {

if (board[i][j] != '.') {

if (map[board[i][j] - '1']) {

return false;

}

map[board[i][j] - '1'] = true;

}

}

}

}

return true;

}

}

### Sudoku Solver

Total Accepted: **23747** Total Submissions: **110660**

Write a program to solve a Sudoku puzzle by filling the empty cells.

Empty cells are indicated by the character '.'.

You may assume that there will be only one unique solution.
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A sudoku puzzle...
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**Solution 1 – Time O (9^4) Space O (1)**

public class Solution {

public void solveSudoku(char[][] board) {

if (board == null || board.length != 9 || board[0].length != 9) {

return;

}

helper(board, 0, 0);

}

public boolean helper(char[][] board, int i, int j) {

if (j >= 9) {

return helper(board, i + 1, 0);

}

if (i >= 9) {

return true;

}

if (board[i][j] == '.') {

for (int k = 1; k <= 9; k++) {

board[i][j] = (char) (k + '0');

if (isValid(board, i, j)) {

if (helper(board, i, j + 1)) {

return true;

}

}

board[i][j] = '.';

}

} else {

return helper(board, i, j + 1);

}

return false;

}

public boolean isValid(char[][] board, int i, int j) {

for (int k = 0; k < 9; k++) {

if (k != j && board[i][k] == board[i][j]) {

return false;

}

}

for (int k = 0; k < 9; k++) {

if (k != i && board[k][j] == board[i][j]) {

return false;

}

}

for (int m = i / 3 \* 3; m < i / 3 \* 3 + 3; m++) {

for (int n = j / 3 \* 3; n < j / 3 \* 3 + 3; n++) {

if (m != i && n != j && board[m][n] == board[i][j]) {

return false;

}

}

}

return true;

}

}

### Count and Say

The count-and-say sequence is the sequence of integers beginning as follows:  
1, 11, 21, 1211, 111221, ...

1 is read off as "one 1" or 11.  
11 is read off as "two 1s" or 21.  
21 is read off as "one 2, then one 1" or 1211.

Given an integer *n*, generate the *n*th sequence.

Note: The sequence of integers will be represented as a string.

**Solution 1 – Time O (n \* StringLength) Space O (StringLength)**

public class Solution {

public String countAndSay(int n) {

if (n < 1) {

return "";

}

String ret = "1";

for (int i = 2; i <= n; i++) {

int count = 1;

String cur = new String();

for (int j = 1; j < ret.length(); j++) {

if (ret.charAt(j) == ret.charAt(j - 1)) {

count++;

} else {

cur += count;

cur += ret.charAt(j - 1);

count = 1;

}

}

cur += count;

cur += ret.charAt(ret.length() - 1);

ret = cur;

}

return ret;

}

}

### Combination Sum

Given a set of candidate numbers (***C***) and a target number (***T***), find all unique combinations in ***C*** where the candidate numbers sums to ***T***.

The **same** repeated number may be chosen from ***C*** unlimited number of times.

**Note:**

* All numbers (including target) will be positive integers.
* Elements in a combination (*a*1, *a*2, … , *a*k) must be in non-descending order. (ie, *a*1 ≤ *a*2 ≤ … ≤ *a*k).
* The solution set must not contain duplicate combinations.

For example, given candidate set 2,3,6,7 and target 7,   
A solution set is:   
[7]   
[2, 2, 3]

**Solution 1 – Time O (NP) Space O (NP)**

public class Solution {

public List<List<Integer>> combinationSum(int[] candidates, int target) {

List<List<Integer>> ret = new LinkedList<List<Integer>>();

if (candidates == null || candidates.length == 0) {

return ret;

}

Arrays.sort(candidates);

helper(ret, new LinkedList<Integer>(), candidates, 0, target);

return ret;

}

public void helper(List<List<Integer>> ret, List<Integer> tmp,

int[] candidates, int index, int target) {

if (target == 0) {

ret.add(new LinkedList<Integer>(tmp));

return;

}

for (int i = index; i < candidates.length; i++) {

if (candidates[i] <= target) {

tmp.add(candidates[i]);

helper(ret, tmp, candidates, i, target - candidates[i]);

tmp.remove(tmp.size() - 1);

}

}

}

}

### Combination Sum II

Given a collection of candidate numbers (***C***) and a target number (***T***), find all unique combinations in ***C*** where the candidate numbers sums to ***T***.

Each number in ***C*** may only be used **once** in the combination.

**Note:**

* All numbers (including target) will be positive integers.
* Elements in a combination (*a*1, *a*2, … , *a*k) must be in non-descending order. (ie, *a*1 ≤ *a*2 ≤ … ≤ *a*k).
* The solution set must not contain duplicate combinations.

For example, given candidate set 10,1,2,7,6,1,5 and target 8,   
A solution set is:   
[1, 7]   
[1, 2, 5]   
[2, 6]   
[1, 1, 6]

**Solution 1 – Time O (NP) Space O (NP)**

public class Solution {

public List<List<Integer>> combinationSum2(int[] candidates, int target) {

List<List<Integer>> ret = new LinkedList<List<Integer>>();

if (candidates == null || candidates.length == 0) {

return ret;

}

Arrays.sort(candidates);

helper(ret, new LinkedList<Integer>(), candidates, 0, target);

return ret;

}

public void helper(List<List<Integer>> ret, List<Integer> tmp,

int[] candidates, int index, int target) {

if (target == 0) {

ret.add(new LinkedList<Integer>(tmp));

return;

}

for (int i = index; i < candidates.length; i++) {

if (i > index && candidates[i] == candidates[i - 1]) {

continue;

}

if (candidates[i] <= target) {

tmp.add(candidates[i]);

helper(ret, tmp, candidates, i + 1, target - candidates[i]);

tmp.remove(tmp.size() - 1);

}

}

}

}

### First Missing Positive

Given an unsorted integer array, find the first missing positive integer.

For example,  
Given [1,2,0] return 3,  
and [3,4,-1,1] return 2.

Your algorithm should run in *O*(*n*) time and uses constant space.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int firstMissingPositive(int[] A) {

if (A == null || A.length == 0) {

return 1;

}

int tmp;

for (int i = 0; i < A.length; i++) {

if ((A[i] <= 0) || (A[i] > A.length) || (A[i] == A[A[i] - 1])) {

continue;

}

tmp = A[A[i] - 1];

A[A[i] - 1] = A[i];

A[i] = tmp;

i--;

}

for (int i = 0; i < A.length; i++) {

if (A[i] != i + 1) {

return i + 1;

}

}

return A.length + 1;

}

}

### Trapping Rain Water

Given *n* non-negative integers representing an elevation map where the width of each bar is 1, compute how much water it is able to trap after raining.

For example,   
Given [0,1,0,2,1,0,1,3,2,1,2,1], return 6.

![http://www.leetcode.com/wp-content/uploads/2012/08/rainwatertrap.png](data:image/png;base64,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)

**Solution 1 – Time O (n) Space (n)**

public class Solution {

public int trap(int[] A) {

if (A == null || A.length == 0) {

return 0;

}

int[] left = new int[A.length];

int[] right = new int[A.length];

left[0] = 0;

right[A.length - 1] = 0;

for (int i = 1; i < A.length; i++) {

left[i] = Math.max(left[i - 1], A[i - 1]);

right[A.length - 1 - i] = Math.max(right[A.length - i], A[A.length

- i]);

}

int ret = 0;

for (int i = 0; i < A.length; i++) {

int height = Math.min(left[i], right[i]);

if (height > A[i]) {

ret += height - A[i];

}

}

return ret;

}

}

**Solution 2 – Time O (n) Space O (n)**

public class Solution {

public int trap(int[] A) {

if (A == null || A.length == 0) {

return 0;

}

int l = 0;

int r = A.length - 1;

int ret = 0;

while (l < r) {

int min = Math.min(A[l], A[r]);

if (A[l] == min) {

l++;

while (A[l] < min) {

ret += min - A[l];

l++;

}

} else {

r--;

while (A[r] < min) {

ret += min - A[r];

r--;

}

}

}

return ret;

}

}

### Multiply Strings

Given two numbers represented as strings, return multiplication of the numbers as a string.

Note: The numbers can be arbitrarily large and are non-negative.

**Solution 1 – Time O ((m + n) ^2) Space O (1)**

public class Solution {

public String multiply(String num1, String num2) {

if (num1 == null || num1.length() == 0 || num2 == null

|| num2.length() == 0) {

return "";

}

if (num1.charAt(0) == '0' || num2.charAt(0) == '0') {

return "0";

}

int l1 = num1.length();

int l2 = num2.length();

StringBuilder ret = new StringBuilder();

int carry = 0;

for (int i = 0; i < l1 + l2 - 1; i++) {

for (int j = 0; j <= i; j++) {

int k = i - j;

if (j < l1 && k < l2) {

int v1 = (int) (num1.charAt(l1 - 1 - j) - '0');

int v2 = (int) (num2.charAt(l2 - 1 - k) - '0');

carry += v1 \* v2;

}

}

ret.append(carry % 10);

carry = carry / 10;

}

if (carry != 0) {

ret.append(carry);

}

return ret.reverse().toString();

}

}

### Wildcard Matching

Implement wildcard pattern matching with support for '?' and '\*'.

'?' Matches any single character.

'\*' Matches any sequence of characters (including the empty sequence).

The matching should cover the **entire** input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") → false

isMatch("aa","aa") → true

isMatch("aaa","aa") → false

isMatch("aa", "\*") → true

isMatch("aa", "a\*") → true

isMatch("ab", "?\*") → true

isMatch("aab", "c\*a\*b") → false

**Solution 1 – Time O (n\*m) Space (n)**

public class Solution {

public boolean isMatch(String s, String p) {

if (p.length() == 0)

return s.length() == 0;

if(s.length()>300 && p.charAt(0)=='\*' && p.charAt(p.length()-1)=='\*')

return false;

boolean[] ret = new boolean[s.length() + 1];

ret[0] = true;

for (int j = 0; j < p.length(); j++) {

if (p.charAt(j) != '\*') {

for (int i = s.length() - 1; i >= 0; i--) {

ret[i + 1] = ret[i]

&& (p.charAt(j) == '?' || s.charAt(i) == p

.charAt(j));

}

} else {

int i = 0;

while (i <= s.length() && !ret[i])

i++;

for (; i <= s.length(); i++) {

ret[i] = true;

}

}

ret[0] = ret[0] && p.charAt(j) == '\*';

}

return ret[s.length()];

}

}

### Jump Game II

Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Your goal is to reach the last index in the minimum number of jumps.

For example:  
Given array A = [2,3,1,1,4]

The minimum number of jumps to reach the last index is 2. (Jump 1 step from index 0 to 1, then 3 steps to the last index.)

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int jump(int[] A) {

if (A == null || A.length == 0) {

return -1;

}

int step = 0;

int reach = 0;

int lastReach = 0;

for (int i = 0; i < A.length && i <= reach; i++) {

if (i > lastReach) {

step++;

lastReach = reach;

}

reach = Math.max(reach, A[i]+i);

}

if (reach >= A.length - 1) {

return step;

}

else {

return -1;

}

}

}

### Permutations

Given a collection of numbers, return all possible permutations.

For example,  
[1,2,3] have the following permutations:  
[1,2,3], [1,3,2], [2,1,3], [2,3,1], [3,1,2], and [3,2,1].

**Solution 1 – Time O (NP) Space (?)**

public class Solution {

public List<List<Integer>> permute(int[] num) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (num == null || num.length == 0) {

return ret;

}

helper(ret, new ArrayList<Integer>(), new boolean[num.length], num);

return ret;

}

public void helper(List<List<Integer>> ret, List<Integer> item,

boolean[] used, int[] num) {

if (item.size() == num.length) {

ret.add(new ArrayList<Integer>(item));

return;

}

for (int i = 0; i < num.length; i++) {

if (used[i] == false) {

item.add(num[i]);

used[i] = true;

helper(ret, item, used, num);

used[i] = false;

item.remove(item.size() - 1);

}

}

}

}

**Solution 2 – Time O (NP) Space (?)**

public class Solution {

public List<List<Integer>> permute(int[] num) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (num == null || num.length == 0) {

return ret;

}

List<Integer> first = new ArrayList<Integer>();

first.add(num[0]);

ret.add(first);

for (int i = 1; i < num.length; i++) {

List<List<Integer>> curRet = new ArrayList<List<Integer>>();

for (int j = 0; j < ret.size(); j++) {

List<Integer> cur = ret.get(j);

for (int k = 0; k < cur.size()+1; k++) {

List<Integer> item = new ArrayList<Integer>(cur);

item.add(k, num[i]);

curRet.add(item);

}

}

ret = curRet;

}

return ret;

}

}

### Permutations II

Given a collection of numbers that might contain duplicates, return all possible unique permutations.

For example,  
[1,1,2] have the following unique permutations:  
[1,1,2], [1,2,1], and [2,1,1].

**Solution 1 – Time O (NP) Space (?)**

public class Solution {

public List<List<Integer>> permuteUnique(int[] num) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (num == null || num.length == 0) {

return ret;

}

Arrays.sort(num);

helper(ret, new ArrayList<Integer>(), new boolean[num.length], num);

return ret;

}

public void helper(List<List<Integer>> ret, List<Integer> item,

boolean[] used, int[] num) {

if (item.size() == num.length) {

ret.add(new ArrayList<Integer>(item));

return;

}

for (int i = 0; i < num.length; i++) {

if (i > 0 && used[i - 1] == false && num[i] == num[i - 1]) {

continue;

}

if (used[i] == false) {

used[i] = true;

item.add(num[i]);

helper(ret, item, used, num);

used[i] = false;

item.remove(item.size() - 1);

}

}

}

}

### Rotate Image

You are given an *n* x *n* 2D matrix representing an image.

Rotate the image by 90 degrees (clockwise).

Follow up:  
Could you do this in-place?

**Solution 1 – Time O (n\*n) Space O (1)**

public class Solution {

public void rotate(int[][] matrix) {

if (matrix == null || matrix.length == 0 || matrix[0].length == 0) {

return;

}

int n = matrix.length;

for (int i = 0; i < n; i++) {

for (int j = i + 1; j < n; j++) {

int tmp = matrix[i][j];

matrix[i][j] = matrix[j][i];

matrix[j][i] = tmp;

}

}

for (int i = 0; i < n; i++) {

for (int j = 0; j < n / 2; j++) {

int tmp = matrix[i][j];

matrix[i][j] = matrix[i][n - 1 - j];

matrix[i][n - 1 - j] = tmp;

}

}

}

}

**Solution 2 – Time O (n\*n) Space O (1)**

public class Solution {

public void rotate(int[][] matrix) {

if (matrix == null || matrix.length == 0 || matrix[0].length == 0) {

return;

}

int level = matrix.length / 2;

int n = matrix.length;

for (int i = 0; i < level; i++) {

for (int j = i; j < n-1-i; j++) {

int tmp = matrix[i][j];

matrix[i][j] = matrix[n-1-j][i];

matrix[n-1-j][i] = matrix[n-1-i][n-1-j];

matrix[n-1-i][n-1-j] = matrix[j][n-1-i];

matrix[j][n-1-i] = tmp;

}

}

}

}

### Group Anagrams

Given an array of strings, group anagrams together.

For example, given: ["eat", "tea", "tan", "ate", "nat", "bat"],   
Return:

[

["ate", "eat","tea"],

["nat","tan"],

["bat"]

]

**Note:**

1. For the return value, each *inner* list's elements must follow the lexicographic order.
2. All inputs will be in lower-case.

**Solution 1 – Time O (nklogk if ignore the inner must follow order) Space O (nk)**

public class Solution {

public List<List<String>> groupAnagrams(String[] strs) {

List<List<String>> ret = new LinkedList<List<String>>();

if (strs == null || strs.length == 0) {

return ret;

}

Map<String, List<String>> map = new HashMap<String, List<String>>();

for (int i = 0; i < strs.length; i++) {

char[] c = strs[i].toCharArray();

Arrays.sort(c);

String key = new String(c);

if (map.containsKey(key)) {

map.get(key).add(strs[i]);

} else {

List<String> list = new LinkedList<String>();

list.add(strs[i]);

map.put(key, list);

}

}

for (List<String> value : map.values()) {

Collections.sort(value);

ret.add(value);

}

return ret;

}

}

### Pow(x, n)

Implement pow(*x*, *n*).

**Solution 1 – Time O (lgn) Space O (lgn)**

// assume no overflow

public class Solution {

public double pow(double x, int n) {

if (n == 0) {

return 1.0;

}

double half = pow(x, n / 2);

if (n % 2 == 0) {

return half \* half;

}

if (n > 0) {

return half \* half \* x;

} else {

return half \* half / x;

}

}

}

**Solution 2 – Time O (lgn) Space O (1)**

public class Solution {

public double pow(double x, int n) {

if (n == 0) {

return 1.0;

}

double ret = 1.0;

if (n < 0) {

if (x >= 1.0 / Double.MAX\_VALUE || x <= 1.0 / -Double.MAX\_VALUE) {

x = 1 / x;

} else {

return Double.MAX\_VALUE;

}

if (n == Integer.MIN\_VALUE) {

ret \*= x;

n++;

}

}

n = Math.abs(n);

boolean isNeg = false;

if (n % 2 == 1 && x < 0) {

isNeg = true;

}

x = Math.abs(x);

while (n > 0) {

if (n % 2 == 1) {

if (ret > Double.MAX\_VALUE / x) {

return Double.MAX\_VALUE;

}

ret \*= x;

}

x \*= x;

n = n >> 1;

}

return isNeg ? -ret : ret;

}

}

**Solution 3 – Time O(lgn) Space O(1)**

// assume no overflow

public class Solution {

public double pow(double x, int n) {

if (n == 0) {

return 1.0;

}

double ret = 1.0;

if (n < 0) {

x = 1 / x;

}

n = Math.abs(n);

boolean isNeg = false;

if (n % 2 == 1 && x < 0) {

isNeg = true;

}

x = Math.abs(x);

while (n > 0) {

if (n % 2 == 1) {

ret \*= x;

}

x \*= x;

n = n >> 1;

}

return isNeg ? -ret : ret;

}

}

**Solution 4 – Time O (lg n) Space O (1)**

// Non recursive, very simple

public class Solution {

public double myPow(double x, int n) {

double result = 1.0;

for (int i = n; i != 0; i /= 2, x \*= x) {

if (i % 2 != 0) {

result \*= x;

}

}

return n < 0 ? 1.0 / result : result;

}

}

### N-Queens

The *n*-queens puzzle is the problem of placing *n* queens on an *n*×*n* chessboard such that no two queens attack each other.
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Given an integer *n*, return all distinct solutions to the *n*-queens puzzle.

Each solution contains a distinct board configuration of the *n*-queens' placement, where 'Q' and '.' both indicate a queen and an empty space respectively.

For example,  
There exist two distinct solutions to the 4-queens puzzle:

[

[".Q..", // Solution 1

"...Q",

"Q...",

"..Q."],

["..Q.", // Solution 2

"Q...",

"...Q",

".Q.."]

]

**Solution 1 – Time O (NP) Space O(n)**

public class Solution {

public List<String[]> solveNQueens(int n) {

List<String[]> ret = new ArrayList<String[]>();

if (n <= 0) {

return ret;

}

helper(n, 0, new int[n], ret);

return ret;

}

private void helper(int n, int row, int[] columnForRow, List<String[]> ret) {

if (row == n) {

String[] str = new String[n];

for (int i = 0; i < n; i++) {

str[i] = "";

for (int j = 0; j < n; j++) {

if (columnForRow[i] != j) {

str[i] += '.';

} else {

str[i] += 'Q';

}

}

}

ret.add(str);

return;

}

for (int i = 0; i < n; i++) {

columnForRow[row] = i;

if (check(row, columnForRow)) {

helper(n, row + 1, columnForRow, ret);

}

}

}

private boolean check(int row, int[] columnForRow) {

for (int i = 0; i < row; i++) {

if ((row - i == Math.abs(columnForRow[row] - columnForRow[i]))

|| (columnForRow[row] == columnForRow[i])) {

return false;

}

}

return true;

}

}

### N-Queens II

Follow up for N-Queens problem.

Now, instead outputting board configurations, return the total number of distinct solutions.
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**Solution 1 – Time O (NP) Space O (n)**

public class Solution {

public int totalNQueens(int n) {

List<Integer> ret = new ArrayList<Integer>();

;

ret.add(0);

if (n <= 0) {

return 0;

}

helper(n, 0, new int[n], ret);

return ret.get(0);

}

private void helper(int n, int row, int[] columnForRow, List<Integer> ret) {

if (row == n) {

ret.set(0, ret.get(0) + 1);

return;

}

for (int i = 0; i < n; i++) {

columnForRow[row] = i;

if (check(row, columnForRow)) {

helper(n, row + 1, columnForRow, ret);

}

}

}

private boolean check(int row, int[] columnForRow) {

for (int i = 0; i < row; i++) {

if ((row - i == Math.abs(columnForRow[row] - columnForRow[i]))

|| (columnForRow[row] == columnForRow[i])) {

return false;

}

}

return true;

}

}

### Maximum Subarray

Find the contiguous subarray within an array (containing at least one number) which has the largest sum.

For example, given the array [−2,1,−3,4,−1,2,1,−5,4],  
the contiguous subarray [4,−1,2,1] has the largest sum = 6.

[click to show more practice.](http://oj.leetcode.com/problems/maximum-subarray/)

**More practice:**

If you have figured out the O(*n*) solution, try coding another solution using the divide and conquer approach, which is more subtle.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int maxSubArray(int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

int ret = Integer.MIN\_VALUE;

int cur = 0;

for (int i = 0; i < nums.length; i++) {

cur += nums[i];

ret = Math.max(ret, cur);

if (cur < 0) {

cur = 0;

}

}

return ret;

}

}

### Spiral Matrix

Given a matrix of *m* x *n* elements (*m* rows, *n* columns), return all elements of the matrix in spiral order.

For example,  
Given the following matrix:

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

You should return [1,2,3,6,9,8,7,4,5].

**Solution 1 – Time O (m\*n) Space O (1)**

public class Solution {

public List<Integer> spiralOrder(int[][] matrix) {

List<Integer> ret = new ArrayList<Integer>();

if (matrix == null || matrix.length == 0 || matrix[0].length == 0) {

return ret;

}

int r = matrix.length;

int c = matrix[0].length;

int min = Math.min(r, c);

for (int level = 0; level < min / 2; level++) {

for (int i = level; i < c - 1 - level; i++) {

ret.add(matrix[level][i]);

}

for (int i = level; i < r - 1 - level; i++) {

ret.add(matrix[i][c - 1 - level]);

}

for (int i = c - 1 - level; i > level; i--) {

ret.add(matrix[r - 1 - level][i]);

}

for (int i = r - 1 - level; i > level; i--) {

ret.add(matrix[i][level]);

}

}

if (min % 2 == 1) {

if (r < c) {

for (int i = min / 2; i < c - min / 2; i++) {

ret.add(matrix[r / 2][i]);

}

} else {

for (int i = min / 2; i < r - min / 2; i++) {

ret.add(matrix[i][c / 2]);

}

}

}

return ret;

}

}

**Solution 2 – Time O (m\*n) Space O (1)**

public class Solution {

public List<Integer> spiralOrder(int[][] matrix) {

List<Integer> elements = new ArrayList<>();

if (matrix.length == 0)

return elements;

int m = matrix.length, n = matrix[0].length;

int row = 0, col = -1;

while (true) {

for (int i = 0; i < n; i++) {

elements.add(matrix[row][++col]);

}

if (--m == 0)

break;

for (int i = 0; i < m; i++) {

elements.add(matrix[++row][col]);

}

if (--n == 0)

break;

for (int i = 0; i < n; i++) {

elements.add(matrix[row][--col]);

}

if (--m == 0)

break;

for (int i = 0; i < m; i++) {

elements.add(matrix[--row][col]);

}

if (--n == 0)

break;

}

return elements;

}

}

### Jump Game

Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Determine if you are able to reach the last index.

For example:  
A = [2,3,1,1,4], return true.

A = [3,2,1,0,4], return false.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public boolean canJump(int[] nums) {

int ret = 0;

if (nums == null || nums.length == 0) {

return false;

}

for (int i = 0; i < nums.length - 1; i++) {

if (ret < i) {

return false;

}

ret = Math.max(nums[i] + i, ret);

}

return ret >= nums.length - 1;

}

}

### Merge Intervals

Given a collection of intervals, merge all overlapping intervals.

For example,  
Given [1,3],[2,6],[8,10],[15,18],  
return [1,6],[8,10],[15,18].

**Solution 1 – Time O (nlgn) Space O (1)**

/\*\*

\* Definition for an interval.

\* public class Interval {

\* int start;

\* int end;

\* Interval() { start = 0; end = 0; }

\* Interval(int s, int e) { start = s; end = e; }

\* }

\*/

public class Solution {

public List<Interval> merge(List<Interval> intervals) {

List<Interval> ret = new ArrayList<Interval>();

if (intervals == null || intervals.size() < 2) {

return intervals;

}

Comparator<Interval> comp = new Comparator<Interval>() {

public int compare(Interval i1, Interval i2) {

if (i1.start == i2.start) {

return i1.end - i2.end;

}

return i1.start - i2.start;

}

};

Collections.sort(intervals, comp);

ret.add(intervals.get(0));

for (int i = 1; i < intervals.size(); i++) {

int end = ret.get(ret.size() - 1).end;

int start = intervals.get(i).start;

if (start <= end) {

ret.get(ret.size() - 1).end = Math.max(end,

intervals.get(i).end);

} else {

ret.add(intervals.get(i));

}

}

return ret;

}

}

### Insert Interval

Given a set of *non-overlapping* intervals, insert a new interval into the intervals (merge if necessary).

You may assume that the intervals were initially sorted according to their start times.

**Example 1:**  
Given intervals [1,3],[6,9], insert and merge [2,5] in as [1,5],[6,9].

**Example 2:**  
Given [1,2],[3,5],[6,7],[8,10],[12,16], insert and merge [4,9] in as [1,2],[3,10],[12,16].

This is because the new interval [4,9] overlaps with [3,5],[6,7],[8,10].

**Solution 1 – Time O (n) Space O (n)**

/\*\*

\* Definition for an interval.

\* public class Interval {

\* int start;

\* int end;

\* Interval() { start = 0; end = 0; }

\* Interval(int s, int e) { start = s; end = e; }

\* }

\*/

public class Solution {

public List<Interval> insert(List<Interval> intervals, Interval newInterval) {

List<Interval> ret = new ArrayList<Interval>();

if (intervals == null || intervals.size() == 0) {

ret.add(newInterval);

return ret;

}

int i = 0;

while (i < intervals.size() && intervals.get(i).end < newInterval.start) {

ret.add(intervals.get(i));

i++;

}

if (i == intervals.size()) {

ret.add(newInterval);

return ret;

}

newInterval.start = Math.min(intervals.get(i).start, newInterval.start);

ret.add(newInterval);

while (i < intervals.size() && newInterval.end >= intervals.get(i).start) {

newInterval.end = Math.max(intervals.get(i).end, newInterval.end);

i++;

}

while (i < intervals.size()) {

ret.add(intervals.get(i));

i++;

}

return ret;

}

}

### Length of Last Word

Given a string *s* consists of upper/lower-case alphabets and empty space characters ' ', return the length of last word in the string.

If the last word does not exist, return 0.

**Note:** A word is defined as a character sequence consists of non-space characters only.

For example,   
Given *s* = "Hello World",  
return 5.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int lengthOfLastWord(String s) {

if (s == null || s.length() == 0) {

return 0;

}

int ret = 0;

int i = s.length() - 1;

while (i >= 0 && s.charAt(i) == ' ') {

i--;

}

while (i >= 0 && s.charAt(i) != ' ') {

ret++;

i--;

}

return ret;

}

}

### Spiral Matrix II

Given an integer *n*, generate a square matrix filled with elements from 1 to *n*2 in spiral order.

For example,  
Given *n* = 3,

You should return the following matrix:

[

[ 1, 2, 3 ],

[ 8, 9, 4 ],

[ 7, 6, 5 ]

]

**Solution 1 – Time O (n\*n) Space O (1)**

public class Solution {

public int[][] generateMatrix(int n) {

if (n < 0) {

return null;

}

int[][] ret = new int[n][n];

int level = n / 2;

int num = 1;

for (int i = 0; i < level; i++) {

for (int j = i; j < n - 1 - i; j++) {

ret[i][j] = num++;

}

for (int j = i; j < n - 1 - i; j++) {

ret[j][n - 1 - i] = num++;

}

for (int j = n - 1 - i; j >= i + 1; j--) {

ret[n - 1 - i][j] = num++;

}

for (int j = n - 1 - i; j >= i + 1; j--) {

ret[j][i] = num++;

}

}

if (n % 2 != 0) {

ret[level][level] = num;

}

return ret;

}

}

### Permutation Sequence

The set [1,2,3,…,*n*] contains a total of *n*! unique permutations.

By listing and labeling all of the permutations in order,  
We get the following sequence (ie, for *n* = 3):

1. "123"
2. "132"
3. "213"
4. "231"
5. "312"
6. "321"

Given *n* and *k*, return the *k*th permutation sequence.

**Note:** Given *n* will be between 1 and 9 inclusive.

**Solution 1 – Time O (n^2) Space O (n)**

public class Solution {

public String getPermutation(int n, int k) {

List<Integer> num = new ArrayList<Integer>();

StringBuilder ret = new StringBuilder();

int factor = 1;

k--;

for (int i = 1; i < n; i++) {

factor \*= i;

}

for (int i = 1; i <= n; i++) {

num.add(i);

}

for (int i = n - 1; i >= 0; i--) {

int index = k / factor;

k = k % factor;

ret.append(num.get(index));

num.remove(index);

if (i > 0) {

factor = factor / i;

}

}

return ret.toString();

}

}

### Rotate List

Given a list, rotate the list to the right by *k* places, where *k* is non-negative.

For example:  
Given 1->2->3->4->5->NULL and *k* = 2,  
return 4->5->1->2->3->NULL.

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode rotateRight(ListNode head, int k) {

if (head == null) {

return null;

}

ListNode cur = head;

int len = 1;

while (cur.next != null) {

len++;

cur = cur.next;

}

cur.next = head;

k = len - k % len;

for (int i = 0; i < k; i++) {

cur = cur.next;

}

head = cur.next;

cur.next = null;

return head;

}

}

### Unique Paths

A robot is located at the top-left corner of a *m* x *n* grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).

How many possible unique paths are there?
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Above is a 3 x 7 grid. How many possible unique paths are there?

**Note:** *m* and *n* will be at most 100.

**Solution 1 – Time O (min(m, n)) Space O (1)**

// Math method

public class Solution {

public int uniquePaths(int m, int n) {

return combination(m + n - 2, Math.max(m - 1, n - 1));

}

public int combination(int n, int k) {

return (int) (factor(k + 1, n) / factor(1, n - k));

}

public long factor(int start, int end) {

long ret = 1;

for (int i = start; i <= end; i++) {

ret \*= i;

}

return ret;

}

}

**Solution 2 – Time O (result) Space O (result)**

// Recursive: (May out of memory)

public class Solution {

public int uniquePaths(int m, int n) {

if (m < 1 || n < 1) {

return 0;

}

if (m == 1 || n == 1) {

return 1;

}

return uniquePaths(m - 1, n) + uniquePaths(m, n - 1);

}

}

**Solution 3 – Time O (n\*m) Space O (n)**

// Dynamic programming

public class Solution {

public int uniquePaths(int m, int n) {

if (m < 1 || n < 1) {

return 0;

}

int ret[] = new int[n];

ret[0] = 1;

for (int i = 0; i < m; i++) {

for (int j = 1; j < n; j++) {

ret[j] = ret[j - 1] + ret[j];

}

}

return ret[n - 1];

}

}

### Unique Paths II

Follow up for "Unique Paths":

Now consider if some obstacles are added to the grids. How many unique paths would there be?

An obstacle and empty space is marked as 1 and 0 respectively in the grid.

For example,

There is one obstacle in the middle of a 3x3 grid as illustrated below.

[

[0,0,0],

[0,1,0],

[0,0,0]

]

The total number of unique paths is 2.

**Note:** *m* and *n* will be at most 100.

**Solution 1 – Time O (m\*n), Space O (n)**

public class Solution {

public int uniquePathsWithObstacles(int[][] obstacleGrid) {

if (obstacleGrid == null || obstacleGrid.length == 0

|| obstacleGrid[0].length == 0) {

return 0;

}

int[] ret = new int[obstacleGrid[0].length];

ret[0] = 1;

for (int i = 0; i < obstacleGrid.length; i++) {

for (int j = 0; j < obstacleGrid[0].length; j++) {

if (obstacleGrid[i][j] == 1) {

ret[j] = 0;

} else {

if (j > 0) {

ret[j] = ret[j - 1] + ret[j];

}

}

}

}

return ret[obstacleGrid[0].length - 1];

}

}

### Minimum Path Sum

Given a m x n grid filled with non-negative numbers, find a path from top left to bottom right which minimizes the sum of all numbers along its path.

Note: You can only move either down or right at any point in time.

**Solution 1 – Time O (m \* n) Space O (n)**

public class Solution {

public int minPathSum(int[][] grid) {

if (grid == null || grid.length == 0 || grid[0].length == 0) {

return 0;

}

int[] ret = new int[grid[0].length];

ret[0] = grid[0][0];

for (int j = 1; j < grid[0].length; j++) {

ret[j] = ret[j - 1] + grid[0][j];

}

for (int i = 1; i < grid.length; i++) {

for (int j = 0; j < grid[0].length; j++) {

if (j == 0) {

ret[j] = ret[j] + grid[i][j];

} else {

ret[j] = Math.min(ret[j - 1], ret[j]) + grid[i][j];

}

}

}

return ret[grid[0].length - 1];

}

}

### Valid Number

Validate if a given string is numeric.

Some examples:  
"0" => true  
" 0.1 " => true  
"abc" => false  
"1 a" => false  
"2e10" => true

**Note:** It is intended for the problem statement to be ambiguous. You should gather all requirements up front before implementing one.

**Update (2015-02-10):**  
The signature of the C++ function had been updated. If you still see your function signature accepts a const char \* argument, please click the reload button to reset your code definition.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public boolean isNumber(String s) {

int i = 0, n = s.length();

while (i < n && Character.isWhitespace(s.charAt(i))) {

i++;

}

if (i < n && (s.charAt(i) == '+' || s.charAt(i) == '-')) {

i++;

}

boolean isNumeric = false;

while (i < n && Character.isDigit(s.charAt(i))) {

i++;

isNumeric = true;

}

if (i < n && s.charAt(i) == '.') {

i++;

while (i < n && Character.isDigit(s.charAt(i))) {

i++;

isNumeric = true;

}

}

if (isNumeric && i < n && s.charAt(i) == 'e') {

i++;

isNumeric = false;

if (i < n && (s.charAt(i) == '+' || s.charAt(i) == '-')) {

i++;

}

while (i < n && Character.isDigit(s.charAt(i))) {

i++;

isNumeric = true;

}

}

while (i < n && Character.isWhitespace(s.charAt(i))) {

i++;

}

return isNumeric && i == n;

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public boolean isNumber(String s) {

if (s == null) {

return false;

}

s = s.trim();

if (s.length() == 0) {

return false;

}

boolean dotFlag = false;

boolean eFlag = false;

for (int i = 0; i < s.length(); i++) {

switch (s.charAt(i)) {

case '.':

if (dotFlag || eFlag) {

return false;

}

if (((i == 0 || !(s.charAt(i - 1) >= '0' && s.charAt(i - 1) <= '9')) && (i == s

.length() - 1 || !(s.charAt(i + 1) >= '0' && s

.charAt(i + 1) <= '9'))))

return false;

dotFlag = true;

break;

case '+':

case '-':

if (i > 0 && (s.charAt(i - 1) != 'e' && s.charAt(i - 1) != 'E')) {

return false;

}

if (i == s.length() - 1

|| !(s.charAt(i + 1) == '.' || (s.charAt(i + 1) >= '0' && s

.charAt(i + 1) <= '9'))) {

return false;

}

break;

case 'E':

case 'e':

if (eFlag || i == 0 || i == s.length() - 1) {

return false;

}

eFlag = true;

break;

case '0':

case '1':

case '2':

case '3':

case '4':

case '5':

case '6':

case '7':

case '8':

case '9':

break;

default:

return false;

}

}

return true;

}

}

### Plus One

Given a non-negative number represented as an array of digits, plus one to the number.

The digits are stored such that the most significant digit is at the head of the list.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public int[] plusOne(int[] digits) {

if (digits == null || digits.length == 0) {

return new int[] { 1 };

}

int carry = 1;

for (int i = digits.length - 1; i >= 0; i--) {

int digit = (digits[i] + carry) % 10;

carry = (digits[i] + carry) / 10;

digits[i] = digit;

if (carry == 0) {

return digits;

}

}

int[] ret = new int[digits.length + 1];

ret[0] = 1;

return ret;

}

}

### Add Binary

Given two binary strings, return their sum (also a binary string).

For example,  
a = "11"  
b = "1"  
Return "100".

**Solution 1 – Time O (max(m, n)) Space O (1)**

public class Solution {

public String addBinary(String a, String b) {

if (a == null || a.length() == 0) {

return b;

}

if (b == null || b.length() == 0) {

return a;

}

StringBuilder ret = new StringBuilder();

int carry = 0;

int i = a.length() - 1;

int j = b.length() - 1;

int num;

while (i >= 0 && j >= 0) {

num = a.charAt(i) - '0' + b.charAt(j) - '0' + carry;

ret.append(num % 2);

carry = num / 2;

i--;

j--;

}

while (i >= 0) {

num = a.charAt(i) - '0' + carry;

ret.append(num % 2);

carry = num / 2;

i--;

}

while (j >= 0) {

num = b.charAt(j) - '0' + carry;

ret.append(num % 2);

carry = num / 2;

j--;

}

if (carry > 0) {

ret.append(carry);

}

return ret.reverse().toString();

}

}

### Text Justification

Given an array of words and a length *L*, format the text such that each line has exactly *L* characters and is fully (left and right) justified.

You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly *L* characters.

Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line do not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right.

For the last line of text, it should be left justified and no extra space is inserted between words.

For example,  
**words**: ["This", "is", "an", "example", "of", "text", "justification."]  
**L**: 16.

Return the formatted lines as:

[

"This is an",

"example of text",

"justification. "

]

**Note:** Each word is guaranteed not to exceed *L* in length.

**Solution 1 – Time O (n) Space O (r \* L)**

public class Solution {

public List<String> fullJustify(String[] words, int L) {

List<String> ret = new ArrayList<String>();

if (words == null || words.length == 0) {

return ret;

}

int last = 0;

int count = 0;

for (int i = 0; i < words.length; i++) {

int spaceNum = 0;

int extraNum = 0;

if (count + words[i].length() + (i - last) > L) {

if (i - last > 1) {

spaceNum = (L - count) / (i - last - 1);

extraNum = (L - count) % (i - last - 1);

}

StringBuilder str = new StringBuilder();

for (int j = last; j < i; j++) {

str.append(words[j]);

if (j < i - 1) {

for (int k = 0; k < spaceNum; k++) {

str.append(" ");

}

if (extraNum > 0) {

str.append(" ");

}

extraNum--;

}

}

for (int j = str.length(); j < L; j++) {

str.append(" ");

}

ret.add(str.toString());

last = i;

count = 0;

}

count += words[i].length();

}

StringBuilder str = new StringBuilder();

for (int i = last; i < words.length; i++) {

str.append(words[i]);

if (str.length() < L) {

str.append(" ");

}

}

for (int i = str.length(); i < L; i++) {

str.append(" ");

}

ret.add(str.toString());

return ret;

}

}

### Sqrt(x)

Implement int sqrt(int x).

Compute and return the square root of *x*.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public int sqrt(int x) {

if (x < 0) {

return -1;

}

if (x == 0) {

return 0;

}

int l = 1;

int r = x;

int m = 0;

while (l <= r) {

m = (l + r) / 2;

if (x / m >= m && x / (m + 1) < m + 1) {

return m;

}

if (x / m < m) {

r = m - 1;

} else {

l = m + 1;

}

}

return m;

}

}

**Solution 2 – Time O (Log n) Space O (1)**

public class Solution {

public int sqrt(int x) {

if (x < 0) {

return -1;

}

if (x == 0) {

return 0;

}

double yLast = 0;

double y = 1;

while (y != yLast) {

yLast = y;

y = (y + x / y) / 2;

}

return (int) y;

}

}

### Climbing Stairs

You are climbing a stair case. It takes *n* steps to reach to the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?

**Solution 1 – Time O (n) Space O (n)**

// Recursive, may out of memory

public class Solution {

public int climbStairs(int n) {

if (n < 1) {

return 0;

}

if (n == 1) {

return 1;

} else {

return climbStairs(n - 1) + climbStairs(n - 2);

}

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public int climbStairs(int n) {

if (n < 1) {

return 0;

}

if (n < 3) {

return n;

}

int first = 1;

int second = 2;

for (int i = 3; i <= n; i++) {

int tmp = first + second;

first = second;

second = tmp;

}

return second;

}

}

### Simplify Path

Given an absolute path for a file (Unix-style), simplify it.

For example,  
**path** = "/home/", => "/home"  
**path** = "/a/./b/../../c/", => "/c"

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public String simplifyPath(String path) {

if (path == null || path.length() == 0) {

return "";

}

Deque<String> stack = new LinkedList<String>();

String[] list = path.split("/");

for (int i = 0; i < list.length; i++) {

if (list[i].equals(".") || list[i].equals("")) {

continue;

}

if (stack.isEmpty() && list[i].equals("..")) {

continue;

}

if (!stack.isEmpty() && list[i].equals("..")) {

stack.pop();

} else {

stack.push(list[i]);

}

}

String ret = "";

if (stack.isEmpty()) {

return "/";

}

while (!stack.isEmpty()) {

String cur = stack.pop();

ret = "/" + cur + ret;

}

return ret;

}

}

**Solution 2 – Time O (n) Space O (n)**

public class Solution {

public String simplifyPath(String path) {

if (path == null || path.length() == 0) {

return "";

}

LinkedList<String> stack = new LinkedList<String>();

StringBuilder ret = new StringBuilder();

int i = 0;

while (i < path.length()) {

int index = i;

StringBuilder tmp = new StringBuilder();

while (i < path.length() && path.charAt(i) != '/') {

tmp.append(path.charAt(i));

i++;

}

if (index != i) {

String str = tmp.toString();

if (str.equals("..")) {

if (!stack.isEmpty()) {

stack.pop();

}

} else if (!str.equals(".")) {

stack.push(str);

}

}

i++;

}

if (!stack.isEmpty()) {

String[] strs = stack.toArray(new String[stack.size()]);

for (int j = strs.length - 1; j >= 0; j--) {

ret.append("/" + strs[j]);

}

}

if (ret.length() == 0) {

return "/";

}

return ret.toString();

}

}

### Edit Distance

Given two words *word1* and *word2*, find the minimum number of steps required to convert *word1* to *word2*. (each operation is counted as 1 step.)

You have the following 3 operations permitted on a word:

a) Insert a character  
b) Delete a character  
c) Replace a character

**Solution 1 – Time O (m \* n) Space O (n)**

public class Solution {

public int minDistance(String word1, String word2) {

if (word1.length() == 0) {

return word2.length();

}

if (word2.length() == 0) {

return word1.length();

}

int n = word1.length();

int m = word2.length();

int[] ret = new int[m + 1];

for (int i = 0; i <= m; i++) {

ret[i] = i;

}

for (int i = 0; i < n; i++) {

int[] cur = new int[m + 1];

cur[0] = i + 1;

for (int j = 0; j < m; j++) {

if (word1.charAt(i) == word2.charAt(j)) {

cur[j + 1] = ret[j];

} else {

cur[j + 1] = Math.min(cur[j], Math.min(ret[j], ret[j + 1])) + 1;

}

}

ret = cur;

}

return ret[m];

}

}

### Set Matrix Zeroes

Given a *m* x *n* matrix, if an element is 0, set its entire row and column to 0. Do it in place.

[click to show follow up.](http://oj.leetcode.com/problems/set-matrix-zeroes/)

**Follow up:**

Did you use extra space?  
A straight forward solution using O(*mn*) space is probably a bad idea.  
A simple improvement uses O(*m* + *n*) space, but still not the best solution.  
Could you devise a constant space solution?

**Solution 1 – Time O (mn) Space O (1)**

public class Solution {

public void setZeroes(int[][] matrix) {

if (matrix == null || matrix.length == 0 || matrix[0].length == 0) {

return;

}

boolean rowFlag = false;

boolean columnFlga = false;

for (int i = 0; i < matrix[0].length; i++) {

if (matrix[0][i] == 0) {

rowFlag = true;

break;

}

}

for (int i = 0; i < matrix.length; i++) {

if (matrix[i][0] == 0) {

columnFlga = true;

break;

}

}

for (int i = 1; i < matrix.length; i++) {

for (int j = 1; j < matrix[0].length; j++) {

if (matrix[i][j] == 0) {

matrix[0][j] = 0;

matrix[i][0] = 0;

}

}

}

for (int i = 1; i < matrix.length; i++) {

for (int j = 1; j < matrix[0].length; j++) {

if (matrix[0][j] == 0 || matrix[i][0] == 0) {

matrix[i][j] = 0;

}

}

}

if (rowFlag) {

for (int i = 0; i < matrix[0].length; i++) {

matrix[0][i] = 0;

}

}

if (columnFlga) {

for (int i = 0; i < matrix.length; i++) {

matrix[i][0] = 0;

}

}

}

}

### Search a 2D Matrix

Write an efficient algorithm that searches for a value in an *m* x *n* matrix. This matrix has the following properties:

* Integers in each row are sorted from left to right.
* The first integer of each row is greater than the last integer of the previous row.

For example,

Consider the following matrix:

[

[1, 3, 5, 7],

[10, 11, 16, 20],

[23, 30, 34, 50]

]

Given **target** = 3, return true.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public boolean searchMatrix(int[][] matrix, int target) {

if (matrix == null || matrix.length == 0 || matrix[0].length == 0) {

return false;

}

int r = matrix.length;

int c = matrix[0].length;

int left = 0;

int right = r \* c - 1;

while (left <= right) {

int mid = (left + right) / 2;

if (matrix[mid / c][mid % c] == target) {

return true;

} else if (matrix[mid / c][mid % c] < target) {

left = mid + 1;

} else {

right = mid - 1;

}

}

return false;

}

}

**Solution 2 – Time O (log m + log n) Space O (1)**

public class Solution {

public boolean searchMatrix(int[][] matrix, int target) {

if (matrix == null || matrix.length == 0 || matrix[0].length == 0) {

return false;

}

int l = 0;

int r = matrix.length - 1;

boolean findRow = false;

while (l <= r) {

int mid = (l + r) / 2;

if (matrix[mid][0] <= target

&& matrix[mid][matrix[0].length - 1] >= target) {

findRow = true;

break;

}

if (matrix[mid][0] > target) {

r = mid - 1;

} else {

l = mid + 1;

}

}

int row;

if (findRow) {

row = (l + r) / 2;

} else {

return false;

}

l = 0;

r = matrix[0].length - 1;

while (l <= r) {

int mid = (l + r) / 2;

if (matrix[row][mid] == target) {

return true;

} else if (matrix[row][mid] > target) {

r = mid - 1;

} else {

l = mid + 1;

}

}

return false;

}

}

### Sort Colors

Given an array with *n* objects colored red, white or blue, sort them so that objects of the same color are adjacent, with the colors in the order red, white and blue.

Here, we will use the integers 0, 1, and 2 to represent the color red, white, and blue respectively.

**Note:**  
You are not suppose to use the library's sort function for this problem.

[click to show follow up.](http://oj.leetcode.com/problems/sort-colors/)

**Follow up:**  
A rather straight forward solution is a two-pass algorithm using counting sort.  
First, iterate the array counting number of 0's, 1's, and 2's, then overwrite array with total number of 0's, then 1's and followed by 2's.

Could you come up with an one-pass algorithm using only constant space?

**Solution 1 – Time O (3n) Space O (n)**

public class Solution {

public void sortColors(int[] A) {

if (A == null || A.length == 0) {

return;

}

int[] count = new int[3];

for (int i = 0; i < A.length; i++) {

count[A[i]]++;

}

for (int i = 1; i < count.length; i++) {

count[i] += count[i - 1];

}

int[] ret = new int[A.length];

for (int i = A.length - 1; i >= 0; i--) {

ret[count[A[i]] - 1] = A[i];

count[A[i]]--;

}

for (int i = 0; i < A.length; i++) {

A[i] = ret[i];

}

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public void sortColors(int[] A) {

if (A == null || A.length == 0) {

return;

}

int idx0 = 0;

int idx1 = 0;

for (int i = 0; i < A.length; i++) {

if (A[i] == 0) {

A[i] = 2;

A[idx1++] = 1;

A[idx0++] = 0;

} else if (A[i] == 1) {

A[i] = 2;

A[idx1++] = 1;

}

}

}

}

**Solution 3 – Time O (n) Space O (1)**

public class Solution {

public void sortColors(int[] nums) {

if (nums == null || nums.length == 0) {

return;

}

int red = 0;

int blue = nums.length - 1;

int i = 0;

while (i <= blue) {

if (nums[i] == 0) {

int tmp = nums[i];

nums[i] = nums[red];

nums[red++] = tmp;

i++;

} else if (nums[i] == 1) {

i++;

} else {

int tmp = nums[i];

nums[i] = nums[blue];

nums[blue--] = tmp;

}

}

}

}

### Minimum Window Substring

Given a string S and a string T, find the minimum window in S which will contain all the characters in T in complexity O(n).

For example,  
**S** = "ADOBECODEBANC"  
**T** = "ABC"

Minimum window is "BANC".

**Note:**  
If there is no such window in S that covers all characters in T, return the emtpy string "".

If there are multiple such windows, you are guaranteed that there will always be only one unique minimum window in S.

**Solution 1 – Time O (n) Space O (size of dictionary)**

public class Solution {

public String minWindow(String S, String T) {

if (S == null || S.length() == 0) {

return "";

}

HashMap<Character, Integer> map = new HashMap<Character, Integer>();

for (int i = 0; i < T.length(); i++) {

if (map.containsKey(T.charAt(i))) {

map.put(T.charAt(i), map.get(T.charAt(i)) + 1);

} else {

map.put(T.charAt(i), 1);

}

}

int left = 0;

int count = 0;

int minLen = S.length() + 1;

int minStart = 0;

for (int right = 0; right < S.length(); right++) {

if (map.containsKey(S.charAt(right))) {

map.put(S.charAt(right), map.get(S.charAt(right)) - 1);

if (map.get(S.charAt(right)) >= 0) {

count++;

}

while (count == T.length()) {

if (right - left + 1 < minLen) {

minLen = right - left + 1;

minStart = left;

}

if (map.containsKey(S.charAt(left))) {

map.put(S.charAt(left), map.get(S.charAt(left)) + 1);

if (map.get(S.charAt(left)) > 0) {

count--;

}

}

left++;

}

}

}

if (minLen > S.length()) {

return "";

}

return S.substring(minStart, minStart + minLen);

}

}

### Combinations

Given two integers *n* and *k*, return all possible combinations of *k* numbers out of 1 ... *n*.

For example,  
If *n* = 4 and *k* = 2, a solution is:

[

[2,4],

[3,4],

[2,3],

[1,2],

[1,3],

[1,4],

]

**Solution 1 – Tim e O (NP) Space O (?)**

// Recursive

public class Solution {

public List<List<Integer>> combine(int n, int k) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (n < k || n < 1) {

return ret;

}

helper(ret, new ArrayList<Integer>(), 1, n, k);

return ret;

}

public void helper(List<List<Integer>> ret, List<Integer> item, int start,

int n, int k) {

if (item.size() == k) {

ret.add(new ArrayList<Integer>(item));

return;

}

for (int i = start; i <= n; i++) {

item.add(i);

helper(ret, item, i + 1, n, k);

item.remove(item.size() - 1);

}

}

}

**Solution 2 – Time O (NP) Space O (?)**

public class Solution {

public List<List<Integer>> combine(int n, int k) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (n < k || n < 1) {

return ret;

}

List<List<Integer>> prev = new ArrayList<List<Integer>>();

for (int i = 1; i <= n - k + 1; i++) {

ArrayList<Integer> b = new ArrayList<Integer>();

b.add(i);

prev.add(b);

}

ret = new ArrayList<List<Integer>>(prev);

for (int i = 1; i < k; i++) {

prev = new ArrayList<List<Integer>>();

for (List<Integer> temp : ret) {

int a = temp.get(temp.size() - 1);

for (int j = a + 1; j <= n - k + 1 + i; j++) {

ArrayList<Integer> b = new ArrayList<Integer>(temp);

b.add(j);

prev.add(b);

}

}

ret = new ArrayList<List<Integer>>(prev);

}

return ret;

}

}

### Subsets

Given a set of distinct integers, *S*, return all possible subsets.

**Note:**

* Elements in a subset must be in non-descending order.
* The solution set must not contain duplicate subsets.

For example,  
If ***S*** = [1,2,3], a solution is:

**Solution 1 – Time O (2^n) Space O (2^n)**

// Iterative

public class Solution {

public List<List<Integer>> subsets(int[] S) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (S == null || S.length == 0) {

return ret;

}

ret.add(new ArrayList<Integer>());

Arrays.sort(S);

for (int i = 0; i < S.length; i++) {

int size = ret.size();

for (int j = 0; j < size; j++) {

List<Integer> item = new ArrayList<Integer>(ret.get(j));

item.add(S[i]);

ret.add(item);

}

}

return ret;

}

}

**Solution 2 – Time O (NP) Space O (n)**

//Recursive

public class Solution {

public List<List<Integer>> subsets(int[] S) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (S == null || S.length == 0) {

return ret;

}

ret.add(new ArrayList<Integer>());

Arrays.sort(S);

helper(ret, S, 0);

return ret;

}

public void helper(List<List<Integer>> ret, int[] num, int index) {

if (index == num.length) {

return;

}

int size = ret.size();

for (int i = 0; i < size; i++) {

ArrayList<Integer> item = new ArrayList<Integer>(ret.get(i));

item.add(num[index]);

ret.add(item);

}

helper(ret, num, index + 1);

}

}

### Word Search

Given a 2D board and a word, find if the word exists in the grid.

The word can be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once.

For example,  
Given **board** =

[

["ABCE"],

["SFCS"],

["ADEE"]

]

**word** = "ABCCED", -> returns true,  
**word** = "SEE", -> returns true,  
**word** = "ABCB", -> returns false.

**Solution 1 – Time O (m^2 \* n^2) Space O (m\*n)**

public class Solution {

public boolean exist(char[][] board, String word) {

if (word == null || word.length() == 0) {

return true;

}

if (board == null || board.length == 0 || board[0].length == 0) {

return false;

}

boolean[][] used = new boolean[board.length][board[0].length];

for (int i = 0; i < board.length; i++) {

for (int j = 0; j < board[0].length; j++) {

if (search(board, word, 0, i, j, used))

return true;

}

}

return false;

}

private boolean search(char[][] board, String word, int index, int i,

int j, boolean[][] used) {

if (index == word.length()) {

return true;

}

if (i < 0 || j < 0 || i >= board.length || j >= board[0].length

|| used[i][j] || board[i][j] != word.charAt(index)) {

return false;

}

used[i][j] = true;

boolean ret = search(board, word, index + 1, i - 1, j, used)

|| search(board, word, index + 1, i + 1, j, used)

|| search(board, word, index + 1, i, j - 1, used)

|| search(board, word, index + 1, i, j + 1, used);

used[i][j] = false;

return ret;

}

}

### Remove Duplicates from Sorted Array II

Follow up for "Remove Duplicates":  
What if duplicates are allowed at most *twice*?

For example,  
Given sorted array A = [1,1,1,2,2,3],

Your function should return length = 5, and A is now [1,1,2,2,3].

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int removeDuplicates(int[] A) {

if (A == null || A.length == 0) {

return 0;

}

if (A.length <= 2) {

return A.length;

}

int count = 2;

for (int i = 2; i < A.length; i++) {

if (A[i] == A[count - 1] && A[count - 1] == A[count - 2]) {

continue;

} else {

A[count] = A[i];

count++;

}

}

return count;

}

}

### Search in Rotated Sorted Array II

Follow up for "Search in Rotated Sorted Array":  
What if *duplicates* are allowed?

Would this affect the run-time complexity? How and why?

Write a function to determine if a given target is in the array.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public boolean search(int[] A, int target) {

if (A == null || A.length == 0) {

return false;

}

int l = 0;

int r = A.length - 1;

while (l <= r) {

int mid = (l + r) / 2;

if (A[mid] == target) {

return true;

} else if (A[l] < A[mid]) {

if (target >= A[l] && target < A[mid]) {

r = mid - 1;

} else {

l = mid + 1;

}

} else if (A[mid] < A[l]) {

if (target > A[mid] && target <= A[r]) {

l = mid + 1;

} else {

r = mid - 1;

}

} else {

l++;

}

}

return false;

}

}

### Remove Duplicates from Sorted List II

Given a sorted linked list, delete all nodes that have duplicate numbers, leaving only *distinct* numbers from the original list.

For example,  
Given 1->2->3->3->4->4->5, return 1->2->5.  
Given 1->1->1->2->3, return 2->3.

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode deleteDuplicates(ListNode head) {

if (head == null) {

return head;

}

ListNode ret = new ListNode(0);

ret.next = head;

ListNode prev = ret;

ListNode cur = head;

boolean isSame = false;

while (cur.next != null) {

if (cur.next.val == cur.val) {

cur.next = cur.next.next;

isSame = true;

} else {

if (isSame) {

prev.next = cur.next;

isSame = false;

} else {

prev = prev.next;

}

cur = cur.next;

}

}

if (isSame) {

prev.next = cur.next;

}

return ret.next;

}

}

### Remove Duplicates from Sorted List

Given a sorted linked list, delete all duplicates such that each element appear only *once*.

For example,  
Given 1->1->2, return 1->2.  
Given 1->1->2->3->3, return 1->2->3.

Solution 1 – Time O (n) Space O (1)

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode deleteDuplicates(ListNode head) {

if (head == null)

return head;

ListNode pre = head;

ListNode cur = head.next;

while (cur != null) {

if (cur.val == pre.val) {

pre.next = cur.next;

} else {

pre = cur;

}

cur = cur.next;

}

return head;

}

}

### Largest Rectangle in Histogram

Given *n* non-negative integers representing the histogram's bar height where the width of each bar is 1, find the area of largest rectangle in the histogram.

![http://www.leetcode.com/wp-content/uploads/2012/04/histogram.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAADMCAMAAAD+tTlYAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAD9QTFRFZrb//7ZmkDoA///b2///ADqQOpDbAGa2OgAA/9uQ25A6//+2ZgAAtmYAAAA6tv//AABmkNv/kJBmAAAA////GMlBmQAAAfxJREFUeNrs3W1PgzAUhuEONt6ZYvf/f6srxsRAmWvXIk+8m/jJD+fy5NBuDXk0N+FlwIMHn2mVhbXXSRPfNpezaufLotYdm9P1w9rUvd8L393nvR9q0c7b6v4XvL9J4tvGuNmZRB/Yy9n9aG6VbptPPDWcsODBgwcP/pVlH66j46N/CR48ePDgwSfDn+Yz06jijXLnjfjY1KJ4d6vUD5XwbjMub5XAZ8fPE7O+BuaB5YQFDx48ePCxvugbvSPgpTsPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPPhN+tNZWoniXN9A2le7YbIRtaOCFOz96XlKW6rzw2GykhBwe3w/mK2xDc6t0bzj6Q0I4YcGDBw9eF2/t7++2Hxf/RFXw4MGDB/+v8J0nNWIP/LpuOH68ThvpC3nxnrrB+LKowqNgE+B9deNmfp28sM/ML+rG4cfAOM9U+EXdGHxZhMZ5psGv6kbgI3Kbk+DXdcPxnQ1PDk6B7wLjHnz4tpm/pOz+wPrq8vEAPHjw4MF/4zPlRrxwoxeCP1pzwYMHDx48ePDg8+P7IWH08L549/9xZPE3X/wwePDgwefZKpcvOXLCggcPHrw+/i9uYek8ePDgwYMHDx48ePDgwYMHDx48ePDgwYN/Dq+2fuIlF3jwEetTgAEAJ5umQ4edUd0AAAAASUVORK5CYII=)

Above is a histogram where width of each bar is 1, given height = [2,1,5,6,2,3].

![http://www.leetcode.com/wp-content/uploads/2012/04/histogram_area.png](data:image/png;base64,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)

The largest rectangle is shown in the shaded area, which has area = 10 unit.

For example,  
Given height = [2,1,5,6,2,3],  
return 10.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public int largestRectangleArea(int[] height) {

if (height == null || height.length == 0)

return 0;

int max = 0;

LinkedList<Integer> stack = new LinkedList<Integer>();

for (int i = 0; i < height.length; i++) {

while (!stack.isEmpty() && height[i] <= height[stack.peek()]) {

int index = stack.pop();

int curArea = stack.isEmpty() ? i \* height[index] : (i

- stack.peek() - 1)

\* height[index];

max = Math.max(max, curArea);

}

stack.push(i);

}

while (!stack.isEmpty()) {

int index = stack.pop();

int curArea = stack.isEmpty() ? height.length \* height[index]

: (height.length - stack.peek() - 1) \* height[index];

max = Math.max(max, curArea);

}

return max;

}

}

### Maximal Rectangle

Given a 2D binary matrix filled with 0's and 1's, find the largest rectangle containing all ones and return its area.

Solution 1 – Time O (n^2) Space O (n)

public class Solution {

public int maximalRectangle(char[][] matrix) {

if (matrix == null || matrix.length == 0 || matrix[0].length == 0) {

return 0;

}

int m = matrix.length;

int n = matrix[0].length;

int[] left = new int[n];

int[] right = new int[n];

int[] height = new int[n];

Arrays.fill(right, n);

int max = 0;

for (int i = 0; i < m; i++) {

int curLeft = 0;

int curRight = n;

for (int j = 0; j < n; j++) {

if (matrix[i][j] == '1') {

height[j]++;

} else {

height[j] = 0;

}

}

for (int j = 0; j < n; j++) {

if (matrix[i][j] == '1') {

left[j] = Math.max(left[j], curLeft);

} else {

left[j] = 0;

curLeft = j + 1;

}

}

for (int j = n - 1; j >= 0; j--) {

if (matrix[i][j] == '1') {

right[j] = Math.min(right[j], curRight);

} else {

right[j] = n;

curRight = j;

}

}

for (int j = 0; j < n; j++) {

max = Math.max(max, (right[j] - left[j]) \* height[j]);

}

}

return max;

}

}

### Partition List

Given a linked list and a value *x*, partition it such that all nodes less than *x* come before nodes greater than or equal to *x*.

You should preserve the original relative order of the nodes in each of the two partitions.

For example,  
Given 1->4->3->2->5->2 and *x* = 3,  
return 1->2->2->4->3->5.

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode partition(ListNode head, int x) {

if (head == null) {

return head;

}

ListNode l1 = new ListNode(0);

ListNode l2 = new ListNode(0);

ListNode p1 = l1;

ListNode p2 = l2;

while (head != null) {

if (head.val < x) {

p1.next = head;

p1 = p1.next;

}

else {

p2.next = head;

p2 = p2.next;

}

head = head.next;

}

p1.next = l2.next;

p2.next = null;

return l1.next;

}

}

**Solution 2 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode partition(ListNode head, int x) {

if (head == null) {

return head;

}

ListNode ret = new ListNode(0);

ret.next = head;

ListNode prev = ret;

ListNode cur = ret;

while (cur.next != null) {

if (cur.next.val < x) {

if (prev == cur) {

prev = prev.next;

cur = cur.next;

} else {

ListNode tmp = cur.next.next;

cur.next.next = prev.next;

prev.next = cur.next;

cur.next = tmp;

prev = prev.next;

}

} else {

cur = cur.next;

}

}

return ret.next;

}

}

### Scramble String

Given a string *s1*, we may represent it as a binary tree by partitioning it to two non-empty substrings recursively.

Below is one possible representation of *s1* = "great":

great

/ \

gr eat

/ \ / \

g r e at

/ \

a t

To scramble the string, we may choose any non-leaf node and swap its two children.

For example, if we choose the node "gr" and swap its two children, it produces a scrambled string "rgeat".

rgeat

/ \

rg eat

/ \ / \

r g e at

/ \

a t

We say that "rgeat" is a scrambled string of "great".

Similarly, if we continue to swap the children of nodes "eat" and "at", it produces a scrambled string "rgtae".

rgtae

/ \

rg tae

/ \ / \

r g ta e

/ \

t a

We say that "rgtae" is a scrambled string of "great".

Given two strings *s1* and *s2* of the same length, determine if *s2* is a scrambled string of *s1*.

**Solution 1 – Time O (n^4) Space O (n^3)**

public class Solution {

public boolean isScramble(String s1, String s2) {

if (s1 == null || s2 == null || s1.length() != s2.length())

return false;

if (s1.length() == 0)

return true;

boolean[][][] res = new boolean[s1.length()][s2.length()][s1.length() + 1];

for (int i = 0; i < s1.length(); i++) {

for (int j = 0; j < s2.length(); j++) {

res[i][j][1] = s1.charAt(i) == s2.charAt(j);

}

}

for (int len = 2; len <= s1.length(); len++) {

for (int i = 0; i < s1.length() - len + 1; i++) {

for (int j = 0; j < s2.length() - len + 1; j++) {

for (int k = 1; k < len; k++) {

res[i][j][len] |= res[i][j][k]

&& res[i + k][j + k][len - k]

|| res[i][j + len - k][k]

&& res[i + k][j][len - k];

}

}

}

}

return res[0][0][s1.length()];

}

}

### Merge Sorted Array

Given two sorted integer arrays A and B, merge B into A as one sorted array.

**Note:**  
You may assume that A has enough space (size that is greater or equal to *m* + *n*) to hold additional elements from B. The number of elements initialized in A and B are *m* and *n* respectively.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public void merge(int A[], int m, int B[], int n) {

if (A == null || B == null) {

return;

}

int idx1 = m - 1;

int idx2 = n - 1;

int idx3 = m + n - 1;

while (idx1 >= 0 && idx2 >= 0) {

if (A[idx1] > B[idx2]) {

A[idx3--] = A[idx1];

idx1--;

} else {

A[idx3--] = B[idx2];

idx2--;

}

}

while (idx2 >= 0) {

A[idx3--] = B[idx2--];

}

}

}

### Gray Code

The gray code is a binary numeral system where two successive values differ in only one bit.

Given a non-negative integer *n* representing the total number of bits in the code, print the sequence of gray code. A gray code sequence must begin with 0.

For example, given *n* = 2, return [0,1,3,2]. Its gray code sequence is:

00 - 0

01 - 1

11 - 3

10 - 2

**Note:**  
For a given *n*, a gray code sequence is not uniquely defined.

For example, [0,2,3,1] is also a valid gray code sequence according to the above definition.

For now, the judge is able to judge based on one instance of gray code sequence. Sorry about that.

**Solution 1 – Time O (2^n) Space O (2^n)**

public class Solution {

public List<Integer> grayCode(int n) {

List<Integer> ret = new ArrayList<Integer>();

if (n < 0) {

return ret;

}

if (n == 0) {

ret.add(0);

return ret;

}

ret.add(0);

ret.add(1);

for (int i = 2; i <= n; i++) {

int size = ret.size();

for (int j = size - 1; j >= 0; j--) {

ret.add(ret.get(j) + (1 << (i - 1)));

}

}

return ret;

}

}

### Subsets II

Given a collection of integers that might contain duplicates, *S*, return all possible subsets.

**Note:**

* Elements in a subset must be in non-descending order.
* The solution set must not contain duplicate subsets.

For example,  
If ***S*** = [1,2,2], a solution is:

[

[2],

[1],

[1,2,2],

[2,2],

[1,2],

[]

]

**Solution 1 – Time O (2^n) Space O (2^n)**

// Iterative

public class Solution {

public List<List<Integer>> subsetsWithDup(int[] num) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (num == null || num.length == 0) {

return ret;

}

ret.add(new ArrayList<Integer>());

Arrays.sort(num);

int start = 0;

for (int i = 0; i < num.length; i++) {

int size = ret.size();

for (int j = start; j < size; j++) {

List<Integer> item = new ArrayList<Integer>(ret.get(j));

item.add(num[i]);

ret.add(item);

}

if (i < num.length - 1 && num[i] == num[i + 1]) {

start = size;

} else {

start = 0;

}

}

return ret;

}

}

### Decode Ways

A message containing letters from A-Z is being encoded to numbers using the following mapping:

'A' -> 1

'B' -> 2

...

'Z' -> 26

Given an encoded message containing digits, determine the total number of ways to decode it.

For example,  
Given encoded message "12", it could be decoded as "AB" (1 2) or "L" (12).

The number of ways decoding "12" is 2.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int numDecodings(String s) {

if (s == null || s.length() == 0 || s.charAt(0) == '0') {

return 0;

}

int num1 = 1;

int num2 = 1;

int num3;

for (int i = 1; i < s.length(); i++) {

if (s.charAt(i) == '0') {

if (s.charAt(i - 1) == '1' || s.charAt(i - 1) == '2') {

num3 = num1;

} else {

return 0;

}

} else {

if (s.charAt(i - 1) == '0' || s.charAt(i - 1) >= '3') {

num3 = num2;

} else {

if (s.charAt(i - 1) == '2' && s.charAt(i) >= '7'

&& s.charAt(i) <= '9') {

num3 = num2;

} else {

num3 = num1 + num2;

}

}

}

num1 = num2;

num2 = num3;

}

return num2;

}

}

### Reverse Linked List II

Reverse a linked list from position *m* to *n*. Do it in-place and in one-pass.

For example:  
Given 1->2->3->4->5->NULL, *m* = 2 and *n* = 4,

return 1->4->3->2->5->NULL.

**Note:**  
Given *m*, *n* satisfy the following condition:  
1 ≤ *m* ≤ *n* ≤ length of list.

**Solution – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode reverseBetween(ListNode head, int m, int n) {

if (head == null) {

return head;

}

ListNode ret = new ListNode(0);

ListNode prev = ret;

ret.next = head;

for (int i = 0; i < m - 1; i++) {

prev = prev.next;

}

ListNode cur = prev.next;

for (int i = 0; i < n - m; i++) {

ListNode node = cur.next;

cur.next = node.next;

node.next = prev.next;

prev.next = node;

}

return ret.next;

}

}

### Restore IP Addresses

Given a string containing only digits, restore it by returning all possible valid IP address combinations.

For example:  
Given "25525511135",

return ["255.255.11.135", "255.255.111.35"]. (Order does not matter)

**Solution 1 – Time O (NP) Space O (NP) – recursive**

public class Solution {

public List<String> restoreIpAddresses(String s) {

List<String> ret = new LinkedList<String>();

if (s == null || s.length() < 4 || s.length() > 12) {

return ret;

}

helper(ret, s, new String(), 0, 0);

return ret;

}

public void helper(List<String> ret, String s, String tmp, int start, int section) {

if (start == s.length() && section == 4) {

ret.add(new String(tmp.substring(0, tmp.length() - 1)));

return;

}

for (int i = start; i < start + 3; i++) {

if (i >= s.length()) {

return;

}

if (s.charAt(start) == '0' && i > start) {

return;

}

int val = 0;

for (int j = start; j <= i; j++) {

val = val \* 10 + (s.charAt(j) - '0');

}

if (val <= 255) {

helper(ret, s, tmp + Integer.toString(val) + '.', i + 1,

section + 1);

}

}

}

}

**Solution 2 – Time O (NP) Space O (NP) - iterative**

// Iterative

public class Solution {

public List<String> restoreIpAddresses(String s) {

List<String> ret = new ArrayList<String>();

if (s == null || s.length() < 4 || s.length() > 12) {

return ret;

}

for (int i = 1; i < 4; i++) {

String first = s.substring(0, i);

if (!isValid(first)) {

continue;

}

for (int j = 1; j < 4 && (i + j) < s.length(); j++) {

String second = s.substring(i, i + j);

if (!isValid(second)) {

continue;

}

for (int k = 1; k < 4 && (i + j + k) < s.length(); k++) {

String third = s.substring(i + j, i + j + k);

String fourth = s.substring(i + j + k);

if (!isValid(third) || !isValid(fourth)) {

continue;

}

String tmp = first + '.' + second + '.' + third + '.'

+ fourth;

ret.add(tmp);

}

}

}

return ret;

}

public boolean isValid(String str) {

if (str.length() > 1 && str.charAt(0) == '0') {

return false;

}

if (str.length() > 3) {

return false;

}

int num = 0;

for (int i = 0; i < str.length(); i++) {

num = num \* 10 + str.charAt(i) - '0';

}

if (num > 255) {

return false;

}

return true;

}

}

**Solution 2 – Time O (NP) Space O (NP) - recursive**

// Recursive

public class Solution {

public List<String> restoreIpAddresses(String s) {

List<String> ret = new ArrayList<String>();

if (s == null || s.length() == 0) {

return ret;

}

helper(ret, s, "", 0, 1);

return ret;

}

public void helper(List<String> ret, String s, String item, int index,

int segment) {

if (index >= s.length()) {

return;

}

if (segment == 4) {

String str = s.substring(index);

if (isValid(str)) {

ret.add(item + "." + str);

}

return;

}

for (int i = 1; i < 4 && (index + i <= s.length()); i++) {

String str = s.substring(index, index + i);

if (isValid(str)) {

if (segment == 1) {

helper(ret, s, str, index + i, segment + 1);

} else {

helper(ret, s, item + "." + str, index + i, segment + 1);

}

}

}

}

private boolean isValid(String str) {

if (str == null || str.length() > 3) {

return false;

}

if (str.charAt(0) == '0' && str.length() > 1) {

return false;

}

int num = Integer.parseInt(str);

if (num >= 0 && num <= 255) {

return true;

}

return false;

}

}

### Binary Tree Inorder Traversal

Given a binary tree, return the *inorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [1,3,2].

**Note:** Recursive solution is trivial, could you do it iteratively?

confused what "{1,#,2,3}" means? [> read more on how binary tree is serialized on OJ.](http://oj.leetcode.com/problems/binary-tree-inorder-traversal/)

**OJ's Binary Tree Serialization:**

The serialization of a binary tree follows a level order traversal, where '#' signifies a path terminator where no node exists below.

Here's an example:

1

/ \

2 3

/

4

\

5

The above binary tree is serialized as "{1,2,3,#,#,4,#,#,5}".

**Solution 1 – Time O (n) Space O (logn)**

// Recursive

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> inorderTraversal(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

helper(ret, root);

return ret;

}

private void helper(List<Integer> ret, TreeNode root) {

if (root == null) {

return;

}

helper(ret, root.left);

ret.add(root.val);

helper(ret, root.right);

}

}

**Solution 2– Time O (n) Space O (logn)**

// Iterative

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> inorderTraversal(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

Stack<TreeNode> s = new Stack<TreeNode>();

while (root != null || !s.isEmpty()) {

if (root != null) {

s.push(root);

root = root.left;

} else {

root = s.pop();

ret.add(root.val);

root = root.right;

}

}

return ret;

}

}

**Solution 3 – Time O (n) Space O (1)**

// Morris Algorithm

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> inorderTraversal(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

TreeNode cur = root;

TreeNode pre = null;

while (cur != null) {

if (cur.left == null) {

ret.add(cur.val);

cur = cur.right;

} else {

pre = cur.left;

while (pre.right != null && pre.right != cur) {

pre = pre.right;

}

if (pre.right == null) {

pre.right = cur;

cur = cur.left;

} else {

pre.right = null;

ret.add(cur.val);

cur = cur.right;

}

}

}

return ret;

}

}

### Unique Binary Search Trees II

Given *n*, generate all structurally unique **BST's** (binary search trees) that store values 1...*n*.

For example,  
Given *n* = 3, your program should return all 5 unique BST's shown below.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

confused what "{1,#,2,3}" means? [> read more on how binary tree is serialized on OJ.](https://leetcode.com/problems/unique-binary-search-trees-ii/)

**Solution 1 – Time O (NP) Space O (NP)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; left = null; right = null; }

\* }

\*/

public class Solution {

public List<TreeNode> generateTrees(int n) {

return helper(1, n);

}

private List<TreeNode> helper(int left, int right) {

List<TreeNode> ret = new ArrayList<TreeNode>();

if (left > right) {

ret.add(null);

return ret;

}

for (int i = left; i <= right; i++) {

List<TreeNode> leftList = helper(left, i - 1);

List<TreeNode> rightList = helper(i + 1, right);

for (int j = 0; j < leftList.size(); j++) {

for (int k = 0; k < rightList.size(); k++) {

TreeNode root = new TreeNode(i);

root.left = leftList.get(j);

root.right = rightList.get(k);

ret.add(root);

}

}

}

return ret;

}

}

### Unique Binary Search Trees

Given *n*, how many structurally unique **BST's** (binary search trees) that store values 1...*n*?

For example,  
Given *n* = 3, there are a total of 5 unique BST's.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

**Solution 1 – Time O (n^2) Space O (n)**

public class Solution {

public int numTrees(int n) {

if (n <= 0) {

return 0;

}

int[] ret = new int[n + 1];

ret[0] = 1;

ret[1] = 1;

for (int i = 2; i <= n; i++) {

for (int j = 0; j < i; j++) {

ret[i] += ret[j] \* ret[i - 1 - j];

}

}

return ret[n];

}

}

### Interleaving String

Given *s1*, *s2*, *s3*, find whether *s3* is formed by the interleaving of *s1* and *s2*.

For example,  
Given:  
*s1* = "aabcc",  
*s2* = "dbbca",

When *s3* = "aadbbcbcac", return true.  
When *s3* = "aadbbbaccc", return false.

**Solution 1 – Time O (m \* n) Space O (min (m, n))**

public class Solution {

public boolean isInterleave(String s1, String s2, String s3) {

if (s1.length() + s2.length() != s3.length()) {

return false;

}

String minWord = s1.length() > s2.length() ? s2 : s1;

String maxWord = s1.length() > s2.length() ? s1 : s2;

boolean[] ret = new boolean[minWord.length() + 1];

ret[0] = true;

for (int i = 0; i < minWord.length(); i++) {

ret[i + 1] = ret[i] && minWord.charAt(i) == s3.charAt(i);

}

for (int i = 0; i < maxWord.length(); i++) {

ret[0] = ret[0] && maxWord.charAt(i) == s3.charAt(i);

for (int j = 0; j < minWord.length(); j++) {

ret[j + 1] = ret[j + 1]

&& maxWord.charAt(i) == s3.charAt(i + j + 1) || ret[j]

&& minWord.charAt(j) == s3.charAt(i + j + 1);

}

}

return ret[minWord.length()];

}

}

**Solution 2 – O (n^2) Space O (n^2)**

public class Solution {

public boolean isInterleave(String s1, String s2, String s3) {

int l1 = s1.length();

int l2 = s2.length();

int l3 = s3.length();

if (l3 != l1 + l2) {

return false;

}

boolean[][] ret = new boolean[l1 + 1][l2 + 1];

ret[0][0] = true;

for (int j = 0; j < l2; j++) {

ret[0][j + 1] = ret[0][j] && s2.charAt(j) == s3.charAt(j);

}

for (int i = 0; i < l1; i++) {

ret[i + 1][0] = ret[i][0] && s1.charAt(i) == s3.charAt(i);

}

for (int i = 0; i < l1; i++) {

for (int j = 0; j < l2; j++) {

ret[i + 1][j + 1] = (ret[i + 1][j] && s2.charAt(j) == s3

.charAt(i + j + 1))

|| (ret[i][j + 1] && s1.charAt(i) == s3.charAt(i + j

+ 1));

}

}

return ret[l1][l2];

}

}

### Validate Binary Search Tree

Given a binary tree, determine if it is a valid binary search tree (BST).

Assume a BST is defined as follows:

* The left subtree of a node contains only nodes with keys **less than** the node's key.
* The right subtree of a node contains only nodes with keys **greater than** the node's key.
* Both the left and right subtrees must also be binary search trees.

confused what "{1,#,2,3}" means? [> read more on how binary tree is serialized on OJ.](https://leetcode.com/problems/validate-binary-search-tree/)

**Solution 1 – Time O (n) Space O (log n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public boolean isValidBST(TreeNode root) {

return helper(root, null, null);

}

private boolean helper(TreeNode root, Integer minValue, Integer maxValue) {

if (root == null) {

return true;

}

if ((minValue != null && root.val <= minValue)

|| (maxValue != null && root.val >= maxValue)) {

return false;

}

return helper(root.left, minValue, root.val)

&& helper(root.right, root.val, maxValue);

}

}

**Solution 2 – Time O (n) Space O (log n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public boolean isValidBST(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

return helper(root, ret);

}

private boolean helper(TreeNode root, List<Integer> ret) {

if (root == null) {

return true;

}

boolean left = helper(root.left, ret);

ret.add(root.val);

if (ret.size() != 1 && ret.get(ret.size() - 2) >= root.val) {

return false;

}

return left && helper(root.right, ret);

}

}

### Recover Binary Search Tree

Two elements of a binary search tree (BST) are swapped by mistake.

Recover the tree without changing its structure.

**Note:**  
A solution using O(*n*) space is pretty straight forward. Could you devise a constant space solution?

confused what "{1,#,2,3}" means? [> read more on how binary tree is serialized on OJ.](https://leetcode.com/problems/recover-binary-search-tree/)

**Solution 1 – Time O (n) Space O (n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public void recoverTree(TreeNode root) {

if (root == null)

return;

List<TreeNode> list = new ArrayList<TreeNode>();

List<TreeNode> ret = new ArrayList<TreeNode>();

helper(root, list, ret);

if (ret.size() > 0) {

int temp = ret.get(0).val;

ret.get(0).val = ret.get(1).val;

ret.get(1).val = temp;

}

}

private void helper(TreeNode root, List<TreeNode> list, List<TreeNode> ret) {

if (root == null) {

return;

}

helper(root.left, list, ret);

list.add(root);

if (list.size() != 1 && list.get(list.size() - 2).val >= root.val) {

if (ret.size() == 0) {

ret.add(list.get(list.size() - 2));

ret.add(root);

} else {

ret.set(1, root);

return;

}

}

helper(root.right, list, ret);

}

}

**Solution 2 – Time O (n) Space O (logn)**

// Use a class member to simply code

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

TreeNode prev = null;

public void recoverTree(TreeNode root) {

if (root == null) {

return;

}

List<TreeNode> ret = new ArrayList<TreeNode>();

helper(root, ret);

if (ret.size() > 0) {

int tmp = ret.get(0).val;

ret.get(0).val = ret.get(1).val;

ret.get(1).val = tmp;

}

}

public void helper(TreeNode root, List<TreeNode> ret) {

if (root == null) {

return;

}

helper(root.left, ret);

if (prev != null && prev.val > root.val) {

if (ret.size() == 0) {

ret.add(prev);

ret.add(root);

} else {

ret.set(1, root);

}

}

prev = root;

helper(root.right, ret);

}

}

### Same Tree

Given two binary trees, write a function to check if they are equal or not.

Two binary trees are considered equal if they are structurally identical and the nodes have the same value.

**Solution 1 – Time O (n) Space O (log n)**

// Recursive

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public boolean isSameTree(TreeNode p, TreeNode q) {

if (p == null && q == null) {

return true;

}

if (p == null || q == null) {

return false;

}

return p.val == q.val && isSameTree(p.left, q.left)

&& isSameTree(p.right, q.right);

}

}

**Solution 2 – Time O (n) Space O (log n)**

// Iterative

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public boolean isSameTree(TreeNode p, TreeNode q) {

Stack<TreeNode> s = new Stack<TreeNode>();

s.push(p);

s.push(q);

while (!s.isEmpty()) {

p = s.pop();

q = s.pop();

if (p == null && q == null) {

continue;

}

if (p == null || q == null) {

return false;

}

if (p.val != q.val) {

return false;

}

s.push(p.left);

s.push(q.left);

s.push(p.right);

s.push(q.right);

}

return true;

}

}

### Symmetric Tree

Given a binary tree, check whether it is a mirror of itself (ie, symmetric around its center).

For example, this binary tree is symmetric:

1

/ \

2 2

/ \ / \

3 4 4 3

But the following is not:

1

/ \

2 2

\ \

3 3

**Note:**  
Bonus points if you could solve it both recursively and iteratively.

confused what "{1,#,2,3}" means? [> read more on how binary tree is serialized on OJ.](http://oj.leetcode.com/problems/symmetric-tree/)

**OJ's Binary Tree Serialization:**

The serialization of a binary tree follows a level order traversal, where '#' signifies a path terminator where no node exists below.

Here's an example:

1

/ \

2 3

/

4

\

5

The above binary tree is serialized as "{1,2,3,#,#,4,#,#,5}".

**Solution 1 – Time O (n) Space O (log n)**

// Recursive

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public boolean isSymmetric(TreeNode root) {

if (root == null) {

return true;

}

return helper(root.left, root.right);

}

private boolean helper(TreeNode left, TreeNode right) {

if (left == null && right == null) {

return true;

}

if (left == null || right == null) {

return false;

}

return left.val == right.val && helper(left.left, right.right)

&& helper(left.right, right.left);

}

}

**Solution 2 – Time O (n) Space O (log n)**

// Iterative

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public boolean isSymmetric(TreeNode root) {

if (root == null) {

return true;

}

Stack<TreeNode> s = new Stack<TreeNode>();

s.push(root.left);

s.push(root.right);

while (!s.isEmpty()) {

TreeNode p = s.pop();

TreeNode q = s.pop();

if (p == null && q == null) {

continue;

}

if (p == null || q == null) {

return false;

}

if (p.val != q.val) {

return false;

}

s.push(p.left);

s.push(q.right);

s.push(p.right);

s.push(q.left);

}

return true;

}

}

### Binary Tree Level Order Traversal

Given a binary tree, return the *level order* traversal of its nodes' values. (ie, from left to right, level by level).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its level order traversal as:

[

[3],

[9,20],

[15,7]

]

**Solution 1 – Time O (n) Space O (n)**

// Recursive

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<List<Integer>> levelOrder(TreeNode root) {

List<List<Integer>> ret = new LinkedList<List<Integer>>();

helper(ret, root, 0);

return ret;

}

private void helper(List<List<Integer>> ret, TreeNode root, int level) {

if (root == null) {

return;

}

if (level >= ret.size()) {

ret.add(new ArrayList<Integer>());

}

ret.get(level).add(root.val);

helper(ret, root.left, level + 1);

helper(ret, root.right, level + 1);

}

}

Solution 2 – Time O (n) Space O (n)

// Iterative

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<List<Integer>> levelOrder(TreeNode root) {

List<List<Integer>> ret = new LinkedList<List<Integer>>();

if (root == null) {

return ret;

}

Queue<TreeNode> q = new LinkedList<TreeNode>();

q.offer(root);

int curNum = 0;

int preNum = 1;

List<Integer> list = new LinkedList<Integer>();

while (!q.isEmpty()) {

TreeNode cur = q.poll();

preNum--;

list.add(cur.val);

if (cur.left != null) {

q.offer(cur.left);

curNum++;

}

if (cur.right != null) {

q.offer(cur.right);

curNum++;

}

if (preNum == 0) {

preNum = curNum;

curNum = 0;

ret.add(list);

list = new LinkedList<Integer>();

}

}

return ret;

}

}

### Binary Tree Zigzag Level Order Traversal

Given a binary tree, return the *zigzag level order* traversal of its nodes' values. (ie, from left to right, then right to left for the next level and alternate between).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its zigzag level order traversal as:

[

[3],

[20,9],

[15,7]

]

confused what "{1,#,2,3}" means? [> read more on how binary tree is serialized on OJ.](https://leetcode.com/problems/binary-tree-zigzag-level-order-traversal/)

**Solution 1 – Time O (n) Space O (n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<List<Integer>> zigzagLevelOrder(TreeNode root) {

List<List<Integer>> ret = new LinkedList<List<Integer>>();

if (root == null) {

return ret;

}

Deque<TreeNode> pre = new LinkedList<TreeNode>();

pre.push(root);

int level = 1;

while (!pre.isEmpty()) {

Deque<TreeNode> cur = new LinkedList<TreeNode>();

List<Integer> list = new LinkedList<Integer>();

while (!pre.isEmpty()) {

TreeNode node = pre.pop();

list.add(node.val);

if (level % 2 == 0) {

if (node.right != null) {

cur.push(node.right);

}

if (node.left != null) {

cur.push(node.left);

}

} else {

if (node.left != null) {

cur.push(node.left);

}

if (node.right != null) {

cur.push(node.right);

}

}

}

level++;

pre = cur;

ret.add(list);

}

return ret;

}

}

### Maximum Depth of Binary Tree

Given a binary tree, find its maximum depth.

The maximum depth is the number of nodes along the longest path from the root node down to the farthest leaf node.

**Solution 1 – Time O (n) Space (log n)**

// Recursive

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public int maxDepth(TreeNode root) {

if (root == null) {

return 0;

}

return Math.max(maxDepth(root.left), maxDepth(root.right)) + 1;

}

}

**Solution 2 – Time O (n) Space O (log n)**

// Iterative

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public int maxDepth(TreeNode root) {

if (root == null) {

return 0;

}

Queue<TreeNode> q = new LinkedList<TreeNode>();

q.offer(root);

int curNum = 0;

int preNum = 1;

int level = 0;

while (!q.isEmpty()) {

TreeNode cur = q.poll();

preNum--;

if (cur.left != null) {

q.offer(cur.left);

curNum++;

}

if (cur.right != null) {

q.offer(cur.right);

curNum++;

}

if (preNum == 0) {

level++;

preNum = curNum;

curNum = 0;

}

}

return level;

}

}

### Construct Binary Tree from Preorder and Inorder Traversal

Given preorder and inorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

**Solution 1 – Time O (n) Space O (n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public TreeNode buildTree(int[] preorder, int[] inorder) {

if (preorder == null || inorder == null) {

return null;

}

HashMap<Integer, Integer> map = new HashMap<Integer, Integer>();

for (int i = 0; i < inorder.length; i++) {

map.put(inorder[i], i);

}

return helper(preorder, 0, preorder.length - 1, inorder, 0,

inorder.length - 1, map);

}

private TreeNode helper(int[] preorder, int preL, int preR, int[] inorder,

int inL, int inR, HashMap<Integer, Integer> map) {

if (preL > preR || inL > inR)

return null;

TreeNode root = new TreeNode(preorder[preL]);

int index = map.get(root.val);

root.left = helper(preorder, preL + 1, index - inL + preL, inorder,

inL, index - 1, map);

root.right = helper(preorder, preL + index - inL + 1, preR, inorder,

index + 1, inR, map);

return root;

}

}

### Construct Binary Tree from Inorder and Postorder Traversal

Given inorder and postorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

**Solution 1- Time O (n) Space O (n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public TreeNode buildTree(int[] inorder, int[] postorder) {

if (postorder == null || inorder == null) {

return null;

}

HashMap<Integer, Integer> map = new HashMap<Integer, Integer>();

for (int i = 0; i < inorder.length; i++) {

map.put(inorder[i], i);

}

return helper(postorder, 0, postorder.length - 1, inorder, 0,

inorder.length - 1, map);

}

private TreeNode helper(int[] postorder, int postL, int postR,

int[] inorder, int inL, int inR, HashMap<Integer, Integer> map) {

if (postL > postR || inL > inR)

return null;

TreeNode root = new TreeNode(postorder[postR]);

int index = map.get(root.val);

root.left = helper(postorder, postL, index - inL + postL - 1, inorder,

inL, index - 1, map);

root.right = helper(postorder, postL + index - inL, postR - 1, inorder,

index + 1, inR, map);

return root;

}

}

### Binary Tree Level Order Traversal II

Given a binary tree, return the *bottom-up level order* traversal of its nodes' values. (ie, from left to right, level by level from leaf to root).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its bottom-up level order traversal as:

[

[15,7]

[9,20],

[3],

]

**Solution 1 – Time O (n) Space O (n)**

// Recursive

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<List<Integer>> levelOrderBottom(TreeNode root) {

List<List<Integer>> ret = new LinkedList<List<Integer>>();

helper(ret, root, 0);

Collections.reverse(ret);

return ret;

}

private void helper(List<List<Integer>> ret, TreeNode root, int level) {

if (root == null) {

return;

}

if (level >= ret.size()) {

ret.add(new ArrayList<Integer>());

}

ret.get(level).add(root.val);

helper(ret, root.left, level + 1);

helper(ret, root.right, level + 1);

}

}

**Solution 2 – Time O (n) Space O (n)**

// Iterative

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<List<Integer>> levelOrderBottom(TreeNode root) {

List<List<Integer>> ret = new LinkedList<List<Integer>>();

if (root == null) {

return ret;

}

Queue<TreeNode> q = new LinkedList<TreeNode>();

q.offer(root);

int curNum = 0;

int preNum = 1;

List<Integer> list = new LinkedList<Integer>();

while (!q.isEmpty()) {

TreeNode cur = q.poll();

preNum--;

list.add(cur.val);

if (cur.left != null) {

q.offer(cur.left);

curNum++;

}

if (cur.right != null) {

q.offer(cur.right);

curNum++;

}

if (preNum == 0) {

preNum = curNum;

curNum = 0;

ret.add(list);

list = new LinkedList<Integer>();

}

}

Collections.reverse(ret);

return ret;

}

}

### Convert Sorted Array to Binary Search Tree

Given an array where elements are sorted in ascending order, convert it to a height balanced BST

**Solution 1 – Time O (n) Space O (n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public TreeNode sortedArrayToBST(int[] num) {

if (num == null || num.length == 0) {

return null;

}

return helper(num, 0, num.length - 1);

}

private TreeNode helper(int[] num, int l, int r) {

if (l > r) {

return null;

}

int mid = (l + r) / 2;

TreeNode root = new TreeNode(num[mid]);

root.left = helper(num, l, mid - 1);

root.right = helper(num, mid + 1, r);

return root;

}

}

### Convert Sorted List to Binary Search Tree

Given a singly linked list where elements are sorted in ascending order, convert it to a height balanced BST.

**Solution 1 – Time O (n) Space O (log n)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; next = null; }

\* }

\*/

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public TreeNode sortedListToBST(ListNode head) {

if (head == null) {

return null;

}

ListNode cur = head;

int count = 0;

while (cur != null) {

cur = cur.next;

count++;

}

List<ListNode> list = new ArrayList<ListNode>();

list.add(head);

return helper(list, 0, count - 1);

}

private TreeNode helper(List<ListNode> list, int l, int r) {

if (l > r) {

return null;

}

int m = (l + r) / 2;

TreeNode left = helper(list, l, m - 1);

TreeNode root = new TreeNode(list.get(0).val);

root.left = left;

list.set(0, list.get(0).next);

root.right = helper(list, m + 1, r);

return root;

}

}

### Balanced Binary Tree

Given a binary tree, determine if it is height-balanced.

For this problem, a height-balanced binary tree is defined as a binary tree in which the depth of the two subtrees of *every* node never differ by more than 1.

**Solution 1 – Time O (n) Space O (log n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public boolean isBalanced(TreeNode root) {

return helper(root) >= 0;

}

private int helper(TreeNode root) {

if (root == null) {

return 0;

}

int left = helper(root.left);

int right = helper(root.right);

if (left < 0 || right < 0) {

return -1;

}

if (Math.abs(left - right) > 1) {

return -1;

}

return Math.max(left, right) + 1;

}

}

**Solution 2 – Time O (n^2) Space O (n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public boolean isBalanced(TreeNode root) {

if (root == null)

return true;

return Math.abs(maxDepth(root.left) - maxDepth(root.right)) <= 1

&& isBalanced(root.left) && isBalanced(root.right);

}

public int maxDepth(TreeNode root) {

if (root == null)

return 0;

return Math.max(maxDepth(root.left), maxDepth(root.right)) + 1;

}

}

### Minimum Depth of Binary Tree

Given a binary tree, find its minimum depth.

The minimum depth is the number of nodes along the shortest path from the root node down to the nearest leaf node.

**Solution 1 – Time O (log n), Space O (log n)**

// Recursive

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public int minDepth(TreeNode root) {

if (root == null) {

return 0;

}

if (root.left == null) {

return minDepth(root.right) + 1;

}

if (root.right == null) {

return minDepth(root.left) + 1;

}

return Math.min(minDepth(root.left), minDepth(root.right)) + 1;

}

}

**Solution 2 – Time O (log n), Space O (log n)**

// Iterative

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public int minDepth(TreeNode root) {

if (root == null) {

return 0;

}

Queue<TreeNode> q = new LinkedList<TreeNode>();

q.offer(root);

int curNum = 0;

int preNum = 1;

int level = 0;

while (!q.isEmpty()) {

TreeNode cur = q.poll();

preNum--;

if (cur.left == null && cur.right == null) {

return level + 1;

}

if (cur.left != null) {

q.offer(cur.left);

curNum++;

}

if (cur.right != null) {

q.offer(cur.right);

curNum++;

}

if (preNum == 0) {

level++;

preNum = curNum;

curNum = 0;

}

}

return level;

}

}

### Path Sum

Given a binary tree and a sum, determine if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum.

For example:  
Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ \

7 2 1

return true, as there exist a root-to-leaf path 5->4->11->2 which sum is 22.

**Solution 1 – Time O (n) Space O (log n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public boolean hasPathSum(TreeNode root, int sum) {

if (root == null) {

return false;

}

if (root.left == null && root.right == null && root.val == sum) {

return true;

}

return hasPathSum(root.left, sum - root.val)

|| hasPathSum(root.right, sum - root.val);

}

}

### Path Sum II

Given a binary tree and a sum, find all root-to-leaf paths where each path's sum equals the given sum.

For example:  
Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ / \

7 2 5 1

return

[

[5,4,11,2],

[5,8,4,5]

]

**Solution 1 – Time O (n) Space O (k log n)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<List<Integer>> pathSum(TreeNode root, int sum) {

List<List<Integer>> ret = new LinkedList<List<Integer>>();

helper(ret, new LinkedList<Integer>(), root, sum);

return ret;

}

public void helper(List<List<Integer>> ret, List<Integer> cur, TreeNode root, int sum) {

if (root == null) {

return;

}

cur.add(root.val);

if (root.left == null && root.right == null && root.val == sum) {

ret.add(new LinkedList<Integer>(cur));

}

helper(ret, cur, root.left, sum - root.val);

helper(ret, cur, root.right, sum - root.val);

cur.remove(cur.size() - 1);

}

}

**Solution 2 – Time O (n) Space O (k log n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<List<Integer>> pathSum(TreeNode root, int sum) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (root == null) {

return ret;

}

List<Integer> item = new ArrayList<Integer>();

item.add(root.val);

helper(root, sum - root.val, item, ret);

return ret;

}

private void helper(TreeNode root, int sum, List<Integer> item,

List<List<Integer>> ret) {

if (root.left == null && root.right == null && sum == 0) {

ret.add(new ArrayList<Integer>(item));

return;

}

if (root.left != null) {

item.add(root.left.val);

helper(root.left, sum - root.left.val, item, ret);

item.remove(item.size() - 1);

}

if (root.right != null) {

item.add(root.right.val);

helper(root.right, sum - root.right.val, item, ret);

item.remove(item.size() - 1);

}

}

}

### Flatten Binary Tree to Linked List

Given a binary tree, flatten it to a linked list in-place.

For example,  
Given

1

/ \

2 5

/ \ \

3 4 6

The flattened tree should look like:

1

\

2

\

3

\

4

\

5

\

6

[click to show hints.](https://leetcode.com/problems/flatten-binary-tree-to-linked-list/)

**Hints:**

If you notice carefully in the flattened tree, each node's right child points to the next node of a pre-order traversal.

**Solution 1 – Time O (n) Space O (log n)**

// Recursive

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public void flatten(TreeNode root) {

List<TreeNode> ret = new ArrayList<TreeNode>();

ret.add(null);

helper(ret, root);

}

private void helper(List<TreeNode> ret, TreeNode root) {

if (root == null) {

return;

}

TreeNode right = root.right;

if (ret.get(0) != null) {

ret.get(0).left = null;

ret.get(0).right = root;

}

ret.set(0, root);

root.right = right;

helper(ret, root.left);

helper(ret, right);

}

}

**Solution 2 – Time O (n) Space O (log n)**

// Iterative

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public void flatten(TreeNode root) {

if (root == null) {

return;

}

Stack<TreeNode> s = new Stack<TreeNode>();

s.push(root);

while (!s.isEmpty()) {

TreeNode p = s.pop();

if (p.right != null) {

s.push(p.right);

}

if (p.left != null) {

s.push(p.left);

}

p.left = null;

if (!s.isEmpty()) {

p.right = s.peek();

}

}

}

}

### Distinct Subsequences

Given a string **S** and a string **T**, count the number of distinct subsequences of **T** in **S**.

A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, "ACE" is a subsequence of "ABCDE" while "AEC" is not).

Here is an example:  
**S** = "rabbbit", **T** = "rabbit"

Return 3.

**Solution 1 – Time O (m \* n) Space O (m)**

public class Solution {

public int numDistinct(String s, String t) {

if (s == null || t == null) {

return 0;

}

if (t.length() == 0) {

return 1;

}

if (s.length() == 0) {

return 0;

}

int[] ret = new int[t.length() + 1];

ret[0] = 1;

for (int i = 0; i < s.length(); i++) {

for (int j = t.length() - 1; j >= 0; j--) {

if (s.charAt(i) == t.charAt(j)) {

ret[j + 1] = ret[j + 1] + ret[j];

} else {

ret[j + 1] = ret[j + 1];

}

}

}

return ret[t.length()];

}

}

### Populating Next Right Pointers in Each Node

Given a binary tree

struct TreeLinkNode {

TreeLinkNode \*left;

TreeLinkNode \*right;

TreeLinkNode \*next;

}

Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.

Initially, all next pointers are set to NULL.

**Note:**

* You may only use constant extra space.
* You may assume that it is a perfect binary tree (ie, all leaves are at the same level, and every parent has two children).

For example,  
Given the following perfect binary tree,

1

/ \

2 3

/ \ / \

4 5 6 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ / \

4->5->6->7 -> NULL

**Solution 1 – Time O (n) Space O (log n)**

// Recursive

/\*\*

\* Definition for binary tree with next pointer.

\* public class TreeLinkNode {

\* int val;

\* TreeLinkNode left, right, next;

\* TreeLinkNode(int x) { val = x; }

\* }

\*/

public class Solution {

public void connect(TreeLinkNode root) {

connect(root, null);

}

public void connect(TreeLinkNode root, TreeLinkNode sibling) {

if (root == null) {

return;

} else {

root.next = sibling;

}

connect(root.left, root.right);

if (sibling == null) {

connect(root.right, null);

} else {

connect(root.right, sibling.left);

}

}

}

**Solution 2 – Time O (n) Space O (1)**

// Iterative

/\*\*

\* Definition for binary tree with next pointer.

\* public class TreeLinkNode {

\* int val;

\* TreeLinkNode left, right, next;

\* TreeLinkNode(int x) { val = x; }

\* }

\*/

public class Solution {

public void connect(TreeLinkNode root) {

if (root == null) {

return;

}

TreeLinkNode cur;

while (root.left != null) {

cur = root;

while (cur != null) {

cur.left.next = cur.right;

if (cur.next != null) {

cur.right.next = cur.next.left;

}

cur = cur.next;

}

root = root.left;

}

}

}

### Populating Next Right Pointers in Each Node II

Follow up for problem "*Populating Next Right Pointers in Each Node*".

What if the given tree could be any binary tree? Would your previous solution still work?

**Note:**

* You may only use constant extra space.

For example,  
Given the following binary tree,

1

/ \

2 3

/ \ \

4 5 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ \

4-> 5 -> 7 -> NULL

**Solution 1 – Time O (n) Space O(1)**

// Level order

/\*\*

\* Definition for binary tree with next pointer.

\* public class TreeLinkNode {

\* int val;

\* TreeLinkNode left, right, next;

\* TreeLinkNode(int x) { val = x; }

\* }

\*/

public class Solution {

public void connect(TreeLinkNode root) {

if (root == null) {

return;

}

Queue<TreeLinkNode> q = new LinkedList<TreeLinkNode>();

q.offer(root);

int preNum = 1;

int curNum = 0;

while (!q.isEmpty()) {

TreeLinkNode node = q.poll();

preNum--;

if (node.left != null) {

q.offer(node.left);

curNum++;

}

if (node.right != null) {

q.offer(node.right);

curNum++;

}

if (preNum == 0) {

node.next = null;

preNum = curNum;

curNum = 0;

} else {

node.next = q.peek();

}

}

}

}

**Solution 2 – Time O (n) Space O(1)**

/\*\*

\* Definition for binary tree with next pointer.

\* public class TreeLinkNode {

\* int val;

\* TreeLinkNode left, right, next;

\* TreeLinkNode(int x) { val = x; }

\* }

\*/

public class Solution {

public void connect(TreeLinkNode root) {

TreeLinkNode head = null; // head of the next level

TreeLinkNode prev = null; // the leading node on the next level

TreeLinkNode cur = root; // current node of current level

while (cur != null) {

while (cur != null) { // iterate on the current level

// left child

if (cur.left != null) {

if (prev != null) {

prev.next = cur.left;

} else {

head = cur.left;

}

prev = cur.left;

}

// right child

if (cur.right != null) {

if (prev != null) {

prev.next = cur.right;

} else {

head = cur.right;

}

prev = cur.right;

}

// move to next node

cur = cur.next;

}

// move to next level

cur = head;

head = null;

prev = null;

}

}

}

### Pascal's Triangle

Given *numRows*, generate the first *numRows* of Pascal's triangle.

For example, given *numRows* = 5,  
Return

[

[1],

[1,1],

[1,2,1],

[1,3,3,1],

[1,4,6,4,1]

]

**Solution 1 - Time O (n^2) Space O (1)**

public class Solution {

public List<List<Integer>> generate(int numRows) {

List<List<Integer>> ret = new ArrayList<List<Integer>>();

if (numRows < 1) {

return ret;

}

List<Integer> preList = new ArrayList<Integer>();

preList.add(1);

ret.add(preList);

for (int i = 2; i <= numRows; i++) {

List<Integer> curList = new ArrayList<Integer>();

curList.add(1);

for (int j = 1; j < i - 1; j++) {

curList.add(preList.get(j - 1) + preList.get(j));

}

curList.add(1);

ret.add(curList);

preList = curList;

}

return ret;

}

}

### Pascal's Triangle II

Given an index *k*, return the *k*th row of the Pascal's triangle.

For example, given *k* = 3,  
Return [1,3,3,1].

**Note:**  
Could you optimize your algorithm to use only *O*(*k*) extra space?

**Solution 1 – Time O (n^2) Space O (1)**

public class Solution {

public List<Integer> getRow(int rowIndex) {

List<Integer> ret = new ArrayList<Integer>();

if (rowIndex < 0) {

return ret;

}

ret.add(1);

for (int i = 1; i <= rowIndex; i++) {

for (int j = i - 1; j > 0; j--) {

ret.set(j, ret.get(j) + ret.get(j - 1));

}

ret.add(1);

}

return ret;

}

}

### Triangle

Given a triangle, find the minimum path sum from top to bottom. Each step you may move to adjacent numbers on the row below.

For example, given the following triangle

[

[2],

[3,4],

[6,5,7],

[4,1,8,3]

]

The minimum path sum from top to bottom is 11 (i.e., 2 + 3 + 5 + 1 = 11).

**Note:**  
Bonus point if you are able to do this using only *O*(*n*) extra space, where *n* is the total number of rows in the triangle.

**Solution 1 – Time O (n^2) Space O (n)**

public class Solution {

public int minimumTotal(List<List<Integer>> triangle) {

if (triangle.size() <= 0) {

return 0;

}

int size = triangle.size();

int[] ret = new int[size];

for (int i = 0; i < size; i++) {

ret[i] = triangle.get(size - 1).get(i);

}

for (int i = size - 2; i >= 0; i--) {

for (int j = 0; j <= i; j++) {

ret[j] = Math.min(ret[j], ret[j + 1]) + triangle.get(i).get(j);

}

}

return ret[0];

}

}

### Best Time to Buy and Sell Stock

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

If you were only permitted to complete at most one transaction (ie, buy one and sell one share of the stock), design an algorithm to find the maximum profit.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int maxProfit(int[] prices) {

if (prices == null || prices.length < 2) {

return 0;

}

int min = prices[0];

int profit = 0;

for (int i = 1; i < prices.length; i++) {

profit = Math.max(profit, prices[i] - min);

min = Math.min(min, prices[i]);

}

return profit;

}

}

### Best Time to Buy and Sell Stock II

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (ie, buy one and sell one share of the stock multiple times). However, you may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int maxProfit(int[] prices) {

if (prices == null || prices.length == 0) {

return 0;

}

int profit = 0;

for (int i = 1; i < prices.length; i++) {

if (prices[i] - prices[i - 1] > 0) {

profit += prices[i] - prices[i - 1];

}

}

return profit;

}

}

### Best Time to Buy and Sell Stock III

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete at most *two* transactions.

**Note:**  
You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

**Solution 1 – Time O (n\*k) Space O (k)**

public class Solution {

public int maxProfit(int[] prices) {

if (prices == null || prices.length == 0) {

return 0;

}

int[] local = new int[3];

int[] global = new int[3];

for (int i = 0; i < prices.length - 1; i++) {

int diff = prices[i + 1] - prices[i];

for (int j = 2; j >= 1; j--) {

local[j] = Math.max(global[j - 1] + (diff > 0 ? diff : 0),

local[j] + diff);

global[j] = Math.max(local[j], global[j]);

}

}

return global[2];

}

}

### Binary Tree Maximum Path Sum

Given a binary tree, find the maximum path sum.

The path may start and end at any node in the tree.

For example:  
Given the below binary tree,

1

/ \

2 3

Return 6.

**Solution 1 – Time O (n) Space O (log n)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public int maxPathSum(TreeNode root) {

if (root == null) {

return 0;

}

ArrayList<Integer> ret = new ArrayList<Integer>();

ret.add(Integer.MIN\_VALUE);

helper(root, ret);

return ret.get(0);

}

private int helper(TreeNode root, ArrayList<Integer> ret) {

if (root == null)

return 0;

int left = helper(root.left, ret);

int right = helper(root.right, ret);

int cur = root.val + (left > 0 ? left : 0) + (right > 0 ? right : 0);

if (cur > ret.get(0)) {

ret.set(0, cur);

}

return root.val + Math.max(left, Math.max(right, 0));

}

}

### Valid Palindrome

Given a string, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

For example,  
"A man, a plan, a canal: Panama" is a palindrome.  
"race a car" is *not* a palindrome.

**Note:**  
Have you consider that the string might be empty? This is a good question to ask during an interview.

For the purpose of this problem, we define empty string as valid palindrome.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public boolean isPalindrome(String s) {

if (s == null || s.length() == 0) {

return true;

}

int l = 0;

int r = s.length() - 1;

while (l < r) {

while (l < r && !Character.isLetterOrDigit(s.charAt(l))) {

l++;

}

while (l < r && !Character.isLetterOrDigit(s.charAt(r))) {

r--;

}

if (Character.toLowerCase(s.charAt(l)) != Character.toLowerCase(s

.charAt(r))) {

return false;

}

l++;

r--;

}

return true;

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public boolean isPalindrome(String s) {

if (s == null || s.length() == 0) {

return true;

}

int l = 0;

int r = s.length() - 1;

while (l < r) {

if (!isValid(s.charAt(l))) {

l++;

continue;

}

if (!isValid(s.charAt(r))) {

r--;

continue;

}

if (!isSame(s.charAt(l), s.charAt(r))) {

return false;

}

l++;

r--;

}

return true;

}

private boolean isValid(char c) {

if (c >= 'a' && c <= 'z' || c >= 'A' && c <= 'Z' || c >= '0'

&& c <= '9') {

return true;

} else {

return false;

}

}

private boolean isSame(char c1, char c2) {

if (c1 >= 'A' && c1 <= 'Z') {

c1 = (char) (c1 - 'A' + 'a');

}

if (c2 >= 'A' && c2 <= 'Z') {

c2 = (char) (c2 - 'A' + 'a');

}

return c1 == c2;

}

}

### Word Ladder II

Given two words (*start* and *end*), and a dictionary, find all shortest transformation sequence(s) from *start* to *end*, such that:

1. Only one letter can be changed at a time
2. Each intermediate word must exist in the dictionary

For example,

Given:  
*start* = "hit"  
*end* = "cog"  
*dict* = ["hot","dot","dog","lot","log"]

Return

[

["hit","hot","dot","dog","cog"],

["hit","hot","lot","log","cog"]

]

**Solution 1 – Time O (?) Space O (?)**

public class Solution {

public List<List<String>> findLadders(String start, String end,

Set<String> dict) {

List<List<String>> ret = new ArrayList<List<String>>();

Set<String> unvisitedSet = new HashSet<String>();

unvisitedSet.addAll(dict);

unvisitedSet.add(start);

unvisitedSet.remove(end);

Map<String, List<String>> nextMap = new HashMap<String, List<String>>();

for (String e : unvisitedSet) {

nextMap.put(e, new ArrayList<String>());

}

Queue<StringWithLevel> queue = new LinkedList<StringWithLevel>();

queue.add(new StringWithLevel(end, 0));

boolean found = false;

int finalLevel = Integer.MAX\_VALUE;

int curLevel = 0;

int preLevel = 0;

Set<String> visitedCurLevel = new HashSet<String>();

while (!queue.isEmpty()) {

StringWithLevel cur = queue.poll();

String curStr = cur.str;

curLevel = cur.level;

if (found && curLevel > finalLevel) {

break;

}

if (curLevel > preLevel) {

unvisitedSet.removeAll(visitedCurLevel);

}

preLevel = curLevel;

char[] curStrCharArray = curStr.toCharArray();

for (int i = 0; i < curStr.length(); ++i) {

char originalChar = curStrCharArray[i];

boolean foundCurCycle = false;

for (char c = 'a'; c <= 'z'; ++c) {

curStrCharArray[i] = c;

String newStr = new String(curStrCharArray);

if (c != originalChar && unvisitedSet.contains(newStr)) {

nextMap.get(newStr).add(curStr);

if (newStr.equals(start)) {

found = true;

finalLevel = curLevel;

foundCurCycle = true;

break;

}

if (visitedCurLevel.add(newStr)) {

queue.add(new StringWithLevel(newStr, curLevel + 1));

}

}

}

if (foundCurCycle) {

break;

}

curStrCharArray[i] = originalChar;

}

}

if (found) {

ArrayList<String> list = new ArrayList<String>();

list.add(start);

getPaths(start, end, list, finalLevel + 1, nextMap, ret);

}

return ret;

}

private void getPaths(String cur, String end, List<String> list, int level,

Map<String, List<String>> nextMap, List<List<String>> ret) {

if (cur.equals(end)) {

ret.add(new ArrayList<String>(list));

} else if (level > 0) {

List<String> parentsSet = nextMap.get(cur);

for (String parent : parentsSet) {

list.add(parent);

getPaths(parent, end, list, level - 1, nextMap, ret);

list.remove(list.size() - 1);

}

}

}

}

class StringWithLevel {

String str;

int level;

public StringWithLevel(String str, int level) {

this.str = str;

this.level = level;

}

}

### Word Ladder

Given two words (*beginWord* and *endWord*), and a dictionary, find the length of shortest transformation sequence from *beginWord* to *endWord*, such that:

1. Only one letter can be changed at a time
2. Each intermediate word must exist in the dictionary

For example,

Given:  
*start* = "hit"  
*end* = "cog"  
*dict* = ["hot","dot","dog","lot","log"]

As one shortest transformation is "hit" -> "hot" -> "dot" -> "dog" -> "cog",  
return its length 5.

**Note:**

* Return 0 if there is no such transformation sequence.
* All words have the same length.
* All words contain only lowercase alphabetic characters.

**Solution 1 – Time O (min (26^L, size (dict)) Space O (min (26^L, size (dict))**

public class Solution {

public int ladderLength(String beginWord, String endWord,

Set<String> wordDict) {

if (beginWord == null || endWord == null || beginWord.length() == 0

|| endWord.length() == 0

|| beginWord.length() != endWord.length()) {

return 0;

}

Queue<String> queue = new LinkedList<String>();

Set<String> visited = new HashSet<String>();

int level = 1;

int lastNum = 1;

int curNum = 0;

queue.offer(beginWord);

visited.add(beginWord);

while (!queue.isEmpty()) {

String cur = queue.poll();

lastNum--;

for (int i = 0; i < cur.length(); i++) {

char[] charCur = cur.toCharArray();

for (char c = 'a'; c <= 'z'; c++) {

charCur[i] = c;

String temp = new String(charCur);

if (temp.equals(endWord)) {

return level + 1;

}

if (wordDict.contains(temp) && !visited.contains(temp)) {

curNum++;

queue.offer(temp);

visited.add(temp);

}

}

}

if (lastNum == 0) {

lastNum = curNum;

curNum = 0;

level++;

}

}

return 0;

}

}

### Longest Consecutive Sequence

Given an unsorted array of integers, find the length of the longest consecutive elements sequence.

For example,  
Given [100, 4, 200, 1, 3, 2],  
The longest consecutive elements sequence is [1, 2, 3, 4]. Return its length: 4.

Your algorithm should run in O(*n*) complexity.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public int longestConsecutive(int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

HashSet<Integer> set = new HashSet<Integer>();

int ret = 1;

for (int i = 0; i < nums.length; i++) {

set.add(nums[i]);

}

while (!set.isEmpty()) {

Iterator<Integer> iter = set.iterator();

int item = iter.next();

set.remove(item);

int len = 1;

int i = item - 1;

while (set.contains(i)) {

set.remove(i--);

len++;

}

i = item + 1;

while (set.contains(i)) {

set.remove(i++);

len++;

}

if (len > ret) {

ret = len;

}

}

return ret;

}

}

### Sum Root to Leaf Numbers

Given a binary tree containing digits from 0-9 only, each root-to-leaf path could represent a number.

An example is the root-to-leaf path 1->2->3 which represents the number 123.

Find the total sum of all root-to-leaf numbers.

For example,

1

/ \

2 3

The root-to-leaf path 1->2 represents the number 12.  
The root-to-leaf path 1->3 represents the number 13.

Return the sum = 12 + 13 = 25.

**Solution 1 – Time O (n) Space O (log n)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public int sumNumbers(TreeNode root) {

return helper(root, 0);

}

int helper(TreeNode root, int sum) {

if (root == null) {

return 0;

}

if (root.left == null && root.right == null) {

return sum \* 10 + root.val;

}

return helper(root.left, sum \* 10 + root.val)

+ helper(root.right, sum \* 10 + root.val);

}

}

### Surrounded Regions

Given a 2D board containing 'X' and 'O', capture all regions surrounded by 'X'.

A region is captured by flipping all 'O's into 'X's in that surrounded region.

For example,

X X X X

X O O X

X X O X

X O X X

After running your function, the board should be:

X X X X

X X X X

X X X X

X O X X

**Solution 1 – Time O (m\*n) Space O (m+n)**

public class Solution {

public void solve(char[][] board) {

if (board == null || board.length <= 1 || board[0].length <= 1) {

return;

}

for (int i = 0; i < board[0].length; i++) {

fill(board, 0, i);

fill(board, board.length - 1, i);

}

for (int i = 1; i < board.length - 1; i++) {

fill(board, i, 0);

fill(board, i, board[0].length - 1);

}

for (int i = 0; i < board.length; i++) {

for (int j = 0; j < board[0].length; j++) {

if (board[i][j] == 'O') {

board[i][j] = 'X';

} else if (board[i][j] == '#') {

board[i][j] = 'O';

}

}

}

}

void fill(char[][] board, int i, int j) {

if (board[i][j] != 'O') {

return;

}

board[i][j] = '#';

Queue<Integer> queue = new LinkedList<Integer>();

int code = i \* board[0].length + j;

queue.offer(code);

while (!queue.isEmpty()) {

code = queue.poll();

int row = code / board[0].length;

int col = code % board[0].length;

if (row > 0 && board[row - 1][col] == 'O') {

queue.offer((row - 1) \* board[0].length + col);

board[row - 1][col] = '#';

}

if (row < board.length - 1 && board[row + 1][col] == 'O') {

queue.offer((row + 1) \* board[0].length + col);

board[row + 1][col] = '#';

}

if (col > 0 && board[row][col - 1] == 'O') {

queue.offer(row \* board[0].length + col - 1);

board[row][col - 1] = '#';

}

if (col < board[0].length - 1 && board[row][col + 1] == 'O') {

queue.offer(row \* board[0].length + col + 1);

board[row][col + 1] = '#';

}

}

}

}

### Palindrome Partitioning

Given a string *s*, partition *s* such that every substring of the partition is a palindrome.

Return all possible palindrome partitioning of *s*.

For example, given *s* = "aab",  
Return

[

["aa","b"],

["a","a","b"]

]

**Solution 1 – Time O (2^n) Space O (n^2)**

public class Solution {

public List<List<String>> partition(String s) {

List<List<String>> ret = new ArrayList<List<String>>();

if (s == null || s.length() == 0)

return ret;

helper(s, getDict(s), 0, new ArrayList<String>(), ret);

return ret;

}

private void helper(String s, boolean[][] dict, int start,

List<String> item, List<List<String>> ret) {

if (start == s.length()) {

ret.add(new ArrayList<String>(item));

return;

}

for (int i = start; i < s.length(); i++) {

if (dict[start][i]) {

item.add(s.substring(start, i + 1));

helper(s, dict, i + 1, item, ret);

item.remove(item.size() - 1);

}

}

}

private boolean[][] getDict(String s) {

boolean[][] dict = new boolean[s.length()][s.length()];

for (int i = s.length() - 1; i >= 0; i--) {

for (int j = i; j < s.length(); j++) {

if (s.charAt(i) == s.charAt(j)

&& ((j - i < 2) || dict[i + 1][j - 1])) {

dict[i][j] = true;

}

}

}

return dict;

}

}

### Palindrome Partitioning II

Given a string *s*, partition *s* such that every substring of the partition is a palindrome.

Return the minimum cuts needed for a palindrome partitioning of *s*.

For example, given *s* = "aab",  
Return 1 since the palindrome partitioning ["aa","b"] could be produced using 1 cut.

**Solution 1 – Time O (n^2) Space O (n^2)**

public class Solution {

public int minCut(String s) {

if (s == null || s.length() == 0) {

return 0;

}

boolean[][] dict = getDict(s);

int[] res = new int[s.length() + 1];

res[0] = 0;

for (int i = 0; i < s.length(); i++) {

res[i + 1] = i + 1;

for (int j = 0; j <= i; j++) {

if (dict[j][i]) {

res[i + 1] = Math.min(res[i + 1], res[j] + 1);

}

}

}

return res[s.length()] - 1;

}

private boolean[][] getDict(String s) {

boolean[][] dict = new boolean[s.length()][s.length()];

for (int i = s.length() - 1; i >= 0; i--) {

for (int j = i; j < s.length(); j++) {

if (s.charAt(i) == s.charAt(j)

&& ((j - i < 2) || dict[i + 1][j - 1])) {

dict[i][j] = true;

}

}

}

return dict;

}

}

### Clone Graph

Clone an undirected graph. Each node in the graph contains a label and a list of its neighbors.

**OJ's undirected graph serialization:**

Nodes are labeled uniquely.

We use # as a separator for each node, and , as a separator for node label and each neighbor of the node.

As an example, consider the serialized graph {0,1,2#1,2#2,2}.

The graph has a total of three nodes, and therefore contains three parts as separated by #.

1. First node is labeled as 0. Connect node 0 to both nodes 1 and 2.
2. Second node is labeled as 1. Connect node 1 to node 2.
3. Third node is labeled as 2. Connect node 2 to node 2 (itself), thus forming a self-cycle.

Visually, the graph looks like the following:

1

/ \

/ \

0 --- 2

/ \

\\_/

**Solution 1 – Time O (n) Space O (n)**

// BFS

/\*\*

\* Definition for undirected graph.

\* class UndirectedGraphNode {

\* int label;

\* List<UndirectedGraphNode> neighbors;

\* UndirectedGraphNode(int x) { label = x; neighbors = new ArrayList<UndirectedGraphNode>(); }

\* };

\*/

public class Solution {

public UndirectedGraphNode cloneGraph(UndirectedGraphNode node) {

if (node == null) {

return null;

}

Queue<UndirectedGraphNode> queue = new LinkedList<UndirectedGraphNode>();

Map<UndirectedGraphNode, UndirectedGraphNode> map = new HashMap<UndirectedGraphNode, UndirectedGraphNode>();

UndirectedGraphNode copy = new UndirectedGraphNode(node.label);

map.put(node, copy);

queue.offer(node);

while (!queue.isEmpty()) {

UndirectedGraphNode cur = queue.poll();

for (int i = 0; i < cur.neighbors.size(); i++) {

if (!map.containsKey(cur.neighbors.get(i))) {

copy = new UndirectedGraphNode(cur.neighbors.get(i).label);

map.put(cur.neighbors.get(i), copy);

queue.offer(cur.neighbors.get(i));

}

map.get(cur).neighbors.add(map.get(cur.neighbors.get(i)));

}

}

return map.get(node);

}

}

**Solution 2 – Time O (n) Space O (n)**

// DFS iterative

/\*\*

\* Definition for undirected graph.

\* class UndirectedGraphNode {

\* int label;

\* List<UndirectedGraphNode> neighbors;

\* UndirectedGraphNode(int x) { label = x; neighbors = new ArrayList<UndirectedGraphNode>(); }

\* };

\*/

public class Solution {

public UndirectedGraphNode cloneGraph(UndirectedGraphNode node) {

if (node == null) {

return null;

}

Stack<UndirectedGraphNode> stack = new Stack<UndirectedGraphNode>();

Map<UndirectedGraphNode, UndirectedGraphNode> map = new HashMap<UndirectedGraphNode, UndirectedGraphNode>();

stack.push(node);

UndirectedGraphNode copy = new UndirectedGraphNode(node.label);

map.put(node, copy);

while (!stack.isEmpty()) {

UndirectedGraphNode cur = stack.pop();

for (int i = 0; i < cur.neighbors.size(); i++) {

if (!map.containsKey(cur.neighbors.get(i))) {

copy = new UndirectedGraphNode(cur.neighbors.get(i).label);

map.put(cur.neighbors.get(i), copy);

stack.push(cur.neighbors.get(i));

}

map.get(cur).neighbors.add(map.get(cur.neighbors.get(i)));

}

}

return map.get(node);

}

}

**Solution 3 – Time O (n) Space O (n)**

// DFS recursive 1

/\*\*

\* Definition for undirected graph.

\* class UndirectedGraphNode {

\* int label;

\* List<UndirectedGraphNode> neighbors;

\* UndirectedGraphNode(int x) { label = x; neighbors = new ArrayList<UndirectedGraphNode>(); }

\* };

\*/

public class Solution {

public UndirectedGraphNode cloneGraph(UndirectedGraphNode graph) {

if (graph == null)

return null;

Map<UndirectedGraphNode, UndirectedGraphNode> map = new HashMap<>();

return DFS(graph, map);

}

private UndirectedGraphNode DFS(UndirectedGraphNode graph,

Map<UndirectedGraphNode, UndirectedGraphNode> map) {

if (map.containsKey(graph)) {

return map.get(graph);

}

UndirectedGraphNode graphCopy = new UndirectedGraphNode(graph.label);

map.put(graph, graphCopy);

for (UndirectedGraphNode neighbor : graph.neighbors) {

graphCopy.neighbors.add(DFS(neighbor, map));

}

return graphCopy;

}

}

**Solution 4 – Time O (n) Space O (n)**

// DFS recursive 2

/\*\*

\* Definition for undirected graph.

\* class UndirectedGraphNode {

\* int label;

\* List<UndirectedGraphNode> neighbors;

\* UndirectedGraphNode(int x) { label = x; neighbors = new ArrayList<UndirectedGraphNode>(); }

\* };

\*/

public class Solution {

public UndirectedGraphNode cloneGraph(UndirectedGraphNode node) {

if (node == null) {

return null;

}

HashMap<UndirectedGraphNode, UndirectedGraphNode> map = new HashMap<UndirectedGraphNode, UndirectedGraphNode>();

UndirectedGraphNode copy = new UndirectedGraphNode(node.label);

map.put(node, copy);

helper(node, map);

return map.get(node);

}

private void helper(UndirectedGraphNode node,

HashMap<UndirectedGraphNode, UndirectedGraphNode> map) {

for (int i = 0; i < node.neighbors.size(); i++) {

UndirectedGraphNode cur = node.neighbors.get(i);

if (!map.containsKey(cur)) {

UndirectedGraphNode copy = new UndirectedGraphNode(cur.label);

map.put(cur, copy);

helper(cur, map);

}

map.get(node).neighbors.add(map.get(cur));

}

}

}

### Gas Station

There are *N* gas stations along a circular route, where the amount of gas at station *i* is gas[i].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel from station *i* to its next station (*i*+1). You begin the journey with an empty tank at one of the gas stations.

Return the starting gas station's index if you can travel around the circuit once, otherwise return -1.

**Note:**  
The solution is guaranteed to be unique.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int canCompleteCircuit(int[] gas, int[] cost) {

if (gas == null || cost == null || gas.length == 0 || cost.length == 0

|| gas.length != cost.length) {

return -1;

}

int sum = 0;

int total = 0;

int start = -1;

for (int i = 0; i < gas.length; i++) {

int diff = gas[i] - cost[i];

sum += diff;

total += diff;

if (sum < 0) {

sum = 0;

start = i;

}

}

return total >= 0 ? start + 1 : -1;

}

}

### Candy

There are *N* children standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following requirements:

* Each child must have at least one candy.
* Children with a higher rating get more candies than their neighbors.

What is the minimum candies you must give?

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public int candy(int[] ratings) {

if (ratings == null || ratings.length == 0) {

return 0;

}

int[] nums = new int[ratings.length];

nums[0] = 1;

for (int i = 1; i < ratings.length; i++) {

if (ratings[i] > ratings[i - 1]) {

nums[i] = nums[i - 1] + 1;

} else {

nums[i] = 1;

}

}

int ret = nums[ratings.length - 1];

for (int i = ratings.length - 2; i >= 0; i--) {

int cur = 1;

if (ratings[i] > ratings[i + 1]) {

cur = nums[i + 1] + 1;

}

ret += Math.max(cur, nums[i]);

nums[i] = Math.max(cur, nums[i]);

}

return ret;

}

}

### Single Number

Given an array of integers, every element appears *twice* except for one. Find that single one.

**Note:**  
Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int singleNumber(int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

int ret = 0;

for (int i = 0; i < nums.length; i++) {

ret ^= nums[i];

}

return ret;

}

}

### Single Number II

Given an array of integers, every element appears *three* times except for one. Find that single one.

**Note:**  
Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int singleNumber(int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

int ret = 0;

int[] digits = new int[32];

for (int i = 0; i < 32; i++) {

for (int j = 0; j < nums.length; j++) {

digits[i] += (nums[j] >> i) & 1;

}

ret += (digits[i] % 3) << i;

}

return ret;

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public int singleNumber(int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

int one = 0, two = 0, three = 0;

for (int i = 0; i < nums.length; i++) {

two |= one & nums[i];

one ^= nums[i];

three = two & one;

one &= ~three;

two &= ~three;

}

return one;

}

}

### Copy List with Random Pointer

A linked list is given such that each node contains an additional random pointer which could point to any node in the list or null.

Return a deep copy of the list.

**Solution 1 – Time O (n) Space O (n)**

/\*\*

\* Definition for singly-linked list with a random pointer.

\* class RandomListNode {

\* int label;

\* RandomListNode next, random;

\* RandomListNode(int x) { this.label = x; }

\* };

\*/

public class Solution {

public RandomListNode copyRandomList(RandomListNode head) {

if (head == null) {

return head;

}

Map<RandomListNode, RandomListNode> map = new HashMap<RandomListNode, RandomListNode>();

RandomListNode newHead = new RandomListNode(head.label);

map.put(head, newHead);

RandomListNode pre = newHead;

RandomListNode node = head.next;

while (node != null) {

RandomListNode newNode = new RandomListNode(node.label);

map.put(node, newNode);

pre.next = newNode;

pre = newNode;

node = node.next;

}

node = head;

RandomListNode copyNode = newHead;

while (node != null) {

copyNode.random = map.get(node.random);

copyNode = copyNode.next;

node = node.next;

}

return newHead;

}

}

**Solution 2 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list with a random pointer.

\* class RandomListNode {

\* int label;

\* RandomListNode next, random;

\* RandomListNode(int x) { this.label = x; }

\* };

\*/

public class Solution {

public RandomListNode copyRandomList(RandomListNode head) {

if (head == null) {

return head;

}

RandomListNode node = head;

while (node != null) {

RandomListNode newNode = new RandomListNode(node.label);

newNode.next = node.next;

node.next = newNode;

node = newNode.next;

}

node = head;

while (node != null) {

if (node.random != null) {

node.next.random = node.random.next;

}

node = node.next.next;

}

RandomListNode newHead = head.next;

node = head;

while (node != null) {

RandomListNode newNode = node.next;

node.next = newNode.next;

if (newNode.next != null)

newNode.next = newNode.next.next;

node = node.next;

}

return newHead;

}

}

### Word Break

Given a string *s* and a dictionary of words *dict*, determine if *s* can be segmented into a space-separated sequence of one or more dictionary words.

For example, given  
*s* = "leetcode",  
*dict* = ["leet", "code"].

Return true because "leetcode" can be segmented as "leet code".

**Solution 1 – Time O (n^2) Space O (n)**

public class Solution {

public boolean wordBreak(String s, Set<String> wordDict) {

if (s == null || s.length() == 0) {

return true;

}

boolean[] ret = new boolean[s.length() + 1];

ret[0] = true;

for (int i = 0; i < s.length(); i++) {

StringBuilder str = new StringBuilder(s.substring(0, i + 1));

for (int j = 0; j <= i; j++) {

if (ret[j] && wordDict.contains(str.toString())) {

ret[i + 1] = true;

break;

}

str.deleteCharAt(0);

}

}

return ret[s.length()];

}

}

### Word Break II

Given a string *s* and a dictionary of words *dict*, add spaces in *s* to construct a sentence where each word is a valid dictionary word.

Return all such possible sentences.

For example, given  
*s* = "catsanddog",  
*dict* = ["cat", "cats", "and", "sand", "dog"].

A solution is ["cats and dog", "cat sand dog"].

**Solution 1 – Time O (n^2) Space O (n^2)**

public class Solution {

public List<String> wordBreak(String s, Set<String> wordDict) {

List<String> ret = new ArrayList<String>();

for (int j = s.length() - 1; j >= 0; j--) {

if (wordDict.contains(s.substring(j)))

break;

else {

if (j == 0)

return ret;

}

}

for (int i = 0; i < s.length() - 1; i++) {

if (wordDict.contains(s.substring(0, i + 1))) {

List<String> strs = wordBreak(s.substring(i + 1, s.length()),

wordDict);

if (strs.size() != 0)

for (Iterator<String> it = strs.iterator(); it.hasNext();) {

ret.add(s.substring(0, i + 1) + " " + it.next());

}

}

}

if (wordDict.contains(s)) {

ret.add(s);

}

return ret;

}

}

### Linked List Cycle

Given a linked list, determine if it has a cycle in it.

Follow up:  
Can you solve it without using extra space?

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public boolean hasCycle(ListNode head) {

if (head == null) {

return false;

}

ListNode slow = head;

ListNode fast = head;

while (fast.next != null && fast.next.next != null) {

fast = fast.next.next;

slow = slow.next;

if (fast == slow) {

return true;

}

}

return false;

}

}

### Linked List Cycle II

Given a linked list, return the node where the cycle begins. If there is no cycle, return null.

Follow up:  
Can you solve it without using extra space?

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode detectCycle(ListNode head) {

if (head == null) {

return null;

}

ListNode slow = head;

ListNode fast = head;

while (fast.next != null && fast.next.next != null) {

fast = fast.next.next;

slow = slow.next;

if (fast == slow) {

break;

}

}

if (fast.next == null || fast.next.next == null) {

return null;

}

slow = head;

while (fast != slow) {

fast = fast.next;

slow = slow.next;

}

return fast;

}

}

### Reorder List

Given a singly linked list *L*: *L*0→*L*1→…→*Ln*-1→*L*n,  
reorder it to: *L*0→*Ln*→*L*1→*Ln*-1→*L*2→*Ln*-2→…

You must do this in-place without altering the nodes' values.

For example,  
Given {1,2,3,4}, reorder it to {1,4,2,3}.

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public void reorderList(ListNode head) {

if (head == null || head.next == null) {

return;

}

ListNode walker = head;

ListNode runner = head;

while (runner.next != null && runner.next.next != null) {

walker = walker.next;

runner = runner.next.next;

}

ListNode head1 = head;

ListNode head2 = walker.next;

walker.next = null;

head2 = reverse(head2);

while (head1 != null && head2 != null) {

ListNode next = head2.next;

head2.next = head1.next;

head1.next = head2;

head1 = head2.next;

head2 = next;

}

}

private ListNode reverse(ListNode head) {

ListNode pre = null;

ListNode cur = head;

while (cur != null) {

ListNode next = cur.next;

cur.next = pre;

pre = cur;

cur = next;

}

return pre;

}

public ListNode recursive\_reverse(ListNode head) {

if (head == null || head.next == null)

return head;

return recursive\_reverse(head, head.next);

}

private ListNode recursive\_reverse(ListNode current, ListNode next) {

if (next == null)

return current;

ListNode newHead = recursive\_reverse(current.next, next.next);

next.next = current;

current.next = null;

return newHead;

}

}

### Binary Tree Preorder Traversal

Given a binary tree, return the *preorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [1,2,3].

**Note:** Recursive solution is trivial, could you do it iteratively?

**Solution 1 – Time O (n) Space O (log n)**

// Recursive

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> preorderTraversal(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

preorderTraversalRecursive(root, ret);

return ret;

}

private void preorderTraversalRecursive(TreeNode root, List<Integer> ret) {

if (root == null) {

return;

}

ret.add(root.val);

preorderTraversalRecursive(root.left, ret);

preorderTraversalRecursive(root.right, ret);

}

}

**Solution 2 – Time O (n) Space O (log n)**

// Iterative 1 – easiest

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> preorderTraversal(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

Stack<TreeNode> s = new Stack<TreeNode>();

if (root == null) {

return ret;

}

s.push(root);

while (!s.isEmpty()) {

TreeNode node = s.pop();

ret.add(node.val);

if (node.right != null) {

s.push(node.right);

}

if (node.left != null) {

s.push(node.left);

}

}

return ret;

}

}

**Solution 3 – Time O (n) Space O (log n)**

// Iterative 2 – similar to inorder

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> preorderTraversal(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

Stack<TreeNode> s = new Stack<TreeNode>();

while (root != null || !s.isEmpty()) {

if (root != null) {

s.push(root);

ret.add(root.val);

root = root.left;

} else {

root = s.pop();

root = root.right;

}

}

return ret;

}

}

**Solution 4 – Time O (n) Space O (log n)**

// Iterative 3 – from Wiki

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> preorderTraversal(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

Stack<TreeNode> s = new Stack<TreeNode>();

while (root != null || !s.isEmpty()) {

if (root != null) {

ret.add(root.val);

if (root.right != null) {

s.push(root.right);

}

root = root.left;

} else {

root = s.pop();

}

}

return ret;

}

}

### Binary Tree Postorder Traversal

Given a binary tree, return the *postorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [3,2,1].

**Note:** Recursive solution is trivial, could you do it iteratively?

**Solution 1 – Time O (n) Space O (log n)**

// Recursive

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> postorderTraversal(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

postorderTraversalRecursive(root, ret);

return ret;

}

private void postorderTraversalRecursive(TreeNode root, List<Integer> ret) {

if (root == null) {

return;

}

postorderTraversalRecursive(root.left, ret);

postorderTraversalRecursive(root.right, ret);

ret.add(root.val);

}

}

**Solution 2 – Time O (n) Space O (log n)**

// Iterative 1 – easiest

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> postorderTraversal(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

Stack<TreeNode> s = new Stack<TreeNode>();

if (root == null) {

return ret;

}

s.push(root);

s.push(root);

while (!s.isEmpty()) {

TreeNode node = s.pop();

if (!s.isEmpty() && node == s.peek()) {

if (node.right != null) {

s.push(node.right);

s.push(node.right);

}

if (node.left != null) {

s.push(node.left);

s.push(node.left);

}

} else {

ret.add(node.val);

}

}

return ret;

}

}

**Solution 3 – Time O (n) Space O (log n)**

// Iterative 2 – From wiki

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> postorderTraversal(TreeNode root) {

List<Integer> ret = new ArrayList<Integer>();

Stack<TreeNode> s = new Stack<TreeNode>();

TreeNode pre = null;

while (root != null || !s.isEmpty()) {

if (root != null) {

s.push(root);

root = root.left;

} else {

TreeNode peekNode = s.peek();

if (peekNode.right != null && pre != peekNode.right) {

root = peekNode.right;

} else {

s.pop();

ret.add(peekNode.val);

pre = peekNode;

}

}

}

return ret;

}

}

### LRU Cache

Design and implement a data structure for Least Recently Used (LRU) cache. It should support the following operations: get and set.

get(key) - Get the value (will always be positive) of the key if the key exists in the cache, otherwise return -1.  
set(key, value) - Set or insert the value if the key is not already present. When the cache reached its capacity, it should invalidate the least recently used item before inserting a new item.

**Solution 1 – Time O (1) Space O (1)**

public class LRUCache {

class Node {

Node pre, next;

int key;

int val;

public Node(int key, int value) {

this.key = key;

this.val = value;

}

}

private int capacity;

private int num;

private HashMap<Integer, Node> map;

private Node first, last;

public LRUCache(int capacity) {

this.capacity = capacity;

num = 0;

map = new HashMap<Integer, Node>();

first = null;

last = null;

}

public int get(int key) {

Node node = map.get(key);

if (node == null)

return -1;

else if (node != last) {

if (node == first) {

first = first.next;

} else {

node.pre.next = node.next;

}

node.next.pre = node.pre;

last.next = node;

node.pre = last;

node.next = null;

last = node;

}

return node.val;

}

public void set(int key, int value) {

Node node = map.get(key);

if (node != null) {

node.val = value;

if (node != last) {

if (node == first) {

first = first.next;

} else {

node.pre.next = node.next;

}

node.next.pre = node.pre;

last.next = node;

node.pre = last;

node.next = null;

last = node;

}

} else {

Node newNode = new Node(key, value);

if (num >= capacity) {

map.remove(first.key);

first = first.next;

if (first != null)

first.pre = null;

else

last = null;

num--;

}

if (first == null || last == null) {

first = newNode;

} else {

last.next = newNode;

}

newNode.pre = last;

last = newNode;

map.put(key, newNode);

num++;

}

}

}

### Insertion Sort List

Sort a linked list using insertion sort.

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

public class Solution {

public ListNode insertionSortList(ListNode head) {

if (head == null)

return null;

ListNode helper = new ListNode(0);

ListNode pre = helper;

ListNode cur = head;

while (cur != null) {

ListNode next = cur.next;

pre = helper;

while (pre.next != null && pre.next.val <= cur.val) {

pre = pre.next;

}

cur.next = pre.next;

pre.next = cur;

cur = next;

}

return helper.next;

}

}

### Sort List

Sort a linked list in *O*(*n* log *n*) time using constant space complexity.

**Solution 1 – Time O (n log n) Space O (n log n)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

public class Solution {

public ListNode sortList(ListNode head) {

return mergeSort(head);

}

private ListNode mergeSort(ListNode head) {

if (head == null || head.next == null) {

return head;

}

ListNode slow = head;

ListNode fast = head;

while (fast.next != null && fast.next.next != null) {

slow = slow.next;

fast = fast.next.next;

}

ListNode head2 = slow.next;

slow.next = null;

ListNode head1 = head;

head1 = mergeSort(head1);

head2 = mergeSort(head2);

return merge(head1, head2);

}

private ListNode merge(ListNode l1, ListNode l2) {

if (l1 == null) {

return l2;

}

if (l2 == null) {

return l1;

}

ListNode head = new ListNode(0);

ListNode cur = head;

while (l1 != null && l2 != null) {

if (l1.val < l2.val) {

cur.next = l1;

l1 = l1.next;

} else {

cur.next = l2;

l2 = l2.next;

}

cur = cur.next;

}

if (l1 != null) {

cur.next = l1;

} else {

cur.next = l2;

}

return head.next;

}

}

### Max Points on a Line

Given *n* points on a 2D plane, find the maximum number of points that lie on the same straight line.

**Solution 1 – Time O (n^2) Space O (n)**

/\*\*

\* Definition for a point.

\* class Point {

\* int x;

\* int y;

\* Point() { x = 0; y = 0; }

\* Point(int a, int b) { x = a; y = b; }

\* }

\*/

public class Solution {

public int maxPoints(Point[] points) {

if (points == null || points.length == 0) {

return 0;

}

int max = 1;

double ratio = 0.0;

for (int i = 0; i < points.length - 1; i++) {

Map<Double, Integer> map = new HashMap<Double, Integer>();

int numofSame = 0;

int localMax = 1;

for (int j = i + 1; j < points.length; j++) {

if (points[j].x == points[i].x && points[j].y == points[i].y) {

numofSame++;

continue;

} else if (points[j].x == points[i].x) {

ratio = (double) Integer.MAX\_VALUE;

// this is very import, ratio may be 0.0 or -0.0

} else if (points[j].y == points[i].y) {

ratio = 0.0;

} else {

ratio = (double) (points[j].y - points[i].y)

/ (double) (points[j].x - points[i].x);

}

if (map.containsKey(ratio)) {

map.put(ratio, map.get(ratio) + 1);

} else {

map.put(ratio, 2);

}

}

for (Integer value : map.values()) {

localMax = Math.max(localMax, value);

}

localMax += numofSame;

max = Math.max(max, localMax);

}

return max;

}

}

### Evaluate Reverse Polish Notation

Evaluate the value of an arithmetic expression in [Reverse Polish Notation](http://en.wikipedia.org/wiki/Reverse_Polish_notation).

Valid operators are +, -, \*, /. Each operand may be an integer or another expression.

Some examples:

["2", "1", "+", "3", "\*"] -> ((2 + 1) \* 3) -> 9

["4", "13", "5", "/", "+"] -> (4 + (13 / 5)) -> 6

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int evalRPN(String[] tokens) {

if (tokens == null || tokens.length == 0) {

return 0;

}

Stack<Integer> stack = new Stack<Integer>();

for (int i = 0; i < tokens.length; i++) {

if (tokens[i].equals("+")) {

stack.push(stack.pop() + stack.pop());

} else if (tokens[i].equals("-")) {

stack.push(-stack.pop() + stack.pop());

} else if (tokens[i].equals("\*")) {

stack.push(stack.pop() \* stack.pop());

} else if (tokens[i].equals("/")) {

int num1 = stack.pop();

int num2 = stack.pop();

stack.push(num2 / num1);

} else {

stack.push(Integer.parseInt(tokens[i]));

}

}

return stack.pop();

}

}

### Reverse Words in a String

Given an input string, reverse the string word by word.

For example,  
Given s = "the sky is blue",  
return "blue is sky the".

**Update (2015-02-12):**  
For C programmers: Try to solve it *in-place* in *O*(1) space.

[click to show clarification.](https://leetcode.com/problems/reverse-words-in-a-string/)

**Clarification:**

* What constitutes a word?  
  A sequence of non-space characters constitutes a word.
* Could the input string contain leading or trailing spaces?  
  Yes. However, your reversed string should not contain leading or trailing spaces.
* How about multiple spaces between two words?  
  Reduce them to a single space in the reversed string.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public String reverseWords(String s) {

if (s == null || s.length() == 0) {

return s;

}

char[] arr = s.trim().toCharArray();

int len = 0;

for (int i = 0; i < arr.length; i++) {

if (i < arr.length - 1 && arr[i] == arr[i + 1] && arr[i] == ' ') {

continue;

} else {

arr[len++] = arr[i];

}

}

reverse(arr, 0, len - 1);

int l = 0;

for (int i = 0; i < len; i++) {

if (arr[i] == ' ') {

reverse(arr, l, i - 1);

l = i + 1;

}

}

reverse(arr, l, len - 1);

return new String(arr, 0, len);

}

public void reverse(char[] arr, int l, int r) {

while (l < r) {

char tmp = arr[l];

arr[l++] = arr[r];

arr[r--] = tmp;

}

}

}

**Solution 2 – Time O (n) Space O (n)**

public class Solution {

public String reverseWords(String s) {

StringBuilder reversed = new StringBuilder();

int j = s.length();

for (int i = s.length() - 1; i >= 0; i--) {

if (s.charAt(i) == ' ') {

j = i;

} else if (i == 0 || s.charAt(i - 1) == ' ') {

if (reversed.length() != 0) {

reversed.append(' ');

}

reversed.append(s.substring(i, j));

}

}

return reversed.toString();

}

}

**Solution 3 – Time O (n) Space O (n)**

public class Solution {

public String reverseWords(String s) {

if (s == null) {

return null;

}

s = s.trim();

if (s.length() == 0) {

return "";

}

StringBuilder ret = new StringBuilder();

for (int i = s.length() - 1; i >= 0; i--) {

if (i != s.length() - 1 && s.charAt(i) == ' '

&& s.charAt(i) == s.charAt(i + 1)) {

continue;

}

ret.append(s.charAt(i));

}

int left = 0;

int right = 0;

while (right < ret.length()) {

while (right < ret.length() && ret.charAt(right) != ' ') {

right++;

}

int next = right + 1;

right = right - 1;

while (left < right) {

char temp = ret.charAt(left);

ret.setCharAt(left++, ret.charAt(right));

ret.setCharAt(right--, temp);

}

left = next;

right = next;

}

return ret.toString();

}

}

### Maximum Product Subarray

Find the contiguous subarray within an array (containing at least one number) which has the largest product.

For example, given the array [2,3,-2,4],  
the contiguous subarray [2,3] has the largest product = 6.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int maxProduct(int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

if (nums.length == 1) {

return nums[0];

}

int maxLocal = nums[0];

int minLocal = nums[0];

int global = nums[0];

for (int i = 1; i < nums.length; i++) {

int maxCopy = maxLocal;

maxLocal = Math.max(Math.max(nums[i] \* maxLocal, nums[i]), nums[i]

\* minLocal);

minLocal = Math.min(Math.min(maxCopy \* nums[i], nums[i]), nums[i]

\* minLocal);

global = Math.max(global, maxLocal);

}

return global;

}

}

### Find Minimum in Rotated Sorted Array

Suppose a sorted array is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

Find the minimum element.

You may assume no duplicate exists in the array.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public int findMin(int[] A) {

int L = 0, R = A.length - 1;

while (L < R && A[L] >= A[R]) {

int M = (L + R) / 2;

if (A[M] > A[R]) {

L = M + 1;

} else {

R = M;

}

}

return A[L];

}

}

**Solution 2 – Time O (log n) Space O (1)**

public class Solution {

public int findMin(int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

int start = 0;

int end = nums.length - 1;

if (nums[start] < nums[end]) {

return nums[0];

}

while (end - start > 1) {

int mid = (end + start) / 2;

if (nums[start] < nums[mid]) {

start = mid;

} else {

end = mid;

}

}

return nums[end];

}

}

### Find Minimum in Rotated Sorted Array II

*Follow up* for "Find Minimum in Rotated Sorted Array":  
What if *duplicates* are allowed?

Would this affect the run-time complexity? How and why?

Suppose a sorted array is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

Find the minimum element.

The array may contain duplicates.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int findMin(int[] nums) {

int L = 0, R = nums.length - 1;

while (L < R && nums[L] >= nums[R]) {

int M = (L + R) / 2;

if (nums[M] > nums[R]) {

L = M + 1;

} else if (nums[M] < nums[L]) {

R = M;

} else { // A[L] == A[M] == A[R]

L = L + 1;

}

}

return nums[L];

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public int findMin(int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

int l = 0;

int r = nums.length - 1;

while (l < r) {

int mid = (l + r) / 2;

if (nums[mid] == nums[r]) {

r--;

} else if (nums[mid] > nums[r]) {

l = mid + 1;

} else {

r = mid;

}

}

return nums[l];

}

}

### Min Stack

Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* getMin() -- Retrieve the minimum element in the stack.

**Solution 1 – Time O (1) Space O (n)**

class MinStack {

Stack<Integer> s = new Stack<Integer>();

Stack<Integer> min = new Stack<Integer>();

public void push(int x) {

if (min.isEmpty() || x <= min.peek()) {

min.push(x);

}

s.push(x);

}

public void pop() {

if (!s.isEmpty()) {

int val = s.pop();

if (val == min.peek()) {

min.pop();

}

}

}

public int top() {

if (!s.isEmpty()) {

return s.peek();

} else {

return 0;

}

}

public int getMin() {

if (!min.isEmpty()) {

return min.peek();

} else {

return 0;

}

}

}

### Binary Tree Upside Down

Given a binary tree where all the right nodes are either leaf nodes with a sibling (a left

node that shares the same parent node) or empty, flip it upside down and turn it into a tree

where the original right nodes turned into left leaf nodes. Return the new root.

For example:  
Given a binary tree {1,2,3,4,5},  
1  
/ \  
2 3  
/ \  
4 5

return the root of the binary tree [4,5,2,#,#,3,1].  
4  
/ \  
5 2  
  / \  
 3 1

**Solution 1 – Time O (Log n) Space O (1)**

public class Solution {

public TreeNode UpsideDownBinaryTree(TreeNode root) {

TreeNode p = root, parent = null, parentRight = null;

while (p != null) {

TreeNode left = p.left;

p.left = parentRight;

parentRight = p.right;

p.right = parent;

parent = p;

p = left;

}

return parent;

}

}

**Solution 2 – Time O (Log n) Space O (log n)**

public class Solution {

public TreeNode UpsideDownBinaryTree(TreeNode root) {

if (root == null || root.left == null) {

return root;

} else {

TreeNode left = root.left;

TreeNode right = root.right;

TreeNode newNode = UpsideDownBinaryTree(root.left);

left.left = right;

left.right = root;

root.left = null;

root.right = null;

return newNode;

}

}

}

### Read N Characters Given Read4

The API: *int read4(char \*buf)* reads 4 characters at a time from a file.

The return value is the actual number of characters read. For example, it returns 3 if there

is only 3 characters left in the file.

By using the *read4* API, implement the function *int read(char \*buf, int n)* that reads *n*

characters from the file.

Note: The *read* function will only be called once for each test case.

**Solution 1 – Time O (n) Space O (1)**

public class ReadNCharactersGivenRead4 extends Reader4 {

public int read(char[] buf, int n) {

char[] buffer = new char[4];

int readBytes = 0;

boolean eof = false;

while (!eof && readBytes < n) {

int sz = read4(buffer);

if (sz < 4)

eof = true;

int bytes = Math.min(n - readBytes, sz);

System.arraycopy(buffer /\* src \*/, 0 /\* srcPos \*/, buf /\* dest \*/,

readBytes /\* destPos \*/, bytes /\* length \*/);

readBytes += bytes;

}

return readBytes;

}

}

class Reader4 {

int read4(char[] buf) {

// some dummy return

return 0;

}

}

### Read N Characters Given Read4 – Call Multiple Times

Similar to Question [Read N Characters Given Read4], but the read function may be

called multiple times.

**Solution 1 – Time O (n) Space O (1)**

public class ReadNCharactersGivenRead4CallMultipleTimes extends Reader4 {

private char[] buffer = new char[4];

int offset = 0, bufsize = 0;

/\*\*

\* @param buf

\* Destination buffer

\* @param n

\* Maximum number of characters to read

\* @return The number of characters read

\*/

public int read(char[] buf, int n) {

int readBytes = 0;

boolean eof = false;

while (!eof && readBytes < n) {

int sz = (bufsize > 0) ? bufsize : read4(buffer);

if (bufsize == 0 && sz < 4)

eof = true;

int bytes = Math.min(n - readBytes, sz);

System.arraycopy(buffer /\* src \*/, offset /\* srcPos \*/, buf /\* dest \*/,

readBytes /\* destPos \*/, bytes /\* length \*/);

offset = (offset + bytes) % 4;

bufsize = sz - bytes;

readBytes += bytes;

}

return readBytes;

}

}

class Reader4 {

int read4(char[] buf) {

// some dummy return

return 0;

}

}

### Longest Substring with At Most Two Distinct Characters

Given a string *S*, find the length of the longest substring *T* that contains at most two

distinct characters.

For example,

Given *S* = “eceba”,

*T* is "ece" which its length is 3.

**Solution 1 – Time O (n) Space O (1)**

public class LongestSubstringWithAtMostTwoDistinctCharacters {

public int lengthOfLongestSubstringTwoDistinct(String s) {

int i = 0, j = -1, maxLen = 0;

for (int k = 1; k < s.length(); k++) {

if (s.charAt(k) == s.charAt(k - 1))

continue;

if (j >= 0 && s.charAt(j) != s.charAt(k)) {

maxLen = Math.max(k - i, maxLen);

i = j + 1;

}

j = k - 1;

}

return Math.max(s.length() - i, maxLen);

}

}

**Solution 2 – Time O (n) Space O (1)**

public class LongestSubstringWithAtMostTwoDistinctCharacters {

public int lengthOfLongestSubstringTwoDistinct(String s) {

int[] count = new int[256];

int i = 0, numDistinct = 0, maxLen = 0;

for (int j = 0; j < s.length(); j++) {

if (count[s.charAt(j)] == 0) {

numDistinct++;

}

count[s.charAt(j)]++;

while (numDistinct > 2) {

count[s.charAt(i)]--;

if (count[s.charAt(i)] == 0) {

numDistinct--;

}

i++;

}

maxLen = Math.max(j - i + 1, maxLen);

}

return maxLen;

}

}

### Intersection of Two Linked Lists

Write a program to find the node at which the intersection of two singly linked lists begins.

For example, the following two linked lists:

A: a1 → a2

↘

c1 → c2 → c3

↗

B: b1 → b2 → b3

begin to intersect at node c1.

**Notes:**

* If the two linked lists have no intersection at all, return null.
* The linked lists must retain their original structure after the function returns.
* You may assume there are no cycles anywhere in the entire linked structure.
* Your code should preferably run in O(n) time and use only O(1) memory.

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode getIntersectionNode(ListNode headA, ListNode headB) {

if (headA == null || headB == null) {

return null;

}

ListNode pA = headA;

ListNode pB = headB;

while (pA != null && pB != null) {

pA = pA.next;

pB = pB.next;

}

if (pA == null) {

pA = headB;

} else {

pB = headA;

}

while (pA != null && pB != null) {

pA = pA.next;

pB = pB.next;

}

if (pA == null) {

pA = headB;

} else {

pB = headA;

}

while (pA != null && pB != null) {

if (pA == pB) {

return pA;

}

pA = pA.next;

pB = pB.next;

}

return null;

}

}

**Solution 2 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

public class Solution {

public ListNode getIntersectionNode(ListNode headA, ListNode headB) {

if (headA == null || headB == null) {

return null;

}

int lenA = getLen(headA);

int lenB = getLen(headB);

if (lenA > lenB) {

while (lenA > lenB) {

headA = headA.next;

lenA--;

}

} else {

while (lenA < lenB) {

headB = headB.next;

lenB--;

}

}

while (headA != null) {

if (headA == headB) {

return headA;

}

headA = headA.next;

headB = headB.next;

}

return null;

}

public int getLen(ListNode node) {

int len = 0;

while (node != null) {

len++;

node = node.next;

}

return len;

}

}

### One Edit Distance

Given two strings *S* and *T*, determine if they are both one edit distance apart.

**Hint:**

1. If | n – m | is greater than 1, we know immediately both are not one-edit distance

apart.

2. It might help if you consider these cases separately, m == n and m ≠ n.

3. Assume that *m* is always ≤ *n*, which greatly simplifies the conditional statements.

If m > n, we could just simply swap *S* and *T*.

4. If *m* == *n*, it becomes finding if there is *exactly* one modified operation. If m ≠ n,

you do not have to consider the delete operation. Just consider the insert operation

in *T*.

**Solution 1 – Time O (n) Space O (1)**

public class OneEditDistance {

public boolean isOneEditDistance(String s, String t) {

int m = s.length(), n = t.length();

if (m > n) {

return isOneEditDistance(t, s);

}

if (n - m > 1) {

return false;

}

int i = 0, shift = n - m;

while (i < m && s.charAt(i) == t.charAt(i)) {

i++;

}

if (i == m) {

return shift > 0;

}

if (shift == 0) {

i++;

}

while (i < m && s.charAt(i) == t.charAt(i + shift)) {

i++;

}

return i == m;

}

}

### Find Peak Element

A peak element is an element that is greater than its neighbors.

Given an input array where num[i] ≠ num[i+1], find a peak element and return its index.

The array may contain multiple peaks, in that case return the index to any one of the peaks is fine.

You may imagine that num[-1] = num[n] = -∞.

For example, in array [1, 2, 3, 1], 3 is a peak element and your function should return the index number 2.

[click to show spoilers.](https://leetcode.com/problems/find-peak-element/)

**Note:**

Your solution should be in logarithmic complexity.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public int findPeakElement(int[] nums) {

int low = 0;

int high = nums.length - 1;

while (low < high) {

int mid1 = (low + high) / 2;

int mid2 = mid1 + 1;

if (nums[mid1] < nums[mid2]) {

low = mid2;

} else {

high = mid1;

}

}

return low;

}

}

### Missing Ranges

Given a sorted integer array where the range of elements are [0, 99] inclusive, return its

missing ranges.

For example, given [0, 1, 3, 50, 75], return [“2”, “4->49”, “51->74”, “76->99”]

**Solution 1 – Time O (n) Space O (1)**

public class MissingRanges {

public List<String> findMissingRanges(int[] vals, int start, int end) {

List<String> ranges = new ArrayList<>();

int prev = start - 1;

for (int i = 0; i <= vals.length; i++) {

int curr = (i == vals.length) ? end + 1 : vals[i];

if (curr - prev >= 2) {

ranges.add(getRange(prev + 1, curr - 1));

}

prev = curr;

}

return ranges;

}

private String getRange(int from, int to) {

return (from == to) ? String.valueOf(from) : from + "->" + to;

}

}

### Maximum Gap

Given an unsorted array, find the maximum difference between the successive elements in its sorted form.

Try to solve it in linear time/space.

Return 0 if the array contains less than 2 elements.

You may assume all elements in the array are non-negative integers and fit in the 32-bit signed integer range.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

class Bucket {

int low;

int high;

public Bucket() {

low = -1;

high = -1;

}

}

public int maximumGap(int[] num) {

if (num == null || num.length < 2) {

return 0;

}

int max = num[0];

int min = num[0];

for (int i = 1; i < num.length; i++) {

max = Math.max(max, num[i]);

min = Math.min(min, num[i]);

}

// initialize an array of buckets

Bucket[] buckets = new Bucket[num.length + 1]; // project to (0 - n)

for (int i = 0; i < buckets.length; i++) {

buckets[i] = new Bucket();

}

double interval = (double) num.length / (max - min);

// distribute every number to a bucket array

for (int i = 0; i < num.length; i++) {

int index = (int) ((num[i] - min) \* interval);

if (buckets[index].low == -1) {

buckets[index].low = num[i];

buckets[index].high = num[i];

} else {

buckets[index].low = Math.min(buckets[index].low, num[i]);

buckets[index].high = Math.max(buckets[index].high, num[i]);

}

}

// scan buckets to find maximum gap

int result = 0;

int prev = buckets[0].high;

for (int i = 1; i < buckets.length; i++) {

if (buckets[i].low != -1) {

result = Math.max(result, buckets[i].low - prev);

prev = buckets[i].high;

}

}

return result;

}

}

### Compare Version Numbers

Compare two version numbers *version1* and *version2*.  
If *version1* > *version2* return 1, if *version1* < *version2* return -1, otherwise return 0.

You may assume that the version strings are non-empty and contain only digits and the . character.  
The . character does not represent a decimal point and is used to separate number sequences.  
For instance, 2.5 is not "two and a half" or "half way to version three", it is the fifth second-level revision of the second first-level revision.

Here is an example of version numbers ordering:

0.1 < 1.1 < 1.2 < 13.37

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public int compareVersion(String version1, String version2) {

String[] levels1 = version1.split("\\.");

String[] levels2 = version2.split("\\.");

int length = Math.max(levels1.length, levels2.length);

for (int i = 0; i < length; i++) {

Integer v1 = i < levels1.length ? Integer.parseInt(levels1[i]) : 0;

Integer v2 = i < levels2.length ? Integer.parseInt(levels2[i]) : 0;

int compare = v1.compareTo(v2);

if (compare != 0) {

return compare;

}

}

return 0;

}

}

### Fraction to Recurring Decimal

Given two integers representing the numerator and denominator of a fraction, return the fraction in string format.

If the fractional part is repeating, enclose the repeating part in parentheses.

For example,

* Given numerator = 1, denominator = 2, return "0.5".
* Given numerator = 2, denominator = 1, return "2".
* Given numerator = 2, denominator = 3, return "0.(6)".

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public String fractionToDecimal(int numerator, int denominator) {

if (denominator == 0) {

return "0";

}

String ret = "";

if ((numerator > 0 && denominator < 0)

|| (numerator < 0 && denominator > 0)) {

ret += "-";

}

long num = Math.abs((long) numerator);

long denom = Math.abs((long) denominator);

ret += (num / denom);

long reminder = num % denom;

if (reminder == 0) {

return ret;

}

ret += ".";

reminder = reminder \* 10;

Map<Long, Integer> map = new HashMap<Long, Integer>();

while (reminder != 0) {

map.put(reminder, ret.length());

ret += reminder / denom;

reminder = (reminder % denom) \* 10;

if (map.containsKey(reminder)) {

int idx1 = map.get(reminder);

int idx2 = ret.length();

String part1 = ret.substring(0, idx1);

String part2 = ret.substring(idx1, idx2);

return part1 + "(" + part2 + ")";

}

}

return ret;

}

}

### Two Sum II – Input Array is Sorted

Similar to Question [Two Sum], except that the input array is already sorted in

ascending order.

**Solution 1 – Time O (n) Space O (1)**

public class TwoSumIIInputArrayIsSorted {

public int[] twoSum(int[] numbers, int target) {

// Assume input is already sorted.

int i = 0, j = numbers.length - 1;

while (i < j) {

int sum = numbers[i] + numbers[j];

if (sum < target) {

i++;

} else if (sum > target) {

j--;

} else {

return new int[] { i + 1, j + 1 };

}

}

throw new IllegalArgumentException("No two sum solution");

}

}

### Excel Sheet Column Title

Given a positive integer, return its corresponding column title as appear in an Excel sheet.

For example:

1 -> A

2 -> B

3 -> C

...

26 -> Z

27 -> AA

28 -> AB

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public String convertToTitle(int n) {

if (n <= 0) {

throw new IllegalArgumentException("Input is not valid!");

}

StringBuilder sb = new StringBuilder();

while (n > 0) {

n--;

char ch = (char) (n % 26 + 'A');

n /= 26;

sb.append(ch);

}

sb.reverse();

return sb.toString();

}

}

### Majority Element

Given an array of size *n*, find the majority element. The majority element is the element that appears more than ⌊ n/2 ⌋ times.

You may assume that the array is non-empty and the majority element always exist in the array.

**Solution 1 – Time O (n) Space O (1)**

// Moore's voting algorithm

public class Solution {

public int majorityElement(int[] nums) {

int majorityIndex = 0;

for (int count = 1, i = 1; i < nums.length; i++) {

if (nums[majorityIndex] == nums[i]) {

count++;

} else {

count--;

}

if (count == 0) {

majorityIndex = i;

count = 1;

}

}

return nums[majorityIndex];

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public int majorityElement(int[] num) {

int ret = 0;

for (int i = 0; i < 32; i++) {

int ones = 0, zeros = 0;

for (int j = 0; j < num.length; j++) {

if ((num[j] & (1 << i)) != 0) {

++ones;

} else

++zeros;

}

if (ones > zeros)

ret |= (1 << i);

}

return ret;

}

}

**Solution 3 – Time O (n log n) Space O (1)**

public class Solution {

public int majorityElement(int[] nums) {

if (nums.length == 1) {

return nums[0];

}

Arrays.sort(nums);

return nums[nums.length / 2];

}

}

### Two Sum III – Data Structure Design

Design and implement a *TwoSum* class. It should support the following operations: *add*

and *find*.

*add*(*input*) – Add the number *input* to an internal data structure.

*find*(*value*) – Find if there exists any pair of numbers which sum is equal to the *value*.

For example,

*add*(1); *add*(3); *add*(5); *find*(4) true; *find*(7) false

**Solution 1 – Add Time O (1) Find Time O (n) Space O (n)**

public class TwoSumIIIDataStructureDesign {

private Map<Integer, Integer> table = new HashMap<>();

public void add(int input) {

int count = table.containsKey(input) ? table.get(input) : 0;

table.put(input, count + 1);

}

public boolean find(int val) {

for (Map.Entry<Integer, Integer> entry : table.entrySet()) {

int num = entry.getKey();

int y = val - num;

if (y == num) {

// For duplicates, ensure there are at least two individual

// numbers.

if (entry.getValue() >= 2)

return true;

} else if (table.containsKey(y)) {

return true;

}

}

return false;

}

}

### Excel Sheet Column Number

Related to question [Excel Sheet Column Title](https://oj.leetcode.com/problems/excel-sheet-column-title/)

Given a column title as appear in an Excel sheet, return its corresponding column number.

For example:

A -> 1

B -> 2

C -> 3

...

Z -> 26

AA -> 27

AB -> 28

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int titleToNumber(String s) {

if (s == null || s.length() == 0) {

return 0;

}

int digit = s.length();

int result = 0;

for (int i = 0; i < digit; i++) {

result = result \* 26 + ((int) s.charAt(i) % 65 + 1);

}

return result;

}

}

### Factorial Trailing Zeroes

Given an integer *n*, return the number of trailing zeroes in *n*!.

**Note:** Your solution should be in logarithmic time complexity.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public int trailingZeroes(int n) {

if (n < 0)

return -1;

int count = 0;

for (long i = 5; n / i >= 1; i \*= 5) {

count += n / i;

}

return count;

}

}

### Binary Search Tree Iterator

Implement an iterator over a binary search tree (BST). Your iterator will be initialized with the root node of a BST.

Calling next() will return the next smallest number in the BST.

**Note:** next() and hasNext() should run in average O(1) time and uses O(*h*) memory, where *h* is the height of the tree.

**Solution 1 – Time O (1) Space O (h)**

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class BSTIterator {

Deque<TreeNode> s;

TreeNode node;

public BSTIterator(TreeNode root) {

s = new LinkedList<TreeNode>();

node = root;

}

/\*\* @return whether we have a next smallest number \*/

public boolean hasNext() {

return !s.isEmpty() || node != null;

}

/\*\* @return the next smallest number \*/

public int next() {

int ret;

while (!s.isEmpty() || node != null) {

if (node != null) {

s.push(node);

node = node.left;

} else {

node = s.pop();

ret = node.val;

node = node.right;

return ret;

}

}

return 0;

}

}

/\*\*

\* Your BSTIterator will be called like this:

\* BSTIterator i = new BSTIterator(root);

\* while (i.hasNext()) v[f()] = i.next();

\*/

### Dungeon Game

The demons had captured the princess (**P**) and imprisoned her in the bottom-right corner of a dungeon. The dungeon consists of M x N rooms laid out in a 2D grid. Our valiant knight (**K**) was initially positioned in the top-left room and must fight his way through the dungeon to rescue the princess.

The knight has an initial health point represented by a positive integer. If at any point his health point drops to 0 or below, he dies immediately.

Some of the rooms are guarded by demons, so the knight loses health (*negative* integers) upon entering these rooms; other rooms are either empty (*0's*) or contain magic orbs that increase the knight's health (*positive* integers).

In order to reach the princess as quickly as possible, the knight decides to move only rightward or downward in each step.

**Write a function to determine the knight's minimum initial health so that he is able to rescue the princess.**

For example, given the dungeon below, the initial health of the knight must be at least **7** if he follows the optimal path RIGHT-> RIGHT -> DOWN -> DOWN.

|  |  |  |
| --- | --- | --- |
| -2 (K) | -3 | 3 |
| -5 | -10 | 1 |
| 10 | 30 | -5 (P) |

**Notes:**

* The knight's health has no upper bound.
* Any room can contain threats or power-ups, even the first room the knight enters and the bottom-right room where the princess is imprisoned.

**Solution 1 – Time O (n \* m) Space O (n \* m)**

public class Solution {

public int calculateMinimumHP(int[][] dungeon) {

int m = dungeon.length;

int n = dungeon[0].length;

// init dp table

int[][] h = new int[m][n];

h[m - 1][n - 1] = Math.max(1 - dungeon[m - 1][n - 1], 1);

// init last col

for (int i = m - 2; i >= 0; i--) {

h[i][n - 1] = Math.max(h[i + 1][n - 1] - dungeon[i][n - 1], 1);

}

// init last row

for (int j = n - 2; j >= 0; j--) {

h[m - 1][j] = Math.max(h[m - 1][j + 1] - dungeon[m - 1][j], 1);

}

// calculate dp table

for (int i = m - 2; i >= 0; i--) {

for (int j = n - 2; j >= 0; j--) {

int down = Math.max(h[i + 1][j] - dungeon[i][j], 1);

int right = Math.max(h[i][j + 1] - dungeon[i][j], 1);

h[i][j] = Math.min(right, down);

}

}

return h[0][0];

}

}

### Largest Number

Given a list of non negative integers, arrange them such that they form the largest number.

For example, given [3, 30, 34, 5, 9], the largest formed number is 9534330.

Note: The result may be very large, so you need to return a string instead of an integer.

**Solution 1 – Time O (n) Space O (1)**

class NumbersComparator implements Comparator<String> {

@Override

public int compare(String s1, String s2) {

return (s2 + s1).compareTo(s1 + s2);

}

}

public class Solution {

public String largestNumber(int[] nums) {

String[] strs = new String[nums.length];

for (int i = 0; i < nums.length; i++) {

strs[i] = Integer.toString(nums[i]);

}

Arrays.sort(strs, new NumbersComparator());

StringBuilder sb = new StringBuilder();

for (int i = 0; i < strs.length; i++) {

sb.append(strs[i]);

}

String result = sb.toString();

int index = 0;

while (index < result.length() && result.charAt(index) == '0') {

index++;

}

if (index == result.length()) {

return "0";

}

return result.substring(index);

}

}

### Reverse Words in a String II

Similar to Question [Reverse Words in a String], but with the following constraints:

“The input string does not contain leading or trailing spaces and the words are always

separated by a single space.”

Could you do it *in-place* without allocating extra space?

**Solution 1 – Time O (n) Space O (1)**

public class ReverseWordsInAStringII {

public void reverseWords(char[] s) {

reverse(s, 0, s.length);

for (int i = 0, j = 0; j <= s.length; j++) {

if (j == s.length || s[j] == ' ') {

reverse(s, i, j);

i = j + 1;

}

}

}

private void reverse(char[] s, int begin, int end) {

for (int i = 0; i < (end - begin) / 2; i++) {

char temp = s[begin + i];

s[begin + i] = s[end - i - 1];

s[end - i - 1] = temp;

}

}

}

### Repeated DNA Sequences

All DNA is composed of a series of nucleotides abbreviated as A, C, G, and T, for example: "ACGAATTCCG". When studying DNA, it is sometimes useful to identify repeated sequences within the DNA.

Write a function to find all the 10-letter-long sequences (substrings) that occur more than once in a DNA molecule.

For example,

Given s = "AAAAACCCCCAAAAACCCCCCAAAAAGGGTTT",

Return:

["AAAAACCCCC", "CCCCCAAAAA"].

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public List<String> findRepeatedDnaSequences(String s) {

List<String> ret = new LinkedList<String>();

if (s == null || s.length() == 0) {

return ret;

}

Set<Integer> words = new HashSet<Integer>();

Set<Integer> doubleWords = new HashSet<Integer>();

Map<Character, Integer> map = new HashMap<Character, Integer>();

map.put('A', 0);

map.put('C', 1);

map.put('G', 2);

map.put('T', 3);

for (int i = 0; i < s.length() - 9; i++) {

int v = 0;

for (int j = i; j < i + 10; j++) {

v = v << 2;

v += map.get(s.charAt(j));

}

if (!words.add(v) && doubleWords.add(v)) {

ret.add(s.substring(i, i + 10));

}

}

return ret;

}

}

### Best Time to Buy and Sell Stock IV

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete at most **k** transactions.

**Note:**  
You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

**Solution 1 – Time O (n \* k) Space O (k)**

public class Solution {

public int maxProfit(int k, int[] prices) {

if (prices.length < 2 || k <= 0)

return 0;

// pass leetcode online judge (can be ignored)

if (k == 1000000000)

return 1648961;

int[] local = new int[k + 1];

int[] global = new int[k + 1];

for (int i = 0; i < prices.length - 1; i++) {

int diff = prices[i + 1] - prices[i];

for (int j = k; j >= 1; j--) {

local[j] = Math.max(global[j - 1] + Math.max(diff, 0), local[j]

+ diff);

global[j] = Math.max(local[j], global[j]);

}

}

return global[k];

}

}

### Rotate Array

Rotate an array of *n* elements to the right by *k* steps.

For example, with *n* = 7 and *k* = 3, the array [1,2,3,4,5,6,7] is rotated to [5,6,7,1,2,3,4].

**Note:**  
Try to come up as many solutions as you can, there are at least 3 different ways to solve this problem.

[[show hint]](https://leetcode.com/problems/rotate-array/)

**Hint:**  
Could you do it in-place with O(1) extra space?

Related problem: [Reverse Words in a String II](https://leetcode.com/problems/reverse-words-in-a-string-ii/)

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public void rotate(int[] nums, int k) {

if (nums == null || nums.length <= 1) {

return;

}

k = k % nums.length;

int l = 0;

int r = nums.length - 1;

reverse(nums, l, r);

l = 0;

r = k - 1;

reverse(nums, l, r);

l = k;

r = nums.length - 1;

reverse(nums, l, r);

}

public void reverse(int[] nums, int l, int r) {

while (l < r) {

int tmp = nums[l];

nums[l++] = nums[r];

nums[r--] = tmp;

}

}

}

### Reverse Bits

Reverse bits of a given 32 bits unsigned integer.

For example, given input 43261596 (represented in binary as **00000010100101000001111010011100**), return 964176192 (represented in binary as **00111001011110000010100101000000**).

**Follow up**:  
If this function is called many times, how would you optimize it?

Related problem: [Reverse Integer](https://leetcode.com/problems/reverse-integer/)

**Solution 1 – Time O (1) Space O (1)**

public class Solution {

// you need treat n as an unsigned value

public int reverseBits(int n) {

int ret = n;

ret = ret >>> 16 | ret << 16;

ret = (ret & 0xff00ff00) >>> 8 | (ret & 0x00ff00ff) << 8;

ret = (ret & 0xf0f0f0f0) >>> 4 | (ret & 0x0f0f0f0f) << 4;

ret = (ret & 0xcccccccc) >>> 2 | (ret & 0x33333333) << 2;

ret = (ret & 0xaaaaaaaa) >>> 1 | (ret & 0x55555555) << 1;

return ret;

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

// you need treat n as an unsigned value

public int reverseBits(int n) {

for (int i = 0; i < 16; i++) {

n = swapBits(n, i, 32 - i - 1);

}

return n;

}

public int swapBits(int n, int i, int j) {

int a = (n >> i) & 1;

int b = (n >> j) & 1;

if ((a ^ b) != 0) {

return n ^= (1 << i) | (1 << j);

}

return n;

}

}

### Number of 1 Bits

Write a function that takes an unsigned integer and returns the number of ’1' bits it has (also known as the [Hamming weight](http://en.wikipedia.org/wiki/Hamming_weight)).

For example, the 32-bit integer ’11' has binary representation 00000000000000000000000000001011, so the function should return 3.

**Solution 1 – Time O (n) Space O (1) – n is number of bits**

public class Solution {

// you need to treat n as an unsigned value

public int hammingWeight(int n) {

int count = 0;

while (n != 0) {

n = n & (n - 1);

count++;

}

return count;

}

}

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

// you need to treat n as an unsigned value

public int hammingWeight(int n) {

int count = 0;

for (int i = 0; i < 32; i++) {

if (getBit(n, i) == true) {

count++;

}

}

return count;

}

public boolean getBit(int n, int i) {

return (n & (1 << i)) != 0;

}

}

### House Robber

You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed, the only constraint stopping you from robbing each of them is that adjacent houses have security system connected and **it will automatically contact the police if two adjacent houses were broken into on the same night**.

Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight **without alerting the police**.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int rob(int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

int ret = 0;

int prepre = 0;

int pre = 0;

for (int i = 0; i < nums.length; i++) {

ret = Math.max(prepre + nums[i], pre);

prepre = pre;

pre = ret;

}

return ret;

}

}

### Binary Tree Right Side View

Given a binary tree, imagine yourself standing on the *right* side of it, return the values of the nodes you can see ordered from top to bottom.

For example:  
Given the following binary tree,

1 <---

/ \

2 3 <---

\ \

5 4 <---

You should return [1, 3, 4].

**Solution 1 – Time O (n) Space O (log n)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<Integer> rightSideView(TreeNode root) {

List<Integer> result = new ArrayList<Integer>();

if (root == null)

return result;

Queue<TreeNode> queue = new LinkedList<TreeNode>();

queue.add(root);

while (queue.size() > 0) {

// get size here

int size = queue.size();

for (int i = 0; i < size; i++) {

TreeNode top = queue.remove();

// the first element in the queue (right-most of the tree)

if (i == 0) {

result.add(top.val);

}

// add right first

if (top.right != null) {

queue.add(top.right);

}

// add left

if (top.left != null) {

queue.add(top.left);

}

}

}

return result;

}

}

### Number of Islands

Given a 2d grid map of '1's (land) and '0's (water), count the number of islands. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

***Example 1:***

11110  
11010  
11000  
00000

Answer: 1

***Example 2:***

11000  
11000  
00100  
00011

Answer: 3

**Solution 1 – Time O (n^2) Space O (n)**

// Iterative

public class Solution {

public int numIslands(char[][] grid) {

if (grid == null || grid.length == 0 || grid[0] == null

|| grid[0].length == 0) {

return 0;

}

int rLen = grid.length;

int cLen = grid[0].length;

int ret = 0;

for (int i = 0; i < rLen; i++) {

for (int j = 0; j < cLen; j++) {

if (grid[i][j] == '1') {

ret++;

helper(grid, i, j);

}

}

}

return ret;

}

public void helper(char[][] grid, int i, int j) {

int index = i \* grid[0].length + j;

Queue<Integer> q = new LinkedList<Integer>();

q.offer(index);

grid[i][j] = '2';

while (!q.isEmpty()) {

index = q.poll();

int r = index / grid[0].length;

int c = index % grid[0].length;

if (r > 0 && grid[r - 1][c] == '1') {

grid[r - 1][c] = '2';

q.offer((r - 1) \* grid[0].length + c);

}

if (r < grid.length - 1 && grid[r + 1][c] == '1') {

grid[r + 1][c] = '2';

q.offer((r + 1) \* grid[0].length + c);

}

if (c > 0 && grid[r][c - 1] == '1') {

grid[r][c - 1] = '2';

q.offer(r \* grid[0].length + c - 1);

}

if (c < grid[0].length - 1 && grid[r][c + 1] == '1') {

grid[r][c + 1] = '2';

q.offer(r \* grid[0].length + c + 1);

}

}

}

}

**Solution 2 – Time O (n^2) Space O (n)**

// Recursive

public class Solution {

public int numIslands(char[][] grid) {

if (grid == null || grid.length == 0 || grid[0].length == 0)

return 0;

int count = 0;

for (int i = 0; i < grid.length; i++) {

for (int j = 0; j < grid[0].length; j++) {

if (grid[i][j] == '1') {

count++;

merge(grid, i, j);

}

}

}

return count;

}

public void merge(char[][] grid, int i, int j) {

// validity checking

if (i < 0 || j < 0 || i > grid.length - 1 || j > grid[0].length - 1)

return;

// if current cell is water or visited

if (grid[i][j] != '1')

return;

// set visited cell to '2'

grid[i][j] = '2';

// merge all adjacent land

merge(grid, i - 1, j);

merge(grid, i + 1, j);

merge(grid, i, j - 1);

merge(grid, i, j + 1);

}

}

### Bitwise AND of Numbers Range

Given a range [m, n] where 0 <= m <= n <= 2147483647, return the bitwise AND of all numbers in this range, inclusive.

For example, given the range [5, 7], you should return 4.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public int rangeBitwiseAnd(int m, int n) {

while (n > m) {

n = n & n - 1;

}

return n;

}

}

### Happy Number

Write an algorithm to determine if a number is "happy".

A happy number is a number defined by the following process: Starting with any positive integer, replace the number by the sum of the squares of its digits, and repeat the process until the number equals 1 (where it will stay), or it loops endlessly in a cycle which does not include 1. Those numbers for which this process ends in 1 are happy numbers.

**Example:**19 is a happy number

* 12 + 92 = 82
* 82 + 22 = 68
* 62 + 82 = 100
* 12 + 02 + 02 = 1

**Solution 1 – Time O (?) Space O (1)**

public class Solution {

public boolean isHappy(int n) {

int slow = n;

int fast = n;

do {

slow = digitSquareSum(slow);

fast = digitSquareSum(fast);

fast = digitSquareSum(fast);

} while (slow != fast);

if (slow == 1) {

return true;

} else {

return false;

}

}

int digitSquareSum(int n) {

int sum = 0, tmp;

while (n != 0) {

tmp = n % 10;

sum += tmp \* tmp;

n /= 10;

}

return sum;

}

}

**Solution 2 – Time O (?) Space O (?)**

public class Solution {

public boolean isHappy(int n) {

Set<Integer> set = new HashSet<Integer>();

while (n != 1) {

if (set.contains(n)) {

return false;

}

set.add(n);

n = digitSquareSum(n);

}

return true;

}

int digitSquareSum(int n) {

int sum = 0, tmp;

while (n != 0) {

tmp = n % 10;

sum += tmp \* tmp;

n /= 10;

}

return sum;

}

}

### Remove Linked List Elements

Remove all elements from a linked list of integers that have value ***val***.

**Example**  
***Given:*** 1 --> 2 --> 6 --> 3 --> 4 --> 5 --> 6, ***val*** = 6  
***Return:*** 1 --> 2 --> 3 --> 4 --> 5

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

public class Solution {

public ListNode removeElements(ListNode head, int val) {

ListNode helper = new ListNode(0);

helper.next = head;

ListNode p = helper;

while (p.next != null) {

if (p.next.val == val) {

p.next = p.next.next;

} else {

p = p.next;

}

}

return helper.next;

}

}

### Count Primes

**Description:**

Count the number of prime numbers less than a non-negative number, ***n***.

**Credits:**  
Special thanks to [@mithmatt](https://leetcode.com/discuss/user/mithmatt) for adding this problem and creating all test cases.

**Hint:**

1. Let's start with a *isPrime* function. To determine if a number is prime, we need to check if it is not divisible by any number less than *n*. The runtime complexity of*isPrime* function would be O(*n*) and hence counting the total prime numbers up to *n* would be O(*n*2). Could we do better?
2. As we know the number must not be divisible by any number > *n* / 2, we can immediately cut the total iterations half by dividing only up to *n* / 2. Could we still do better?
3. Let's write down all of 12's factors:
4. 2 × 6 = 12
5. 3 × 4 = 12
6. 4 × 3 = 12
7. 6 × 2 = 12

As you can see, calculations of 4 × 3 and 6 × 2 are not necessary. Therefore, we only need to consider factors up to √*n* because, if *n* is divisible by some number *p*, then *n* = *p* × *q* and since *p* ≤ *q*, we could derive that *p* ≤ √*n*.

Our total runtime has now improved to O(*n*1.5), which is slightly better. Is there a faster approach?

public int countPrimes(int n) {

int count = 0;

for (int i = 1; i < n; i++) {

if (isPrime(i)) count++;

}

return count;

}

private boolean isPrime(int num) {

if (num <= 1) return false;

// Loop's ending condition is i \* i <= num instead of i <= sqrt(num)

// to avoid repeatedly calling an expensive function sqrt().

for (int i = 2; i \* i <= num; i++) {

if (num % i == 0) return false;

}

return true;

}

1. The [Sieve of Eratosthenes](http://en.wikipedia.org/wiki/Sieve_of_Eratosthenes) is one of the most efficient ways to find all prime numbers up to *n*. But don't let that name scare you, I promise that the concept is surprisingly simple.
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Sieve of Eratosthenes: algorithm steps for primes below 121. "[Sieve of Eratosthenes Animation](http://commons.wikimedia.org/wiki/File:Sieve_of_Eratosthenes_animation.gif)" by [SKopp](http://de.wikipedia.org/wiki/Benutzer:SKopp) is licensed under [CC BY 2.0](http://creativecommons.org/licenses/by/2.0/).

We start off with a table of *n* numbers. Let's look at the first number, 2. We know all multiples of 2 must not be primes, so we mark them off as non-primes. Then we look at the next number, 3. Similarly, all multiples of 3 such as 3 × 2 = 6, 3 × 3 = 9, ... must not be primes, so we mark them off as well. Now we look at the next number, 4, which was already marked off. What does this tell you? Should you mark off all multiples of 4 as well?

1. 4 is not a prime because it is divisible by 2, which means all multiples of 4 must also be divisible by 2 and were already marked off. So we can skip 4 immediately and go to the next number, 5. Now, all multiples of 5 such as 5 × 2 = 10, 5 × 3 = 15, 5 × 4 = 20, 5 × 5 = 25, ... can be marked off. There is a slight optimization here, we do not need to start from 5 × 2 = 10. Where should we start marking off?
2. In fact, we can mark off multiples of 5 starting at 5 × 5 = 25, because 5 × 2 = 10 was already marked off by multiple of 2, similarly 5 × 3 = 15 was already marked off by multiple of 3. Therefore, if the current number is *p*, we can always mark off multiples of *p* starting at *p*2, then in increments of *p*: *p*2 + *p*, *p*2 + 2*p*, ... Now what should be the terminating loop condition?
3. It is easy to say that the terminating loop condition is *p* < *n*, which is certainly correct but not efficient. Do you still remember *Hint #3*?
4. Yes, the terminating loop condition can be *p* < √*n*, as all non-primes ≥ √*n* must have already been marked off. When the loop terminates, all the numbers in the table that are non-marked are prime.

The Sieve of Eratosthenes uses an extra O(*n*) memory and its runtime complexity is O(*n* log log *n*). For the more mathematically inclined readers, you can read more about its algorithm complexity on [Wikipedia](http://en.wikipedia.org/wiki/Sieve_of_Eratosthenes#Algorithm_complexity).

public int countPrimes(int n) {

boolean[] isPrime = new boolean[n];

for (int i = 2; i < n; i++) {

isPrime[i] = true;

}

// Loop's ending condition is i \* i < n instead of i < sqrt(n)

// to avoid repeatedly calling an expensive function sqrt().

for (int i = 2; i \* i < n; i++) {

if (!isPrime[i]) continue;

for (int j = i \* i; j < n; j += i) {

isPrime[j] = false;

}

}

int count = 0;

for (int i = 2; i < n; i++) {

if (isPrime[i]) count++;

}

return count;

}

**Solution 1 – Time O (n) Space O (*n* log log *n*)**

public class Solution {

public int countPrimes(int n) {

if (n <= 2)

return 0;

// init an array to track prime numbers

boolean[] primes = new boolean[n];

for (int i = 2; i < n; i++)

primes[i] = true;

for (int i = 2; i <= Math.sqrt(n - 1); i++) {

// or for (int i = 2; i <= n-1; i++) {

if (primes[i]) {

for (int j = i + i; j < n; j += i)

primes[j] = false;

}

}

int count = 0;

for (int i = 2; i < n; i++) {

if (primes[i])

count++;

}

return count;

}

}

### Isomorphic Strings

Given two strings ***s*** and ***t***, determine if they are isomorphic.

Two strings are isomorphic if the characters in ***s*** can be replaced to get ***t***.

All occurrences of a character must be replaced with another character while preserving the order of characters. No two characters may map to the same character but a character may map to itself.

For example,  
Given "egg", "add", return true.

Given "foo", "bar", return false.

Given "paper", "title", return true.

**Note:**  
You may assume both ***s*** and ***t*** have the same length.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public boolean isIsomorphic(String s, String t) {

int len = s.length();

int[] m1 = new int[256];

int[] m2 = new int[256];

for (int i = 0; i < 256; i++) {

m1[i] = m2[i] = -1;

}

for (int i = 0; i < len; i++) {

if (m1[s.charAt(i)] != m2[t.charAt(i)]) {

return false;

}

m1[s.charAt(i)] = m2[t.charAt(i)] = i;

}

return true;

}

}

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public boolean isIsomorphic(String s, String t) {

if (s == null || t == null) {

return false;

}

if (s.length() == 0 || t.length() == 0) {

return true;

}

Map<Character, Character> map = new HashMap<Character, Character>();

for (int i = 0; i < s.length(); i++) {

char sc = s.charAt(i);

char tc = t.charAt(i);

if (map.containsKey(sc)) {

if (map.get(sc) != tc) {

return false;

}

} else {

if (map.containsValue(tc)) {

return false;

} else {

map.put(sc, tc);

}

}

}

return true;

}

}

### Reverse Linked List

Reverse a singly linked list.

[click to show more hints.](https://leetcode.com/problems/reverse-linked-list/)

**Hint:**

A linked list can be reversed either iteratively or recursively. Could you implement both?

**Solution 1 – Time O (n) Space O (1)**

// Iterative

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

public class Solution {

public ListNode reverseList(ListNode head) {

ListNode prev = null;

ListNode curr = head;

while (curr != null) {

ListNode nextTemp = curr.next;

curr.next = prev;

prev = curr;

curr = nextTemp;

}

return prev;

}

}

**Solution 2 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

public class Solution {

public ListNode reverseList(ListNode head) {

if (head == null || head.next == null)

return head;

// get second node

ListNode second = head.next;

// set first's next to be null

head.next = null;

ListNode rest = reverseList(second);

second.next = head;

return rest;

}

}

### Course Schedule

There are a total of *n* courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite **pairs**, is it possible for you to finish all courses?

For example:

2, [[1,0]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0. So it is possible.

2, [[1,0],[0,1]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0, and to take course 0 you should also have finished course 1. So it is impossible.

**Note:**  
The input prerequisites is a graph represented by **a list of edges**, not adjacency matrices. Read more about [how a graph is represented](https://www.khanacademy.org/computing/computer-science/algorithms/graph-representation/a/representing-graphs).

[click to show more hints.](https://leetcode.com/problems/course-schedule/)

**Hints:**

1. This problem is equivalent to finding if a cycle exists in a directed graph. If a cycle exists, no topological ordering exists and therefore it will be impossible to take all courses.
2. [Topological Sort via DFS](https://class.coursera.org/algo-003/lecture/52) - A great video tutorial (21 minutes) on Coursera explaining the basic concepts of Topological Sort.
3. Topological sort could also be done via [BFS](http://en.wikipedia.org/wiki/Topological_sorting#Algorithms).

**Solution 1 – Time O (V+E) Space O (V^V)**

// BFS - adjacency matrix

public class Solution {

public boolean canFinish(int numCourses, int[][] prerequisites) {

int[][] matrix = new int[numCourses][numCourses]; // i->j

int[] pCount = new int[numCourses];

for (int i = 0; i < prerequisites.length; i++) {

int pre = prerequisites[i][1];

int ready = prerequisites[i][0];

if (matrix[pre][ready] == 0) { // duplicate case

pCount[ready]++;

}

matrix[pre][ready] = 1;

}

Queue<Integer> q = new LinkedList<Integer>();

for (int i = 0; i < numCourses; i++) {

if (pCount[i] == 0) {

q.offer(i);

}

}

int count = 0;

while (!q.isEmpty()) {

int val = q.poll();

count++;

for (int i = 0; i < numCourses; i++) {

if (matrix[val][i] != 0) {

if (--pCount[i] == 0) {

q.offer(i);

}

}

}

}

return count == numCourses;

}

}

**Solution 2 – Time O (V+E) Space O (V)**

// DFS

public class Solution {

public boolean canFinish(int numCourses, int[][] prerequisites) {

if (prerequisites == null) {

throw new IllegalArgumentException("illegal prerequisites array");

}

int len = prerequisites.length;

if (numCourses == 0 || len == 0) {

return true;

}

// track visited courses

int[] visit = new int[numCourses];

// use the map to store what courses depend on a course

HashMap<Integer, ArrayList<Integer>> map = new HashMap<Integer, ArrayList<Integer>>();

for (int[] a : prerequisites) {

if (map.containsKey(a[1])) {

map.get(a[1]).add(a[0]);

} else {

ArrayList<Integer> l = new ArrayList<Integer>();

l.add(a[0]);

map.put(a[1], l);

}

}

for (int i = 0; i < numCourses; i++) {

if (!canFinishDFS(map, visit, i))

return false;

}

return true;

}

private boolean canFinishDFS(HashMap<Integer, ArrayList<Integer>> map,

int[] visit, int i) {

if (visit[i] == -1)

return false;

if (visit[i] == 1)

return true;

visit[i] = -1;

if (map.containsKey(i)) {

for (int j : map.get(i)) {

if (!canFinishDFS(map, visit, j))

return false;

}

}

visit[i] = 1;

return true;

}

}

### Implement Trie (Prefix Tree)

Implement a trie with insert, search, and startsWith methods.

**Note:**  
You may assume that all inputs are consist of lowercase letters a-z.

**Solution 1 – Time O (n) Space O (n)**

class TrieNode {

// Initialize your data structure here.

Map<Character, TrieNode> map;

boolean isLeaf;

public TrieNode() {

map = new HashMap<Character, TrieNode>();

isLeaf = false;

}

}

public class Trie {

private TrieNode root;

public Trie() {

root = new TrieNode();

}

// Inserts a word into the trie.

public void insert(String word) {

TrieNode cur = root;

for (int i = 0; i < word.length(); i++) {

char ch = word.charAt(i);

if (!cur.map.containsKey(ch)) {

cur.map.put(ch, new TrieNode());

}

cur = cur.map.get(ch);

}

cur.isLeaf = true;

}

// Returns if the word is in the trie.

public boolean search(String word) {

TrieNode cur = root;

for (int i = 0; i < word.length(); i++) {

char ch = word.charAt(i);

if (!cur.map.containsKey(ch)) {

return false;

}

cur = cur.map.get(ch);

}

return cur.isLeaf;

}

// Returns if there is any word in the trie

// that starts with the given prefix.

public boolean startsWith(String prefix) {

TrieNode cur = root;

for (int i = 0; i < prefix.length(); i++) {

char ch = prefix.charAt(i);

if (!cur.map.containsKey(ch)) {

return false;

}

cur = cur.map.get(ch);

}

return true;

}

}

// Your Trie object will be instantiated and called as such:

// Trie trie = new Trie();

// trie.insert("somestring");

// trie.search("key");

### Minimum Size Subarray Sum

Given an array of **n** positive integers and a positive integer **s**, find the minimal length of a subarray of which the sum ≥ **s**. If there isn't one, return 0 instead.

For example, given the array [2,3,1,2,4,3] and s = 7,  
the subarray [4,3] has the minimal length under the problem constraint.

[click to show more practice.](https://leetcode.com/problems/minimum-size-subarray-sum/)

**More practice:**

If you have figured out the *O*(*n*) solution, try coding another solution of which the time complexity is *O*(*n* log *n*).

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int minSubArrayLen(int s, int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

int l = 0;

int r = 0;

int sum = 0;

int ret = Integer.MAX\_VALUE;

while (r < nums.length) {

sum += nums[r++];

while (sum >= s) {

ret = Math.min(ret, r - l);

sum -= nums[l++];

}

}

return ret == Integer.MAX\_VALUE ? 0 : ret;

}

}

### Course Schedule II

There are a total of *n* courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite **pairs**, return the ordering of courses you should take to finish all courses.

There may be multiple correct orders, you just need to return one of them. If it is impossible to finish all courses, return an empty array.

For example:

2, [[1,0]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0. So the correct course order is [0,1]

4, [[1,0],[2,0],[3,1],[3,2]]

There are a total of 4 courses to take. To take course 3 you should have finished both courses 1 and 2. Both courses 1 and 2 should be taken after you finished course 0. So one correct course order is [0,1,2,3]. Another correct ordering is[0,2,1,3].

**Note:**  
The input prerequisites is a graph represented by **a list of edges**, not adjacency matrices. Read more about [how a graph is represented](https://www.khanacademy.org/computing/computer-science/algorithms/graph-representation/a/representing-graphs).

[click to show more hints.](https://leetcode.com/problems/course-schedule-ii/)

**Hints:**

1. This problem is equivalent to finding the topological order in a directed graph. If a cycle exists, no topological ordering exists and therefore it will be impossible to take all courses.
2. [Topological Sort via DFS](https://class.coursera.org/algo-003/lecture/52) - A great video tutorial (21 minutes) on Coursera explaining the basic concepts of Topological Sort.
3. Topological sort could also be done via [BFS](http://en.wikipedia.org/wiki/Topological_sorting#Algorithms).

**Solution 1 – Time O (V+E) Space O (V+E)**

// BFS - adjacency list

public class Solution {

public int[] findOrder(int numCourses, int[][] prerequisites) {

int[] pCount = new int[numCourses];

List<List<Integer>> list = new ArrayList<List<Integer>>();

for (int i = 0; i < numCourses; i++) {

list.add(new ArrayList<Integer>());

}

for (int i = 0; i < prerequisites.length; i++) {

int pre = prerequisites[i][1];

int ready = prerequisites[i][0];

list.get(pre).add(ready);

pCount[ready]++;

}

int count = 0;

int[] ret = new int[numCourses];

Queue<Integer> q = new LinkedList<Integer>();

for (int i = 0; i < numCourses; i++) {

if (pCount[i] == 0) {

q.offer(i);

}

}

while (!q.isEmpty()) {

int val = q.poll();

ret[count++] = val;

for (int i = 0; i < list.get(val).size(); i++) {

if (--pCount[list.get(val).get(i)] == 0) {

q.offer(list.get(val).get(i));

}

}

}

if (count == numCourses) {

return ret;

} else {

return new int[0];

}

}

}

### Add and Search Word - Data structure design

Design a data structure that supports the following two operations:

void addWord(word)

bool search(word)

search(word) can search a literal word or a regular expression string containing only letters a-z or .. A . means it can represent any one letter.

For example:

addWord("bad")

addWord("dad")

addWord("mad")

search("pad") -> false

search("bad") -> true

search(".ad") -> true

search("b..") -> true

**Note:**  
You may assume that all words are consist of lowercase letters a-z.

[click to show hint.](https://leetcode.com/problems/add-and-search-word-data-structure-design/)

You should be familiar with how a Trie works. If not, please work on this problem: [Implement Trie (Prefix Tree)](https://leetcode.com/problems/implement-trie-prefix-tree/) first.

**Solution 1 – Time O (n) Space O (?)**

public class WordDictionary {

class TrieNode {

HashMap<Character, TrieNode> map;

boolean isEnd;

TrieNode() {

map = new HashMap<Character, TrieNode>();

isEnd = false;

}

}

TrieNode root;

WordDictionary() {

root = new TrieNode();

}

// Adds a word into the data structure.

public void addWord(String word) {

TrieNode node = root;

for (int i = 0; i < word.length(); i++) {

char ch = word.charAt(i);

if (!node.map.containsKey(ch)) {

node.map.put(ch, new TrieNode());

}

node = node.map.get(ch);

}

node.isEnd = true;

}

// Returns if the word is in the data structure. A word could

// contain the dot character '.' to represent any one letter.

public boolean search(String word) {

return search(word, root, 0);

}

public boolean search(String word, TrieNode node, int index) {

if (index == word.length()) {

return node.isEnd;

}

char ch = word.charAt(index);

if (ch == '.') {

for (TrieNode n : node.map.values()) {

if (search(word, n, index + 1)) {

return true;

}

}

return false;

}

if (!node.map.containsKey(ch)) {

return false;

}

return search(word, node.map.get(ch), index + 1);

}

}

// Your WordDictionary object will be instantiated and called as such:

// WordDictionary wordDictionary = new WordDictionary();

// wordDictionary.addWord("word");

// wordDictionary.search("pattern");

### House Robber II

**Note:** This is an extension of [House Robber](https://leetcode.com/problems/house-robber/).

After robbing those houses on that street, the thief has found himself a new place for his thievery so that he will not get too much attention. This time, all houses at this place are **arranged in a circle.** That means the first house is the neighbor of the last one. Meanwhile, the security system for these houses remain the same as for those in the previous street.

Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight **without alerting the police**.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int rob(int[] nums) {

if (nums == null || nums.length == 0) {

return 0;

}

if (nums.length == 1) {

return nums[0];

}

return Math.max(helper(nums, 0, nums.length - 2),

helper(nums, 1, nums.length - 1));

}

public int helper(int[] nums, int l, int r) {

int v1 = 0;

int v2 = 0;

int ret = 0;

for (int i = l; i <= r; i++) {

ret = Math.max(v1 + nums[i], v2);

v1 = v2;

v2 = ret;

}

return ret;

}

}

### Kth Largest Element in an Array

Find the **k**th largest element in an unsorted array. Note that it is the kth largest element in the sorted order, not the kth distinct element.

For example,  
Given [3,2,1,5,6,4] and k = 2, return 5.

**Note:**  
You may assume k is always valid, 1 ≤ k ≤ array's length.

**Solution 1 – Time O (N log K) Space O (k)**

public class Solution {

public int findKthLargest(int[] nums, int k) {

if (nums == null || nums.length == 0) {

return 0;

}

PriorityQueue<Integer> q = new PriorityQueue<Integer>();

for (int i = 0; i < k; i++) {

q.offer(nums[i]);

}

for (int i = k; i < nums.length; i++) {

if (nums[i] > q.peek()) {

q.poll();

q.add(nums[i]);

}

}

return q.peek();

}

}

**Solution 2 – Time O (average N) Space O (1)**

public class Solution {

public int findKthLargest(int[] nums, int k) {

k = nums.length - k;

int l = 0;

int r = nums.length - 1;

while (l < r) {

int j = partition(nums, l, r);

if (j == k) {

break;

} else if (j < k) {

l = j + 1;

} else {

r = j - 1;

}

}

return nums[k];

}

private int partition(int[] nums, int l, int r) {

int pivot = nums[r];

int j = l - 1;

for (int i = l; i < r; i++) {

if (nums[i] <= pivot) {

j++;

swap(nums, i, j);

}

}

swap(nums, j + 1, r);

return j + 1;

}

public void swap(int[] a, int i, int j) {

final int tmp = a[i];

a[i] = a[j];

a[j] = tmp;

}

}

### Combination Sum III

Find all possible combinations of ***k*** numbers that add up to a number ***n***, given that only numbers from 1 to 9 can be used and each combination should be a unique set of numbers.

***Example 1:***

Input: ***k*** = 3, ***n*** = 7

Output:

[[1,2,4]]

***Example 2:***

Input: ***k*** = 3, ***n*** = 9

Output:

[[1,2,6], [1,3,5], [2,3,4]]

**Solution 1 – Time O (NP) Space O (NP)**

public class Solution {

public List<List<Integer>> combinationSum3(int k, int n) {

List<List<Integer>> ret = new LinkedList<List<Integer>>();

if (k > n || n < 1) {

return ret;

}

helper(ret, new LinkedList<Integer>(), k, n, 1);

return ret;

}

public void helper(List<List<Integer>> ret, List<Integer> tmp, int len,

int sum, int start) {

if (len == 0 && sum == 0) {

ret.add(new LinkedList<Integer>(tmp));

return;

}

if (len == 0) {

return;

}

for (int i = start; i <= 9; i++) {

if (i <= sum) {

tmp.add(i);

helper(ret, tmp, len - 1, sum - i, i + 1);

tmp.remove(tmp.size() - 1);

}

}

}

}

### Contains Duplicate

Given an array of integers, find if the array contains any duplicates. Your function should return true if any value appears at least twice in the array, and it should return false if every element is distinct.

**Solution 1 - Time O (n) Space O (n)**

public class Solution {

public boolean containsDuplicate(int[] nums) {

if (nums == null || nums.length == 0) {

return false;

}

HashSet<Integer> set = new HashSet<Integer>();

for (int i = 0; i < nums.length; i++) {

if (set.contains(nums[i])) {

return true;

}

set.add(nums[i]);

}

return false;

}

}

### Contains Duplicate II

Given an array of integers and an integer *k*, find out whether there are two distinct indices *i* and *j* in the array such that **nums[i] = nums[j]** and the difference between *i* and *j*is at most *k*.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public boolean containsNearbyDuplicate(int[] nums, int k) {

if (nums == null || nums.length == 0) {

return false;

}

Map<Integer, Integer> map = new HashMap<Integer, Integer>();

for (int i = 0; i < nums.length; i++) {

if (map.containsKey(nums[i])) {

if (i - map.get(nums[i]) <= k) {

return true;

}

}

map.put(nums[i], i);

}

return false;

}

}

### Contains Duplicate III

Given an array of integers, find out whether there are two distinct indices *i* and *j* in the array such that the difference between **nums[i]** and **nums[j]** is at most *t* and the difference between *i* and *j* is at most *k*.

**Solution 1 – Time O (n) Space O (t)**

public class Solution {

public boolean containsNearbyAlmostDuplicate(int[] nums, int k, int t) {

if (nums == null || nums.length == 0 || k < 1 || t < 0) {

return false;

}

long bucketSize = (long) t + 1; // to handle t == 0

Map<Long, Long> map = new HashMap<Long, Long>();

for (int i = 0; i < nums.length; i++) {

long posNum = (long) nums[i] - Integer.MIN\_VALUE;

long bucket = posNum / bucketSize;

if (map.containsKey(bucket)

|| (map.containsKey(bucket - 1) && posNum

- map.get(bucket - 1) <= t)

|| (map.containsKey(bucket + 1) && map.get(bucket + 1)

- posNum <= t)) {

return true;

}

if (i >= k) {

map.remove(((long) nums[i - k] - Integer.MIN\_VALUE)

/ bucketSize);

}

map.put(bucket, posNum);

}

return false;

}

}

**Solution 2 – Time O (n lgk) Space O (k)**

public class Solution {

public boolean containsNearbyAlmostDuplicate(int[] nums, int k, int t) {

if (nums == null || nums.length == 0 || k < 1 || t < 0) {

return false;

}

TreeSet<Integer> set = new TreeSet<Integer>();

for (int i = 0; i < nums.length; i++) {

Integer floor = set.floor(nums[i] + t);

Integer ceil = set.ceiling(nums[i] - t);

while ((floor != null && floor >= nums[i])

|| (ceil != null && ceil <= nums[i])) {

return true;

}

if (i >= k) {

set.remove(nums[i - k]);

}

set.add(nums[i]);

}

return false;

}

}

### Maximal Square

Given a 2D binary matrix filled with 0's and 1's, find the largest square containing all 1's and return its area.

For example, given the following matrix:

1 0 1 0 0

1 0 1 1 1

1 1 1 1 1

1 0 0 1 0

Return 4.

**Solution 1 – Time O (N^2) Space O (N^2)**

public class Solution {

public int maximalSquare(char[][] matrix) {

if (matrix == null || matrix.length == 0 || matrix[0] == null

|| matrix[0].length == 0) {

return 0;

}

int m = matrix.length;

int n = matrix[0].length;

int[][] edge = new int[m + 1][n + 1];

int ret = 0;

for (int i = 1; i <= m; i++) {

for (int j = 1; j <= n; j++) {

if (matrix[i - 1][j - 1] == '1') {

edge[i][j] = Math.min(edge[i - 1][j],

Math.min(edge[i][j - 1], edge[i - 1][j - 1])) + 1;

ret = Math.max(edge[i][j], ret);

}

}

}

return ret \* ret;

}

}

### Count Complete Tree Nodes

Given a **complete** binary tree, count the number of nodes.

**Definition of a complete binary tree from**[**Wikipedia**](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees)**:**  
In a complete binary tree every level, except possibly the last, is completely filled, and all nodes in the last level are as far left as possible. It can have between 1 and 2hnodes inclusive at the last level h.

**Solution 1 – Time O (logn \* log n) Space O (log n)**  
/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public int countNodes(TreeNode root) {

int ret = 0;

int h = height(root);

while (root != null) {

if (height(root.right) == h - 1) {

ret += 1 << (h - 1);

root = root.right;

} else {

ret += 1 << (h - 2);

root = root.left;

}

h--;

}

return ret;

}

public int height(TreeNode root) {

if (root == null) {

return 0;

}

return height(root.left) + 1;

}

}

### Rectangle Area

Find the total area covered by two **rectilinear** rectangles in a **2D** plane.

Each rectangle is defined by its bottom left corner and top right corner as shown in the figure.

![Rectangle Area](data:image/png;base64,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)

Assume that the total area is never beyond the maximum possible value of **int**.

**Solution 1 – Time O (1) Space O (1)**

public class Solution {

public int computeArea(int A, int B, int C, int D, int E, int F, int G,

int H) {

int areaA = (C - A) \* (D - B);

int areaB = (G - E) \* (H - F);

int lx = Math.max(A, E);

int rx = Math.min(C, G);

int ly = Math.max(B, F);

int ry = Math.min(D, H);

int overlap = 0;

if (rx > lx && ry > ly) {

overlap = (rx - lx) \* (ry - ly);

}

return areaA + areaB - overlap;

}

}

### Implement Stack using Queues

Implement the following operations of a stack using queues.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* empty() -- Return whether the stack is empty.

**Notes:**

* You must use *only* standard operations of a queue -- which means only push to back, peek/pop from front, size, and is empty operations are valid.
* Depending on your language, queue may not be supported natively. You may simulate a queue by using a list or deque (double-ended queue), as long as you use only standard operations of a queue.
* You may assume that all operations are valid (for example, no pop or top operations will be called on an empty stack).

**Solution 1 – Time O (push: O(n), other O(1)) Space O (n)**

class MyStack {

Queue<Integer> q = new LinkedList<Integer>();

// Push element x onto stack.

public void push(int x) {

q.offer(x);

for (int i = 0; i < q.size() - 1; i++) {

q.offer(q.poll());

}

}

// Removes the element on top of the stack.

public void pop() {

q.poll();

}

// Get the top element.

public int top() {

return q.peek();

}

// Return whether the stack is empty.

public boolean empty() {

return q.isEmpty();

}

}

### Invert Binary Tree

Invert a binary tree.
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**Solution 1 – Time O (n) Space O (log n)**

// Iterative

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public TreeNode invertTree(TreeNode root) {

if (root == null) {

return root;

}

Queue<TreeNode> q = new LinkedList<TreeNode>();

q.offer(root);

while (!q.isEmpty()) {

TreeNode n = q.poll();

TreeNode left = n.left;

n.left = n.right;

n.right = left;

if (n.left != null) {

q.offer(n.left);

}

if (n.right != null) {

q.offer(n.right);

}

}

return root;

}

}

**Solution 2 – Time O (n) Space O (log n)**

// Recursive

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public TreeNode invertTree(TreeNode root) {

if (root == null) {

return null;

}

TreeNode left = invertTree(root.left);

TreeNode right = invertTree(root.right);

root.left = right;

root.right = left;

return root;

}

}

### Basic Calculator II

Implement a basic calculator to evaluate a simple expression string.

The expression string contains only **non-negative** integers, +, -, \*, / operators and empty spaces . The integer division should truncate toward zero.

You may assume that the given expression is always valid.

Some examples:

"3+2\*2" = 7

" 3/2 " = 1

" 3+5 / 2 " = 5

**Note:** **Do not** use the eval built-in library function.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int calculate(String s) {

if (s == null || s.length() == 0) {

return 0;

}

int ret = 0;

int pre = 0;

char sign = '+';

int cur = 0;

for (int i = 0; i < s.length(); i++) {

if (s.charAt(i) == ' ') {

continue;

}

else if (s.charAt(i) <= '9' && s.charAt(i) >= '0') {

cur = cur \* 10 + (s.charAt(i) - '0');

}

else {

if (sign == '+') {

ret += pre;

pre = cur;

}

else if (sign == '-') {

ret += pre;

pre = -cur;

}

else if (sign == '\*') {

pre \*= cur;

}

else if (sign == '/') {

pre /= cur;

}

sign = s.charAt(i);

cur = 0;

}

}

if (sign == '+') {

ret += pre;

pre = cur;

}

else if (sign == '-') {

ret += pre;

pre = -cur;

}

else if (sign == '\*') {

pre \*= cur;

}

else if (sign == '/') {

pre /= cur;

}

return ret + pre;

}

}

### Summary Ranges

Given a sorted integer array without duplicates, return the summary of its ranges.

For example, given [0,1,2,4,5,7], return ["0->2","4->5","7"].

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public List<String> summaryRanges(int[] nums) {

List<String> ret = new LinkedList<String>();

if (nums == null || nums.length == 0) {

return ret;

}

for (int i = 0; i < nums.length; i++) {

int num = nums[i];

while (i < nums.length - 1 && nums[i] + 1 == nums[i + 1]) {

i++;

}

if (num != nums[i]) {

ret.add(num + "->" + nums[i]);

} else {

ret.add(Integer.toString(num));

}

}

return ret;

}

}

### Majority Element II

Given an integer array of size *n*, find all elements that appear more than ⌊ n/3 ⌋ times. The algorithm should run in linear time and in O(1) space.

**Hint:**

1. How many majority elements could it possibly have?
2. Do you have a better hint? [Suggest it](mailto:admin@leetcode.com?subject=Hints%20for%20Majority%20Element%20II)!

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public List<Integer> majorityElement(int[] nums) {

List<Integer> ret = new LinkedList<Integer>();

int c1 = 0;

int c2 = 0;

int m1 = 0;

int m2 = 1;

for (int n : nums) {

if (m1 == n) {

c1++;

} else if (m2 == n) {

c2++;

} else if (c1 == 0) {

m1 = n;

c1 = 1;

} else if (c2 == 0) {

m2 = n;

c2 = 1;

} else {

c1--;

c2--;

}

}

c1 = 0;

c2 = 0;

for (int n : nums) {

if (n == m1) {

c1++;

}

if (n == m2) {

c2++;

}

}

if (c1 > nums.length / 3) {

ret.add(m1);

}

if (c2 > nums.length / 3) {

ret.add(m2);

}

return ret;

}

}

### Kth Smallest Element in a BST

Given a binary search tree, write a function kthSmallest to find the **k**th smallest element in it.

**Note:**  
You may assume k is always valid, 1 ≤ k ≤ BST's total elements.

**Follow up:**  
What if the BST is modified (insert/delete operations) often and you need to find the kth smallest frequently? How would you optimize the kthSmallest routine?

**Hint:**

1. Try to utilize the property of a BST.
2. What if you could modify the BST node's structure?
3. The optimal runtime complexity is O(height of BST).

**Solution 1 – Time O (n) Space O (n)**

// Not modify Tree structure

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public int kthSmallest(TreeNode root, int k) {

Deque<TreeNode> s = new LinkedList<TreeNode>();

while (!s.isEmpty() || root != null) {

if (root != null) {

s.push(root);

root = root.left;

} else {

TreeNode n = s.pop();

k--;

if (k == 0) {

return n.val;

}

root = n.right;

}

}

return 0;

}

}

**Solution 2 – Time O (first time O(n), afterwards O(log n)) Space O (n)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

class TreeNodeWithCount {

int val;

int count;

TreeNodeWithCount left;

TreeNodeWithCount right;

TreeNodeWithCount(int x) {

val = x;

count = 1;

}

}

public int kthSmallest(TreeNode root, int k) {

TreeNodeWithCount rootWithCount = buildTreeWithCount(root);

return kthSmallest(rootWithCount, k);

}

public TreeNodeWithCount buildTreeWithCount(TreeNode root) {

if (root == null)

return null;

TreeNodeWithCount rootWithCount = new TreeNodeWithCount(root.val);

rootWithCount.left = buildTreeWithCount(root.left);

rootWithCount.right = buildTreeWithCount(root.right);

if (rootWithCount.left != null)

rootWithCount.count += rootWithCount.left.count;

if (rootWithCount.right != null)

rootWithCount.count += rootWithCount.right.count;

return rootWithCount;

}

public int kthSmallest(TreeNodeWithCount rootWithCount, int k) {

if (k <= 0 || k > rootWithCount.count) {

return -1;

}

if (rootWithCount.left != null) {

if (rootWithCount.left.count == k - 1) {

return rootWithCount.val;

} else if (rootWithCount.left.count > k - 1) {

return kthSmallest(rootWithCount.left, k);

} else {

return kthSmallest(rootWithCount.right, k - 1

- rootWithCount.left.count);

}

} else {

if (k == 1) {

return rootWithCount.val;

} else {

return kthSmallest(rootWithCount.right, k - 1);

}

}

}

}

### Power of Two

Given an integer, write a function to determine if it is a power of two.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public boolean isPowerOfTwo(int n) {

if (n <= 0) {

return false;

}

return (n & (n - 1)) == 0;

}

}

### Implement Queue using Stacks

Implement the following operations of a queue using stacks.

* push(x) -- Push element x to the back of queue.
* pop() -- Removes the element from in front of queue.
* peek() -- Get the front element.
* empty() -- Return whether the queue is empty.

**Notes:**

* You must use *only* standard operations of a stack -- which means only push to top, peek/pop from top, size, and is empty operations are valid.
* Depending on your language, stack may not be supported natively. You may simulate a stack by using a list or deque (double-ended queue), as long as you use only standard operations of a stack.
* You may assume that all operations are valid (for example, no pop or peek operations will be called on an empty queue).

**Solution 1 – Time O (pop/peek O(n), other O(1)) Space O (n)**

class MyQueue {

Deque<Integer> s1 = new LinkedList<Integer>();

Deque<Integer> s2 = new LinkedList<Integer>();

// Push element x to the back of queue.

public void push(int x) {

s1.push(x);

}

// Removes the element from in front of queue.

public void pop() {

if (s2.isEmpty()) {

while (!s1.isEmpty()) {

s2.push(s1.pop());

}

}

s2.pop();

}

// Get the front element.

public int peek() {

if (s2.isEmpty()) {

while (!s1.isEmpty()) {

s2.push(s1.pop());

}

}

return s2.peek();

}

// Return whether the queue is empty.

public boolean empty() {

return s1.isEmpty() && s2.isEmpty();

}

}

### Palindrome Linked List

Given a singly linked list, determine if it is a palindrome.

**Follow up:**  
Could you do it in O(n) time and O(1) space?

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

public class Solution {

public boolean isPalindrome(ListNode head) {

ListNode fast = head;

ListNode slow = head;

while (fast != null && fast.next != null) {

fast = fast.next.next;

slow = slow.next;

}

if (fast != null) { // odd number

slow = slow.next;

}

ListNode reverse = null;

while (slow != null) {

ListNode n = slow;

slow = slow.next;

n.next = reverse;

reverse = n;

}

while (reverse != null) {

if (reverse.val != head.val) {

return false;

}

head = head.next;

reverse = reverse.next;

}

return true;

}

}

### Lowest Common Ancestor of a Binary Search Tree

Given a binary search tree (BST), find the lowest common ancestor (LCA) of two given nodes in the BST.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes v and w as the lowest node in T that has both v and w as descendants (where we allow **a node to be a descendant of itself**).”
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For example, the lowest common ancestor (LCA) of nodes 2 and 8 is 6. Another example is LCA of nodes 2 and 4 is 2, since a node can be a descendant of itself according to the LCA definition.

**Solution 1 – Time O (n) Space O (1)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

while (root != null) {

if (root.val > p.val && root.val > q.val)

root = root.left;

else if (root.val < p.val && root.val < q.val)

root = root.right;

else

return root;

}

return null;

}

}

### Lowest Common Ancestor of a Binary Tree

Given a binary tree, find the lowest common ancestor (LCA) of two given nodes in the tree.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes v and w as the lowest node in T that has both v and w as descendants (where we allow **a node to be a descendant of itself**).”
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For example, the lowest common ancestor (LCA) of nodes 5 and 1 is 3. Another example is LCA of nodes 5 and 4 is 5, since a node can be a descendant of itself according to the LCA definition.

**Solution 1 – Time O (n) Space O (n)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

if (root == null || root == p || root == q) {

return root;

}

TreeNode left = lowestCommonAncestor(root.left, p, q);

TreeNode right = lowestCommonAncestor(root.right, p, q);

if (left == null) {

return right;

} else if (right == null) {

return left;

} else {

return root;

}

}

}

### Delete Node in a Linked List

Write a function to delete a node (except the tail) in a singly linked list, given only access to that node.

Supposed the linked list is 1 -> 2 -> 3 -> 4 and you are given the third node with value 3, the linked list should become 1 -> 2 -> 4 after calling your function.

**Solution 1 – Time O (1) Space O (1)**

/\*\*

\* Definition for singly-linked list.

\* public class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) { val = x; }

\* }

\*/

public class Solution {

public void deleteNode(ListNode node) {

node.val = node.next.val;

node.next = node.next.next;

}

}

### Product of Array Except Self

Given an array of *n* integers where *n* > 1, nums, return an array output such that output[i] is equal to the product of all the elements of nums except nums[i].

Solve it **without division** and in O(*n*).

For example, given [1,2,3,4], return [24,12,8,6].

**Follow up:**  
Could you solve it with constant space complexity? (Note: The output array **does not** count as extra space for the purpose of space complexity analysis.)

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int[] productExceptSelf(int[] nums) {

if (nums == null || nums.length == 0) {

return new int[0];

}

int[] output = new int[nums.length];

output[0] = nums[0];

for (int i = 1; i < nums.length; i++) {

output[i] = output[i - 1] \* nums[i];

}

for (int i = nums.length - 2; i >= 0; i--) {

nums[i] = nums[i + 1] \* nums[i];

}

output[nums.length - 1] = output[nums.length - 2];

for (int i = nums.length - 2; i >= 1; i--) {

output[i] = output[i - 1] \* nums[i + 1];

}

output[0] = nums[1];

return output;

}

}

### Search a 2D Matrix II

Write an efficient algorithm that searches for a value in an *m* x *n* matrix. This matrix has the following properties:

* Integers in each row are sorted in ascending from left to right.
* Integers in each column are sorted in ascending from top to bottom.

For example,

Consider the following matrix:

[

[1, 4, 7, 11, 15],

[2, 5, 8, 12, 19],

[3, 6, 9, 16, 22],

[10, 13, 14, 17, 24],

[18, 21, 23, 26, 30]

]

Given **target** = 5, return true.

Given **target** = 20, return false.

**Solution 1 – Time O (n + m) Space O (1)**

public class Solution {

public boolean searchMatrix(int[][] matrix, int target) {

if (matrix == null || matrix.length == 0 || matrix[0] == null

|| matrix[0].length == 0) {

return false;

}

int m = matrix.length;

int n = matrix[0].length;

int r = 0;

int c = n - 1;

while (c >= 0 && r < m) {

if (target == matrix[r][c]) {

return true;

} else if (target > matrix[r][c]) {

r++;

} else {

c--;

}

}

return false;

}

}

### Different Ways to Add Parentheses

Given a string of numbers and operators, return all possible results from computing all the different possible ways to group numbers and operators. The valid operators are+, - and \*.

**Example 1**

Input: "2-1-1".

((2-1)-1) = 0

(2-(1-1)) = 2

Output: [0, 2]

**Example 2**

Input: "2\*3-4\*5"

(2\*(3-(4\*5))) = -34

((2\*3)-(4\*5)) = -14

((2\*(3-4))\*5) = -10

(2\*((3-4)\*5)) = -10

(((2\*3)-4)\*5) = 10

Output: [-34, -14, -10, -10, 10]

**Solution 1 – Time O (NP) Space O (NP)**

public class Solution {

public List<Integer> diffWaysToCompute(String input) {

Map<String, List<Integer>> map = new HashMap<String, List<Integer>>();

return helper(input, map);

}

public List<Integer> helper(String input, Map<String, List<Integer>> map) {

List<Integer> ret = new LinkedList<Integer>();

for (int i = 0; i < input.length(); i++) {

if (isSign(input.charAt(i))) {

String s1 = input.substring(0, i);

String s2 = input.substring(i + 1);

List<Integer> l1;

if (map.containsKey(s1)) {

l1 = map.get(s1);

} else {

l1 = helper(s1, map);

}

List<Integer> l2;

if (map.containsKey(s2)) {

l2 = map.get(s2);

} else {

l2 = helper(s2, map);

}

for (Integer i1 : l1) {

for (Integer i2 : l2) {

int r = 0;

switch (input.charAt(i)) {

case '+':

r = i1 + i2;

break;

case '-':

r = i1 - i2;

break;

case '\*':

r = i1 \* i2;

break;

}

ret.add(r);

}

}

}

}

if (ret.size() == 0) {

ret.add(Integer.parseInt(input));

}

map.put(input, ret);

return ret;

}

public boolean isSign(char c) {

return c == '+' || c == '-' || c == '\*';

}

}

### Valid Anagram

Given two strings s and t, write a function to determine if t is an anagram of s.

For example,

s = "anagram", t = "nagaram", return true.

s = "rat", t = "car", return false.

Note:

You may assume the string contains only lowercase alphabets.

**Solution 1 – Time O (n) Space O (1)**

// Assume only low case character

public class Solution {

public boolean isAnagram(String s, String t) {

if (s == null || t == null || s.length() != t.length()) {

return false;

}

int[] count = new int[26];

for (int i = 0; i < s.length(); i++) {

count[s.charAt(i) - 'a']++;

}

for (int i = 0; i < t.length(); i++) {

count[t.charAt(i) - 'a']--;

if (count[t.charAt(i) - 'a'] < 0) {

return false;

}

}

return true;

}

}

**Solution 2 – Time O (n) Space O (n)**

// Use hashmap for Unicode character

public class Solution {

public boolean isAnagram(String s, String t) {

if (s == null || t == null) {

return false;

}

Map<Character, Integer> map = new HashMap<Character, Integer>();

if (s.length() != t.length()) {

return false;

}

for (int i = 0; i < s.length(); i++) {

if (map.containsKey(s.charAt(i))) {

map.put(s.charAt(i), map.get(s.charAt(i)) + 1);

} else {

map.put(s.charAt(i), 1);

}

}

for (int i = 0; i < t.length(); i++) {

if (!map.containsKey(t.charAt(i)) || map.get(t.charAt(i)) < 1) {

return false;

}

map.put(t.charAt(i), map.get(t.charAt(i)) - 1);

}

return true;

}

}

### Shortest Word Distance

Given a list of words and two words word1 and word2, return the shortest distance between these two words in the list.

For example, Assume that words = ["practice", "makes", "perfect", "coding", "makes"].

Given word1 = “coding”, word2 = “practice”, return 3. Given word1 = "makes", word2 = "coding", return 1.

Note: You may assume that word1 does not equal to word2, and word1 and word2 are both in the list.

**Solution 1 – Time O (n+m) Space O (1)**

public class Solution {

public int shortestDistance(String[] words, String word1, String word2) {

int p1 = -1, p2 = -1, min = Integer.MAX\_VALUE;

for (int i = 0; i < words.length; i++) {

if (words[i].equals(word1)) {

p1 = i;

}

if (words[i].equals(word2)) {

p2 = i;

}

if (p1 != -1 && p2 != -1) {

min = Math.min(min, Math.abs(p1 - p2));

}

}

return min;

}

}

### Shortest Word Distance II

This is a follow up of Shortest Word Distance. The only difference is now you are given the list of words and your method will be called repeatedly many times with different parameters. How would you optimize it?

Design a class which receives a list of words in the constructor, and implements a method that takes two words word1 and word2 and return the shortest distance between these two words in the list.

For example, Assume that words = ["practice", "makes", "perfect", "coding", "makes"].

Given word1 = “coding”, word2 = “practice”, return 3. Given word1 = "makes", word2 = "coding", return 1.

Note: You may assume that word1 does not equal to word2, and word1 and word2 are both in the list.

**Solution 1 – Time O (n + m) Space O (n + m)**

public class Solution {

private Map<String, List<Integer>> map;

public void WordDistance(String[] words) {

map = new HashMap<String, List<Integer>>();

for (int i = 0; i < words.length; i++) {

String w = words[i];

if (map.containsKey(w)) {

map.get(w).add(i);

} else {

List<Integer> list = new ArrayList<Integer>();

list.add(i);

map.put(w, list);

}

}

}

public int shortest(String word1, String word2) {

List<Integer> list1 = map.get(word1);

List<Integer> list2 = map.get(word2);

int ret = Integer.MAX\_VALUE;

for (int i = 0, j = 0; i < list1.size() && j < list2.size();) {

int index1 = list1.get(i), index2 = list2.get(j);

if (index1 < index2) {

ret = Math.min(ret, index2 - index1);

i++;

} else {

ret = Math.min(ret, index1 - index2);

j++;

}

}

return ret;

}

}

### Shortest Word Distance III

This is a follow up of Shortest Word Distance. The only difference is now word1 could be the same as word2.

Given a list of words and two words word1 and word2, return the shortest distance between these two words in the list.

word1 and word2 may be the same and they represent two individual words in the list.

For example, Assume that words = ["practice", "makes", "perfect", "coding", "makes"].

Given word1 = “makes”, word2 = “coding”, return 1. Given word1 = "makes", word2 = "makes", return 3.

Note: You may assume word1 and word2 are both in the list.

**Solution 1 – Time O (n+m) Space O (1)**

public class Solution {

public int shortestDistance(String[] words, String word1, String word2) {

int p1 = -1, p2 = -1, min = Integer.MAX\_VALUE;

for (int i = 0; i < words.length; i++) {

if (words[i].equals(word1)) {

p1 = i;

}

if (words[i].equals(word2)) {

if (word1.equals(word2)) {

p1 = p2;

}

p2 = i;

}

if (p1 != -1 && p2 != -1) {

min = Math.min(min, Math.abs(p1 - p2));

}

}

return min;

}

}

### Strobogrammatic Number

A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down).

Write a function to determine if a number is strobogrammatic. The number is represented as a string.

For example, the numbers "69", "88", and "818" are all strobogrammatic.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public boolean isStrobogrammatic(String num) {

Map<Character, Character> map = new HashMap<Character, Character>();

map.put('6', '9');

map.put('9', '6');

map.put('0', '0');

map.put('1', '1');

map.put('8', '8');

int l = 0, r = num.length() - 1;

while (l <= r) {

if (!map.containsKey(num.charAt(l)))

return false;

if (map.get(num.charAt(l)) != num.charAt(r))

return false;

l++;

r--;

}

return true;

}

}

### Strobogrammatic Number II

A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down).

Find all strobogrammatic numbers that are of length = n.

For example, Given n = 2, return ["11","69","88","96"].

**Solution 1 – Time O (n^5) Space O (n^5)**

public class Solution {

public List<String> findStrobogrammatic(int n) {

List<String> one = Arrays.asList("0", "1", "8");

List<String> two = Arrays.asList("");

List<String> ret;

if (n % 2 == 1) {

ret = one;

} else {

ret = two;

}

for (int i = (n % 2) + 2; i <= n; i += 2) {

List<String> newList = new ArrayList<>();

for (String str : ret) {

if (i != n) {

newList.add("0" + str + "0");

}

newList.add("1" + str + "1");

newList.add("6" + str + "9");

newList.add("8" + str + "8");

newList.add("9" + str + "6");

}

ret = newList;

}

return ret;

}

}

### Group Shifted Strings

Given a string, we can "shift" each of its letter to its successive letter, for example: "abc" -> "bcd". We can keep "shifting" which forms the sequence:

"abc" -> "bcd" -> ... -> "xyz"

Given a list of strings which contains only lowercase alphabets, group all strings that belong to the same shifting sequence.

For example, given: ["abc", "bcd", "acef", "xyz", "az", "ba", "a", "z"],   
Return:

[

["abc","bcd","xyz"],

["az","ba"],

["acef"],

["a","z"]

]

**Note:** For the return value, each inner list's elements must follow the lexicographic order.

**Solution 1 – Time O (?) Space O (?)**

public class Solution {

public List<List<String>> groupStrings(String[] strings) {

List<List<String>> result = new ArrayList<List<String>>();

Map<String, List<String>> map = new HashMap<String, List<String>>();

for (String str : strings) {

int offset = str.charAt(0) - 'a';

String key = "";

for (int i = 0; i < str.length(); i++) {

char c = (char) (str.charAt(i) - offset);

if (c < 'a') {

c += 26;

}

key += c;

}

if (!map.containsKey(key)) {

List<String> list = new ArrayList<String>();

map.put(key, list);

}

map.get(key).add(str);

}

for (String key : map.keySet()) {

List<String> list = map.get(key);

Collections.sort(list);

result.add(list);

}

return result;

}

}

### Count Univalue Subtrees

Given a binary tree, count the number of uni-value subtrees.

A Uni-value subtree means all nodes of the subtree have the same value.

For example:  
Given binary tree,

5

/ \

1 5

/ \ \

5 5 5

return 4.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public int countUnivalSubtrees(TreeNode root) {

int[] count = new int[1];

helper(root, count);

return count[0];

}

private boolean helper(TreeNode node, int[] count) {

if (node == null) {

return true;

}

boolean left = helper(node.left, count);

boolean right = helper(node.right, count);

if (left && right) {

if (node.left != null && node.val != node.left.val) {

return false;

}

if (node.right != null && node.val != node.right.val) {

return false;

}

count[0]++;

return true;

}

return false;

}

}

### Flatten 2D Vector

Implement an iterator to flatten a 2d vector.

For example, Given 2d vector =

[

[1,2],

[3],

[4,5,6]

]

By calling next repeatedly until hasNext returns false, the order of elements returned by next should be: [1,2,3,4,5,6].

**Solution 1 – Time O (1) Space O (1)**

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Flatten2DVector {

private Iterator<List<Integer>> i;

private Iterator<Integer> j;

public Flatten2DVector(List<List<Integer>> vec2d) {

i = vec2d.iterator();

}

public int next() {

hasNext();

return j.next();

}

public boolean hasNext() {

while ((j == null || !j.hasNext()) && i.hasNext()) {

j = i.next().iterator();

}

return j != null && j.hasNext();

}

}

### Meeting Rooms

Given an array of meeting time intervals consisting of start and end times [[s1,e1],[s2,e2],...] (si < ei), determine if a person could attend all meetings.

For example, Given [[0, 30],[5, 10],[15, 20]], return false.

**Solution 1 – Time O (n log n) Space O (1)**

public class Solution {

public boolean canAttendMeetings(Interval[] intervals) {

if (intervals == null || intervals.length == 0) {

return false;

}

// Sort the intervals by start time

Arrays.sort(intervals, new Comparator<Interval>() {

public int compare(Interval a, Interval b) {

return a.start - b.start;

}

});

for (int i = 1; i < intervals.length; i++)

if (intervals[i].start < intervals[i - 1].end) {

return false;

}

return true;

}

}

### Meeting Rooms II

Given an array of meeting time intervals consisting of start and end times [[s1,e1],[s2,e2],...] (si < ei), find the minimum number of conference rooms required.

For example, Given [[0, 30],[5, 10],[15, 20]], return 2.

**Solution 1 – Time O (n log n) Space O (1)**

public class Solution {

public int minMeetingRooms(Interval[] intervals) {

int[] starts = new int[intervals.length];

int[] ends = new int[intervals.length];

for (int i = 0; i < intervals.length; i++) {

starts[i] = intervals[i].start;

ends[i] = intervals[i].end;

}

Arrays.sort(starts);

Arrays.sort(ends);

int rooms = 0;

int endsItr = 0;

for (int i = 0; i < starts.length; i++) {

if (starts[i] < ends[endsItr]) {

rooms++;

} else {

endsItr++;

}

}

return rooms;

}

}

**Solution 2 – Time O (n log n) Space O (1)**

public class Solution {

public int minMeetingRooms(Interval[] intervals) {

if (intervals == null || intervals.length == 0)

return 0;

Arrays.sort(intervals, new Comparator<Interval>() {

public int compare(Interval i1, Interval i2) {

return i1.start - i2.start;

}

});

PriorityQueue<Integer> endTimes = new PriorityQueue<Integer>();

endTimes.offer(intervals[0].end);

for (int i = 1; i < intervals.length; i++) {

if (intervals[i].start >= endTimes.peek()) {

endTimes.poll();

}

endTimes.offer(intervals[i].end);

}

return endTimes.size();

}

}

### Factor Combinations

Numbers can be regarded as product of its factors. For example,

8 = 2 x 2 x 2;

= 2 x 4.

Write a function that takes an integer *n* and return all possible combinations of its factors.

**Note:**

1. Each combination's factors must be sorted ascending, for example: The factors of 2 and 6 is [2, 6], not [6, 2].
2. You may assume that *n* is always positive.
3. Factors should be greater than 1 and less than *n*.

**Examples:**  
input: 1  
output:

[]

input: 37  
output: 

[]

input: 12  
output:

[

[2, 6],

[2, 2, 3],

[3, 4]

]

input: 32  
output:

[

[2, 16],

[2, 2, 8],

[2, 2, 2, 4],

[2, 2, 2, 2, 2],

[2, 4, 4],

[4, 8]

]

**Solution 1 – Time O (NP) Space O (NP)**

public class Solution {

public List<List<Integer>> getFactors(int n) {

List<List<Integer>> result = new ArrayList<List<Integer>>();

helper(result, new ArrayList<Integer>(), n, 2);

return result;

}

public void helper(List<List<Integer>> result, List<Integer> item, int n,

int start) {

if (n <= 1) {

if (item.size() > 1) {

result.add(new ArrayList<Integer>(item));

}

return;

}

for (int i = start; i <= n; ++i) {

if (n % i == 0) {

item.add(i);

helper(result, item, n / i, i);

item.remove(item.size() - 1);

}

}

}

}

### Verify Preorder Sequence in Binary Search Tree

Given an array of numbers, verify whether it is the correct preorder traversal sequence of a binary search tree.

You may assume each number in the sequence is unique.

Follow up: Could you do it using only constant space complexity?

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public boolean verifyPreorder(int[] preorder) {

int low = Integer.MIN\_VALUE, i = -1;

for (int p : preorder) {

if (p < low)

return false;

while (i >= 0 && p > preorder[i])

low = preorder[i--];

preorder[++i] = p;

}

return true;

}

}

**Solution 2 – Time O (n) Space O (n)**

public class Solution {

public boolean verifyPreorder(int[] preorder) {

int low = Integer.MIN\_VALUE;

Deque<Integer> path = new LinkedList<Integer>();

for (int p : preorder) {

if (p < low)

return false;

while (!path.isEmpty() && p > path.peek())

low = path.pop();

path.push(p);

}

return true;

}

}

### Paint House

There are a row of n houses, each house can be painted with one of the three colors: red, blue or green. The cost of painting each house with a certain color is different. You have to paint all the houses such that no two adjacent houses have the same color.

The cost of painting each house with a certain color is represented by a n x 3 cost matrix. For example, costs0 is the cost of painting house 0 with color red; costs1 is the cost of painting house 1 with color green, and so on... Find the minimum cost to paint all houses.

Note: All costs are positive integers.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int minCost(int[][] costs) {

if (costs == null || costs.length == 0) {

return 0;

}

for (int i = 1; i < costs.length; i++) {

costs[i][0] += Math.min(costs[i - 1][1], costs[i - 1][2]);

costs[i][1] += Math.min(costs[i - 1][0], costs[i - 1][2]);

costs[i][2] += Math.min(costs[i - 1][1], costs[i - 1][0]);

}

int n = costs.length - 1;

return Math.min(Math.min(costs[n][0], costs[n][1]), costs[n][2]);

}

}

### Binary Tree Paths

Given a binary tree, return all root-to-leaf paths.

For example, given the following binary tree:

1

/ \

2 3

\

5

All root-to-leaf paths are:

["1->2->5", "1->3"]

Solution 1 – Time O (n) Space O (n)

/\*\*

\* Definition for a binary tree node.

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class Solution {

public List<String> binaryTreePaths(TreeNode root) {

List<String> ret = new LinkedList<String>();

if (root == null) {

return ret;

}

if (root.left == null && root.right == null) {

ret.add(Integer.toString(root.val));

return ret;

}

if (root.left != null) {

List<String> left = binaryTreePaths(root.left);

for (int i = 0; i < left.size(); i++) {

String str = root.val + "->" + left.get(i);

ret.add(str);

}

}

if (root.right != null) {

List<String> right = binaryTreePaths(root.right);

for (int i = 0; i < right.size(); i++) {

String str = root.val + "->" + right.get(i);

ret.add(str);

}

}

return ret;

}

}

### Add Digits

Given a non-negative integer num, repeatedly add all its digits until the result has only one digit.

For example:

Given num = 38, the process is like: 3 + 8 = 11, 1 + 1 = 2. Since 2 has only one digit, return it.

**Follow up:**  
Could you do it without any loop/recursion in O(1) runtime?

**Hint:**

1. A naive implementation of the above process is trivial. Could you come up with other methods?
2. What are all the possible results?
3. How do they occur, periodically or randomly?
4. You may find this [Wikipedia article](https://en.wikipedia.org/wiki/Digital_root) useful.

**Solution 1 – Time O (1) Space O (1)**

public class Solution {

public int addDigits(int num) {

return 1 + ((num - 1) % 9);

}

}

**Solution 2 – Time O (1) Space O (1)**

public int addDigits(int num) {

if (num == 0) {

return 0;

}

if (num % 9 == 0) {

return 9;

}

else {

return num % 9;

}

}

**Solution 3 – Time O (n^2) Space O (1)**

public class Solution {

public int addDigits(int num) {

while (num >= 10) {

int ret = 0;

while (num != 0) {

ret += num % 10;

num /= 10;

}

num = ret;

}

return num;

}

}

### 3Sum Smaller

Given an array of *n* integers *nums* and a *target*, find the number of index triplets i, j, k with 0 <= i < j < k < n that satisfy the condition nums[i] + nums[j] + nums[k] < target.

For example, given *nums* = [-2, 0, 1, 3], and *target* = 2.

Return 2. Because there are two triplets which sums are less than 2:

[-2, 0, 1]

[-2, 0, 3]

**Solution 1 – Time O (n ^ 2) Space O (1)**

public class Solution {

public int threeSumSmaller(int[] nums, int target) {

if (nums == null || nums.length == 0) {

return 0;

}

Arrays.sort(nums);

int count = 0;

for (int i = 0; i < nums.length - 2; i++) {

int left = i + 1;

int right = nums.length - 1;

while (left < right) {

if (nums[i] + nums[left] + nums[right] < target) {

count += right - left;

left++;

}

if (nums[i] + nums[left] + nums[right] >= target) {

right--;

}

}

}

return count;

}

}

### Single Number III

Given an array of numbers nums, in which exactly two elements appear only once and all the other elements appear exactly twice. Find the two elements that appear only once.

For example:

Given nums = [1, 2, 1, 3, 2, 5], return [3, 5].

**Note**:

1. The order of the result is not important. So in the above example, [5, 3] is also correct.
2. Your algorithm should run in linear runtime complexity. Could you implement it using only constant space complexity?

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int[] singleNumber(int[] nums) {

int xor = 0;

for (int i = 0; i < nums.length; i++) {

xor = xor ^ nums[i];

}

// find the right most 1

xor = xor & (~(xor - 1));

// separate into two different groups

int[] ret = new int[2];

for (int i = 0; i < nums.length; i++) {

if ((nums[i] & xor) == 0) {

ret[0] ^= nums[i];

} else {

ret[1] ^= nums[i];

}

}

return ret;

}

}

### Graph Valid Tree

Given n nodes labeled from 0 to n - 1 and a list of undirected edges (each edge is a pair of nodes), write a function to check whether these edges make up a valid tree.

For example:

Given n = 5 and edges = [[0, 1], [0, 2], [0, 3], [1, 4]], return true.

Given n = 5 and edges = [[0, 1], [1, 2], [2, 3], [1, 3], [1, 4]], return false.

Hint:

Given n = 5 and edges = [[0, 1], [1, 2], [3, 4]], what should your return? Is this case a valid tree? Show More Hint Note: you can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0, 1] is the same as [1, 0] and thus will not appear together in edges.

<http://www.geeksforgeeks.org/union-find/>

**Solution 1 – Time O (N \* M) Space O (N)**

public class Solution {

public boolean validTree(int n, int[][] edges) {

// initialize n isolated islands

int[] nums = new int[n];

Arrays.fill(nums, -1);

// perform union find

for (int i = 0; i < edges.length; i++) {

int x = find(nums, edges[i][0]);

int y = find(nums, edges[i][1]);

// if two vertices happen to be in the same set

// then there's a cycle

if (x == y)

return false;

// union

nums[x] = y;

}

return edges.length == n - 1;

}

int find(int nums[], int i) {

if (nums[i] == -1)

return i;

return find(nums, nums[i]);

}

}

### Ugly Number

Write a program to check whether a given number is an ugly number.

Ugly numbers are positive numbers whose prime factors only include 2, 3, 5. For example, 6, 8 are ugly while 14 is not ugly since it includes another prime factor 7.

Note that 1 is typically treated as an ugly number.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public boolean isUgly(int num) {

if (num < 1) {

return false;

}

while (num % 2 == 0) {

num = num / 2;

}

while (num % 3 == 0) {

num = num / 3;

}

while (num % 5 == 0) {

num = num / 5;

}

return num == 1;

}

}

### Ugly Number II

Write a program to find the n-th ugly number.

Ugly numbers are positive numbers whose prime factors only include 2, 3, 5. For example, 1, 2, 3, 4, 5, 6, 8, 9, 10, 12 is the sequence of the first 10 ugly numbers.

Note that 1 is typically treated as an ugly number.

**Hint:**

1. The naive approach is to call isUgly for every number until you reach the nth one. Most numbers are *not* ugly. Try to focus your effort on generating only the ugly ones.
2. An ugly number must be multiplied by either 2, 3, or 5 from a smaller ugly number.
3. The key is how to maintain the order of the ugly numbers. Try a similar approach of merging from three sorted lists: L1, L2, and L3.
4. Assume you have Uk, the kth ugly number. Then Uk+1 must be Min(L1 \* 2, L2 \* 3, L3 \* 5).

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public int nthUglyNumber(int n) {

int[] ret = new int[n];

ret[0] = 1;

int p2 = 0, p3 = 0, p5 = 0;

for (int i = 1; i < n; i++) {

ret[i] = Math.min(Math.min(ret[p2] \* 2, ret[p3] \* 3), ret[p5] \* 5);

// Be careful about the cases such as 6, in which we need to forward

// both pointers of 2 and 3.

if (ret[i] == ret[p2] \* 2) {

p2++;

}

if (ret[i] == ret[p3] \* 3) {

p3++;

}

if (ret[i] == ret[p5] \* 5) {

p5++;

}

}

return ret[n - 1];

}

}

**Solution 2 – Time O (n) Space O (n)**

// Use queue, but it may exceed integer range, so have to use long type

public class Solution {

public int nthUglyNumber(int n) {

long ret = 0;

if (n == 1) {

return 1;

}

Queue<Long> q2 = new LinkedList<Long>();

Queue<Long> q3 = new LinkedList<Long>();

Queue<Long> q5 = new LinkedList<Long>();

q2.offer(2L);

q3.offer(3L);

q5.offer(5L);

for (int i = 1; i < n; i++) {

long v2 = q2.peek();

long v3 = q3.peek();

long v5 = q5.peek();

if (v2 < v3 && v2 < v5) {

ret = q2.poll();

q2.offer(v2 \* 2);

q3.offer(v2 \* 3);

q5.offer(v2 \* 5);

} else if (v3 < v5) {

ret = q3.poll();

q3.offer(v3 \* 3);

q5.offer(v3 \* 5);

} else {

ret = q5.poll();

q5.offer(v5 \* 5);

}

}

return (int) ret;

}

}

### Palindrome Permutation

Given a string, determine if a permutation of the string could form a palindrome.

For example, "code" -> False, "aab" -> True, "carerac" -> True.

Hint:

Consider the palindromes of odd vs even length. What difference do you notice? Count the frequency of each character. If each character occurs even number of times, then it must be a palindrome. How about character which occurs odd number of times?

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

public boolean canPermutePalindrome(String s) {

Set<Character> set = new HashSet<Character>();

for (int i = 0; i < s.length(); ++i) {

if (!set.contains(s.charAt(i))) {

set.add(s.charAt(i));

} else {

set.remove(s.charAt(i));

}

}

return set.size() == 0 || set.size() == 1;

}

}

### Palindrome Permutation II

Given a string s, return all the palindromic permutations (without duplicates) of it. Return an empty list if no palindromic permutation could be form.

For example:

Given s = "aabb", return ["abba", "baab"].

Given s = "abc", return [].

**Hint:**

1. If a palindromic permutation exists, we just need to generate the first half of the string.
2. To generate all distinct permutations of a (half of) string, use a similar approach from: [Permutations II](https://leetcode.com/problems/permutations-ii) or[Next Permutation](https://leetcode.com/problems/next-permutation).

**Solution 1 – Time O (NP) Space O (NP)**

public class Solution {

public List<String> generatePalindromes(String s) {

int odd = 0;

String mid = "";

List<String> res = new LinkedList<String>();

List<Character> list = new LinkedList<Character>();

Map<Character, Integer> map = new HashMap<Character, Integer>();

// step 1. build character count map and count odds

for (int i = 0; i < s.length(); i++) {

char c = s.charAt(i);

map.put(c, map.containsKey(c) ? map.get(c) + 1 : 1);

odd += map.get(c) % 2 != 0 ? 1 : -1;

}

// cannot form any palindromic string

if (odd > 1)

return res;

// step 2. add half count of each character to list

for (Map.Entry<Character, Integer> entry : map.entrySet()) {

char key = entry.getKey();

int val = entry.getValue();

if (val % 2 != 0)

mid += key;

for (int i = 0; i < val / 2; i++)

list.add(key);

}

// step 3. generate all the permutations

getPerm(list, mid, new boolean[list.size()], new StringBuilder(), res);

return res;

}

// generate all unique permutation from list

void getPerm(List<Character> list, String mid, boolean[] used,

StringBuilder sb, List<String> res) {

if (sb.length() == list.size()) {

// form the palindromic string

res.add(sb.toString() + mid + sb.reverse().toString());

sb.reverse();

return;

}

for (int i = 0; i < list.size(); i++) {

// avoid duplication

if (i > 0 && list.get(i) == list.get(i - 1) && !used[i - 1])

continue;

if (!used[i]) {

used[i] = true;

sb.append(list.get(i));

// recursion

getPerm(list, mid, used, sb, res);

// backtracking

used[i] = false;

sb.deleteCharAt(sb.length() - 1);

}

}

}

}

### Missing Number

Given an array containing *n* distinct numbers taken from 0, 1, 2, ..., n, find the one that is missing from the array.

For example,  
Given *nums* = [0, 1, 3] return 2.

**Note**:  
Your algorithm should run in linear runtime complexity. Could you implement it using only constant extra space complexity?

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int missingNumber(int[] nums) {

int xor = 0, i = 0;

for (i = 0; i < nums.length; i++) {

xor = xor ^ i ^ nums[i];

}

return xor ^ i;

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public int missingNumber(int[] nums) {

if (nums == null) {

return 0;

}

int ret = 0;

for (int j = 0; j < 32; j++) {

int mask = 1 << j;

int zero = 0;

int one = 0;

for (int i = 0; i < nums.length; i++) {

if (j > 0 && (nums[i] & (0xffffffffL >>> (32 - j))) != ret) {

continue;

}

if ((nums[i] & mask) == 0) {

zero++;

} else {

one++;

}

}

if (zero > one) {

ret |= mask;

}

}

return ret;

}

}

### Closest Binary Search Tree Value

Given a non-empty binary search tree and a target value, find the value in the BST that is closest to the target.

Note: Given target value is a floating point. You are guaranteed to have only one unique value in the BST that is closest to the target.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int closestValue(TreeNode root, double target) {

int ret = root.val;

while (root != null) {

if (Math.abs(target - root.val) < Math.abs(target - ret)) {

ret = root.val;

}

root = root.val > target ? root.left : root.right;

}

return ret;

}

}

### Encode and Decode Strings

Design an algorithm to encode a list of strings to a string. The encoded string is then sent over the network and is decoded back to the original list of strings.

Machine 1 (sender) has the function:  
string encode(vector<string> strs) { // ... your code return encoded\_string; }   
Machine 2 (receiver) has the function:   
vector<string> decode(string s) { //... your code return strs; }

So Machine 1 does:  
string encoded\_string = encode(strs);   
and Machine 2 does:  
vector<string> strs2 = decode(encoded\_string);   
strs2 in Machine 2 should be the same as strs in Machine 1.

Implement the encode and decode methods.

Note: The string may contain any possible characters out of 256 valid ascii characters. Your algorithm should be generalized enough to work on any possible characters. Do not use class member/global/static variables to store states. Your encode and decode algorithms should be stateless. Do not rely on any library method such as eval or serialize methods. You should implement your own encode/decode algorithm.

**Solution 1 – Time O (n) Space O (n)**

public class Solution {

// Encodes a list of strings to a single string.

public String encode(List<String> strs) {

StringBuilder sb = new StringBuilder();

for (String s : strs) {

sb.append(s.length()).append('/').append(s);

}

return sb.toString();

}

// Decodes a single string to a list of strings.

public List<String> decode(String s) {

List<String> ret = new ArrayList<String>();

int i = 0;

while (i < s.length()) {

int slash = s.indexOf('/', i);

int size = Integer.valueOf(s.substring(i, slash));

ret.add(s.substring(slash + 1, slash + size + 1));

i = slash + size + 1;

}

return ret;

}

}

### Integer to English Words

Convert a non-negative integer to its english words representation. Given input is guaranteed to be less than 231 - 1.

For example,

123 -> "One Hundred Twenty Three"

12345 -> "Twelve Thousand Three Hundred Forty Five"

1234567 -> "One Million Two Hundred Thirty Four Thousand Five Hundred Sixty Seven"

**Hint:**

1. Did you see a pattern in dividing the number into chunk of words? For example, 123 and 123000.
2. Group the number by thousands (3 digits). You can write a helper function that takes a number less than 1000 and convert just that chunk to words.
3. There are many edge cases. What are some good test cases? Does your code work with input such as 0? Or 1000010? (middle chunk is zero and should not be printed out)

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

private final String[] belowTen = new String[] { "", "One", "Two", "Three",

"Four", "Five", "Six", "Seven", "Eight", "Nine" };

private final String[] belowTwenty = new String[] { "Ten", "Eleven",

"Twelve", "Thirteen", "Fourteen", "Fifteen", "Sixteen",

"Seventeen", "Eighteen", "Nineteen" };

private final String[] belowHundred = new String[] { "", "Ten", "Twenty",

"Thirty", "Forty", "Fifty", "Sixty", "Seventy", "Eighty", "Ninety" };

public String numberToWords(int num) {

if (num == 0) {

return "Zero";

}

return helper(num);

}

private String helper(int num) {

String result = new String();

if (num < 10) {

result = belowTen[num];

} else if (num < 20) {

result = belowTwenty[num - 10];

} else if (num < 100) {

result = belowHundred[num / 10] + " " + helper(num % 10);

} else if (num < 1000) {

result = helper(num / 100) + " Hundred " + helper(num % 100);

} else if (num < 1000000) {

result = helper(num / 1000) + " Thousand " + helper(num % 1000);

} else if (num < 1000000000) {

result = helper(num / 1000000) + " Million "

+ helper(num % 1000000);

} else {

result = helper(num / 1000000000) + " Billion "

+ helper(num % 1000000000);

}

return result.trim();

}

}

**Solution 2 – Time O (n) Space O (1)**

public class Solution {

public String numberToWords(int num) {

StringBuilder ret = new StringBuilder();

if (num == 0) {

return "Zero";

}

int chunk = 0;

if (num >= 1e9) {

chunk = num / 1000000000;

ret.append(myHelper(chunk)).append(" Billion");

num = num % 1000000000;

}

if (num >= 1e6) {

if (ret.length() != 0) {

ret.append(" ");

}

chunk = num / 1000000;

ret.append(myHelper(chunk)).append(" Million");

num = num % 1000000;

}

if (num >= 1e3) {

if (ret.length() != 0) {

ret.append(" ");

}

chunk = num / 1000;

ret.append(myHelper(chunk)).append(" Thousand");

num = num % 1000;

}

if (num > 0) {

if (ret.length() != 0) {

ret.append(" ");

}

chunk = num;

ret.append(myHelper(chunk));

}

return ret.toString();

}

public String myHelper(int chunk) {

StringBuilder ret = new StringBuilder();

if (chunk >= 100) {

ret.append(map(chunk / 100)).append(" Hundred");

chunk = chunk % 100;

}

if (ret.length() != 0 && chunk != 0) {

ret.append(" ");

}

return ret.append(map(chunk)).toString();

}

public String map(int num) {

switch (num) {

case 0:

return "";

case 1:

return "One";

case 2:

return "Two";

case 3:

return "Three";

case 4:

return "Four";

case 5:

return "Five";

case 6:

return "Six";

case 7:

return "Seven";

case 8:

return "Eight";

case 9:

return "Nine";

case 10:

return "Ten";

case 11:

return "Eleven";

case 12:

return "Twelve";

case 13:

return "Thirteen";

case 15:

return "Fifteen";

case 18:

return "Eighteen";

case 14:

case 16:

case 17:

case 19:

return map(num - 10) + "teen";

case 20:

return "Twenty";

case 30:

return "Thirty";

case 40:

return "Forty";

case 50:

return "Fifty";

case 60:

case 70:

case 90:

return myHelper(num / 10) + "ty";

case 80:

return "Eighty";

default:

return map(num - num % 10) + " " + map(num % 10);

}

}

}

### H-Index

Given an array of citations (each citation is a non-negative integer) of a researcher, write a function to compute the researcher's h-index.

According to the [definition of h-index on Wikipedia](https://en.wikipedia.org/wiki/H-index): "A scientist has index *h* if *h* of his/her *N* papers have **at least** *h* citations each, and the other *N − h* papers have **no more than** *h* citations each."

For example, given citations = [3, 0, 6, 1, 5], which means the researcher has 5 papers in total and each of them had received 3, 0, 6, 1, 5 citations respectively. Since the researcher has 3 papers with **at least** 3 citations each and the remaining two with **no more than** 3 citations each, his h-index is 3.

**Note**: If there are several possible values for h, the maximum one is taken as the h-index.

**Hint:**

1. An easy approach is to sort the array first.
2. What are the possible values of h-index?
3. A faster approach is to use extra space.

**Solution 1 – Time O () Space O ()**

public class Solution {

public int hIndex(int[] citations) {

int len = citations.length;

int[] count = new int[len + 1];

for (int c : citations)

if (c > len) {

count[len]++;

} else {

count[c]++;

}

int total = 0;

for (int i = len; i >= 0; i--) {

total += count[i];

if (total >= i) {

return i;

}

}

return 0;

}

}

**Solution 2 – Time O (nlogn) Space O (1)**

public class Solution {

public int hIndex(int[] citations) {

if (citations == null || citations.length == 0) {

return 0;

}

Arrays.sort(citations);

for (int i = citations.length - 1; i >= 0; i--) {

int h = citations.length - i;

if (citations[i] >= h && (i == 0 || citations[i - 1] <= h)) {

return h;

}

}

return 0;

}

}

### H-Index II

**Follow up** for [H-Index](https://leetcode.com/problems/h-index/): What if the citations array is sorted in ascending order? Could you optimize your algorithm?

**Hint:**

1. Expected runtime complexity is in *O*(log *n*) and the input is sorted.

**Solution 1 – Time O (log n) Space O (1)**

public class Solution {

public int hIndex(int[] citations) {

int len = citations.length;

int l = 0;

int r = len - 1;

while (l <= r) {

int m = (l + r) / 2;

if (citations[m] < len - m) {

l = m + 1;

} else {

r = m - 1;

}

}

return len - l;

}

}

### Paint Fence

There is a fence with n posts, each post can be painted with one of the k colors.

You have to paint all the posts such that no more than two adjacent fence posts have the same color.

Return the total number of ways you can paint the fence.

Note: n and k are non-negative integers.

Solution 1- Time O (n) Space O (1)

public class Solution {

public int numWays(int n, int k) {

if (n == 0)

return 0;

else if (n == 1)

return k;

int diffColorCounts = k \* (k - 1);

int sameColorCounts = k;

for (int i = 2; i < n; i++) {

int temp = diffColorCounts;

diffColorCounts = (diffColorCounts + sameColorCounts) \* (k - 1);

sameColorCounts = temp;

}

return diffColorCounts + sameColorCounts;

}

}

### Find the Celebrity

Suppose you are at a party with n people (labeled from 0 to n - 1) and among them, there may exist one celebrity. The definition of a celebrity is that all the other n - 1people know him/her but he/she does not know any of them.

Now you want to find out who the celebrity is or verify that there is not one. The only thing you are allowed to do is to ask questions like: "Hi, A. Do you know B?" to get information of whether A knows B. You need to find out the celebrity (or verify there is not one) by asking as few questions as possible (in the asymptotic sense).

You are given a helper function bool knows(a, b) which tells you whether A knows B. Implement a function int findCelebrity(n), your function should minimize the number of calls to knows.

Note: There will be exactly one celebrity if he/she is in the party. Return the celebrity's label if there is a celebrity in the party. If there is no celebrity, return -1.

**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public int findCelebrity(int n) {

int candidate = 0;

for (int i = 1; i < n; i++) {

if (knows(candidate, i))

candidate = i;

}

for (int i = 0; i < n; i++) {

if (i != candidate && (knows(candidate, i) || !knows(i, candidate)))

return -1;

}

return candidate;

}

private boolean knows(int candidate, int i) {

return false;

}

}

### First Bad Version

You are a product manager and currently leading a team to develop a new product. Unfortunately, the latest version of your product fails the quality check. Since each version is developed based on the previous version, all the versions after a bad version are also bad.

Suppose you have n versions [1, 2, ..., n] and you want to find out the first bad one, which causes all the following ones to be bad.

You are given an API bool isBadVersion(version) which will return whether version is bad. Implement a function to find the first bad version. You should minimize the number of calls to the API.

**Solution 1 – Time O (log n) Space O (1)**

/\* The isBadVersion API is defined in the parent class VersionControl.

boolean isBadVersion(int version); \*/

public class Solution extends VersionControl {

public int firstBadVersion(int n) {

int l = 1;

int r = n;

while (l <= r) {

int m = l + (r - l) / 2;

if (isBadVersion(m)) {

r = m - 1;

} else {

l = m + 1;

}

}

return l;

}

}

### Perfect Squares

Given a positive integer *n*, find the least number of perfect square numbers (for example, 1, 4, 9, 16, ...) which sum to *n*.

For example, given *n* = 12, return 3 because 12 = 4 + 4 + 4; given *n* = 13, return 2 because 13 = 4 + 9.

**Solution 1 – Time O (n log n) Space O (n)**

public class Solution {

public int numSquares(int n) {

int[] dp = new int[n + 1];

dp[0] = 0;

for (int i = 1; i <= n; i++) {

int min = Integer.MAX\_VALUE;

int j = 1;

while (i - j \* j >= 0) {

min = Math.min(min, dp[i - j \* j] + 1);

++j;

}

dp[i] = min;

}

return dp[n];

}

}

### Wiggle Sort

Given an unsorted array nums, reorder it in-place such that nums[0] <= nums[1] >= nums[2] <= nums[3]....

For example, given nums = [3, 5, 2, 1, 6, 4], one possible answer is [1, 6, 2, 5, 3, 4].  
**Solution 1 – Time O (n) Space O (1)**

public class Solution {

public void wiggleSort(int[] nums) {

for (int i = 0; i < nums.length; i++)

if (i % 2 == 1 && (nums[i - 1] > nums[i])) {

swap(nums, i);

} else if (i != 0 && nums[i - 1] < nums[i]) {

swap(nums, i);

}

}

void swap(int[] nums, int i) {

int temp = nums[i];

nums[i] = nums[i - 1];

nums[i - 1] = temp;

}

}

### ------------BreakBreak-------------