GESIS Fall Seminar in Computational Social Science 2024  
*Introduction to Machine Learning for Text Analysis with Python*

**Setup Guide**

**Welcome!** In this guide, we will walk you through setting up a programming environment on your computer. The following steps will help you to configure the same environment that we will be working with during the course. However, you are free to deviate from this, if for example you already have a setup that works for you, or you simply prefer to experiment. Just make sure that, before the course begins, you can run python code, *inside of a jupyter notebook*. Reach out to us if you encounter issues!

**Important:** if you are using a work-managed laptop, you might run into permissions issues when performing this setup (as you, as the user, may not have the necessary administrative rights). Therefore, make sure that you attempt this setup with enough time to contact your ICT administrator should their assistance be needed.

For the following, you will need to access your system terminal to enter commands:

MacOS: press ⌘ + space and enter: terminal  
Windows: press ctrl + r and enter: cmd

**Step 1**: Install Python.

We recommend installing **miniconda**: <https://docs.anaconda.com/miniconda/#quick-command-line-install>

Miniconda is a free, lightweight tool for managing python environments and packages. It allows you to create isolated environments for different projects, each with its own set of packages and dependencies. This helps avoid conflicts between projects and keeps your system organized.

For **MacOS** (arm64), copy/paste the following commands into your terminal:

mkdir -p ~/miniconda3  
curl https://repo.anaconda.com/miniconda/Miniconda3-latest-MacOSX-arm64.sh -o ~/miniconda3/miniconda.sh  
bash ~/miniconda3/miniconda.sh -b -u -p ~/miniconda3  
rm ~/miniconda3/miniconda.sh

**Note**: if you have an older (intel) mac, substitute the ‘arm64’ in the second line for ‘x86\_64’.

For Windows (x86) copy/paste the following commands into your terminal:

curl https://repo.anaconda.com/miniconda/Miniconda3-latest-Windows-x86\_64.exe -o miniconda.exe  
start /wait "" .\miniconda.exe /S  
del miniconda.exe

With miniconda installed, let’s try creating an environment. In your terminal, run:

conda create -n gesis\_iml python=3.10 ipykernel

With this, we’re asking conda to create a new environment called ‘gesis\_iml’ (or whatever you want to call it) and we’re setting the python version to 3.10. By default, this will also install a list of commonly used packages. In addition, we also ask it to install the ipykernel package, which we need for working with jupyter notebooks.

Now that we have created an environment, we activate it by running:

conda activate gesis\_iml
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You can find more about creating and managing your environments here:

<https://conda.io/projects/conda/en/latest/user-guide/tasks/manage-environments.html>

**Step 2**: Install GitHub Desktop and clone the course repository:

We recommend installing **GitHub desktop**:

<https://docs.github.com/en/desktop/installing-and-authenticating-to-github-desktop/installing-github-desktop>

This is the easiest way (for now) to access *git-versioned repositories*. Think of these as project folders that keep track of changes to files over time, including who made each change and when.

In this course, we only need to know how to ‘clone’ (take a copy of) a repository.

From within the app, select Add >> Clone Repository >> URL and clone the repository at ‘<https://github.com/annekroon/gesis-machine-learning.git>’ to a local folder of your choosing.

**That’s it!** This folder will contain your copy of the course materials – lecture slides and exercises.

**Step 3**: Install an Integrated Development Environment (IDE).

Your IDE will be where you spend many long and hopefully *enjoyable* hours working on your code… so it is important to pick a good one! We recommend installing **VSCode**: <https://code.visualstudio.com/download>

**Note:** if you are prompted to choose between a ‘user’ and a ‘system’ level setup, choose user. Downstream tasks (like updates) will require less permission elevations, so there is less chance of encountering issues.

We recommend VSCode primarily as it is quite easy to get running (‘out of the box’), but at the same time, provides plenty of room to grow. Many of its advanced features (which we will not need) can be hidden from view. You can also expand its functionality by installing ‘extensions’ as you need them. As we will now do:

Click on the extensions tab on the left-hand side of the interface, search for, and install:

**Python** – this extension allows VSCode to work seamlessly with your python environment(s).

**Jupyter** – this allows VSCode to run Jupyter notebooks (where we will perform exercises).

With these extensions installed, let’s check that we can run python code inside of a jupyter notebook:

Create a new Jupyter Notebook via the *command palette* (a very useful menu for most tasks):

MacOS: press ⌘ + Shift + P and enter: Create: New Jupyter Notebook  
Windows: press ctrl + shift + P and enter: Create: New Jupyter Notebook

In the empty cell, enter the following, and then run the cell (shift + return):

print('hello world!')

At this point, the command palette will ask you which python kernel you would like to use to run the code. You should see the python environment you created earlier with miniconda. Select it. The cell should execute, and underneath it, you should see the output (hello world!). Note that for each new file (like this notebook), you only need to select the kernel once – it will remember and use it in the future.

**Optional**: Co-pilot (AI assisted coding)

While not required for this course, we recommend learning to work with AI-assisted programming, as it will save you a good deal of time and frustration fixing errors with your code and can be an excellent learning tool.

For this, we recommend **Microsoft Copilot**, since it integrates into VSCode.

You will need a GitHub Pro account. This can be discounted (academic staff), or free (PhD).

<https://education.github.com/discount_requests/application> (approval can take a couple of days).

Once you have upgraded your account, follow these instructions to set up Copilot in VSCode:

<https://code.visualstudio.com/docs/copilot/setup>

There are two main ways to use Copilot: (1) **Chat** or (2) **Code completion**.

<https://code.visualstudio.com/docs/copilot/getting-started>

**Chat** can be accessed by clicking the ![A white line on a black background

Description automatically generated](data:image/png;base64,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) button in the primary sidebar. You can ask the assistant questions without context, *or* with context by highlighting the part of your code that you are asking about, before asking your question. The latter is extremely useful: for example, you can highlight code from this course and ask it to explain the code to you step-by-step. Or, to troubleshoot code that isn’t behaving as expected.

**Code completion** is switched on by default and works in two ways -

The first is **coding by comments**.

This involves describing what you want in natural language and allowing the assistant to predict the required code for you. For example, you could type:

#print the string: 'hello world!'

…and in the next line, the assistant will suggest something like this, which you can accept by pressing **tab**:

print('hello world!')

This useful for relatively simple operations, but the assistant can become overwhelmed quite easily and produce code that – whilst might run – may not behave the way that you expect or may be needlessly long or complex. Therefore, instead of asking it to perform a more complex operation all at once, try to break the operation into simpler steps, using comments to ‘guide’ the assistant through each in order. This will ensure the most success.

The second is **inline completion**.

This involves writing the beginning of your code and allowing the assistant to predict the rest of your code for you. For example, if you type:

print(‘hell

... the assistant will try to predict the remainder of your code, which you can accept by pressing **tab**:

print('hello world!')

Like coding by comments, the more wiggle-room the assistant has, the more likely it will get this prediction wrong, and produce code that does something that you don’t want it to do. Therefore, it is best to leave a trail of ‘breadcrumbs’ by completing as much of the code you can yourself, until the suggestion is what you were after.

**Importantly**: Copilot is aware of your existing code, so it will often try to predict what you want to write based on previous lines (even before you start typing). This can be useful, but it can also be quite distracting at times.

Therefore, you can **toggle on/off code completions** using the ***command palette***:

GitHub Copilot: Enable/Disable Copilot completions

**Disclaimer**: as with all commercial AI offerings, presume that your interactions with Copilot (and the contents of your code) are retained by Microsoft. This may influence your decision to use these tools.