**Hibernate**

Java has a standard tool set for accessing databases. It is called the Java Database Connectivity (JDBC) application programming interface (API). The API was very well used in Java applications until recently. While the API is well suited for small projects, it becomes quite cumbersome (and sometimes out of hand) as the domain model increases in complexity. The API also includes a lot of repetitious boilerplate code, requiring the developer to do a lot of manual coding. Furthermore, handling of the object-relational model mapping is heavy-handed too!

The standard steps to follow in creating a Hibernate application are:

1. Configure the database connection.

2. Create mapping definitions.

3. Persist the classes.

There are two pieces of configuration required in any Hibernate application: one creates the database connections, and the other creates the object-to-table mapping.

**Session Factory:-**

The SessionFactory, represented by the org.hibernate.SessionFactory class, is a factory class for churning out our Session instances. It is a thread-safe object and hence can be shared across various classes without our having to worry about the data being corrupted.

The SessionFactory also maintains a second level of cache, which is available globally across all other components in the application. Global cache is used if multiple applications require the same data that’s been loaded from the database. This will speed up the application’s request times.

**Session:-**

Session is a single-threaded object and therefore should not be shared across various components. It represents a single unit of work.

We use*factory.getOpenSession()*to fetch a session from the factory.

Note that the first level of cache is maintained in the session; (i.e., all the objects that were fetched or accessed will be held in the session until the session is closed).

We should not use the session per individual operations. Ideally, all the related database operations should be grouped under one transaction.

**Transaction:-**

In simple terms, transactions keep our work segregated from others, and synchronize with the durable storage to avoid incorrect data being read or written.

There are four fundamental properties that database transactions revolve around: atomicity, consistency, isolation, and durability, which are collectively known as ACID properties.

Typically, there are two modes of fetching transactions: a container can create and manage your work in its transaction, or we can create our own transaction.

session.beginTrasaction()

We initiate a transaction by invoking the *session.beginTrasaction()* method, which creates a new Transaction object and returns the reference to us. It gets associated with the session and is open until that transaction is committed or rolled back.

session.getTransaction().commit();

session.getTransaction().rollback();

We perform the required work in a transaction, and then issue a commit on this transaction. At this stage, the entities are persisted to the database. While persisting, if for whatever reason there are any errors, the Hibernate runtime will catch and throw a HibernateException (which is an unchecked RuntimeException). We then have to catch the exception and roll back the transaction.

**Annotations: @**

* Annotations can be kept above variable declaration or getter method or constructor.

**@Entity & @Table – javax.persistence.Entity / javax.persistence.Table**

To make this class persistent using annotations, we first define it as an Entity. We do so by annotating the class with the @Entity annotation.

If the name of the table is the same as that of the class then declaring only @Entity is sufficient.

However, if table name is different; then we need to let Hibernate know that by adding a**@Table** annotation too.

@Entity

@Table(name = "TBL\_EMPLOYEE")

public class Employee {

...

}

Note- @Entity also has name attribute and does the same as @Table’s name attribute but that name will affect while using HQL query. So caution while using Entity’s name attribute

**@Id –javax.persistence.Id**

Now that we have a persistent entity, our next step is to define an identifier. Remember, all persistent entities must have their identifiers defined; otherwise, Hibernate will moan and groan. So, we use the @Id annotation to indicate the object’s identifier to the framework.

One more thing to note: most databases will not allow us to create a field called ID, as it is a reserved keyword. If the object field and the column name do not match, we need to set the column name explicitly using an additional annotation, @Column.

@Entity

public class Employee {

@Id

@Column(name="EMPLOYEE\_ID")

privateint id =0;

...

**@Column-javax.persistence.Column**

If your variable doesn’t match the column name, you must specify the column name using the @Column annotation.

If the column accepts non-null data, we fulfill this option by setting nullable=false. Or we specify unique=true if the column should be generated with a unique constraint.

@Entity

@Table(name = "TBL\_EMPLOYEE")

public class Employee {

@Id

@Column(name="EMPLOYEE\_ID", nullable = false, unique = true)

privateintempoyeeId = 0;

...

**@Basic - javax.persistence.Basic**

By default the fields will be basic but if you need to configure few attributes of the @Basic annotation (couple of Basic attributes). Otherwise, no need to use this annotation.

**@Transient – javax.persistence.Transient**

The field would not be persisted or it will be ignored by Hibernate. Another way is to mark the field as static field.

**@Temporal – javax.persistence.Temporal**

This annotation can only be used for date type field. If you need to save only date or only time or both, this property can be used. There are few javax.persistence.TemporalType that could be saved.

[@Temporal(TemporalType.Date)](mailto:p@Temporal(TemporalType.Date))

privateDatetoday;

**@Lob – javax.persistence.Lob**

@Lob can be used for large fields which above 256 characters. If @Lob is above a String field then a CLOB type would be created in database and if the @Lob is above byte array then in database BLOB type would be created.

**@Embeddable or @Embedded – javax.persistence.Embedded or Embedable**

@Embeddable annotation should be used on dependent class file, while @Embedded should be used above variable declaration. If dependent class is annotated with @Embeddable then @Embedded is not required.

**@AttributeOverrides and @AttributeOverride – javax.persistence.AttributeOverrides**

AttributeOverride annotation can be used to rename the column name of embedded class.

Eg.

@Embedded

@AttributeOverrides({

@AttributeOverride(name”street”, column=@Column(name=”HOME\_STREET”)),

@AttributeOverride(name”city”, column=@Column(name=”HOME\_CITY”)),

@AttributeOverride(name”state”, column=@Column(name=”HOME\_STATE”))})

Private Address address;

**@EmbeddedId – javax.persistence.EmbeddedId**

When the primary key is another dependent object with @Embeddable annotation, @Id is not allowed on complex type so have to use @EmbeddedId.

@EmbeddedId

Private LoginName user;

**@ElementCollection – javax.persistence.ElementCollection**

@ElementCollection can be used to save collections of object when associations are not referenced. It creates a separate table to save the collections. The dependent class in the collection should be defined as @Embeddable.

@ElementCollection

Private set<Address> addresses = new HashSet<Address>();

**@JoinTable – javax.persistence.JoinTable**

@JoinTable annotation can be used to create a separate table of the dependent object. It has an attribute, *name* which sets the name of the table. Similarly, it has attribute joinColumns which helps to set the joined column name which is the primary key of the class.

@JoinTable also has inverseJoinColumns not need here but will be used in association, to set name of the column of primary key of dependent object.

Eg.

@ElementCollection

@JoinTable(name=”USER\_ADDRESS”,

joinColumns=@JoinColumn(name=”USER\_ID”)}

private Collection<Address>listofAddresses = new ArrayList();

**ID Generation Strategies –**

Hibernate provides various identifier generation strategies using annotations. If the ID generation strategy is not set, then by default it is an AUTO strategy. When the strategy is AUTO, Hibernate relies on our database to generate primary keys.

We can set up different strategies depending on our requirements. All we need to do is add @GeneratedValue annotation to the id variable. This annotation accepts two attributes: strategy and generator. The strategy attribute indicates the type of identifier generation that we would like to use, while generator defines the methods to generate the identifiers.

@Entity(name = "TBL\_EMPLOYEE")

public class Employee {

@Id

@Column(name="ID")

@GeneratedValue(strategy = GenerationType.IDENTITY)

privateintemployeeId =0;

...

}

The strategy should be the GeneratorType value, as described in the following:

GeneratorType.AUTO

This is the default strategy and is portable across different databases. Hibernate chooses the appropriate ID based on the database.

GeneratorType.IDENTITY

This setting is based on the identity provided by some databases; it is the responsibility of the database to provide a unique identifier. The identity function is supported by a few databases, including MySQL, Sybase, and DB2.

GeneratorType.SEQUENCE

Some databases provide a mechanism of sequenced numbers, so this setting will let Hibernate use the sequence number.

GeneratorType.TABLE

Sometimes the primary keys have been created from a unique column in another table. In this case, use the TABLE generator.

For employing a sequence strategy, you must define both the strategy and the sequence generator:

public class Employee {

@Id

@Column(name="EMPLOYEE\_ID")

@GeneratedValue (strategy= GenerationType.SEQUENCE, generator="empSeqGen")

@SequenceGenerator(name = "empSeqGen", sequenceName = "EMP\_SEQ\_GEN")

privateintemployeeId =0;

...

}

The strategy is defined as a SEQUENCE, and accordingly the generator is given a reference to a sequence generator, empSeqGen, which refers to a sequence object in the database. Using the @SequenceGenerator, we reference EMP\_SEQ\_GEN, which is a sequence object created in the database.

As with sequences, we can use an @TableGenerator strategy if we have a database table that provides our primary keys. The following snippet demonstrates this:

public class Employee {

@Id

@Column(name="ID")

@GeneratedValue (strategy= GenerationType.TABLE, generator="empTableGen")

@TableGenerator(name = "empTableGen", table = "EMP\_ID\_TABLE")

privateintempoyeeId =0;

...

}

**Composite Identifiers –**

We don’t always have a single column (surrogate key) as our primary key identifying the unique row. Sometimes we have a combination of columns providing a business key, commonly called a composite or compound key. In this case, we need to use a different mechanism for setting the appropriate object identifier.

There are three ways of setting the composite-id identifiers –

1. **Using Primary Key Class and @Id**

We create a separate class representing the business key. We annotate this class with @Embeddable, making it a composite-id class.

In the following example, the CoursePK consists of two variables, tutor and title. The combination of these two attributes makes a composite key for Course class.

@Embeddable

public class CoursePK implements Serializable{

private String tutor = null;

private String title = null;

// Default constructor

publicCoursePK() {

}

...

}

Notice that the class has been decorated with the @Embeddable annotation.

*Important* - Make sure the class implements the java.io.Serializable interface with a default constructor. Also, it must have the hashCode and equals methods implemented; they will help Hibernate distinguish uniqueness.

The next step is to embed this class on our persistent class’s id variable. We do this by using our simple @Id annotation:

@Entity

@Table(name="COURSE\_ANNOTATION")

public class Course {

@Id

privateCoursePK id = null;

privateinttotalStudents = 0;

privateintregisteredStudents = 0;

publicCoursePKgetId() {

return id;

}

public void setId(CoursePK id) {

this.id = id;

}

...

}

The id is a CoursePK type—a composite class with two variables, tutor and title—making up the primary class for our Course object.

private void persist() {

...

Course course = new Course();

CoursePKcoursePk = new CoursePK();

coursePk.setTitle("Computer Science");

coursePk.setTutor("Prof. Harry Barry");

course.setId(coursePk);

course.setTotalStudents(20);

course.setRegisteredStudents(12);

session.save(course);

...

}

1. **Using Primary Key Class and @EmbeddedId**

We annotate the identifier of the Course object with @EmbeddedId (instead of annotating with @Id as we did in our earlier case).

@Entity

@Table(name = "COURSE\_ANNOTATION\_V2")

public class Course2 {

@EmbeddedId

private CoursePK2 id = null;

privateinttotalStudents = 0;

privateintregisteredStudents = 0;

public Course2(String title, String tutor) {

id = new CoursePK2();

id.setTitle(title);

id.setTutor(tutor);

}

...

}

The id field is annotated with @EmbeddedId in the preceding class. Notice that the constructor is doing the job of creating and populating the composite primary key. You can do this outside of the constructor too, if you wish.

However, we do not have to annotate @Embeddable on the primary key class, as we did in the first method.

public class CoursePK2 implements Serializable {

private String tutor = null;

private String title = null;

// Default constructor

public CoursePK2() { }

// Implement hashCode and equals methods

@Override

publicinthashCode() { ... }

@Override

publicboolean equals(Object obj) { ... }

Test runner –

private void persist() {

Course2 course = new Course2("Financial Risk Management", "Harry Barry");

course.setTotalStudents(20);

course.setRegisteredStudents(12);

session.save(course);

...

}

We instantiate the Course2 object with title and tutor, which internally creates the composite key by setting these values on the CoursePK2 object.

1. **Using @IdClass (**not a standard practice)

In this method, we create a composite class (primary key) with all the required primary key attributes. However, we do not annotate this class, so it remains a plain Java class.

public class CoursePK3 implements Serializable {

private String tutor = null;

private String title = null;

public CoursePK3() {}

...

}

Now we need to declare the main entity with the additional class-level annotation @IdClass. This refers to our composite primary key class.

When it comes to the main entity class, there is a disadvantage of following this path. We need to duplicate the composite key identifiers (tutor and title) on our main class too in this method. They must be decorated with @Id.

See the class definition of our main entity class here:

@IdClass(value = CoursePK3.class)

@Entity

@Table(name = "COURSE\_ANNOTATION\_V3")

public class Course3 {

// We must duplicate the identifiers

// defined in our primary class here too

@Id

private String title = null;

@Id

private String tutor = null;

...

}

Using the @IdClass method for defining the composite key is not a standard practice and is best avoided. I suggest you pick either of the first two methods instead.

**Retrieveing Objects:**

To retrieve object from session use following command - session.get(Class\_type, primary\_key).

Eg.

session.get(UserDetails.class, 1);

**Persisting Collections**

Persisting simple values from Hibernate’s view is different from persisting collection elements such as java.util.List or java.util.Map structures.The familiar Java collections—such as List, Set, Array, and Map—are all supported by Hibernate. In fact, it goes one step further and creates a couple of other collections, such as *bag* and *idbag*.

**Important Note -**Always use interfaces when you are defining your collection variables. Hibernate does not like it when we use concrete classes as the variable types:

ArrayList<String> actors = new ArrayList<String>();

Instead, we should define the types using interfaces, like so:

List<String> actors = new ArrayList<String>();

The reason is that behind the scenes, Hibernate uses its own implementation of List!

Persisting Lists

Persisting Sets

Persisting Maps

Persisting Bags andIdBags

**Associations**

**One-to-One Associations:**

There are two ways of establishing a one-to-one association: using a primary key and using a foreign key.

1. **Using a Primary Key**

The basic idea is that both tables exhibit the one-to-one relationship by sharing the same primary key. The tables are designed to share the primary key.

@Entity

@Table(name="CAR\_ONE2ONE\_ANN")

public class Car {

@Id

@Column(name="CAR\_ID")

@GeneratedValue(strategy= GenerationType.AUTO)

private int id;

private String name = null;

@OneToOne (cascade= CascadeType.ALL)

@JoinColumn(name="ENGINE\_ID")

private Engine engine = null;

...

We declare the one-to-one mapping using the @OneToOne annotation. As we have to join the car to the ENGINE table, the @JoinColumn is used on the ENGINE\_ID column.

The Engine class is much simpler. Apart from the usual class-level declarations, such as the @Entity and @Table annotations, the relevant annotation is on the car field (@OneToOne):

@Entity

@Table(name="ENGINE\_ONE2ONE\_ANN")

public class Engine {

@Id

@Column(name="ENGINE\_ID")

@GeneratedValue(strategy= GenerationType.AUTO)

private int id = 0;

@OneToOne(mappedBy="car")

private Car car = null;

...

Test the code -

/\* Test for one-to-one mapping using shared primary key \*/

public class OneToOneTest {

...

private void persist() {

...

// First create an instance of Car, set id and other properties

Car car = new Car();

// Remember, we are using application generator for ids

car.setId(1);

car.setName("Cadillac ATS Sedan");

car.setColor("White");

// Next, create an instance of engine and set values.

// Note: you are not setting the id!

Engine engine = new Engine();

engine.setMake("V8 Series");

engine.setModel("DTS");

engine.setSize("1.6 V8 GAS");

// Now we associate them together using the setter on the car

car.setEngine(engine);

engine.setCar(car);

// Lastly, we are persisting them

session.save(car);

session.save(engine);

...

}

}

Table created as below -

*// CAR table*

CREATE TABLE CAR (

CAR\_ID int(10) NOT NULL,

NAME varchar(20) DEFAULT NULL,

COLOR varchar(20) DEFAULT NULL,

PRIMARY KEY (CAR\_ID))

*// ENGINE table*

CREATE TABLE ENGINE (

CAR\_ID int(10) NOT NULL,

SIZE varchar(20) DEFAULT NULL,

MAKE varchar(20) DEFAULT NULL,

MODEL varchar(20) DEFAULT NULL,

PRIMARY KEY (CAR\_ID),

FOREIGN KEY (CAR\_ID) REFERENCES car (CAR\_ID))

We can see that the primary key CAR\_ID is shared across both tables.

1. **Using a Foreign key**

To use the foreign key strategy, we have to alter the table and mapping definitions.

CREATE TABLE CAR\_V2 (

CAR\_ID int(10) NOT NULL,

ENGINE\_ID int(10) NOT NULL,

COLOR varchar(20) DEFAULT NULL,

NAME varchar(20) DEFAULT NULL,

PRIMARY KEY (CAR\_ID),

CONSTRAINT FK\_ENG\_ID FOREIGN KEY (engine\_id) REFERENCES ENGINE\_v2 (ENGINE\_ID)

)

CREATE TABLE ENGINE\_V2 (

ENGINE\_ID int(10) NOT NULL,

MAKE varchar(20) DEFAULT NULL,

MODEL varchar(20) DEFAULT NULL,

SIZE varchar(20) DEFAULT NULL,

PRIMARY KEY (ENGINE\_ID)

)

We declare the one-to-one mapping using the @OneToOne annotation. As we have to join the car to the ENGINE table, the @JoinColumn is used on the ENGINE\_ID column.

@Entity

@Table(name="CAR\_ONE2ONE\_ANN")

**public class Car** {

@Id

@Column(name="CAR\_ID")

@GeneratedValue(strategy= GenerationType.AUTO)

**private int** id;

**private** String name = **null**;

@OneToOne (cascade= CascadeType.ALL)

@JoinColumn(name="ENGINE\_ID")

**private** Engine engine = **null**;

...

The Engine class is much simpler.

@Entity

@Table(name="ENGINE\_ONE2ONE\_ANN")

**public class Engine** {

@Id

@Column(name="ENGINE\_ID")

@GeneratedValue(strategy= GenerationType.AUTO)

**private int** id = 0;

@OneToOne(mappedBy="car")

**private** Car car = **null**;

...

Finally, to test above

private void persistV2() {

// Create an Engine

Engine e = newEngine();

e.setId(1);

e.setMake("V8 Series");

e.setModel("DTS");

e.setSize("1.6 V8 GAS");

*// Create a Car*

Car car = **new** Car();

car.setId(1);

car.setName("Cadillac ATS Sedan");

car.setColor("White");

*// Associate both*

car.setEngine(e);

*// Now persist the car using the save method.*

*// Note: The Engine gets saved automatically because of the cascade attribute*

*// defined in the mapping*

session.save(car);

...

}

**One-to-Many Associations:**

***Bidirectional:***

create table UNIVERSITY (

   university\_id BIGINT NOT NULL AUTO\_INCREMENT,

   name VARCHAR(30) NOT NULL,

   country  VARCHAR(30) NOT NULL,

   PRIMARY KEY (university\_id)

);

create table STUDENT (

   student\_id BIGINT NOT NULL AUTO\_INCREMENT,

   university\_id BIGINT NOT NULL,

   first\_name VARCHAR(30) NOT NULL,

   last\_name  VARCHAR(30) NOT NULL,

   section    VARCHAR(30) NOT NULL,

   PRIMARY KEY (student\_id),

   CONSTRAINT student\_university FOREIGN KEY (university\_id) REFERENCES UNIVERSITY (university\_id) ON UPDATE CASCADE ON DELETE CASCADE

);

@Entity

@Table(name = "UNIVERSITY")

public class University {

    @Id

    @GeneratedValue

    @Column(name = "UNIVERSITY\_ID")

    private long id;

    @Column(name = "NAME")

    private String name;

    @Column(name = "COUNTRY")

    private String country;

    @OneToMany(mappedBy = "university", cascade = CascadeType.ALL)

    private List<Student> students;

. . .

}

@OneToMany on list property here denotes that one University can have multiple students. mappedBy says that it’s the inverse side of relationship. Also note the cascade attribute, which means the dependent object(Student) will be persisted/updated/deleted automatically on subsequent persist/update/delete on University object. No need to perform operation separately on Student.

@Entity

@Table(name = "STUDENT")

public class Student {

    @Id

    @GeneratedValue

    @Column(name = "STUDENT\_ID")

    private long id;

    @Column(name = "FIRST\_NAME")

    private String firstName;

    @Column(name = "LAST\_NAME")

    private String lastName;

    @Column(name = "SECTION")

    private String section;

    @ManyToOne(optional = false)

    @JoinColumn(name = "UNIVERSITY\_ID")

    private University university;

. . .

}

@JoinColumn says that Student table will contain a separate column UNIVERSITY\_ID which will eventually act as a foreign key reference to primary key of University table. @ManyToOne says that multiple Student tuples can refer to same University Tuples(Multiple students can register in same university).Additionally , with optional=false we make sure that no Student tuple can exist without a University tuple.

Test Program –

Student student1 = new Student("Sam", "Disilva", "Maths");

Student student2 = new Student("Joshua", "Brill", "Science");

Student student3 = new Student("Peter", "Pan", "Physics");

University university = new University("CAMBRIDGE", "ENGLAND");

List<Student> allStudents = new ArrayList<Student>();

student1.setUniversity(university);

student2.setUniversity(university);

student3.setUniversity(university);

allStudents.add(student1);

allStudents.add(student2);

allStudents.add(student3);

university.setStudents(allStudents);

session.persist(university);

//Note - Students will be presisted automatically, thanks to CASCADE.ALL defined on students property of University class.

***Unidirectional:***

create table UNIVERSITY (

   university\_id BIGINT NOT NULL AUTO\_INCREMENT,

   name VARCHAR(30) NOT NULL,

   country  VARCHAR(30) NOT NULL,

   PRIMARY KEY (university\_id)

);

create table STUDENT (

   student\_id BIGINT NOT NULL AUTO\_INCREMENT,

   university\_id BIGINT NOT NULL,

   first\_name VARCHAR(30) NOT NULL,

   last\_name  VARCHAR(30) NOT NULL,

   section    VARCHAR(30) NOT NULL,

   PRIMARY KEY (student\_id),

   CONSTRAINT student\_university FOREIGN KEY (university\_id) REFERENCES UNIVERSITY (university\_id) ON UPDATE CASCADE ON DELETE CASCADE

);

@Entity

@Table(name = "UNIVERSITY")

public class University {

    @Id

    @GeneratedValue

    @Column(name = "UNIVERSITY\_ID")

    private long id;

    @Column(name = "NAME")

    private String name;

    @Column(name = "COUNTRY")

    private String country;

. . .

}

@OneToMany on list property here denotes that one University can have multiple students. mappedBy says that it’s the inverse side of relationship. Also note the cascade attribute, which means the dependent object(Student) will be persisted/updated/deleted automatically on subsequent persist/update/delete on University object. No need to perform operation separately on Student.

@Entity

@Table(name = "STUDENT")

public class Student {

    @Id

    @GeneratedValue

    @Column(name = "STUDENT\_ID")

    private long id;

    @Column(name = "FIRST\_NAME")

    private String firstName;

    @Column(name = "LAST\_NAME")

    private String lastName;

    @Column(name = "SECTION")

    private String section;

    @ManyToOne(optional = false)

    @JoinColumn(name = "UNIVERSITY\_ID")

    private University university;

. . .

}

@*JoinColumn* says that there is a column UNIVERSITY\_ID in Student table which will refer (foreign key) to primary key of the University table. @*ManyToOne* says that multiple Student tuples can refer to same University Tuples (Multiple students can register in same university).Additionally , with *optional*=false we make sure that no Student tuple can exist without a University tuple.

Test Program –

Student student1 = new Student("Sam", "Disilva", "Maths");

Student student2 = new Student("Joshua", "Brill", "Science");

Student student3 = new Student("Peter", "Pan", "Physics");

University university = new University("CAMBRIDGE", "ENGLAND");

student1.setUniversity(university);

student2.setUniversity(university);

student3.setUniversity(university);

session.persist(university);

session.persist(student1);

session.persist(student2);

session.persist(student3);

//As unidirectional so all object has to be saved

**Many-to-Many Associations:-**

***Bidirectional:***

Only change in this relationship (ManyToMany Bidirectional) and [ManyToMany Unidirectional](http://websystique.com/hibernate/hibernate-many-to-many-unidirectional-annotation-example/) is that, in the Subject class we have added following property.

@ManyToMany(mappedBy="subjects")

private List<Student> students = new ArrayList<Student>();

Example

create table STUDENT (

   student\_id BIGINT NOT NULL AUTO\_INCREMENT,

   first\_name VARCHAR(30) NOT NULL,

   last\_name  VARCHAR(30) NOT NULL,

   PRIMARY KEY (student\_id)

);

create table SUBJECT (

   subject\_id BIGINT NOT NULL AUTO\_INCREMENT,

   name VARCHAR(30) NOT NULL,

   PRIMARY KEY (subject\_id)

);

CREATE TABLE STUDENT\_SUBJECT (

    student\_id BIGINT NOT NULL,

    subject\_id BIGINT NOT NULL,

    PRIMARY KEY (student\_id, subject\_id),

    CONSTRAINT FK\_STUDENT FOREIGN KEY (student\_id) REFERENCES STUDENT (student\_id),

    CONSTRAINT FK\_SUBJECT FOREIGN KEY (subject\_id) REFERENCES SUBJECT (subject\_id)

);

@Entity

@Table(name = "STUDENT")

public class Student {

    @Id

    @GeneratedValue

    @Column(name = "STUDENT\_ID")

    private long id;

    @Column(name = "FIRST\_NAME")

    private String firstName;

    @Column(name = "LAST\_NAME")

    private String lastName;

    @ManyToMany(cascade = CascadeType.ALL)

    @JoinTable(name = "STUDENT\_SUBJECT",

        joinColumns = { @JoinColumn(name = "STUDENT\_ID") },

        inverseJoinColumns = { @JoinColumn(name = "SUBJECT\_ID") })

    private List<Subject> subjects = new ArrayList<Subject>();

. . .

}

@*ManyToMany* indicates that there is a Many-to-Many relationship between Student and subject. A Student can enroll for multiple subjects, and a subject can have multiple students enrolled. Notice cascade = CascadeType.ALL, with cascading while persisting (update/delete) Student tuples, subjects tuples will also be persisted (updated/deleted).

**@*JoinTable*** indicates that there is a link table which joins two tables via containing there keys. This annotation is mainly used on the owning side of the relationship. *joinColumns* refers to the column name of owning side(STUDENT\_ID of STUDENT), and *inverseJoinColumns* refers to the column of inverse side of relationship(SUBJECT\_ID of SUBJECT).Primary key of this joined table is combination of STUDENT\_ID & SUBJECT\_ID.

@Entity

@Table(name = "SUBJECT")

public class Subject {

    @Id

    @GeneratedValue

    @Column(name = "SUBJECT\_ID")

    private long id;

    @Column(name = "NAME")

    private String name;

    @ManyToMany(mappedBy="subjects")

    private List<Student> students = new ArrayList<Student>();

. . .

}

*mappedBy* attribute tells that this is the inverse side of relationship which is managed by “subjects” property of Student annotated with @*JoinColumn*.

One important remark : In case of \*Many\* association, always override hashcode and equals method which are looked by hibernate when holding entities into collections.

Test program –

Student student1 = new Student("Sam","Disilva");

Student student2 = new Student("Joshua", "Brill");

Subject subject1 = new Subject("Economics");

Subject subject2 = new Subject("Politics");

Subject subject3 = new Subject("Foreign Affairs");

//Student1 have 3 subjects

student1.getSubjects().add(subject1);

student1.getSubjects().add(subject2);

student1.getSubjects().add(subject3);

//Student2 have 2 subjects

student2.getSubjects().add(subject1);

student2.getSubjects().add(subject2);

session.persist(student1);

session.persist(student2);

***Unidirectional:***

For unidirectional many-to-Many association, everything remains as bidirectional, only change is that list of students would not be there in subject class as in bidirectional example.

**Advanced Concept**

**Hibernate Types**

Hibernate uses Java’s reflection to find out the type of the property. Although this option of omitting the types works out fine, the preferred and recommended option is to set the types on the properties implicitly.

**Entity and Value Types**

Hibernate provides two categories of value types, basic types and components:

*Basic types*

The string, boolean, int, long, double, timestamp, and other types fall under this category.

*Components*

Sometimes we wish to have a type defined based on more than one field. The component type defines a set of fields as a specific type. Components are quite handy for splitting table data into varied objects. Components help to organize objects according to the object model rather than depending on a table.

\*\*\*\*Go through Hibernate documentation for this….

**Custom Types**

In addition to these types, Hibernate also provides excellent support for creating our own type.

\*\*\*\*Go through Hibernate documentation for this….

**Caching**

When it comes to performance tuning, caching strategy tops the list. We can improve the performance of any data-intensive application by introducing caching mechanisms. Hibernate supports caching of persistent objects using first-level and second-level caching methods.

**First-Level Caching**

The first level is simply the transactional cache associated with the Session object, which is available during the lifespan of that session or in the conversation only. This caching is provided by default by the framework.

The first-level cache maintained by the session itself, thus a network roundtrip to the database is avoided. The session cache is keyed with the class type, and hence you may have to take extra care when trying to override the existing instance.

**Second-Level Caching**

The second-level cache is globally available via the SessionFactory class. So, any data present in this cache is made available to the entire application.

Hibernate supports a few open source cache implementations, such as EhCache and InfiniSpan.

EhCache is the default second-level cache provider in Hibernate.

\*\*\*\*Go through Hibernate & EhCache documentation for this….

**Caching Queries**

Not only can we cache objects, we can cache queries too. If you have some queries that will be invoked quite often, it is advisable to cache them. To use this functionality, set the hibernate.cache.use\_query\_cache attribute to true.

We need to do one more thing in our code: set the cacheable property on the Query to true by invoking the Query.setCacheable() method.

**Inheritance Strategies**

When we think of object-oriented programming, one principle that comes immediately to mind is inheritance. We always think in terms of *has-a* or *is-a* relationships when modeling real-world problems. Unfortunately, relational databases do not understand the is-a inheritance relationship, although we can get away with using primary and foreign keys for has-a inheritance support. Hibernate overcomes this problem by providing three different strategies to support inheritance persistence, each of which we’ll explore in the following sections.

1. **Table-per-Class Strategy**

The table-per-class strategy, defines one table for all the object hierarchies. This is a simple strategy, as a single table suffices to store the application’s data needs. We differentiate different classes by employing a *discriminator* column.

A discriminator column tags the data for each class separately. In the case of the Employee and Executive object model, there would be two rows in the same table with an additional column indicating each row as an employee or an executive.

Create the parent class Employee with the following annotations:

@Entity(name="INHERITANCE\_S1\_EMPLOYEE\_ANN")

@Inheritance(strategy=InheritanceType.SINGLE\_TABLE)

@DiscriminatorColumn(name="DISCRIMINATOR"

discriminatoryType=DicriminatorType.STRING)

@DiscriminatorValue(value="EMPLOYEE")

public class Employee {

@Id

@Column(name="EMPLOYEE\_ID")

private int id = 0;

...

}

We define the inheritance strategy by annotating our entity with the *@Inheritance* annotation. This annotation accepts a strategy via the strategy variable; in this case, it’s a SINGLE\_TABLE strategy. The InheritanceType also has TABLE\_PER\_CLASS and JOINED strategies. Don’t be tempted to set an InheritanceType.TABLE\_PER\_CLASS value when using the table-per-class strategy—we must set SINGLE\_TABLE only. The TABLE\_PER\_CLASS is set for the table-per-*concrete*-class strategy.

In addition to the inheritance strategy, we need to define the discriminator column (as

discussed in the previous section) via the @DiscriminatorColumn annotation. This annotation

describes the name and type of the discriminator column. The @Discrimina

torValue sets the static value on the entity (EMPLOYEE, in this case).

The subclass EMPLOYEE’s annotations are simple:

@Entity

@DiscriminatorValue(value="EXECUTIVE")

public class Executive extends Employee {

private String role = null;

...

}

Test class

public void test() {

Employee emp = new Employee("Barry Bumbles");

session.save(emp);

Executive ex = new Executive("Harry Dumbles");

ex.setRole("Director");

session.save(ex);

...

}

1. **Table-per-Subclass Strategy**

In the previous section, we saw that the table-per-class strategy persisted all rows to a single table, differentiating each of the rows using a discriminating column. Instead of having one humongous table to store the object graphs, we have the option of a separate *table for each class*. This strategy is called the *table-per-subclass* inheritance persistence strategy.

In this strategy, all the subclasses (including the parent class if the parent class is not an abstract class) will have their own table persistence.

@Entity(name="INHERITANCE\_S2\_EMPLOYEE\_ANN")

@Inheritance(strategy= InheritanceType.JOINED)

public class Employee {

@Id

@Column(name="EMPLOYEE\_ID")

private int id = 0;

...

}

We set the strategy to table-per-subclass by setting the InheritanceType to the JOINED value. On the child class, we need to declare its primary join column using @PrimaryKeyJoinColumn, which is the foreign key.

@Entity(name="INHERITANCE\_S2\_EXECUTIVE\_ANN")

@PrimaryKeyJoinColumn(name="EMPLOYEE\_ID")

public class Executive extends Employee

{

...

}

Table structure for this will look like below

// EMPLOYEE table

CREATE TABLE inheritance\_s2\_employee (

EMPLOYEE\_ID int(11) NOT NULL AUTO\_INCREMENT,

NAME varchar(255) DEFAULT NULL,

PRIMARY KEY (EMPLOYEE\_ID)

)

// EXECUTIVE table

CREATE TABLE inheritance\_s2\_executive (

EMPLOYEE\_ID int(11) NOT NULL,

ROLE varchar(255) DEFAULT NULL,

PRIMARY KEY (EMPLOYEE\_ID),

CONSTRAINT FK\_EMP FOREIGN KEY (EMPLOYEE\_ID)

REFERENCES inheritance\_s2\_employee (EMPLOYEE\_ID)

)

1. **Table-per-Concrete-Class Strategy**

In the table-per-concrete-class strategy, the object hierarchy is persisted to the individual table for each concrete class. Any properties of the superclass will be copied to the child class’s related tables, thus making this strategy uncommon.

Although the Person class doesn’t have its own persistence table, we may still have to annotate it with @Entity and set its inheritance strategy as TABLE\_PER\_CLASS.

@Entity

@Inheritance(strategy=InheritanceType.TABLE\_PER\_CLASS)

public abstract class Person {

@Id

@GeneratedValue

@Column(name="EMPLOYEE\_ID")

private int id;

private String name;

...

}

// Employee class

@Entity(name="INHERITANCE\_S3\_EMPLOYEE\_ANN")

public class Employee extends Person{

private String role = null;

...

}

// Executive class

@Entity(name = "INHERITANCE\_S3\_EXECUTIVE\_ANN")

public class Executive extends Person {

private double bonus = 0.0;

...

}

When you run the test client, the data is populated in both tables as expected. In addition to their own properties, the name property (defined in the parent class) will be duplicated in both the tables too. This is one disadvantage of using the table-per-concrete-class strategy.

**Hibernate Query Language –**

**Fetching All Rows:**

Eg.

Query query = session.createQuery("from TravelReview");

List<TravelReview> reviews = query.list();

Here, TravelReview is the java class name not the database table name.

**Pagination:**

Eg.

Query query =

session.createQuery("from TravelReview");

query.setMaxResults(100);

query.setFirstResult(10);

List<TravelReview> reviews = query.list();

The setMaxResults method will let Hibernate know that we are interested in seeing only 100 records.

By using the setFirstResult method on the query instance, it sets the starting point to the record to be fetched.

**Retrieving a Unique Record:**

When we know there’s one and only one record for a query criteria, we could use the API’s uniqueResult method.

Query query = session.createQuery("from TravelReview where title='London'");

TravelReview review = (TravelReview) query.uniqueResult();

**Named Parameters:**

Query query = session.createQuery( "from TravelReview where title=:titleId and id=:reviewId");

query.setString("titleId", "London");

query.setInteger("reviewId",1);

**Using the IN option:**

We may need to fetch data with criteria matching a selective list. We need to use HQL’s IN option to use this feature. This is equivalent to using SQL’s IN operator.

We need a list satisfying our criteria, which we set up using standard Java collection classes. In the next example, we use ArrayList to populate this selective list. We then can use the query’s *setParameterList* method, which accepts the list of items from which our query should fetch:

private void getTravelReviewWithQueryParamList() {

{

...

// Define a list and populate with our criteria

List titleList = new ArrayList();

titleList.add("London");

titleList.add("Venice");

// Construct the query

Query query =

session.createQuery("from TravelReview where title in (:titleList)");

// Notice how we've set the named parameter referring to our titleList?

query.setParameterList("titleList", titleList);;

List<TravelReview> reviews = query.list();

...

}

The Hibernate runtime transforms this query into its SQL equivalent:

SELECT \* from TRAVEL\_REVIEW where title in('London','Hyderabad',..)

**Positional Parameters:**

Instead of using the named placeholders (prefixing with *:<name>*) as just shown, you can use positional placeholders. Positional placeholders eliminate the string binding of the name/value pairs in a query, instead using integers as their positions. In this case, you use question marks (*?*) as your placeholders. So, the same code from earlier can be rewritten as:

Query query = session.createQuery("from TravelReview where title=? and id=?");

// title at 0th place

query.setString(0, "London");

// id at 1st place

query.setInteger(1,1);

**Aliases:**

Sometimes we wish to give a name to the object we are querying. The names given to tables are called aliases, and they are especially helpful when we’re constructing joins or subqueries.

The preceding HQL query can be rewritten as shown here:

// The tr is the alias to the object

Query query = session.createQuery(

"from TravelReview as tr where tr.title=:title and tr.id=:id"

);

Note that the *as* keyword is optional.

**Iterators:**

The query.list method returns a list, which in turn returns an iterator. Iterators form an integral part of the Java collection’s toolkit, providing the functionality of iterating through a list.

Query query = session.createQuery("from TravelReview");

Iterator queryIter = query.list().iterator();

while(queryIter.hasNext()){

TravelReview tr = (TravelReview)queryIter.next();

System.out.println("Travel Review:" + tr);

}

**Select Query:**

The SELECT operator in HQL works along the same lines as in SQL(no surprise there!). Should we wish to fetch selected columns from the database (instead of a whole row), we need to use the SELECT keyword. It is not case sensitive, so select is the same as SELECT.

// The tr is the alias to the object

Query query = session.createQuery("SELECT tr.review from TravelReview as tr");

// Each review is a long description in String format

List<String> reviews = query.list();

System.out.println("City Review:");

// Loop through all of the result columns

for (String review : reviews) {

System.out.println("\t" + review);

}

Or for multiple columns:

String SELECT\_QUERY\_MULTIPLE\_COLUMNS = "SELECT tr.title, tr.review from TravelReview as tr";

Query query = session.createQuery(SELECT\_QUERY\_MULTIPLE\_COLUMNS);

Iterator reviews = query.list().iterator();

while(reviews.hasNext()){

Object[] r = (Object[])reviews.next();

System.out.print("Title:"+r[0]+"\t");

System.out.println("Review:"+r[1]);

}

As a more efficient alternative, we can use another feature in Hibernate’s toolkit—turning the results into a domain object. For example, let’s say we have a City instance composed of title and description. We need to create an instance on every row of data we fetch as follows:

String QUERY = "SELECT new City(tr.title, tr.review ) from TravelReview as tr";

// Obtain the cities

List<City> cities = session.createQuery(QUERY).list();

for (City city : cities) {

System.out.println("City: "+city);

}

**Aggregate Functions:**

Hibernate supports *aggregate* functions such as avg, min, max, and count(\*) that are equivalent to what SQL provides.

// Fetching the max ticket price

List review = session.createQuery("select max(ticket\_price) from TravelFlight")

.list();

// Getting the average age of a planet from a galaxy table

List review = session.createQuery("select avg(planet\_age) from Galaxy").list();

**Updates and Deletes:**

In earlier chapters, we have persisted or updated entities using the session’s save (or saveOrUpdate) or delete methods.

While we can certainly use them, there’s an alternative way to update and delete data: by using the query’s *executeUpdate* method. The method expects a query string with bind parameters,

// To update the record

String UPDATE\_QUERY="update TravelReview set review=:review where id=2";

Query query = session.createQuery(UPDATE\_QUERY);

query.setParameter("review", "The city with charm.The city you will never forget");

int success = query.executeUpdate();

The preceding update query uses a bind parameter to set the review for a record whose id=2. The executeUpdate method updates the table and returns an integer indicating if the update was successful. We can use the same method to execute a delete statement:

// To delete a record

String DELETE\_QUERY="delete TravelReview where id=6";

Query query = session.createQuery(DELETE\_QUERY);

int success = query.executeUpdate();

**Criterias:**

Hibernate provides an alternative way of filtering by introducing *criterias*. A criteria is a mechanism through which we set our query conditions on the entity itself. Hibernate provides us a Criteria class along with another class, Restrictions, through which we set the filtering conditions.

Criteria criteria = session.createCriteria(TravelReview.class);

List review = criteria.add(Restrictions.eq("title", "London")).list();

System.out.println("Using equals: " + review);

First, we create a Criteria instance from the session and then add Restrictions to it. Restrictions has a few static methods—such as eq (equals to), ne (not equals to), and like—which are self-explanatory.

We can add restrictions to the criteria by chaining them

List reviews = session.createCriteria(TravelReview.class)

.add(Restrictions.eq("author", "John Jones"))

.add(Restrictions.between("date",fromDate,toDate))

.add(Restrictions.ne("title","New York")).list();

Should we wish to retrieve only a few columns, we can use the **Projections** class to do so. For example, the following code retrieves the title column from our table:

// Selecting all title columns

List review = session.createCriteria(TravelReview.class)

.setProjection(Projections.property("title"))

.list();

// Getting row count

review = session.createCriteria(TravelReview.class)

.setProjection(Projections.rowCount())

.list();

// Fetching number of titles

review = session.createCriteria(TravelReview.class)

.setProjection(Projections.count("title"))

.list();

The Projections class has a few other static methods, such as avg (average), row Count (SQL’s count(\*) equivalent), count (column count), and max and min (maximum and minimum values).

**Named Queries:**

All the while, we have been using the queries in the code itself. Hard coding the queries isn’t a good practice. We have two ways to remove this constraint. We can use the @*NamedQuery* annotation to bind the queries on the entity at a class level, or we can declare them in our mapping files. In both methods, the named queries are retrieved from the session.

When using the annotation route, we need to add the @NamedQuery annotation to our TravelReview entity. The @NamedQuery annotation accepts a name and the query itself.

@Entity(name="TRAVEL\_REVIEW")

@NamedQuery(name = "GET\_TRAVEL\_REVIEWS",

query = "from com.madhusudhan.jh.hql.TravelReview")

public class TravelReview implements Serializable {

...

}

Once we have defined the named query via the annotation, it can be retrieved from the session during runtime. We must use the name attribute to reference the specific named query, as shown in this example:

private void usingNamedQueries() {

...

// Fetch the predefined named query

Query query = session.getNamedQuery("GET\_TRAVEL\_REVIEWS");

List reviews = query.list();

}

You can also bind multiple queries to an entity by adding each @NamedQuery to a parent @NamedQueries annotation, as shown here:

@Entity(name = "TRAVEL\_REVIEW")

@NamedQueries(

value = {

@NamedQuery(name = "GET\_TRAVEL\_REVIEWS", query = "from TravelReview"),

@NamedQuery(name = "GET\_TRAVEL\_REVIEWS\_FOR\_TITLE",

query = "from TravelReview where id=:title")

}

)

public class TravelReview implements Serializable { ... }

@NamedQueries accepts a value argument, which is made up of an array of @NamedQuery definitions.

**Native SQL:**

Hibernate also provides us with a feature to execute native SQL queries. The session.createSQLQuery method returns a SQLQuery object, similar to how create Query returns a Query object. This class extends the Query class that we have seen in earlier sections.

SQLQuery query = session.createSQLQuery("select \* from NATIVESQL\_EMPLOYEE");

List result = query.list();

Extra notes-

**What is the need for Hibernate xml mapping file?**

Hibernate mapping file tells Hibernate which tables and columns to use to load and store objects. Typical mapping file look as follows:
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**8.What are the most common methods of Hibernate configuration?**

The most common methods of Hibernate configuration are:

* Programmatic configuration
* XML configuration (hibernate.cfg.xml)

**9.What are the important tags of hibernate.cfg.xml?**

Following are the important tags of hibernate.cfg.xml:

![hibernate.cfg.xml](data:image/png;base64,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)

What are the Core interfaces are of Hibernate framework?

The five core interfaces are used in just about every Hibernate application. Using these interfaces, you can store and retrieve persistent objects and control transactions.

* Session interface
* SessionFactory interface
* Configuration interface
* Transaction interface
* Query and Criteria interfaces

**N+1 SELECTs Problem**

**Example 1**

**Problem (in Simple Words)**

Let’s assume that you’re writing code that’d track the price of mobile phones. Now, let’s say you have a collection of objects representing different Mobile phone vendors (MobileVendor), and each vendor has a collection of objects representing the PhoneModels they offer.

To put it simple, there’s exists a one-to-many relationship between MobileVendor:PhoneModel.

**MobileVendor Class**

|  |  |
| --- | --- |
| 1  2  3  4  5 | Class MobileVendor{          longvendor\_id;          PhoneModel[] phoneModels;          ...   } |

Okay, so you want to print out all the details of phone models. A naive O/R implementation would SELECT all mobile vendors and then do N additional SELECTs for getting the information of PhoneModel for each vendor.

|  |  |
| --- | --- |
| 1  2  3  4  5 | -- Get all Mobile Vendors   SELECT\* FROMMobileVendor;    -- For each MobileVendor, get PhoneModel details   SELECT\* FROMPhoneModel WHEREMobileVendor.vendorId=? |

As you see, the N+1 problem can happen if the first query populates the primary object and the second query populates all the child objects for each of the unique primary objects returned.

**Example 2**

Consider our [simple Book and Shelf relation](http://learningviacode.blogspot.in/2012/07/lazyextra.html). Every shelf has a collection of Books. As we have not applied any optimization strategies, when we request for a Shelf object from the database, a Shelf proxy is loaded. Then when we access a scalar property (like code) the Shelf scalar properties get loaded using a select query. The Book set is represented by a proxy. Now if we try to access the collection a second fetch is needed.  
Consider the below code

**publicstatic** void testFetchSelect() {

Session session = sessionFactory.openSession();

Transaction transaction = session.beginTransaction();

Shelf shelf1 = (Shelf) session.load(Shelf.class, 1);

**System**.out.println("The Shelf class is " + shelf1.getClass());

**System**.out.println("The shelf1 code is " + shelf1.getCode());

**System**.out.println("The Collection class is " + shelf1.getAllBooks().getClass());

**System**.out.println("The number of books in shelf1 is " + shelf1.getAllBooks().size());

transaction.commit();

session.close();

}

The above code loads a Shelf entity and displays the number of books on the shelf.  
The output logs are as below:

The Shelf class is**com.collection.smart.Shelf$$EnhancerByCGLIB$$c94b6717**

Hibernate:

/\* load com.collection.smart.Shelf \*/

**select**

**shelf0\_.ID as ID1\_0\_,**

**shelf0\_.CODE as CODE1\_0\_**

**from**

**SHELF shelf0\_**

**where**

**shelf0\_.ID=?**

The shelf1 code is SH001

The Collection class **is org.hibernate.collection.PersistentSet**

Hibernate:

/\* load one-to-many com.collection.smart.Shelf.allBooks \*/

**select**

**allbooks0\_.SHELF\_ID as SHELF3\_1\_,**

**allbooks0\_.ID as ID1\_,**

**allbooks0\_.ID as ID0\_0\_,**

**allbooks0\_.Name as Name0\_0\_,**

**allbooks0\_.shelf\_id as shelf3\_0\_0\_**

**from**

**BOOK allbooks0\_**

**where**

**allbooks0\_.SHELF\_ID=?**

The number of books in shelf1 is 2

As can be seen initially a Book proxy was loaded. On trying to display the code via a getter, the first select query was fired.   
The Collection is not loaded yet. it is represented in memory by a Hibernate class [PersistentSet.](http://docs.jboss.org/hibernate/core/3.2/api/org/hibernate/collection/PersistentSet.html) On trying to read the book count, a second select query if fired which now loads all the books in the collection thereby initializing it.  
**Thus a total of 2 queries were fired.**One to load the Entity and the second to load the collection.  
Now consider the below code.

**publicstatic** void testNPlus1Select() {

Session session = sessionFactory.openSession();

Transaction transaction = session.beginTransaction();

@SuppressWarnings("unchecked")

**List**<Shelf>shelfs = session.createQuery("from Shelf shelf where shelf.id = 1

or shelf.id = 2").list();

**for** (Shelf shelf : shelfs) {

Set<Book> books = shelf.getAllBooks();

**System**.out.println("shelf class is " + shelf.getClass());

**System**.out.println("Total books is " + books.size());

}

transaction.commit();

session.close();

}

The code executes a query that will return a list of shelves. Two shelves at most. Each Shelf internally has a Collection proxy. If we access the collection, than a second query will be fired to return the set of books associated with the shelf entity. The logs indicate the same:

Testing Query select

Hibernate:

/\*

from

Shelf shelf

where

shelf.id = 1

or shelf.id = 2 \*/

**select**

**shelf0\_.ID as ID1\_,**

**shelf0\_.CODE as CODE1\_**

**from**

**SHELF shelf0\_**

**where**

**shelf0\_.ID=1**

**or shelf0\_.ID=2**

shelf class is class com.collection.smart.Shelf

Hibernate:

/\* load one-to-many com.collection.smart.Shelf.allBooks \*/

**select**

**allbooks0\_.SHELF\_ID as SHELF3\_1\_,**

**allbooks0\_.ID as ID1\_,**

**allbooks0\_.ID as ID0\_0\_,**

**allbooks0\_.Name as Name0\_0\_,**

**allbooks0\_.shelf\_id as shelf3\_0\_0\_**

**from**

**BOOK allbooks0\_**

**where**

**allbooks0\_.SHELF\_ID=?**

Total books is 2

shelf class is class com.collection.smart.Shelf

Hibernate:

/\* load one-to-many com.collection.smart.Shelf.allBooks \*/

**select**

**allbooks0\_.SHELF\_ID as SHELF3\_1\_,**

**allbooks0\_.ID as ID1\_,**

**allbooks0\_.ID as ID0\_0\_,**

**allbooks0\_.Name as Name0\_0\_,**

**allbooks0\_.shelf\_id as shelf3\_0\_0\_**

**from**

**BOOK allbooks0\_**

**where**

**allbooks0\_.SHELF\_ID=?**

Total books is 2

As can be seen a total of 3 queries were fired. The first query loaded 2 shelves. Than **for each shelf one additional select query was fired. Thus for n shelves, n select book queries would be fired. These n queries + the initial selection query is known as the N+1 query problem.**  
In upcoming posts we shall look at the alternatives available in entity configuration to avoid this problem.

**Hibernate – fetching strategies**

Hibernate has few fetching strategies to optimize the Hibernate generated select statement, so that it can be as efficient as possible. The fetching strategy is declared in the mapping relationship to define how Hibernate fetch its related collections and entities.

**Fetching Strategies**

There are four fetching strategies

1. fetch-”join” = Disable the lazy loading, always load all the collections and entities.  
2. fetch-”select” (default) = Lazy load all the collections and entities.  
3. batch-size=”N” = Fetching up to ‘N’ collections or entities, \*Not record\*.  
4. fetch-”subselect” = Group its collection into a sub select statement.

For detail explanation, you can check on the [Hibernate documentation](https://www.hibernate.org/315.html).

**Fetching strategies examples**

Here’s a “one-to-many relationship” example for the fetching strategies demonstration. A stock is belong to many stock daily records.

*Example to declare fetch strategies in XML file*

...

**<hibernate-mapping>**

**<class**name="com.mkyong.common.Stock"table="stock"**>**

**<set**name="stockDailyRecords"cascade="all"inverse="true"

table="stock\_daily\_record"batch-size="10"fetch="select"**>**

**<key>**

**<column**name="STOCK\_ID"not-null="true"**/>**

**</key>**

**<one-to-many**class="com.mkyong.common.StockDailyRecord"**/>**

**</set>**

**</class>**

**</hibernate-mapping>**

*Example to declare fetch strategies in annotation*

...

@Entity

@Table(name ="stock", catalog ="mkyong")

**publicclass** Stock **implements**Serializable{

...

@OneToMany(fetch =FetchType.LAZY, mappedBy="stock")

@Cascade(CascadeType.ALL)

@Fetch(FetchMode.SELECT)

@BatchSize(size =10)

**public** Set<StockDailyRecord>getStockDailyRecords(){

**returnthis**.stockDailyRecords;

}

...

}

Let explore how fetch strategies affect the Hibernate generated SQL statement.

**1. fetch=”select” or @Fetch(FetchMode.SELECT)**

This is the default fetching strategy. it enabled the lazy loading of all it’s related collections. Let see the example…

*//call select from stock*

Stock stock=(Stock)session.get(Stock.**class**, 114);

Set sets =stock.getStockDailyRecords();

*//call select from stock\_daily\_record*

**for**(Iteratoriter=sets.iterator();iter.hasNext();){

StockDailyRecordsdr=(StockDailyRecord)iter.next();

System.out.println(sdr.getDailyRecordId());

System.out.println(sdr.getDate());

}

*Output*

Hibernate:

**select** ...from mkyong.stock

where stock0\_.STOCK\_ID=?

Hibernate:

**select** ...from mkyong.stock\_daily\_record

where stockdaily0\_.STOCK\_ID=?

Hibernate generated two select statements

1. Select statement to retrieve the Stock records -**session.get(Stock.class, 114)**  
2. Select its related collections – **sets.iterator()**

**2. fetch=”join” or @Fetch(FetchMode.JOIN)**

The “join” fetching strategy will disabled the lazy loading of all it’s related collections. Let see the example…

*//call select from stock and stock\_daily\_record*

Stock stock=(Stock)session.get(Stock.**class**, 114);

Set sets =stock.getStockDailyRecords();

*//no extra select*

**for**(Iteratoriter=sets.iterator();iter.hasNext();){

StockDailyRecordsdr=(StockDailyRecord)iter.next();

System.out.println(sdr.getDailyRecordId());

System.out.println(sdr.getDate());

}

*Output*

Hibernate:

**select** ...

from

mkyong.stock stock0\_

left outer **join**

mkyong.stock\_daily\_record stockdaily1\_

on stock0\_.STOCK\_ID=stockdaily1\_.STOCK\_ID

where

stock0\_.STOCK\_ID=?

Hibernate generated only one select statement, it retrieve all its related collections when the Stock is initialized. -**session.get(Stock.class, 114)**

1. Select statement to retrieve the Stock records and outer join its related collections.

**3. batch-size=”10″ or @BatchSize(size = 10)**

This ‘batch size’ fetching strategy is always misunderstanding by many Hibernate developers. Let see the \*misunderstand\* concept here…

Stock stock=(Stock)session.get(Stock.**class**, 114);

Set sets =stock.getStockDailyRecords();

**for**(Iteratoriter=sets.iterator();iter.hasNext();){

StockDailyRecordsdr=(StockDailyRecord)iter.next();

System.out.println(sdr.getDailyRecordId());

System.out.println(sdr.getDate());

}

What is your expected result, is this per-fetch 10 records from collection? See the output  
*Output*

Hibernate:

**select** ...from mkyong.stock

where stock0\_.STOCK\_ID=?

Hibernate:

**select** ...from mkyong.stock\_daily\_record

where stockdaily0\_.STOCK\_ID=?

The batch-size did nothing here, it is not how batch-size work. See this statement.

The batch-size fetching strategy is not define how many records inside in the collections are loaded. Instead, it defines how many collections should be loaded.

— Repeat N times until you remember this statement —

**Another example**

Let see another example, you want to print out all the stock records and its related stock daily records (collections) one by one.

List<Stock> list =session.createQuery("from Stock").list();

**for**(Stock stock: list){

Set sets =stock.getStockDailyRecords();

**for**(Iteratoriter=sets.iterator();iter.hasNext();){

StockDailyRecordsdr=(StockDailyRecord)iter.next();

System.out.println(sdr.getDailyRecordId());

System.out.println(sdr.getDate());

}

}

**No batch-size fetching strategy**

*Output*

Hibernate:

**select** ...

frommkyong.stock stock0\_

Hibernate:

**select** ...

frommkyong.stock\_daily\_record stockdaily0\_

where stockdaily0\_.STOCK\_ID=?

Hibernate:

**select** ...

frommkyong.stock\_daily\_record stockdaily0\_

where stockdaily0\_.STOCK\_ID=?

Keep repeat the **select** statements....depend how many stock records **in** your table.

If you have 20 stock records in the database, the Hibernate’s default fetching strategies will generate 20+1 select statements and hit the database.

1. Select statement to retrieve all the Stock records.  
2. Select its related collection  
3. Select its related collection  
4. Select its related collection  
….  
21. Select its related collection

The generated queries are not efficient and caused a serious performance issue.

**Enabled the batch-size=’10′ fetching strategy**

Let see another example with batch-size=’10′ is enabled.  
*Output*

Hibernate:

**select** ...

frommkyong.stock stock0\_

Hibernate:

**select** ...

frommkyong.stock\_daily\_record stockdaily0\_

where

stockdaily0\_.STOCK\_ID**in(**

?, ?, ?, ?, ?, ?, ?, ?, ?, ?

**)**

Now, Hibernate will per-fetch the collections, with a select \*in\* statement. If you have 20 stock records, it will generate 3 select statements.

1. Select statement to retrieve all the Stock records.  
2. Select In statement to per-fetch its related collections (10 collections a time)  
3. Select In statement to per-fetch its related collections (next 10 collections a time)

With batch-size enabled, it simplify the select statements from 21 select statements to 3 select statements.

**4. fetch=”subselect” or @Fetch(FetchMode.SUBSELECT)**

This fetching strategy is enable all its related collection in a sub select statement. Let see the same query again..

List<Stock> list =session.createQuery("from Stock").list();

**for**(Stock stock: list){

Set sets =stock.getStockDailyRecords();

**for**(Iteratoriter=sets.iterator();iter.hasNext();){

StockDailyRecordsdr=(StockDailyRecord)iter.next();

System.out.println(sdr.getDailyRecordId());

System.out.println(sdr.getDate());

}

}

*Output*

Hibernate:

**select** ...

frommkyong.stock stock0\_

Hibernate:

**select** ...

from

mkyong.stock\_daily\_record stockdaily0\_

where

stockdaily0\_.STOCK\_ID**in(**

**select**

stock0\_.STOCK\_ID

from

mkyong.stock stock0\_

**)**

With “subselect” enabled, it will create two select statements.

1. Select statement to retrieve all the Stock records.  
   2. Select all its related collections in a sub select query.

### Name some important interfaces of Hibernate framework?

Some of the important interfaces of Hibernate framework are:

* 1. **SessionFactory (org.hibernate.SessionFactory)**: SessionFactory is an immutable thread-safe cache of compiled mappings for a single database. We need to initialize SessionFactory once and then we can cache and reuse it. SessionFactory instance is used to get the Session objects for database operations.
  2. **Session (org.hibernate.Session)**: Session is a single-threaded, short-lived object representing a conversation between the application and the persistent store. It wraps JDBC java.sql.Connectionand works as a factory for org.hibernate.Transaction. We should open session only when it’s required and close it as soon as we are done using it. Session object is the interface between java application code and hibernate framework and provide methods for CRUD operations.
  3. **Transaction (org.hibernate.Transaction)**: Transaction is a single-threaded, short-lived object used by the application to specify atomic units of work. It abstracts the application from the underlying JDBC or JTA transaction. Aorg.hibernate.Session might span multiple org.hibernate.Transaction in some cases.

### What is Hibernate SessionFactory and how to configure it?

SessionFactory is the factory class used to get the Session objects. SessionFactory is responsible to read the hibernate configuration parameters and connect to the database and provide Session objects. Usually an application has a single SessionFactory instance and threads servicing client requests obtain Session instances from this factory.

The internal state of a SessionFactory is immutable. Once it is created this internal state is set. This internal state includes all of the metadata about Object/Relational Mapping.

SessionFactory also provide methods to get the Class metadata and Statistics instance to get the stats of query executions, second level cache details etc.

### Hibernate SessionFactory is thread safe?

Internal state of SessionFactory is immutable, so it’s thread safe. Multiple threads can access it simultaneously to get Session instances.

### What is Hibernate Session and how to get it?

Hibernate Session is the interface between java application layer and hibernate. This is the core interface used to perform database operations. Lifecycle of a session is bound by the beginning and end of a transaction.

Session provide methods to perform create, read, update and delete operations for a persistent object. We can execute HQL queries, SQL native queries and create criteria using Session object.

### Hibernate Session is thread safe?

Hibernate Session object is not thread safe, every thread should get it’s own session instance and close it after it’s work is finished.

### What is difference between openSession and getCurrentSession?

Hibernate SessionFactorygetCurrentSession() method returns the session bound to the context. But for this to work, we need to configure it in hibernate configuration file. Since this session object belongs to the hibernate context, we don’t need to close it. Once the session factory is closed, this session object gets closed.

|  |  |
| --- | --- |
| 1 | <propertyname="hibernate.current\_session\_context\_class">thread</property> |

Hibernate SessionFactoryopenSession() method always opens a new session. We should close this session object once we are done with all the database operations. We should open a new session for each request in multi-threaded environment.

### What is difference between Hibernate Session get() and load() method?

Hibernate session comes with different methods to load data from database. get and load are most used methods, at first look they seems similar but there are some differences between them.

* 1. get() loads the data as soon as it’s called whereas load() returns a proxy object and loads data only when it’s actually required, so load() is better because it support lazy loading.
  2. Since load() throws exception when data is not found, we should use it only when we know data exists.
  3. We should use get() when we want to make sure data exists in the database.

### What is hibernate caching? Explain Hibernate first level cache?

As the name suggests, hibernate caches query data to make our application faster. Hibernate Cache can be very useful in gaining fast application performance if used correctly. The idea behind cache is to reduce the number of database queries, hence reducing the throughput time of the application.

Hibernate first level cache is associated with the Session object. Hibernate first level cache is enabled by default and there is no way to disable it. However hibernate provides methods through which we can delete selected objects from the cache or clear the cache completely.  
Any object cached in a session will not be visible to other sessions and when the session is closed, all the cached objects will also be lost.

### What are different states of an entity bean?

An entity bean instance can exist is one of the three states.

* 1. **Transient**: When an object is never persisted or associated with any session, it’s in transient state. Transient instances may be made persistent by calling save(), persist() or saveOrUpdate(). Persistent instances may be made transient by calling delete().
  2. **Persistent**: When an object is associated with a unique session, it’s in persistent state. Any instance returned by a get() or load() method is persistent.
  3. **Detached**: When an object is previously persistent but not associated with any session, it’s in detached state. Detached instances may be made persistent by calling update(), saveOrUpdate(), lock() or replicate(). The state of a transient or detached instance may also be made persistent as a new persistent instance by calling merge().

### What is use of Hibernate Session merge() call?

Hibernate merge can be used to update existing values, however this method create a copy from the passed entity object and return it. The returned object is part of persistent context and tracked for any changes, passed object is not tracked. For example program, read [Hibernate merge](http://www.journaldev.com/3481/hibernate-save-vs-saveorupdate-vs-persist-vs-merge-vs-update-explanation-with-examples).

### What is difference between Hibernate save(), saveOrUpdate() and persist() methods?

Hibernate save can be used to save entity to database. Problem with save() is that it can be invoked without a transaction and if we have mapping entities, then only the primary object gets saved causing data inconsistencies. Also save returns the generated id immediately.

Hibernate persist is similar to save with transaction. I feel it’s better than save because we can’t use it outside the boundary of transaction, so all the object mappings are preserved. Also persist doesn’t return the generated id immediately, so data persistence happens when needed.

Hibernate saveOrUpdate results into insert or update queries based on the provided data. If the data is present in the database, update query is executed. We can use saveOrUpdate() without transaction also, but again you will face the issues with mapped objects not getting saved if session is not flushed. For example usage of these methods, read [Hibernate save vs persist](http://www.journaldev.com/3481/hibernate-save-vs-saveorupdate-vs-persist-vs-merge-vs-update-explanation-with-examples).

### What will happen if we don’t have no-args constructor in Entity bean?

Hibernate uses [Reflection API](http://www.journaldev.com/1789/java-reflection-tutorial-for-classes-methods-fields-constructors-annotations-and-much-more) to create instance of Entity beans, usually when you call get() or load() methods. The method Class.newInstance() is used for this and it requires no-args constructor. So if you won’t have no-args constructor in entity beans, hibernate will fail to instantiate it and you will getHibernateException.

### What is difference between sorted collection and ordered collection, which one is better?

When we use Collection API sorting algorithms to sort a collection, it’s called sorted list. For small collections, it’s not much of an overhead but for larger collections it can lead to slow performance and OutOfMemory errors. Also the entity beans should implement Comparable or Comparator interface for it to work, read more at [java object list sorting](http://www.journaldev.com/780/java-comparable-and-comparator-example-to-sort-objects).

If we are using Hibernate framework to load collection data from database, we can use it’s Criteria API to use “order by” clause to get ordered list. Below code snippet shows you how to get it.

|  |  |
| --- | --- |
| 1  2 | List<Employee>empList = session.createCriteria(Employee.class)                          .addOrder(Order.desc("id")).list(); |

Ordered list is better than sorted list because the actual sorting is done at database level, that is fast and doesn’t cause memory issues.

### How to implement Joins in Hibernate?

There are various ways to implement joins in hibernate.

* + Using associations such as one-to-one, one-to-many etc.
  + Using JOIN in the HQL query. There is another form “join fetch” to load associated data simultaneously, no lazy loading.
  + We can fire native sql query and use join keyword.

### What is Query Cache in Hibernate?

Hibernate implements a cache region for queries resultset that integrates closely with the hibernate second-level cache.

This is an optional feature and requires additional steps in code. This is only useful for queries that are run frequently with the same parameters. First of all we need to configure below property in hibernate configuration file.

|  |  |
| --- | --- |
| 1 | <propertyname="hibernate.cache.use\_query\_cache">true</property> |

And in code, we need to use setCacheable(true) method of Query, quick example looks like below.

|  |  |
| --- | --- |
| 1  2  3 | Query query = session.createQuery("from Employee");  query.setCacheable(true);  query.setCacheRegion("ALL\_EMP"); |

### What are the benefits of Named SQL Query?

Hibernate Named Query helps us in grouping queries at a central location rather than letting them scattered all over the code.  
Hibernate Named Query syntax is checked when the hibernate session factory is created, thus making the application fail fast in case of any error in the named queries.  
Hibernate Named Query is global, means once defined it can be used throughout the application.

However one of the major disadvantage of Named query is that it’s hard to debug, because we need to find out the location where it’s defined.

### What is Hibernate Proxy and how it helps in lazy loading?

Hibernate uses proxy object to support lazy loading. Basically when you load data from tables, hibernate doesn’t load all the mapped objects. As soon as you reference a child or lookup object via getter methods, if the linked entity is not in the session cache, then the proxy code will go to the database and load the linked object. It uses javassist to effectively and dynamically generate sub-classed implementations of your entity objects.

### Different types of cascading?

1. None: No Cascading, it’s not a type but when we don’t define any cascading then no operations in parent affects the child.
2. ALL: Cascades save, delete, update, evict, lock, replicate, merge, persist. Basically everything
3. SAVE\_UPDATE: Cascades save and update, available only in hibernate.
4. DELETE: Corresponds to the Hibernate native DELETE action, only in hibernate.
5. DETATCH, MERGE, PERSIST, REFRESH and REMOVE – for similar operations
6. LOCK: Corresponds to the Hibernate native LOCK action.
7. REPLICATE: Corresponds to the Hibernate native REPLICATE action