CSCI 2450 Assembler Programming Project I

File Encryption

Deadline: April 9th, 2015 by 6:00PM [You may partner up in groups of two]

Submit your .ASM code file + your .EXE program by emailing me at azorani1@uno.edu along with the hard copy in class. Follow the submission rules outlined in the syllabus. Submissions without the hard copy will not be graded.

**Assignment**

Write an ASM program to encrypt a file using a key of 16 HEX bytes in length generated randomly. Your program should ask the user to input the file name that contains the text to be encrypted and the output file where the cipher text will be stored. The 16-byte, i.e. 128-bit HEX key (password) to encrypt the text will then be automatically and randomly generated, displayed to the user on the screen and stored in a variable so that the decryption can later take place. Remember that the XOR operator is commutative, meaning that the same key will reverse the text cipher and retrieve you the original text. Your program should be intuitive and must not crash!!! After the program finishes execution, ask the user whether or not to run it again.

YOU HAVE TO USE PROCEDURES TO IMPLEMENT THIS ASSIGNMENT. Divide your code into logical procedural units. Also, do not submit assignment that do not compile!!!

A sample run of my cipher program would be:

Please enter the name of the file you want to encode/decode > **myDocument.txt**

Name of the output file > **myCipher.txt**

Your random 128-bit key is > 81 f8 10 a0 66 56 b8 c6 f6 e1 a9 6c 4e 9c 67 57

myDocument.txt succesfully XORed with your key into myCipher.txt

Do you wish to run the program again? (y/n) > **n**

Exiting.......

XOR Operator has a very neat commutative property most routinely used in cryptology. Remember the XOR table given inputs A and B:

![http://4.bp.blogspot.com/_Pu6uvWeeCLQ/TTmhsJyIYqI/AAAAAAAAACw/yXq8RXR7Qus/s1600/XOR+Gate+truth+table+04116.png](data:image/png;base64,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)

Given a message **M** and an encryption key **K** , **M XOR K = C** . **C** is a ciphered message **M** . It also stands that **C XOR K = M** , therefore **M XOR K = C XOR K.**

Therefore, having a message M = "b" and key K = "t", the encrypted text C = " ►". Why?

Looking at the ASCII table a HEX of "b" is 62h which in binary is  0 1 1 0 0 0 1 0

An ASCII hexadecimal value for "t" is 74 which translated to binary is  0 1 1 1 0 1 0 0

Thus, if we apply an XOR operator on the two binary value we get  0 0 0 1 0 1 1 0

In other words, a hexadecimal 16h, which according to the ASCII table is equivalent of ► .

Think of the following example:

Given a string of text "Assembler is the best!" and a five letter secret key "world", an encryption should take place in the following manner:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Txt: | A | S | S | E | M | B | L | E | R |  | I | S |  | T | H | E |  | B | E | S | T | ! |
| Key: | W | O | R | L | D | W | O | R | L | D | W | O | R | L | D | W | O | R | L | D | W | O |
| ASCII | 6 | ↔ | ☺ | ○ | ○ | § | ♥ | ↨ | ▲ | D | ▲ | ∟ | R | ↑ | ♀ | ↕ | O | ► | ○ | ↨ | ♥ | N |

ASCII represents your newly encrypted string. If you were to run the ASCII string through your XOR loop, XORing the string with your secret key, you would get your original text back.