**B. Description of proposed algorithm:**

Finding the appropriate component is very hard in the large software repository, and it needs a proper specification for their correctness. Component specification helps understand the component's functionality and characteristics stored in the repository. Hence the proper specification encourages the correctness of the candidate component and fulfils the requirements of the system and customer. Therefore, the developer wants to adopt a specific approach that gives the unambiguous result because the proper component specification and selection affects the final requirement. A poor component specification increases the failure of the products. The formal approach is one of the approaches that provide the more accurate specification of the software component and also provide the acceptable/correct (unambiguous) result because it is based on mathematical proof. Finding the best component to compose and construct the application is essential task for developer. It requires the qualified or correct component from the repository. The developer does not guarantee that the find component is the correct or qualified component in the above steps. It may be an ambiguous component. Hence, the developer needs proper specification methods to specify component functionality and behaviour correctly. Formal methods is one of the approach that helps to know about the correct functionality and behaviour of the component because it is based on the mathematical approach. In this section, we have proposed an algorithm. With the help of a proposed algorithm, we have automated the selection and composition of the required components. The selection of appropriate components plays a central role in the overall process of CBD. A detailed algorithm description of a component selection and composition is given below.

Firstly, the user requirements (UserR) to develop a new software application arrive/get (come) to the developer. The software developer fetches/gathers/accrues (collects) this requirement and analyzes the feasibility of the component to the user requirement. In this step, the developer analyzes the functional and non-functional requirements and system constraints of the software application. After this, they identify and search the required component (CompR) from the reusable repository (SCR). This repository (SCR) is the collection of reusable components with an index. The developer searches the required component using keyword-based techniques and finds the target component. If the search is successful, then the component is found in the repository. Then, developer applies the first fit strategy to retrieve the desired components from the repository. If the search is not successful, then the component is not found in the repository. Then there may be arrive two possibilities. Either component (CompR) partially matches the user's requirement (UserR) or does not match the user's requirements. In the first case, the user requirement partially satisfied the component requirement of components available in the reusable repository (SC). Then, it needs some components modification to the existing component. For this the developer calls the modify\_requirements() function, in which they add some additional features to the existing components. Again developers design and implement this modified component. After modifying the component, this component is tested and verified by applying some testing mechanics and then it is again stored in the reusable repository (SCR). In the second case, the component does not match the user's requirements. In that case, the developer needs to design and implement this new component from scratch for which the developer calls the create\_CompR() function. In this, developer designs and implements the new component from scratch. After implementation, this new component is tested and verified by applying some testing mechanics and stored it into a reusable repository (SCR).

In the next step, developers write the formal specification of all selected components using the formal specification language CCS (calculus of communicating system) and create the model of each component. Then they write the requirements of each component using mu-calculus temporal logic. Then verify this component using a model checker tool called CWB-NC tool. After this, stores the set of components based on the formal specification in another reusable repository (SCF). Now, developer checks the user requirements match to the formal-based component specification. If the match is successful, then they apply the best fit strategy for selecting the component from the repository (SCF). After selection, composes all the components using prefix order and constructs the new system. After composition, tests this new system by applying some testing techniques. After testing, the developer evaluates and checks the system requirement with the user requirement. If the evaluation is successful, deployed this new software application to the user (this new software application is deployed to the user.).

If the above match is not successful. Then there may be arrive two possibilities. Either user requirements partially match the selected component requirement or do not match the user requirements. In the first case, the user requirement partially matches the selected component requirement. In this case, it needs a modification in the model of the component. For this the developer calls the adjust\_requirement() and modifies the model of this existing component. Again, designs the modified component's model and writes the requirement according to the specification. Finally, stores this modified component into the reusable repository (SCF). In the second case, if the user requirement does not match the requirement of any component. In that case, the developer needs to create a new component model. For which the developer calls new\_comp() and writes their formal specification and requirement of the new component using formal methods. Then verify this new component using a model checker tool (CWB-NC). After this, stores it into a set of the component reusable repository (SCF) based on formal specification. It can be used for building any software application in future. The overall workflow of our proposed methodology is shown in figure 6.

**Algorithm for Component Selection and Composition**

**Input:** UserR, CompR, SCR, SCF

//UserR: User Requirement, CompR: Set of component requirement can be specify a subset of requirements, SCR: Set of component in a reusable repository with index, SCF: Set of components based on formal specification.

**Output:** Select and compose the components

1. Begin

2. sel\_comp<− 0

3. f\_sel\_comp<− 0

4. composition\_comp<− 0

5. while SCR != {} & f1<− 1 do

//Given a keyword for user requirement to search the target component

6. for i <− 0 to n

7. for j <− 0 to m //m is the number of components available in the reusable repository with index

8. if (UserRi = CompRj)

// Apply the first fit strategy for selecting the subset of the component and provide a rank to the component.

9. sel\_comp<− CompRj

10. f1<− 0

11. break

12. return (sel\_comp)

13. else if (UserRi = CompRj)

// If user requirement partially satisfy the component requirement then call modify/improve requirement function of the component.

14. call modify\_requirement (UserR, CompR, solution1)

15. return (CompR’)

16. Repeats step 8 to 12 till find the desired component

17. else if (UserR != CompRj)

18. return (No solution)

19. else

// call create new component from scratch according to user requirement

20. call create\_CompR (CompR)

21. end if

22. end if

23. end if

24. end while

//Retrieve the best solution according to rank of the component

25. while SFR != {} & f2<− 1 do

//Given a keyword for user requirement to search the target component

26. fori <− 0 to n

27. for j <− 0 to m //m is the number of selected components available in the formal specification based repository

28. if (UserRi = sel\_compj)

// Apply the best fit strategy for selecting the component and composed it one by one.

29. f\_sel\_comp<− sel\_compj

30. Composition\_comp<− Composition\_comp ⸧compf\_sel\_comp

31. f2<− 0

32. break

33. return (Composition\_comp)

34. else if (UserRi = sel\_compj)

// If user requirement partially satisfy the component requirement then call adjust/improve requirement function of the component.

35. call adjust\_requirement (UserR, sel\_comp, solution2)

36. return (sel\_comp’)

37. Repeats step 28 to 33 till find the desired component

38. else if (UserR != sel\_compj)

39. return (No solution)

40. else

// call create new component from scratch according to user requirement

41. call new\_comp (sel\_comp)

42. end if

43. end if

44. end if

45. end while