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This is an R Markdown document. Markdown is a simple formatting syntax for authoring HTML, PDF, and MS Word documents. For more details on using R Markdown see <http://rmarkdown.rstudio.com>.

Use RStudio for this assignment. Edit the file Churn and insert your R code where wherever you see the string "INSERT YOUR ANSWER HERE"

When you click the **Knit** button a document will be generated that includes both content as well as the output of any embedded R code chunks within the document.

# 1. Read the data

library(caTools)  
library(caret)

## Warning: package 'caret' was built under R version 3.3.3

## Loading required package: lattice

## Warning: package 'lattice' was built under R version 3.3.3

## Loading required package: ggplot2

## Warning: package 'ggplot2' was built under R version 3.3.3

library(rpart.plot)

## Warning: package 'rpart.plot' was built under R version 3.3.3

## Loading required package: rpart

## Warning: package 'rpart' was built under R version 3.3.3

library(gbm)

## Warning: package 'gbm' was built under R version 3.3.3

## Loading required package: survival

##   
## Attaching package: 'survival'

## The following object is masked from 'package:caret':  
##   
## cluster

## Loading required package: splines

## Loading required package: parallel

## Loaded gbm 2.1.3

library(kernlab)

##   
## Attaching package: 'kernlab'

## The following object is masked from 'package:ggplot2':  
##   
## alpha

#install.packages("h2o")  
library(h2o)

## Warning: package 'h2o' was built under R version 3.3.3

##   
## ----------------------------------------------------------------------  
##   
## Your next step is to start H2O:  
## > h2o.init()  
##   
## For H2O package documentation, ask for help:  
## > ??h2o  
##   
## After starting H2O, you can use the Web UI at http://localhost:54321  
## For more information visit http://docs.h2o.ai  
##   
## ----------------------------------------------------------------------

##   
## Attaching package: 'h2o'

## The following objects are masked from 'package:stats':  
##   
## cor, sd, var

## The following objects are masked from 'package:base':  
##   
## %\*%, %in%, &&, ||, apply, as.factor, as.numeric, colnames,  
## colnames<-, ifelse, is.character, is.factor, is.numeric, log,  
## log10, log1p, log2, round, signif, trunc

#install.packages("nnet")  
library(nnet)  
library(randomForest)

## Warning: package 'randomForest' was built under R version 3.3.3

## randomForest 4.6-12

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(xgboost)

## Warning: package 'xgboost' was built under R version 3.3.3

library(rpart)  
library(ROCR)

## Warning: package 'ROCR' was built under R version 3.3.3

## Loading required package: gplots

##   
## Attaching package: 'gplots'

## The following object is masked from 'package:stats':  
##   
## lowess

library(pROC)

## Warning: package 'pROC' was built under R version 3.3.3

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following object is masked from 'package:h2o':  
##   
## var

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

library(ggplot2)  
library(corrplot)

## Warning: package 'corrplot' was built under R version 3.3.3

library(rpart.plot)  
  
churn\_data <- read.csv("churn.csv", sep = ",",header = F, stringsAsFactors = F)  
  
names(churn\_data) <- c("state", "account\_length","area\_code","phone\_number","international\_plan","voice\_mail\_plan",  
"number\_vmail\_messages","total\_day\_minutes","total\_day\_calls","total\_day\_charge",  
"total\_eve\_minutes","total\_eve\_calls","total\_eve\_charge",  
"total\_night\_minutes","total\_night\_calls","total\_night\_charge",  
"total\_intl\_minutes","total\_intl\_calls","total\_intl\_charge","number\_customer\_service\_calls","churn")  
head(churn\_data)

## state account\_length area\_code phone\_number international\_plan  
## 1 KS 128 415 382-4657 no  
## 2 OH 107 415 371-7191 no  
## 3 NJ 137 415 358-1921 no  
## 4 OH 84 408 375-9999 yes  
## 5 OK 75 415 330-6626 yes  
## 6 AL 118 510 391-8027 yes  
## voice\_mail\_plan number\_vmail\_messages total\_day\_minutes total\_day\_calls  
## 1 yes 25 265.1 110  
## 2 yes 26 161.6 123  
## 3 no 0 243.4 114  
## 4 no 0 299.4 71  
## 5 no 0 166.7 113  
## 6 no 0 223.4 98  
## total\_day\_charge total\_eve\_minutes total\_eve\_calls total\_eve\_charge  
## 1 45.07 197.4 99 16.78  
## 2 27.47 195.5 103 16.62  
## 3 41.38 121.2 110 10.30  
## 4 50.90 61.9 88 5.26  
## 5 28.34 148.3 122 12.61  
## 6 37.98 220.6 101 18.75  
## total\_night\_minutes total\_night\_calls total\_night\_charge  
## 1 244.7 91 11.01  
## 2 254.4 103 11.45  
## 3 162.6 104 7.32  
## 4 196.9 89 8.86  
## 5 186.9 121 8.41  
## 6 203.9 118 9.18  
## total\_intl\_minutes total\_intl\_calls total\_intl\_charge  
## 1 10.0 3 2.70  
## 2 13.7 3 3.70  
## 3 12.2 5 3.29  
## 4 6.6 7 1.78  
## 5 10.1 3 2.73  
## 6 6.3 6 1.70  
## number\_customer\_service\_calls churn  
## 1 1 False.  
## 2 1 False.  
## 3 0 False.  
## 4 2 False.  
## 5 3 False.  
## 6 0 False.

# 2. Descriprive Statistics

summary(churn\_data)

## state account\_length area\_code phone\_number   
## Length:5000 Min. : 1.0 Min. :408.0 Length:5000   
## Class :character 1st Qu.: 73.0 1st Qu.:408.0 Class :character   
## Mode :character Median :100.0 Median :415.0 Mode :character   
## Mean :100.3 Mean :436.9   
## 3rd Qu.:127.0 3rd Qu.:415.0   
## Max. :243.0 Max. :510.0   
## international\_plan voice\_mail\_plan number\_vmail\_messages  
## Length:5000 Length:5000 Min. : 0.000   
## Class :character Class :character 1st Qu.: 0.000   
## Mode :character Mode :character Median : 0.000   
## Mean : 7.755   
## 3rd Qu.:17.000   
## Max. :52.000   
## total\_day\_minutes total\_day\_calls total\_day\_charge total\_eve\_minutes  
## Min. : 0.0 Min. : 0 Min. : 0.00 Min. : 0.0   
## 1st Qu.:143.7 1st Qu.: 87 1st Qu.:24.43 1st Qu.:166.4   
## Median :180.1 Median :100 Median :30.62 Median :201.0   
## Mean :180.3 Mean :100 Mean :30.65 Mean :200.6   
## 3rd Qu.:216.2 3rd Qu.:113 3rd Qu.:36.75 3rd Qu.:234.1   
## Max. :351.5 Max. :165 Max. :59.76 Max. :363.7   
## total\_eve\_calls total\_eve\_charge total\_night\_minutes total\_night\_calls  
## Min. : 0.0 Min. : 0.00 Min. : 0.0 Min. : 0.00   
## 1st Qu.: 87.0 1st Qu.:14.14 1st Qu.:166.9 1st Qu.: 87.00   
## Median :100.0 Median :17.09 Median :200.4 Median :100.00   
## Mean :100.2 Mean :17.05 Mean :200.4 Mean : 99.92   
## 3rd Qu.:114.0 3rd Qu.:19.90 3rd Qu.:234.7 3rd Qu.:113.00   
## Max. :170.0 Max. :30.91 Max. :395.0 Max. :175.00   
## total\_night\_charge total\_intl\_minutes total\_intl\_calls total\_intl\_charge  
## Min. : 0.000 Min. : 0.00 Min. : 0.000 Min. :0.000   
## 1st Qu.: 7.510 1st Qu.: 8.50 1st Qu.: 3.000 1st Qu.:2.300   
## Median : 9.020 Median :10.30 Median : 4.000 Median :2.780   
## Mean : 9.018 Mean :10.26 Mean : 4.435 Mean :2.771   
## 3rd Qu.:10.560 3rd Qu.:12.00 3rd Qu.: 6.000 3rd Qu.:3.240   
## Max. :17.770 Max. :20.00 Max. :20.000 Max. :5.400   
## number\_customer\_service\_calls churn   
## Min. :0.00 Length:5000   
## 1st Qu.:1.00 Class :character   
## Median :1.00 Mode :character   
## Mean :1.57   
## 3rd Qu.:2.00   
## Max. :9.00

str(churn\_data)

## 'data.frame': 5000 obs. of 21 variables:  
## $ state : chr "KS" "OH" "NJ" "OH" ...  
## $ account\_length : int 128 107 137 84 75 118 121 147 117 141 ...  
## $ area\_code : int 415 415 415 408 415 510 510 415 408 415 ...  
## $ phone\_number : chr " 382-4657" " 371-7191" " 358-1921" " 375-9999" ...  
## $ international\_plan : chr " no" " no" " no" " yes" ...  
## $ voice\_mail\_plan : chr " yes" " yes" " no" " no" ...  
## $ number\_vmail\_messages : int 25 26 0 0 0 0 24 0 0 37 ...  
## $ total\_day\_minutes : num 265 162 243 299 167 ...  
## $ total\_day\_calls : int 110 123 114 71 113 98 88 79 97 84 ...  
## $ total\_day\_charge : num 45.1 27.5 41.4 50.9 28.3 ...  
## $ total\_eve\_minutes : num 197.4 195.5 121.2 61.9 148.3 ...  
## $ total\_eve\_calls : int 99 103 110 88 122 101 108 94 80 111 ...  
## $ total\_eve\_charge : num 16.78 16.62 10.3 5.26 12.61 ...  
## $ total\_night\_minutes : num 245 254 163 197 187 ...  
## $ total\_night\_calls : int 91 103 104 89 121 118 118 96 90 97 ...  
## $ total\_night\_charge : num 11.01 11.45 7.32 8.86 8.41 ...  
## $ total\_intl\_minutes : num 10 13.7 12.2 6.6 10.1 6.3 7.5 7.1 8.7 11.2 ...  
## $ total\_intl\_calls : int 3 3 5 7 3 6 7 6 4 5 ...  
## $ total\_intl\_charge : num 2.7 3.7 3.29 1.78 2.73 1.7 2.03 1.92 2.35 3.02 ...  
## $ number\_customer\_service\_calls: int 1 1 0 2 3 0 3 0 1 0 ...  
## $ churn : chr " False." " False." " False." " False." ...

nrow(churn\_data)

## [1] 5000

# 3. Plot the data

#Check the distribution of the data  
###################  
h1 <- hist(churn\_data$total\_day\_minutes, breaks = 15, col ="red", main = "Total day minutes", freq = FALSE)

![](data:image/png;base64,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)

h2 <- hist(churn\_data$total\_day\_calls, breaks = 15, col ="red", main = "Total day calls", freq = FALSE)
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h3 <- hist(churn\_data$total\_day\_charge, breaks = 15, col ="red", main = "Total day charge", freq = FALSE)

![](data:image/png;base64,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)

h4 <- hist(churn\_data$total\_eve\_minutes, breaks = 15, col ="blue", main = "Total evening minutes", freq = FALSE)
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h5 <- hist(churn\_data$total\_eve\_calls, breaks = 15, col ="blue", main = "Total evening calls", freq = FALSE)
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h6 <- hist(churn\_data$total\_eve\_charge, breaks = 15, col ="blue", main = "Total evening charge", freq = FALSE)
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h7 <- hist(churn\_data$total\_night\_minutes, breaks = 15, col ="green", main = "Total night minutes", freq = FALSE)
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h8 <- hist(churn\_data$total\_night\_calls, breaks = 15, col ="green", main = "Total night calls", freq = FALSE)
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h9 <- hist(churn\_data$total\_night\_charge, breaks = 15, col ="green", main = "Total night charge", freq = FALSE)
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h10 <- hist(churn\_data$total\_intl\_minutes, breaks = 15, col ="yellow", main = "Total international minutes", freq = FALSE)
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h11 <- hist(churn\_data$total\_intl\_calls, breaks = 15, col ="yellow", main = "Total international calls", freq = FALSE)
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h12 <- hist(churn\_data$total\_intl\_charge, breaks = 15, col ="yellow", main = "Total international charge", freq = FALSE)
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# we can notice that only total international minutes distribution is right squewed  
  
# Check if the account length has an impact on churn  
ggplot(churn\_data, aes(account\_length, fill = churn)) + geom\_density() + facet\_grid(churn~.)+labs(title="Account Length")
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# It doesn't look that the account lenght has an impact on churn  
  
  
#Total day minutes summary  
summary(churn\_data$total\_day\_minutes)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.0 143.7 180.1 180.3 216.2 351.5

#Total evening minutes summary  
summary(churn\_data$total\_eve\_minutes)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.0 166.4 201.0 200.6 234.1 363.7

#Total night minutes summary  
summary(churn\_data$total\_night\_minutes)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.0 166.9 200.4 200.4 234.7 395.0

#Total international minutes summary  
summary(churn\_data$total\_intl\_minutes)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.00 8.50 10.30 10.26 12.00 20.00

# If we look at the quantiles of the day, evening, night calls duration we can see that the day time has the shortest call duration  
#   
# Take a look at the charges  
summary(churn\_data$total\_day\_charge)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.00 24.43 30.62 30.65 36.75 59.76

summary(churn\_data$total\_eve\_charge)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.00 14.14 17.09 17.05 19.90 30.91

summary(churn\_data$total\_night\_charge)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.000 7.510 9.020 9.018 10.560 17.770

summary(churn\_data$total\_intl\_charge)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.000 2.300 2.780 2.771 3.240 5.400

# We notice that the day charge is higher than evening and night charge and the duration of the day calls are shorter than duration of evening and night calls

# 4. Clean the data

# check the missing data  
# From the summary we can see that are not missing data  
# We can also check with   
table(is.na(churn\_data))

##   
## FALSE   
## 105000

# Remove the columns that will not be used  
churn\_data$state <-NULL  
churn\_data$phone\_number <- NULL  
  
#str(churn\_data)  
# Change the international\_plan, voice\_mail\_plan, churn to factors  
churn\_data$churn <- as.factor(ifelse(grepl("False", churn\_data$churn), "NotChurner", "Churner"))  
churn\_data$international\_plan <- as.factor(ifelse(grepl("yes",churn\_data$international\_plan ), "IntlPlan", "NoIntlPlan"))  
churn\_data$voice\_mail\_plan <- as.factor(ifelse(grepl("yes", churn\_data$voice\_mail\_plan), "VmPlan", "NoVmPlan"))  
churn\_data$area\_code <- as.factor(churn\_data$area\_code)  
table(churn\_data$churn)

##   
## Churner NotChurner   
## 707 4293

#table(churn\_data$international\_plan)  
#table(churn\_data$voice\_mail\_plan)  
###########  
#Check for outliers.Plot the boxplots for the numeric variables  
boxplot(churn\_data[5:9])
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boxplot(churn\_data[10:13])
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boxplot(churn\_data[14:18])
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#Check the correlation between independent variables  
cor.day <- cor(churn\_data[,6:8], use = "complete.obs", method = "pearson")  
cor.day

## total\_day\_minutes total\_day\_calls total\_day\_charge  
## total\_day\_minutes 1.000000000 0.001935149 0.999999951  
## total\_day\_calls 0.001935149 1.000000000 0.001935884  
## total\_day\_charge 0.999999951 0.001935884 1.000000000

corrplot(cor.day, method = "color")
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#We notice a strong correlation between total day minutes and total day charge  
cor.eve <- cor(churn\_data[,9:11], use = "complete.obs", method = "pearson")  
cor.eve

## total\_eve\_minutes total\_eve\_calls total\_eve\_charge  
## total\_eve\_minutes 1.000000000 0.002763019 0.999999775  
## total\_eve\_calls 0.002763019 1.000000000 0.002778097  
## total\_eve\_charge 0.999999775 0.002778097 1.000000000

corrplot(cor.eve, method = "color")
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#We notice a strong correlation between total evening minutes and total evening charge  
cor.night <- cor(churn\_data[,12:14], use = "complete.obs", method = "pearson")  
cor.night

## total\_night\_minutes total\_night\_calls  
## total\_night\_minutes 1.00000000 0.02697182  
## total\_night\_calls 0.02697182 1.00000000  
## total\_night\_charge 0.99999921 0.02694949  
## total\_night\_charge  
## total\_night\_minutes 0.99999921  
## total\_night\_calls 0.02694949  
## total\_night\_charge 1.00000000

corrplot(cor.night, method = "color")
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#We notice a strong correlation between total night minutes and total night charge  
cor.intl <- cor(churn\_data[,15:17], use = "complete.obs", method = "pearson")  
cor.intl

## total\_intl\_minutes total\_intl\_calls total\_intl\_charge  
## total\_intl\_minutes 1.00000000 0.01679148 0.99999266  
## total\_intl\_calls 0.01679148 1.00000000 0.01690009  
## total\_intl\_charge 0.99999266 0.01690009 1.00000000

corrplot(cor.intl, method = "color")

![](data:image/png;base64,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)

#We notice a strong correlation between total international minutes and total international charge, will will drop the charge  
  
  
#Check the influence on call duration on churn  
par(mfrow=c(3,2))  
hist(churn\_data$total\_eve\_minutes[churn\_data$churn=="Churner"], xlab ="Churn", main = "Total evening minutes", col="Blue", freq=FALSE, breaks=15)  
hist(churn\_data$total\_eve\_minutes[churn\_data$churn=="NotChurner"], xlab = "NotChurn", main = "Total evening minutes", col = "Blue", freq = FALSE, breaks = 15)  
hist(churn\_data$total\_night\_minutes[churn\_data$churn=="Churner"], xlab ="Churn", main = "Total night minutes", col="Blue", freq= FALSE, breaks=15)  
hist(churn\_data$total\_night\_minutes[churn\_data$churn=="NotChurner"], xlab = "NotChurn", main = "Total night minutes", col = "Blue", freq = FALSE,breaks = 15)  
hist(churn\_data$total\_day\_minutes[churn\_data$churn=="Churner"], xlab ="Churn", main = "Total day minutes", col="Blue", freq=FALSE, breaks =15)  
hist(churn\_data$total\_day\_minutes[churn\_data$churn=="NotChurner"], xlab = "NotChurn", main = "Total day minutes", col = "Blue", freq=FALSE, breaks=15)
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#Check the distribution of international minutes with churn  
p <- qplot(interaction(churn,international\_plan), total\_intl\_minutes, data=churn\_data, geom="boxplot",  
main = "Distribution of international minutes with international plan and churn", xlab = "Churn and international plan")  
p
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#We can see that the customers with longer international call duration are more likely to churn  
#  
#Check if the customer has voice mail plan has an impact on churn  
  
vmplan <- ggplot(churn\_data,aes(x=factor(voice\_mail\_plan)))   
vmplan <- vmplan + geom\_bar(aes(fill=churn),position = "dodge")  
vmplan + theme\_bw() + theme(axis.text.x = element\_text(angle = 90, hjust = 1))
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#We can see that the customers with voice mail plan are less likely to churn than the customers without a voice mail plan  
#16%of customers without voice mail plan will churn  
#7% of customers with voice plan will churn  
  
# Check the influence of area code on churn  
  
area <- ggplot(churn\_data,aes(x=factor(area\_code)))   
area <- area + geom\_bar(aes(fill=churn),position = "dodge")  
area + theme\_bw() + theme(axis.text.x = element\_text(angle = 90, hjust = 1))
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table(churn\_data$churn, churn\_data$area\_code)

##   
## 408 415 510  
## Churner 177 346 184  
## NotChurner 1082 2149 1062

#The area 416 has the high number of customers but the less percentage in churn (13% compare with 14% in the other 2 areas)   
#Check the number customer service calls and churn  
table(churn\_data$number\_customer\_service\_calls, churn\_data$churn)

##   
## Churner NotChurner  
## 0 121 902  
## 1 190 1596  
## 2 122 1005  
## 3 73 592  
## 4 111 141  
## 5 58 38  
## 6 22 12  
## 7 7 6  
## 8 1 1  
## 9 2 0

csc <- ggplot(churn\_data,aes(x=factor(number\_customer\_service\_calls)))   
csc <- csc + geom\_bar(aes(fill=churn),position = "dodge")  
csc + theme\_bw() + theme(axis.text.x = element\_text(angle = 90, hjust = 1))
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# Check the number of zeros in the number customer service calls and voice mail messages  
a <- length(which(churn\_data$number\_customer\_service\_calls==0))  
b <- length(which(churn\_data$number\_vmail\_messages==0))  
a

## [1] 1023

b

## [1] 3678

#Conclusions from the descriptive statistics:  
#We have 707 churners out of 5000 customers, for a pure guess 14% of the customers will churn  
#1.There is a higher charge for calls during day time then for all other calls.  
#2.The duration of calls during day is smaller than the duration of other calls  
#There is a high number of zeros in the number of voice mail messages(3678)  
#There is a high percentage of churners among the customers with the international plan  
#Area code and account lenght don't have a high influence on churn  
#there is a high correlation between call duration and charge  
#str(churn\_data)

# 5.Split the data

#Split the data set in training and validation (80% / 20%)  
# 5.1 shuffle the full set  
set.seed(3152)  
churn\_data <- churn\_data[sample.int(nrow(churn\_data)),]  
# 5.2 Split the data set in train and test  
set.seed(441)  
split\_t <- sample.split(churn\_data$churn, SplitRatio = 0.8)  
churn\_train <- subset(churn\_data, split\_t == T)  
churn\_test <- subset(churn\_data, split\_t == F)  
#str(churn\_train)  
#str(churn\_test)  
  
# Compute observation weights (inverse priors) for the training set observations. We will use this weight for decision tree models to balance "Churner" and "NotChurner" and to make sure the "Churner" is present in all trees  
ch\_weight <- sum(churn\_train$churn == 'NotChurner') / sum(churn\_train$churn == 'Churner')  
ch\_weight

## [1] 6.067138

train\_weights <- ifelse(churn\_train$churn == 'Churner', ch\_weight, 1)

# 6.Logistic Regression Model

# 6.1 First set the train control for 'caret'. We do a 4-fold cross-validation and ask   
# for class probabilities  
fitControl <- trainControl(method = "cv", number = 4, classProbs = TRUE, summaryFunction = twoClassSummary)  
  
#6.2 Train the logistic regression model, compute the confusion matrix  
  
#Train the model  
mod.glm <- train(churn ~ ., data = churn\_train, method = "glm", weights = train\_weights,trControl = fitControl, metric = "ROC")  
  
summary(mod.glm)

##   
## Call:  
## NULL  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -6.6872 0.4164 0.7220 1.0600 3.0285   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 4.724e+00 3.738e-01 12.637 < 2e-16 \*\*\*  
## account\_length -2.443e-03 7.383e-04 -3.309 0.000937 \*\*\*  
## area\_code415 1.685e-01 7.230e-02 2.330 0.019800 \*   
## area\_code510 -6.752e-03 8.257e-02 -0.082 0.934824   
## international\_planNoIntlPlan 2.472e+00 9.573e-02 25.826 < 2e-16 \*\*\*  
## voice\_mail\_planVmPlan 1.527e+00 2.836e-01 5.382 7.36e-08 \*\*\*  
## number\_vmail\_messages -1.157e-02 9.054e-03 -1.278 0.201355   
## total\_day\_minutes -4.790e+00 1.737e+00 -2.758 0.005823 \*\*   
## total\_day\_calls -2.558e-03 1.477e-03 -1.731 0.083386 .   
## total\_day\_charge 2.810e+01 1.022e+01 2.750 0.005959 \*\*   
## total\_eve\_minutes -1.608e-01 8.786e-01 -0.183 0.854748   
## total\_eve\_calls 5.382e-05 1.474e-03 0.037 0.970867   
## total\_eve\_charge 1.800e+00 1.034e+01 0.174 0.861747   
## total\_night\_minutes -4.214e-01 4.568e-01 -0.923 0.356260   
## total\_night\_calls 1.024e-03 1.498e-03 0.683 0.494448   
## total\_night\_charge 9.283e+00 1.015e+01 0.914 0.360511   
## total\_intl\_minutes -8.970e-01 2.787e+00 -0.322 0.747573   
## total\_intl\_calls 3.919e-02 1.169e-02 3.354 0.000798 \*\*\*  
## total\_intl\_charge 3.013e+00 1.032e+01 0.292 0.770376   
## number\_customer\_service\_calls -6.205e-01 2.192e-02 -28.308 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 9521.1 on 3999 degrees of freedom  
## Residual deviance: 6972.0 on 3980 degrees of freedom  
## AIC: 6974.2  
##   
## Number of Fisher Scoring iterations: 5

glm\_train\_cm <- confusionMatrix(predict(mod.glm, newdata = churn\_train), churn\_train$churn)  
glm\_test\_cm <- confusionMatrix(predict(mod.glm, newdata = churn\_test), churn\_test$churn)  
glm\_train\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 443 806  
## NotChurner 123 2628  
##   
## Accuracy : 0.7678   
## 95% CI : (0.7543, 0.7808)  
## No Information Rate : 0.8585   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.3644   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.7827   
## Specificity : 0.7653   
## Pos Pred Value : 0.3547   
## Neg Pred Value : 0.9553   
## Prevalence : 0.1415   
## Detection Rate : 0.1108   
## Detection Prevalence : 0.3123   
## Balanced Accuracy : 0.7740   
##   
## 'Positive' Class : Churner   
##

glm\_test\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 111 170  
## NotChurner 30 689  
##   
## Accuracy : 0.8   
## 95% CI : (0.7738, 0.8244)  
## No Information Rate : 0.859   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.4165   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.7872   
## Specificity : 0.8021   
## Pos Pred Value : 0.3950   
## Neg Pred Value : 0.9583   
## Prevalence : 0.1410   
## Detection Rate : 0.1110   
## Detection Prevalence : 0.2810   
## Balanced Accuracy : 0.7947   
##   
## 'Positive' Class : Churner   
##

# this model has an overall accuracy of  
# - train set: 87.12%  
# -test set: 86.7%  
  
# 6.2.1 - Compute the 'AUC' for the logistic regression model and plot the ROC and lift curves  
  
# 6.2.1.1 - ROC  
glmPred\_train <- prediction(predict(mod.glm, newdata = churn\_train, type = 'prob')[,2], churn\_train$churn)  
glmPerf\_train <- performance(glmPred\_train, 'tpr', 'fpr')  
glmAUC\_train <- as.numeric(performance(glmPred\_train, 'auc')@y.values)  
  
glmPred\_test <- prediction(predict(mod.glm, newdata = churn\_test, type = 'prob')[,2], churn\_test$churn)  
glmPerf\_test <- performance(glmPred\_test, 'tpr', 'fpr')  
glmAUC\_test <- as.numeric(performance(glmPred\_test, 'auc')@y.values)  
  
plot(glmPerf\_train, col = 'red', lwd = 2, main = 'Logistic Regression model-Train and Test ROC',   
 xlab = "False positive Rate", ylab = "True positive Rate")  
plot(glmPerf\_test, col = 'green', lwd = 2, add = T)  
legend\_names <- c('Training', 'Testing')  
legend\_auc <- c(glmAUC\_train, glmAUC\_test)  
grid()  
legend('bottomright', paste0(legend\_names, ' : auc = ', sprintf('%01.03f', legend\_auc)), lwd = 2, col = c('red', 'green'))
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#6.2.1.2  
#Cumulative Lift  
#  
#Create a detaframe for semi-decile  
glm\_lift <- data.frame(percentile = as.integer(seq(5,100,5)))  
nr <- nrow(glm\_lift)  
qs <- predict(mod.glm, newdata = churn\_train, type = "prob")  
#write.csv(file="qstrain", x=qs)  
# add the churn column  
qs$churn <- churn\_train$churn  
#order the prediction dataframe by the Churner column in descending order  
qs <-qs[order(-qs$Churner),]  
  
#calculate the pure guess for the training set  
pri <- sum(churn\_train$churn == "Churner") / nrow(churn\_train)  
# calculate the lift  
current\_lift <- as.numeric(rep(1.0, times = nr)) # start from 1  
for (i in 1:(nr-1)){  
 rows <- as.integer(glm\_lift$percentile[i] \* nrow(qs) / 100) #the bins  
 post <- sum(qs$churn[1:rows] == "Churner") / rows # caclulate the probability of churner in each bin  
 current\_lift[i] <- post/pri # the current lift  
  
}  
glm\_lift$Train <- current\_lift # the lift for the training set  
  
# Repeat the steps for the test set  
qs <- predict(mod.glm, newdata = churn\_test, type = "prob")  
qs$churn <- churn\_test$churn  
qs <- qs[order(-qs$Churner),]  
  
pri <- sum(churn\_test$churn == "Churner") / nrow(churn\_test)  
  
current\_lift <- as.numeric(rep(1.0, times = nr)) # start from 1  
for (i in 1:(nr-1)){  
 rows <- as.integer(glm\_lift$percentile[i] \* nrow(qs) / 100) #the bins  
 post <- sum(qs$churn[1:rows] == "Churner") / rows # caclulate the probability of churner in each bin  
 current\_lift[i] <- post/pri # the current lift  
  
}  
glm\_lift$Test <- current\_lift   
  
#Plot the cumulative lift for train and test sets  
plot(glm\_lift$percentile,glm\_lift$Train, col = "red", type = "l", lwd = 2, main = "Logistic Regression - Cummulative lift", xlab = "Percentile", ylab = "Cummulative lift")  
# add the cummulative lift for the test set  
lines(glm\_lift$percentile, glm\_lift$Test, col = "green", lwd = 2)  
grid() # add the grid  
legend("topright", paste0(legend\_names, " : top semi-decile = ", sprintf("%0.03f", glm\_lift[1,2:3])), lwd = 2, col = c("red", "green"))
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#Conclusion: The Logistic Regression model performs more than 4 times better than the pure guess for the top 5% of the predictions

# 7. Decision Tree Model

#7.1 Train the decision tree model on the training set  
mod.cart <- train(churn ~ ., data = churn\_train, method = "rpart", weights = train\_weights, trControl = fitControl, metric = "ROC")  
  
#print simple model  
tree <- rpart(churn ~.,method='class',data = churn\_train)  
prp(tree)
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#Plot the tree  
  
rpart.plot(mod.cart$finalModel)
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# 7.2 Predict and calculate the confusion matrix on train and test sets  
cart\_train\_cm <- confusionMatrix(predict(mod.cart, newdata = churn\_train), churn\_train$churn)  
cart\_train\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 454 555  
## NotChurner 112 2879  
##   
## Accuracy : 0.8332   
## 95% CI : (0.8213, 0.8447)  
## No Information Rate : 0.8585   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.4827   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.8021   
## Specificity : 0.8384   
## Pos Pred Value : 0.4500   
## Neg Pred Value : 0.9626   
## Prevalence : 0.1415   
## Detection Rate : 0.1135   
## Detection Prevalence : 0.2522   
## Balanced Accuracy : 0.8203   
##   
## 'Positive' Class : Churner   
##

cart\_test\_cm <- confusionMatrix(predict(mod.cart, newdata = churn\_test), churn\_test$churn)  
cart\_test\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 106 128  
## NotChurner 35 731  
##   
## Accuracy : 0.837   
## 95% CI : (0.8126, 0.8594)  
## No Information Rate : 0.859   
## P-Value [Acc > NIR] : 0.9779   
##   
## Kappa : 0.4725   
## Mcnemar's Test P-Value : 5.762e-13   
##   
## Sensitivity : 0.7518   
## Specificity : 0.8510   
## Pos Pred Value : 0.4530   
## Neg Pred Value : 0.9543   
## Prevalence : 0.1410   
## Detection Rate : 0.1060   
## Detection Prevalence : 0.2340   
## Balanced Accuracy : 0.8014   
##   
## 'Positive' Class : Churner   
##

# This model has na overal accuracy of:  
# - training set: 83.32%  
# - testing set: 83.7%  
  
#7.3 Compute the "AUC" for the decision tree model and plot the ROC and lift curves  
#  
#7.3.1 - ROC  
  
cartPred\_train <- prediction(predict(mod.cart, newdata = churn\_train, type = "prob")[,2], churn\_train$churn)  
cartPerf\_train <- performance(cartPred\_train, "tpr", "fpr")  
cartAUC\_train <- as.numeric(performance(cartPred\_train, "auc")@y.values)  
  
cartPred\_test <- prediction(predict(mod.cart, newdata = churn\_test, type = "prob")[,2], churn\_test$churn)  
cartPerf\_test <- performance(cartPred\_test, "tpr", "fpr")  
cartAUC\_test <- as.numeric(performance(cartPred\_test, "auc")@y.values)  
  
#plot the ROC  
legend\_names <- c("Training", "Testing")  
legend\_auc <- c(cartAUC\_train, cartAUC\_test)  
plot(cartPerf\_train, col = "red", lwd =2, main = "Decision Tree - Train and Test ROC", xlab = "False Positive Rate", ylab = "True Positive Rate")  
plot(cartPerf\_test, col = "green", lwd = 3, add = T)  
grid()  
legend("bottomright", paste0(legend\_names, " auc: = ", sprintf("%01.03f", legend\_auc)),lwd = 2, col = c("red", "green"))
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#7.3.2 Cumulative lift  
cart\_lift <- data.frame(percentile = as.integer(seq(5,100,5)))  
#cart\_lift  
nr <- nrow(cart\_lift)  
#nr  
qs <- predict(mod.cart, newdata = churn\_train, type = "prob")  
#qs  
qs$churn <- churn\_train$churn  
qs <- qs[order(-qs$Churner),]  
#qs  
pri <- sum(churn\_train$churn == "Churner")/ nrow(churn\_train)  
#pri  
current\_lift <- as.numeric(rep(1.0, times = nr))  
for (i in 1:(nr-1)){  
 rows <- as.integer(cart\_lift$percentile[i] \* nrow(qs) / 100)  
 post <- sum(qs$churn[1:rows] == "Churner") / rows  
 current\_lift[i] <- post / pri  
}  
cart\_lift$Train <- current\_lift  
  
qs <- predict(mod.cart, newdata = churn\_test, type = "prob")  
qs$churn <- churn\_test$churn  
qs <- qs[order(-qs$Churner),]  
pri <- sum(churn\_test$churn == "Churner")/ nrow(churn\_test)  
current\_lift <- as.numeric(rep(1.0, times = nr))  
for (i in 1:(nr-1)){  
 rows <- as.integer(cart\_lift$percentile[i] \* nrow(qs) / 100)  
 post <- sum(qs$churn[1:rows] == "Churner") / rows  
 current\_lift[i] <- post/pri  
}  
cart\_lift$Test <- current\_lift  
  
# Plot the cumulative lift for the decision tree  
plot(cart\_lift$percentile, cart\_lift$Train, col = "red", type = "l", lwd = 2, main = "Decision Tree - Train and Test cumulative lift", xlab = "Percentile", ylab = "Cumulative lift")  
lines(cart\_lift$percentile, cart\_lift$Test, col = "green", lwd = 2)  
grid()  
legend("topright", paste0(legend\_names, " : top semi-decile = ", sprintf("%01.03f", cart\_lift[1, 2:3])), lwd = 2, col = c("red", "green"))

![](data:image/png;base64,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)

# Conclusion: The decision tree model performs more than 3 times better than the pure guess for the top 5% of the predictions and it has better accuracy than the logistic regression model

# 8. Stochastic Gradient Boosting Model

#8.1 Train the stochastic gradient boosting model on the training set  
  
gbm.grid <- expand.grid(interaction.depth = c(5,9,12),  
 n.trees = c(100,300,500),  
 shrinkage = 0.1,  
 n.minobsinnode=10)  
mod.gbm <- train(churn ~ ., data = churn\_train, method = "gbm", trControl = fitControl,weights = train\_weights, metric = "ROC", tuneGrid = gbm.grid)

## Warning: package 'plyr' was built under R version 3.3.3

## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2925 nan 0.1000 0.0458  
## 2 1.2113 nan 0.1000 0.0383  
## 3 1.1485 nan 0.1000 0.0284  
## 4 1.0956 nan 0.1000 0.0262  
## 5 1.0507 nan 0.1000 0.0218  
## 6 1.0082 nan 0.1000 0.0196  
## 7 0.9651 nan 0.1000 0.0191  
## 8 0.9326 nan 0.1000 0.0145  
## 9 0.9070 nan 0.1000 0.0116  
## 10 0.8828 nan 0.1000 0.0108  
## 20 0.7399 nan 0.1000 0.0052  
## 40 0.6187 nan 0.1000 0.0002  
## 60 0.5533 nan 0.1000 -0.0007  
## 80 0.4976 nan 0.1000 -0.0001  
## 100 0.4572 nan 0.1000 -0.0010  
## 120 0.4174 nan 0.1000 -0.0010  
## 140 0.3886 nan 0.1000 -0.0003  
## 160 0.3588 nan 0.1000 0.0008  
## 180 0.3329 nan 0.1000 -0.0004  
## 200 0.3100 nan 0.1000 0.0002  
## 220 0.2900 nan 0.1000 -0.0002  
## 240 0.2719 nan 0.1000 -0.0005  
## 260 0.2537 nan 0.1000 -0.0007  
## 280 0.2390 nan 0.1000 -0.0002  
## 300 0.2258 nan 0.1000 -0.0005  
## 320 0.2093 nan 0.1000 -0.0001  
## 340 0.1957 nan 0.1000 0.0001  
## 360 0.1833 nan 0.1000 -0.0004  
## 380 0.1750 nan 0.1000 -0.0003  
## 400 0.1657 nan 0.1000 -0.0004  
## 420 0.1560 nan 0.1000 0.0003  
## 440 0.1490 nan 0.1000 -0.0002  
## 460 0.1407 nan 0.1000 -0.0001  
## 480 0.1326 nan 0.1000 -0.0003  
## 500 0.1254 nan 0.1000 -0.0001  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2745 nan 0.1000 0.0562  
## 2 1.1792 nan 0.1000 0.0465  
## 3 1.0990 nan 0.1000 0.0386  
## 4 1.0342 nan 0.1000 0.0303  
## 5 0.9806 nan 0.1000 0.0256  
## 6 0.9345 nan 0.1000 0.0204  
## 7 0.8886 nan 0.1000 0.0202  
## 8 0.8519 nan 0.1000 0.0158  
## 9 0.8212 nan 0.1000 0.0136  
## 10 0.7918 nan 0.1000 0.0134  
## 20 0.6261 nan 0.1000 0.0023  
## 40 0.4913 nan 0.1000 -0.0003  
## 60 0.4060 nan 0.1000 -0.0004  
## 80 0.3410 nan 0.1000 -0.0006  
## 100 0.2954 nan 0.1000 -0.0005  
## 120 0.2587 nan 0.1000 -0.0002  
## 140 0.2281 nan 0.1000 -0.0005  
## 160 0.2010 nan 0.1000 -0.0001  
## 180 0.1794 nan 0.1000 -0.0001  
## 200 0.1605 nan 0.1000 -0.0001  
## 220 0.1438 nan 0.1000 -0.0002  
## 240 0.1276 nan 0.1000 -0.0003  
## 260 0.1151 nan 0.1000 -0.0002  
## 280 0.1032 nan 0.1000 -0.0002  
## 300 0.0933 nan 0.1000 -0.0001  
## 320 0.0837 nan 0.1000 -0.0002  
## 340 0.0758 nan 0.1000 -0.0001  
## 360 0.0677 nan 0.1000 0.0001  
## 380 0.0620 nan 0.1000 -0.0001  
## 400 0.0561 nan 0.1000 -0.0000  
## 420 0.0509 nan 0.1000 -0.0001  
## 440 0.0465 nan 0.1000 -0.0001  
## 460 0.0427 nan 0.1000 -0.0001  
## 480 0.0388 nan 0.1000 -0.0001  
## 500 0.0352 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2672 nan 0.1000 0.0568  
## 2 1.1717 nan 0.1000 0.0473  
## 3 1.0891 nan 0.1000 0.0413  
## 4 1.0176 nan 0.1000 0.0329  
## 5 0.9599 nan 0.1000 0.0249  
## 6 0.9073 nan 0.1000 0.0245  
## 7 0.8639 nan 0.1000 0.0189  
## 8 0.8237 nan 0.1000 0.0176  
## 9 0.7894 nan 0.1000 0.0133  
## 10 0.7635 nan 0.1000 0.0107  
## 20 0.5741 nan 0.1000 0.0028  
## 40 0.4268 nan 0.1000 -0.0001  
## 60 0.3382 nan 0.1000 0.0002  
## 80 0.2830 nan 0.1000 -0.0006  
## 100 0.2360 nan 0.1000 -0.0004  
## 120 0.1969 nan 0.1000 -0.0003  
## 140 0.1653 nan 0.1000 0.0002  
## 160 0.1436 nan 0.1000 -0.0002  
## 180 0.1248 nan 0.1000 -0.0004  
## 200 0.1068 nan 0.1000 0.0002  
## 220 0.0927 nan 0.1000 -0.0004  
## 240 0.0819 nan 0.1000 -0.0001  
## 260 0.0712 nan 0.1000 -0.0002  
## 280 0.0621 nan 0.1000 -0.0002  
## 300 0.0538 nan 0.1000 -0.0001  
## 320 0.0461 nan 0.1000 -0.0000  
## 340 0.0407 nan 0.1000 -0.0001  
## 360 0.0360 nan 0.1000 -0.0001  
## 380 0.0314 nan 0.1000 -0.0001  
## 400 0.0278 nan 0.1000 -0.0001  
## 420 0.0244 nan 0.1000 -0.0001  
## 440 0.0216 nan 0.1000 -0.0001  
## 460 0.0189 nan 0.1000 -0.0001  
## 480 0.0168 nan 0.1000 -0.0001  
## 500 0.0148 nan 0.1000 -0.0001  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2884 nan 0.1000 0.0458  
## 2 1.2107 nan 0.1000 0.0401  
## 3 1.1417 nan 0.1000 0.0317  
## 4 1.0864 nan 0.1000 0.0258  
## 5 1.0391 nan 0.1000 0.0221  
## 6 0.9890 nan 0.1000 0.0236  
## 7 0.9536 nan 0.1000 0.0173  
## 8 0.9172 nan 0.1000 0.0163  
## 9 0.8902 nan 0.1000 0.0127  
## 10 0.8659 nan 0.1000 0.0117  
## 20 0.7157 nan 0.1000 0.0009  
## 40 0.5793 nan 0.1000 0.0010  
## 60 0.5137 nan 0.1000 0.0005  
## 80 0.4600 nan 0.1000 -0.0005  
## 100 0.4122 nan 0.1000 -0.0006  
## 120 0.3738 nan 0.1000 0.0002  
## 140 0.3450 nan 0.1000 -0.0007  
## 160 0.3149 nan 0.1000 -0.0001  
## 180 0.2915 nan 0.1000 0.0009  
## 200 0.2699 nan 0.1000 -0.0005  
## 220 0.2525 nan 0.1000 -0.0001  
## 240 0.2354 nan 0.1000 -0.0003  
## 260 0.2210 nan 0.1000 -0.0006  
## 280 0.2059 nan 0.1000 -0.0002  
## 300 0.1929 nan 0.1000 -0.0002  
## 320 0.1801 nan 0.1000 -0.0001  
## 340 0.1706 nan 0.1000 -0.0004  
## 360 0.1609 nan 0.1000 -0.0003  
## 380 0.1518 nan 0.1000 -0.0002  
## 400 0.1437 nan 0.1000 -0.0004  
## 420 0.1369 nan 0.1000 -0.0001  
## 440 0.1298 nan 0.1000 -0.0001  
## 460 0.1232 nan 0.1000 -0.0003  
## 480 0.1167 nan 0.1000 -0.0000  
## 500 0.1102 nan 0.1000 -0.0002  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2643 nan 0.1000 0.0569  
## 2 1.1649 nan 0.1000 0.0471  
## 3 1.0845 nan 0.1000 0.0376  
## 4 1.0208 nan 0.1000 0.0303  
## 5 0.9603 nan 0.1000 0.0271  
## 6 0.9120 nan 0.1000 0.0212  
## 7 0.8711 nan 0.1000 0.0177  
## 8 0.8340 nan 0.1000 0.0169  
## 9 0.8013 nan 0.1000 0.0124  
## 10 0.7695 nan 0.1000 0.0143  
## 20 0.5973 nan 0.1000 0.0026  
## 40 0.4516 nan 0.1000 -0.0008  
## 60 0.3684 nan 0.1000 -0.0004  
## 80 0.3094 nan 0.1000 0.0005  
## 100 0.2692 nan 0.1000 -0.0006  
## 120 0.2338 nan 0.1000 -0.0004  
## 140 0.2039 nan 0.1000 -0.0002  
## 160 0.1796 nan 0.1000 -0.0002  
## 180 0.1576 nan 0.1000 -0.0004  
## 200 0.1401 nan 0.1000 -0.0002  
## 220 0.1265 nan 0.1000 -0.0004  
## 240 0.1126 nan 0.1000 -0.0003  
## 260 0.1013 nan 0.1000 -0.0002  
## 280 0.0918 nan 0.1000 -0.0001  
## 300 0.0832 nan 0.1000 -0.0002  
## 320 0.0761 nan 0.1000 0.0000  
## 340 0.0688 nan 0.1000 -0.0001  
## 360 0.0613 nan 0.1000 -0.0002  
## 380 0.0549 nan 0.1000 -0.0002  
## 400 0.0498 nan 0.1000 -0.0000  
## 420 0.0449 nan 0.1000 -0.0000  
## 440 0.0407 nan 0.1000 -0.0001  
## 460 0.0369 nan 0.1000 -0.0001  
## 480 0.0337 nan 0.1000 -0.0001  
## 500 0.0309 nan 0.1000 -0.0001  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2707 nan 0.1000 0.0566  
## 2 1.1701 nan 0.1000 0.0488  
## 3 1.0840 nan 0.1000 0.0408  
## 4 1.0091 nan 0.1000 0.0348  
## 5 0.9445 nan 0.1000 0.0301  
## 6 0.8926 nan 0.1000 0.0234  
## 7 0.8439 nan 0.1000 0.0218  
## 8 0.8019 nan 0.1000 0.0167  
## 9 0.7667 nan 0.1000 0.0142  
## 10 0.7345 nan 0.1000 0.0130  
## 20 0.5516 nan 0.1000 0.0013  
## 40 0.3997 nan 0.1000 0.0001  
## 60 0.3119 nan 0.1000 0.0008  
## 80 0.2554 nan 0.1000 -0.0002  
## 100 0.2132 nan 0.1000 -0.0006  
## 120 0.1785 nan 0.1000 -0.0004  
## 140 0.1514 nan 0.1000 -0.0005  
## 160 0.1286 nan 0.1000 -0.0002  
## 180 0.1103 nan 0.1000 0.0000  
## 200 0.0935 nan 0.1000 0.0003  
## 220 0.0812 nan 0.1000 -0.0001  
## 240 0.0704 nan 0.1000 -0.0002  
## 260 0.0609 nan 0.1000 -0.0001  
## 280 0.0532 nan 0.1000 -0.0002  
## 300 0.0468 nan 0.1000 -0.0001  
## 320 0.0403 nan 0.1000 -0.0001  
## 340 0.0351 nan 0.1000 -0.0001  
## 360 0.0311 nan 0.1000 -0.0001  
## 380 0.0273 nan 0.1000 -0.0001  
## 400 0.0242 nan 0.1000 -0.0001  
## 420 0.0211 nan 0.1000 -0.0000  
## 440 0.0186 nan 0.1000 -0.0000  
## 460 0.0164 nan 0.1000 -0.0000  
## 480 0.0144 nan 0.1000 -0.0000  
## 500 0.0128 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2970 nan 0.1000 0.0415  
## 2 1.2197 nan 0.1000 0.0361  
## 3 1.1586 nan 0.1000 0.0302  
## 4 1.1060 nan 0.1000 0.0230  
## 5 1.0638 nan 0.1000 0.0209  
## 6 1.0215 nan 0.1000 0.0204  
## 7 0.9889 nan 0.1000 0.0158  
## 8 0.9602 nan 0.1000 0.0124  
## 9 0.9306 nan 0.1000 0.0115  
## 10 0.9060 nan 0.1000 0.0112  
## 20 0.7621 nan 0.1000 0.0066  
## 40 0.6330 nan 0.1000 0.0007  
## 60 0.5597 nan 0.1000 -0.0000  
## 80 0.5089 nan 0.1000 -0.0005  
## 100 0.4598 nan 0.1000 -0.0004  
## 120 0.4188 nan 0.1000 -0.0005  
## 140 0.3880 nan 0.1000 0.0000  
## 160 0.3536 nan 0.1000 -0.0002  
## 180 0.3310 nan 0.1000 -0.0003  
## 200 0.3081 nan 0.1000 -0.0005  
## 220 0.2893 nan 0.1000 -0.0006  
## 240 0.2698 nan 0.1000 -0.0004  
## 260 0.2548 nan 0.1000 -0.0001  
## 280 0.2406 nan 0.1000 -0.0001  
## 300 0.2264 nan 0.1000 -0.0002  
## 320 0.2132 nan 0.1000 -0.0005  
## 340 0.1989 nan 0.1000 -0.0000  
## 360 0.1876 nan 0.1000 0.0001  
## 380 0.1778 nan 0.1000 -0.0002  
## 400 0.1667 nan 0.1000 -0.0002  
## 420 0.1568 nan 0.1000 -0.0002  
## 440 0.1479 nan 0.1000 -0.0003  
## 460 0.1396 nan 0.1000 -0.0000  
## 480 0.1316 nan 0.1000 -0.0002  
## 500 0.1237 nan 0.1000 -0.0003  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2727 nan 0.1000 0.0557  
## 2 1.1777 nan 0.1000 0.0443  
## 3 1.0984 nan 0.1000 0.0376  
## 4 1.0339 nan 0.1000 0.0283  
## 5 0.9774 nan 0.1000 0.0248  
## 6 0.9309 nan 0.1000 0.0215  
## 7 0.8869 nan 0.1000 0.0191  
## 8 0.8524 nan 0.1000 0.0147  
## 9 0.8169 nan 0.1000 0.0145  
## 10 0.7939 nan 0.1000 0.0089  
## 20 0.6312 nan 0.1000 0.0024  
## 40 0.4899 nan 0.1000 -0.0014  
## 60 0.4131 nan 0.1000 -0.0002  
## 80 0.3541 nan 0.1000 -0.0009  
## 100 0.3144 nan 0.1000 -0.0014  
## 120 0.2690 nan 0.1000 -0.0003  
## 140 0.2387 nan 0.1000 -0.0007  
## 160 0.2111 nan 0.1000 -0.0000  
## 180 0.1859 nan 0.1000 -0.0004  
## 200 0.1664 nan 0.1000 -0.0004  
## 220 0.1504 nan 0.1000 -0.0006  
## 240 0.1341 nan 0.1000 -0.0004  
## 260 0.1188 nan 0.1000 -0.0001  
## 280 0.1066 nan 0.1000 -0.0001  
## 300 0.0964 nan 0.1000 -0.0004  
## 320 0.0876 nan 0.1000 -0.0001  
## 340 0.0795 nan 0.1000 -0.0001  
## 360 0.0717 nan 0.1000 -0.0001  
## 380 0.0655 nan 0.1000 -0.0001  
## 400 0.0588 nan 0.1000 0.0001  
## 420 0.0533 nan 0.1000 -0.0001  
## 440 0.0485 nan 0.1000 -0.0002  
## 460 0.0437 nan 0.1000 -0.0001  
## 480 0.0395 nan 0.1000 -0.0002  
## 500 0.0359 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2666 nan 0.1000 0.0566  
## 2 1.1685 nan 0.1000 0.0480  
## 3 1.0843 nan 0.1000 0.0401  
## 4 1.0139 nan 0.1000 0.0328  
## 5 0.9559 nan 0.1000 0.0256  
## 6 0.9051 nan 0.1000 0.0238  
## 7 0.8606 nan 0.1000 0.0198  
## 8 0.8222 nan 0.1000 0.0156  
## 9 0.7894 nan 0.1000 0.0140  
## 10 0.7634 nan 0.1000 0.0094  
## 20 0.5810 nan 0.1000 0.0022  
## 40 0.4243 nan 0.1000 -0.0007  
## 60 0.3429 nan 0.1000 -0.0003  
## 80 0.2826 nan 0.1000 -0.0005  
## 100 0.2336 nan 0.1000 -0.0005  
## 120 0.1953 nan 0.1000 -0.0004  
## 140 0.1634 nan 0.1000 0.0000  
## 160 0.1374 nan 0.1000 -0.0007  
## 180 0.1179 nan 0.1000 -0.0001  
## 200 0.1023 nan 0.1000 -0.0002  
## 220 0.0882 nan 0.1000 -0.0001  
## 240 0.0773 nan 0.1000 -0.0002  
## 260 0.0668 nan 0.1000 -0.0001  
## 280 0.0571 nan 0.1000 -0.0001  
## 300 0.0494 nan 0.1000 -0.0001  
## 320 0.0428 nan 0.1000 -0.0001  
## 340 0.0376 nan 0.1000 -0.0000  
## 360 0.0338 nan 0.1000 -0.0001  
## 380 0.0297 nan 0.1000 -0.0001  
## 400 0.0262 nan 0.1000 -0.0001  
## 420 0.0232 nan 0.1000 -0.0001  
## 440 0.0203 nan 0.1000 0.0000  
## 460 0.0178 nan 0.1000 -0.0000  
## 480 0.0156 nan 0.1000 -0.0000  
## 500 0.0139 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2950 nan 0.1000 0.0447  
## 2 1.2269 nan 0.1000 0.0353  
## 3 1.1639 nan 0.1000 0.0298  
## 4 1.1126 nan 0.1000 0.0253  
## 5 1.0657 nan 0.1000 0.0222  
## 6 1.0266 nan 0.1000 0.0180  
## 7 0.9925 nan 0.1000 0.0156  
## 8 0.9625 nan 0.1000 0.0144  
## 9 0.9336 nan 0.1000 0.0108  
## 10 0.9101 nan 0.1000 0.0103  
## 20 0.7566 nan 0.1000 0.0030  
## 40 0.6320 nan 0.1000 -0.0009  
## 60 0.5588 nan 0.1000 0.0003  
## 80 0.5074 nan 0.1000 -0.0008  
## 100 0.4646 nan 0.1000 -0.0013  
## 120 0.4243 nan 0.1000 -0.0012  
## 140 0.3920 nan 0.1000 -0.0002  
## 160 0.3674 nan 0.1000 -0.0009  
## 180 0.3448 nan 0.1000 -0.0003  
## 200 0.3216 nan 0.1000 0.0000  
## 220 0.2995 nan 0.1000 0.0005  
## 240 0.2802 nan 0.1000 -0.0002  
## 260 0.2661 nan 0.1000 -0.0007  
## 280 0.2483 nan 0.1000 -0.0004  
## 300 0.2329 nan 0.1000 -0.0001  
## 320 0.2181 nan 0.1000 -0.0000  
## 340 0.2042 nan 0.1000 -0.0005  
## 360 0.1945 nan 0.1000 -0.0002  
## 380 0.1831 nan 0.1000 -0.0003  
## 400 0.1747 nan 0.1000 -0.0004  
## 420 0.1644 nan 0.1000 -0.0002  
## 440 0.1536 nan 0.1000 -0.0002  
## 460 0.1456 nan 0.1000 -0.0002  
## 480 0.1380 nan 0.1000 -0.0000  
## 500 0.1296 nan 0.1000 -0.0002  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2792 nan 0.1000 0.0537  
## 2 1.1925 nan 0.1000 0.0412  
## 3 1.1097 nan 0.1000 0.0370  
## 4 1.0429 nan 0.1000 0.0322  
## 5 0.9896 nan 0.1000 0.0253  
## 6 0.9373 nan 0.1000 0.0228  
## 7 0.8992 nan 0.1000 0.0173  
## 8 0.8645 nan 0.1000 0.0161  
## 9 0.8342 nan 0.1000 0.0126  
## 10 0.8070 nan 0.1000 0.0128  
## 20 0.6445 nan 0.1000 0.0037  
## 40 0.5050 nan 0.1000 0.0003  
## 60 0.4258 nan 0.1000 -0.0005  
## 80 0.3657 nan 0.1000 -0.0003  
## 100 0.3152 nan 0.1000 -0.0008  
## 120 0.2768 nan 0.1000 -0.0001  
## 140 0.2430 nan 0.1000 -0.0003  
## 160 0.2157 nan 0.1000 -0.0001  
## 180 0.1918 nan 0.1000 -0.0004  
## 200 0.1709 nan 0.1000 -0.0001  
## 220 0.1497 nan 0.1000 -0.0002  
## 240 0.1345 nan 0.1000 -0.0003  
## 260 0.1210 nan 0.1000 -0.0001  
## 280 0.1089 nan 0.1000 -0.0005  
## 300 0.0987 nan 0.1000 -0.0001  
## 320 0.0892 nan 0.1000 0.0001  
## 340 0.0805 nan 0.1000 0.0000  
## 360 0.0723 nan 0.1000 -0.0002  
## 380 0.0654 nan 0.1000 -0.0001  
## 400 0.0595 nan 0.1000 -0.0001  
## 420 0.0539 nan 0.1000 -0.0001  
## 440 0.0492 nan 0.1000 -0.0001  
## 460 0.0447 nan 0.1000 -0.0001  
## 480 0.0408 nan 0.1000 0.0001  
## 500 0.0370 nan 0.1000 -0.0001  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2660 nan 0.1000 0.0573  
## 2 1.1734 nan 0.1000 0.0441  
## 3 1.0934 nan 0.1000 0.0379  
## 4 1.0225 nan 0.1000 0.0322  
## 5 0.9605 nan 0.1000 0.0268  
## 6 0.9163 nan 0.1000 0.0183  
## 7 0.8704 nan 0.1000 0.0183  
## 8 0.8358 nan 0.1000 0.0139  
## 9 0.8042 nan 0.1000 0.0120  
## 10 0.7728 nan 0.1000 0.0119  
## 20 0.5931 nan 0.1000 0.0031  
## 40 0.4432 nan 0.1000 0.0000  
## 60 0.3579 nan 0.1000 -0.0006  
## 80 0.3001 nan 0.1000 -0.0004  
## 100 0.2515 nan 0.1000 -0.0005  
## 120 0.2160 nan 0.1000 -0.0003  
## 140 0.1817 nan 0.1000 -0.0001  
## 160 0.1540 nan 0.1000 -0.0003  
## 180 0.1326 nan 0.1000 -0.0001  
## 200 0.1149 nan 0.1000 -0.0004  
## 220 0.0992 nan 0.1000 -0.0000  
## 240 0.0863 nan 0.1000 -0.0003  
## 260 0.0756 nan 0.1000 -0.0001  
## 280 0.0650 nan 0.1000 -0.0000  
## 300 0.0577 nan 0.1000 -0.0001  
## 320 0.0506 nan 0.1000 -0.0001  
## 340 0.0445 nan 0.1000 -0.0001  
## 360 0.0388 nan 0.1000 -0.0001  
## 380 0.0345 nan 0.1000 -0.0001  
## 400 0.0302 nan 0.1000 0.0000  
## 420 0.0264 nan 0.1000 -0.0001  
## 440 0.0233 nan 0.1000 -0.0001  
## 460 0.0203 nan 0.1000 -0.0000  
## 480 0.0180 nan 0.1000 -0.0000  
## 500 0.0158 nan 0.1000 -0.0001  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 1.2654 nan 0.1000 0.0574  
## 2 1.1635 nan 0.1000 0.0480  
## 3 1.0801 nan 0.1000 0.0411  
## 4 1.0130 nan 0.1000 0.0316  
## 5 0.9561 nan 0.1000 0.0257  
## 6 0.9025 nan 0.1000 0.0234  
## 7 0.8607 nan 0.1000 0.0178  
## 8 0.8207 nan 0.1000 0.0187  
## 9 0.7888 nan 0.1000 0.0138  
## 10 0.7567 nan 0.1000 0.0146  
## 20 0.5898 nan 0.1000 0.0014  
## 40 0.4581 nan 0.1000 0.0008  
## 60 0.3738 nan 0.1000 -0.0010  
## 80 0.3126 nan 0.1000 -0.0002  
## 100 0.2667 nan 0.1000 -0.0002  
## 120 0.2281 nan 0.1000 -0.0000  
## 140 0.1971 nan 0.1000 -0.0003  
## 160 0.1715 nan 0.1000 -0.0002  
## 180 0.1518 nan 0.1000 -0.0004  
## 200 0.1339 nan 0.1000 -0.0001  
## 220 0.1201 nan 0.1000 -0.0004  
## 240 0.1063 nan 0.1000 -0.0002  
## 260 0.0943 nan 0.1000 0.0002  
## 280 0.0848 nan 0.1000 -0.0002  
## 300 0.0757 nan 0.1000 0.0000  
## 320 0.0674 nan 0.1000 -0.0001  
## 340 0.0606 nan 0.1000 -0.0001  
## 360 0.0543 nan 0.1000 -0.0001  
## 380 0.0489 nan 0.1000 -0.0001  
## 400 0.0434 nan 0.1000 -0.0001  
## 420 0.0394 nan 0.1000 -0.0000  
## 440 0.0353 nan 0.1000 -0.0002  
## 460 0.0320 nan 0.1000 -0.0000  
## 480 0.0291 nan 0.1000 -0.0000  
## 500 0.0265 nan 0.1000 -0.0001

print(mod.gbm)

## Stochastic Gradient Boosting   
##   
## 4000 samples  
## 18 predictor  
## 2 classes: 'Churner', 'NotChurner'   
##   
## No pre-processing  
## Resampling: Cross-Validated (4 fold)   
## Summary of sample sizes: 3000, 3000, 3000, 3000   
## Resampling results across tuning parameters:  
##   
## interaction.depth n.trees ROC Sens Spec   
## 5 100 0.9241601 0.8533988 0.9327317  
## 5 300 0.9232402 0.8304740 0.9569016  
## 5 500 0.9247725 0.8145790 0.9662191  
## 9 100 0.9312021 0.8463190 0.9539881  
## 9 300 0.9306798 0.8162771 0.9708767  
## 9 500 0.9281736 0.8056887 0.9764091  
## 12 100 0.9255253 0.8304115 0.9609788  
## 12 300 0.9311716 0.8109954 0.9775753  
## 12 500 0.9335940 0.7951254 0.9825266  
##   
## Tuning parameter 'shrinkage' was held constant at a value of 0.1  
##   
## Tuning parameter 'n.minobsinnode' was held constant at a value of 10  
## ROC was used to select the optimal model using the largest value.  
## The final values used for the model were n.trees = 500,  
## interaction.depth = 12, shrinkage = 0.1 and n.minobsinnode = 10.

summary(mod.gbm)
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## var rel.inf  
## total\_day\_minutes total\_day\_minutes 24.1358595  
## number\_customer\_service\_calls number\_customer\_service\_calls 14.0179128  
## international\_planNoIntlPlan international\_planNoIntlPlan 11.7499013  
## total\_eve\_minutes total\_eve\_minutes 11.2870248  
## total\_night\_minutes total\_night\_minutes 6.2812090  
## total\_intl\_minutes total\_intl\_minutes 6.0339979  
## total\_intl\_calls total\_intl\_calls 5.0530714  
## account\_length account\_length 4.4514890  
## total\_day\_calls total\_day\_calls 4.1919799  
## voice\_mail\_planVmPlan voice\_mail\_planVmPlan 3.5896412  
## total\_night\_calls total\_night\_calls 3.2251247  
## total\_eve\_calls total\_eve\_calls 3.1329872  
## number\_vmail\_messages number\_vmail\_messages 1.1610213  
## total\_night\_charge total\_night\_charge 0.6034713  
## total\_eve\_charge total\_eve\_charge 0.4556864  
## area\_code415 area\_code415 0.3633418  
## area\_code510 area\_code510 0.2662805  
## total\_day\_charge total\_day\_charge 0.0000000  
## total\_intl\_charge total\_intl\_charge 0.0000000

varImp(mod.gbm,numTrees = 100)

## gbm variable importance  
##   
## Overall  
## total\_day\_minutes 100.0000  
## number\_customer\_service\_calls 61.2127  
## international\_planNoIntlPlan 53.0377  
## total\_eve\_minutes 44.4307  
## total\_night\_minutes 22.1445  
## total\_intl\_minutes 21.4511  
## total\_intl\_calls 21.0195  
## voice\_mail\_planVmPlan 15.7238  
## total\_day\_calls 14.0027  
## account\_length 13.9789  
## total\_eve\_calls 10.2543  
## total\_night\_calls 9.5917  
## number\_vmail\_messages 4.2016  
## total\_night\_charge 1.7537  
## total\_eve\_charge 1.6000  
## area\_code415 1.0994  
## area\_code510 0.7951  
## total\_day\_charge 0.0000  
## total\_intl\_charge 0.0000

# 8.2 Predict and calculate the confusion matrix on train and test sets  
gbm\_train\_cm <- confusionMatrix(predict(mod.gbm, newdata = churn\_train), churn\_train$churn)  
gbm\_train\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 566 0  
## NotChurner 0 3434  
##   
## Accuracy : 1   
## 95% CI : (0.9991, 1)  
## No Information Rate : 0.8585   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 1   
## Mcnemar's Test P-Value : NA   
##   
## Sensitivity : 1.0000   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 1.0000   
## Prevalence : 0.1415   
## Detection Rate : 0.1415   
## Detection Prevalence : 0.1415   
## Balanced Accuracy : 1.0000   
##   
## 'Positive' Class : Churner   
##

gbm\_test\_cm <- confusionMatrix(predict(mod.gbm, newdata = churn\_test), churn\_test$churn)  
gbm\_test\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 107 19  
## NotChurner 34 840  
##   
## Accuracy : 0.947   
## 95% CI : (0.9312, 0.9601)  
## No Information Rate : 0.859   
## P-Value [Acc > NIR] : < 2e-16   
##   
## Kappa : 0.771   
## Mcnemar's Test P-Value : 0.05447   
##   
## Sensitivity : 0.7589   
## Specificity : 0.9779   
## Pos Pred Value : 0.8492   
## Neg Pred Value : 0.9611   
## Prevalence : 0.1410   
## Detection Rate : 0.1070   
## Detection Prevalence : 0.1260   
## Balanced Accuracy : 0.8684   
##   
## 'Positive' Class : Churner   
##

# This model has an overall accuracy of:  
# - training set: 99.95%  
# - testing set: 94.2%  
  
#8.3 Compute the "AUC" for the Stochastic Gradient Boosting model and plot the ROC and cumulative lift curves  
#  
#8.3.1 - ROC  
  
gbmPred\_train <- prediction(predict(mod.gbm, newdata = churn\_train, type = "prob")[,2], churn\_train$churn)  
gbmPerf\_train <- performance(gbmPred\_train, "tpr", "fpr")  
gbmAUC\_train <- as.numeric(performance(gbmPred\_train, "auc")@y.values)  
  
gbmPred\_test <- prediction(predict(mod.gbm, newdata = churn\_test, type = "prob")[,2], churn\_test$churn)  
gbmPerf\_test <- performance(gbmPred\_test, "tpr", "fpr")  
gbmAUC\_test <- as.numeric(performance(gbmPred\_test, "auc")@y.values)  
#plot the ROC  
legend\_names <- c("Training", "Testing")  
legend\_auc <- c(gbmAUC\_train, gbmAUC\_test)  
plot(gbmPerf\_train, col = "red", lwd =2, main = "Stochastic Gradient - Train and Test ROC", xlab = "False Positive Rate", ylab = "True Positive Rate")  
plot(gbmPerf\_test, col = "green", lwd = 3, add = T)  
grid()  
legend("bottomright", paste0(legend\_names, " auc: = ", sprintf("%01.03f", legend\_auc)),lwd = 2, col = c("red", "green"))
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#8.3.2 Cumulative lift  
gbm\_lift <- data.frame(percentile = as.integer(seq(5,100,5)))  
nr <- nrow(gbm\_lift)  
qs <- predict(mod.gbm, newdata = churn\_train, type = "prob")  
#qs  
qs$churn <- churn\_train$churn  
qs <- qs[order(-qs$Churner),]  
#qs  
pri <- sum(churn\_train$churn == "Churner")/ nrow(churn\_train)  
#pri  
current\_lift <- as.numeric(rep(1.0, times = nr))  
for (i in 1:(nr-1)){  
 rows <- as.integer(gbm\_lift$percentile[i] \* nrow(qs) / 100)  
 post <- sum(qs$churn[1:rows] == "Churner") / rows  
 current\_lift[i] <- post / pri  
}  
gbm\_lift$Train <- current\_lift  
  
qs <- predict(mod.gbm, newdata = churn\_test, type = "prob")  
qs$churn <- churn\_test$churn  
qs <- qs[order(-qs$Churner),]  
pri <- sum(churn\_test$churn == "Churner")/ nrow(churn\_test)  
current\_lift <- as.numeric(rep(1.0, times = nr))  
for (i in 1:(nr-1)){  
 rows <- as.integer(gbm\_lift$percentile[i] \* nrow(qs) / 100)  
 post <- sum(qs$churn[1:rows] == "Churner") / rows  
 current\_lift[i] <- post / pri  
}  
gbm\_lift$Test <- current\_lift  
  
# Plot the cumulative lift for the stochastic gradient boosting  
plot(gbm\_lift$percentile, gbm\_lift$Train, col = "red", type = "l", lwd = 2, main = "Stochastic Gradient - Train and Test cumulative lift", xlab = "Percentile", ylab = "Cumulative lift")  
lines(cart\_lift$percentile, gbm\_lift$Test, col = "green", lwd = 2)  
grid()  
legend("topright", paste0(legend\_names, " : top semi-decile = ", sprintf("%01.03f", gbm\_lift[1, 2:3])), lwd = 2, col = c("red", "green"))
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# Conclusion: The Stochastic Gradient Boosting model performs more than 7 times better than the pure guess for the top 5% of the predictions and it has a better accuracy than both the logistic regression model and decision tree model

# 9. Support Vector Machines (with a non-linear kernel)

#9.1 Train the support vector machine model on the training set  
  
mod.svm <- train(churn ~ ., data = churn\_train, method = "svmRadial", weights = train\_weights,trControl = fitControl, metric = 'ROC')  
print(mod.svm)

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 4000 samples  
## 18 predictor  
## 2 classes: 'Churner', 'NotChurner'   
##   
## No pre-processing  
## Resampling: Cross-Validated (4 fold)   
## Summary of sample sizes: 2999, 3000, 3001, 3000   
## Resampling results across tuning parameters:  
##   
## C ROC Sens Spec   
## 0.25 0.8015091 0.03710918 0.9909742  
## 0.50 0.8015214 0.03886974 0.9906841  
## 1.00 0.8015379 0.04240336 0.9906841  
##   
## Tuning parameter 'sigma' was held constant at a value of 0.0334194  
## ROC was used to select the optimal model using the largest value.  
## The final values used for the model were sigma = 0.0334194 and C = 1.

summary(mod.svm)

## Length Class Mode   
## 1 ksvm S4

# 9.2 Predict and calculate the confusion matrix on train and test sets  
svm\_train\_cm <- confusionMatrix(predict(mod.svm, newdata = churn\_train), churn\_train$churn)  
svm\_test\_cm <- confusionMatrix(predict(mod.svm, newdata = churn\_test), churn\_test$churn)  
svm\_train\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 566 0  
## NotChurner 0 3434  
##   
## Accuracy : 1   
## 95% CI : (0.9991, 1)  
## No Information Rate : 0.8585   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 1   
## Mcnemar's Test P-Value : NA   
##   
## Sensitivity : 1.0000   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 1.0000   
## Prevalence : 0.1415   
## Detection Rate : 0.1415   
## Detection Prevalence : 0.1415   
## Balanced Accuracy : 1.0000   
##   
## 'Positive' Class : Churner   
##

svm\_test\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 5 8  
## NotChurner 136 851  
##   
## Accuracy : 0.856   
## 95% CI : (0.8327, 0.8772)  
## No Information Rate : 0.859   
## P-Value [Acc > NIR] : 0.6285   
##   
## Kappa : 0.0421   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.03546   
## Specificity : 0.99069   
## Pos Pred Value : 0.38462   
## Neg Pred Value : 0.86221   
## Prevalence : 0.14100   
## Detection Rate : 0.00500   
## Detection Prevalence : 0.01300   
## Balanced Accuracy : 0.51307   
##   
## 'Positive' Class : Churner   
##

# This model has an overall accuracy of:  
# - training set: 100%  
# - testing set: 85.6%  
  
#9.3 Compute the "AUC" for the svm model and plot the ROC and cumulative lift curves  
#  
#9.3.1 - ROC  
  
svmPred\_train <- prediction(predict(mod.svm, newdata = churn\_train, type = "prob")[,2], churn\_train$churn)  
svmPerf\_train <- performance(svmPred\_train, "tpr", "fpr")  
svmAUC\_train <- as.numeric(performance(svmPred\_train, "auc")@y.values)  
  
svmPred\_test <- prediction(predict(mod.svm, newdata = churn\_test, type = "prob")[,2], churn\_test$churn)  
svmPerf\_test <- performance(svmPred\_test, "tpr", "fpr")  
svmAUC\_test <- as.numeric(performance(svmPred\_test, "auc")@y.values)  
  
#plot the ROC  
legend\_names <- c("Training", "Testing")  
legend\_auc <- c(svmAUC\_train, svmAUC\_test)  
plot(svmPerf\_train, col = "red", lwd =2, main = "SVM - Train and Test ROC", xlab = "False Positive Rate", ylab = "True Positive Rate")  
plot(svmPerf\_test, col = "green", lwd = 2, add = T)  
grid()  
legend("bottomright", paste0(legend\_names, " auc: = ", sprintf("%01.03f", legend\_auc)),lwd = 2, col = c("red", "green"))
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#9.3.2 Cumulative lift  
svm\_lift <- data.frame(percentile = as.integer(seq(5,100,5)))  
nr <- nrow(svm\_lift)  
qs <- predict(mod.svm, newdata = churn\_train, type = "prob")  
#qs  
qs$churn <- churn\_train$churn  
qs <- qs[order(-qs$Churner),]  
#qs  
pri <- sum(churn\_train$churn == "Churner")/ nrow(churn\_train)  
#pri  
current\_lift <- as.numeric(rep(1.0, times = nr))  
for (i in 1:(nr-1)){  
 rows <- as.integer(svm\_lift$percentile[i] \* nrow(qs) / 100)  
 post <- sum(qs$churn[1:rows] == "Churner") / rows  
 current\_lift[i] <- post / pri  
}  
svm\_lift$Train <- current\_lift  
  
qs <- predict(mod.svm, newdata = churn\_test, type = "prob")  
qs$churn <- churn\_test$churn  
qs <- qs[order(-qs$Churner),]  
pri <- sum(churn\_test$churn == "Churner")/ nrow(churn\_test)  
current\_lift <- as.numeric(rep(1.0, times = nr))  
for (i in 1:(nr-1)){  
 rows <- as.integer(svm\_lift$percentile[i] \* nrow(qs) / 100)  
 post <- sum(qs$churn[1:rows] == "Churner") / rows  
 current\_lift[i] <- post / pri  
}  
svm\_lift$Test <- current\_lift  
  
# Plot the cumulative lift for the support vector machine  
plot(svm\_lift$percentile, svm\_lift$Train, col = "red", type = "l", lwd = 2, main = "SVM - Train and Test cumulative lift", xlab = "Percentile", ylab = "Cumulative lift")  
lines(svm\_lift$percentile, svm\_lift$Test, col = "green", lwd = 2)  
grid()  
legend("topright", paste0(legend\_names, " : top semi-decile = ", sprintf("%01.03f", svm\_lift[1, 2:3])), lwd = 2, col = c("red", "green"))
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# Conclusion: We get overfit on the svm model, we try to eliminate some variable that can cause overfit: number of voice mail messages, area code and the charges  
names(churn\_data)

## [1] "account\_length" "area\_code"   
## [3] "international\_plan" "voice\_mail\_plan"   
## [5] "number\_vmail\_messages" "total\_day\_minutes"   
## [7] "total\_day\_calls" "total\_day\_charge"   
## [9] "total\_eve\_minutes" "total\_eve\_calls"   
## [11] "total\_eve\_charge" "total\_night\_minutes"   
## [13] "total\_night\_calls" "total\_night\_charge"   
## [15] "total\_intl\_minutes" "total\_intl\_calls"   
## [17] "total\_intl\_charge" "number\_customer\_service\_calls"  
## [19] "churn"

churn\_data1 <- subset(churn\_data[,-c(2,5,8,11,14,17)])  
names(churn\_data1)

## [1] "account\_length" "international\_plan"   
## [3] "voice\_mail\_plan" "total\_day\_minutes"   
## [5] "total\_day\_calls" "total\_eve\_minutes"   
## [7] "total\_eve\_calls" "total\_night\_minutes"   
## [9] "total\_night\_calls" "total\_intl\_minutes"   
## [11] "total\_intl\_calls" "number\_customer\_service\_calls"  
## [13] "churn"

#take out the calls  
churn\_data2 <-subset(churn\_data1[,-c(5,7,9,11)])  
names(churn\_data2)

## [1] "account\_length" "international\_plan"   
## [3] "voice\_mail\_plan" "total\_day\_minutes"   
## [5] "total\_eve\_minutes" "total\_night\_minutes"   
## [7] "total\_intl\_minutes" "number\_customer\_service\_calls"  
## [9] "churn"

set.seed(3155)  
churn\_data2 <- churn\_data2[sample.int(nrow(churn\_data2)),]  
# 5.2 Split the data set in train and validation  
set.seed(443)  
sample2 <- sample.split(churn\_data2$churn, SplitRatio = .8)  
churn\_train <- subset(churn\_data2, sample2 == T)  
churn\_test <- subset(churn\_data2, sample2 ==F)  
str(churn\_test)

## 'data.frame': 1000 obs. of 9 variables:  
## $ account\_length : int 77 69 82 103 93 167 65 78 101 124 ...  
## $ international\_plan : Factor w/ 2 levels "IntlPlan","NoIntlPlan": 2 2 2 2 2 2 2 2 2 2 ...  
## $ voice\_mail\_plan : Factor w/ 2 levels "NoVmPlan","VmPlan": 1 1 1 2 1 1 1 2 1 1 ...  
## $ total\_day\_minutes : num 168 185 179 139 198 ...  
## $ total\_eve\_minutes : num 202 219 229 142 236 ...  
## $ total\_night\_minutes : num 173 244 188 184 127 ...  
## $ total\_intl\_minutes : num 10 5.5 13.2 11.8 12.6 11.1 7.5 13.2 10.1 7.1 ...  
## $ number\_customer\_service\_calls: int 3 0 1 1 2 4 1 0 3 0 ...  
## $ churn : Factor w/ 2 levels "Churner","NotChurner": 2 2 2 2 2 1 2 2 2 2 ...

str(churn\_train)

## 'data.frame': 4000 obs. of 9 variables:  
## $ account\_length : int 116 83 146 74 90 158 82 81 161 190 ...  
## $ international\_plan : Factor w/ 2 levels "IntlPlan","NoIntlPlan": 2 2 1 2 2 2 2 2 2 2 ...  
## $ voice\_mail\_plan : Factor w/ 2 levels "NoVmPlan","VmPlan": 1 1 1 1 1 1 1 1 1 1 ...  
## $ total\_day\_minutes : num 179 209 133 124 161 ...  
## $ total\_eve\_minutes : num 200 215 263 262 136 ...  
## $ total\_night\_minutes : num 169 248 214 268 209 ...  
## $ total\_intl\_minutes : num 15.8 13 11.2 11.7 9.1 10.4 10.9 13.1 9.3 14.7 ...  
## $ number\_customer\_service\_calls: int 1 1 1 2 2 1 1 0 1 1 ...  
## $ churn : Factor w/ 2 levels "Churner","NotChurner": 2 2 2 2 2 2 2 1 2 2 ...

#train the svm model on new train set  
mod.svm1 <- train(churn ~ ., data = churn\_train, method = "svmRadial", weights = train\_weights,trControl = fitControl, metric = 'ROC')  
#Confusion matrix  
svm\_train\_cm1 <- confusionMatrix(predict(mod.svm1, newdata = churn\_train), churn\_train$churn)  
svm\_test\_cm1 <- confusionMatrix(predict(mod.svm1, newdata = churn\_test), churn\_test$churn)  
svm\_train\_cm1

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 511 5  
## NotChurner 55 3429  
##   
## Accuracy : 0.985   
## 95% CI : (0.9807, 0.9885)  
## No Information Rate : 0.8585   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9359   
## Mcnemar's Test P-Value : 2.518e-10   
##   
## Sensitivity : 0.9028   
## Specificity : 0.9985   
## Pos Pred Value : 0.9903   
## Neg Pred Value : 0.9842   
## Prevalence : 0.1415   
## Detection Rate : 0.1278   
## Detection Prevalence : 0.1290   
## Balanced Accuracy : 0.9507   
##   
## 'Positive' Class : Churner   
##

svm\_test\_cm1

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 80 34  
## NotChurner 61 825  
##   
## Accuracy : 0.905   
## 95% CI : (0.8851, 0.9225)  
## No Information Rate : 0.859   
## P-Value [Acc > NIR] : 7.087e-06   
##   
## Kappa : 0.5737   
## Mcnemar's Test P-Value : 0.007641   
##   
## Sensitivity : 0.5674   
## Specificity : 0.9604   
## Pos Pred Value : 0.7018   
## Neg Pred Value : 0.9312   
## Prevalence : 0.1410   
## Detection Rate : 0.0800   
## Detection Prevalence : 0.1140   
## Balanced Accuracy : 0.7639   
##   
## 'Positive' Class : Churner   
##

# This model on the new data has an overall accuracy of:  
# - training set: 98.55%  
# - testing set: 90.1%  
  
#Compute the "AUC" for the svm model and plot the ROC and cumulative lift curves  
#ROC  
  
svmPred\_train1 <- prediction(predict(mod.svm1, newdata = churn\_train, type = "prob")[,2], churn\_train$churn)  
svmPerf\_train1 <- performance(svmPred\_train1, "tpr", "fpr")  
svmAUC\_train1 <- as.numeric(performance(svmPred\_train1, "auc")@y.values)  
  
svmPred\_test1 <- prediction(predict(mod.svm1, newdata = churn\_test, type = "prob")[,2], churn\_test$churn)  
svmPerf\_test1 <- performance(svmPred\_test1, "tpr", "fpr")  
svmAUC\_test1 <- as.numeric(performance(svmPred\_test1, "auc")@y.values)  
  
#plot the ROC  
legend\_names <- c("Training", "Testing")  
legend\_auc <- c(svmAUC\_train1, svmAUC\_test1)  
plot(svmPerf\_train1, col = "red", lwd =2, main = "SVM - Train and Test ROC", xlab = "False Positive Rate", ylab = "True Positive Rate")  
plot(svmPerf\_test1, col = "green", lwd = 2, add = T)  
grid()  
legend("bottomright", paste0(legend\_names, " auc: = ", sprintf("%01.03f", legend\_auc)),lwd = 2, col = c("red", "green"))
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#9.3.2 Cumulative lift  
svm\_lift <- data.frame(percentile = as.integer(seq(5,100,5)))  
nr <- nrow(svm\_lift)  
qs <- predict(mod.svm1, newdata = churn\_train, type = "prob")  
#qs  
qs$churn <- churn\_train$churn  
qs <- qs[order(-qs$Churner),]  
#qs  
pri <- sum(churn\_train$churn == "Churner")/ nrow(churn\_train)  
#pri  
current\_lift <- as.numeric(rep(1.0, times = nr))  
for (i in 1:(nr-1)){  
 rows <- as.integer(svm\_lift$percentile[i] \* nrow(qs) / 100)  
 post <- sum(qs$churn[1:rows] == "Churner") / rows  
 current\_lift[i] <- post / pri  
}  
svm\_lift$Train <- current\_lift  
  
qs <- predict(mod.svm1, newdata = churn\_test, type = "prob")  
qs$churn <- churn\_test$churn  
qs <- qs[order(-qs$Churner),]  
pri <- sum(churn\_test$churn == "Churner")/ nrow(churn\_test)  
current\_lift <- as.numeric(rep(1.0, times = nr))  
for (i in 1:(nr-1)){  
 rows <- as.integer(svm\_lift$percentile[i] \* nrow(qs) / 100)  
 post <- sum(qs$churn[1:rows] == "Churner") / rows  
 current\_lift[i] <- post / pri  
}  
svm\_lift$Test <- current\_lift  
  
# Plot the cumulative lift for the support vector machine  
plot(svm\_lift$percentile, svm\_lift$Train, col = "red", type = "l", lwd = 2, main = "SVM - Train and Test cumulative lift", xlab = "Percentile", ylab = "Cumulative lift")  
lines(svm\_lift$percentile, svm\_lift$Test, col = "green", lwd = 2)  
grid()  
legend("topright", paste0(legend\_names, " : top semi-decile = ", sprintf("%01.03f", svm\_lift[1, 2:3])), lwd = 2, col = c("red", "green"))
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# by eliminating calls variable we improve the accuracy on the test set, further investigation will be needed

# 10. eXtreme Gradient Boosting model

#10.1 Train the model on the training set  
xgb.grid <- expand.grid(nrounds = c(100,300), max\_depth = c(5,9,12), eta = 0.12, gamma = 0, colsample\_bytree = c(0.8,0.95), min\_child\_weight = 1, subsample = c(0.8,0.95))  
  
mod.xgb <- train(churn ~ ., data = churn\_train, method = "xgbTree", weights = train\_weights, lambda = 1.5, trControl = fitControl, metric = "ROC", tuneGrid = xgb.grid, preProc = c("center", "scale"))  
summary(mod.xgb)

## Length Class Mode   
## handle 1 xgb.Booster.handle externalptr  
## raw 158052 -none- raw   
## niter 1 -none- numeric   
## call 6 -none- call   
## params 9 -none- list   
## callbacks 1 -none- list   
## xNames 8 -none- character   
## problemType 1 -none- character   
## tuneValue 7 data.frame list   
## obsLevels 2 -none- character   
## param 1 -none- list

print(mod.xgb)

## eXtreme Gradient Boosting   
##   
## 4000 samples  
## 8 predictor  
## 2 classes: 'Churner', 'NotChurner'   
##   
## Pre-processing: centered (8), scaled (8)   
## Resampling: Cross-Validated (4 fold)   
## Summary of sample sizes: 3000, 3000, 3001, 2999   
## Resampling results across tuning parameters:  
##   
## max\_depth colsample\_bytree subsample nrounds ROC Sens   
## 5 0.80 0.80 100 0.9010975 0.6465138  
## 5 0.80 0.80 300 0.8949371 0.6412321  
## 5 0.80 0.95 100 0.9024801 0.6553916  
## 5 0.80 0.95 300 0.8953330 0.6535811  
## 5 0.95 0.80 100 0.9015289 0.6465263  
## 5 0.95 0.80 300 0.8936677 0.6518455  
## 5 0.95 0.95 100 0.9030638 0.6535935  
## 5 0.95 0.95 300 0.8948603 0.6500599  
## 9 0.80 0.80 100 0.8991480 0.6411572  
## 9 0.80 0.80 300 0.8974283 0.6429677  
## 9 0.80 0.95 100 0.9002326 0.6465138  
## 9 0.80 0.95 300 0.8988707 0.6536060  
## 9 0.95 0.80 100 0.8983012 0.6623839  
## 9 0.95 0.80 300 0.8965265 0.6624338  
## 9 0.95 0.95 100 0.8997144 0.6659674  
## 9 0.95 0.95 300 0.8984171 0.6553666  
## 12 0.80 0.80 100 0.8983244 0.6553167  
## 12 0.80 0.80 300 0.8984604 0.6411947  
## 12 0.80 0.95 100 0.8966483 0.6358880  
## 12 0.80 0.95 300 0.8962035 0.6394341  
## 12 0.95 0.80 100 0.9005768 0.6624089  
## 12 0.95 0.80 300 0.8999481 0.6642069  
## 12 0.95 0.95 100 0.9012146 0.6606483  
## 12 0.95 0.95 300 0.9006792 0.6624213  
## Spec   
## 0.9854404  
## 0.9836938  
## 0.9854407  
## 0.9848587  
## 0.9854404  
## 0.9810728  
## 0.9866059  
## 0.9839845  
## 0.9877707  
## 0.9866059  
## 0.9874793  
## 0.9857331  
## 0.9851500  
## 0.9836952  
## 0.9877711  
## 0.9845686  
## 0.9860245  
## 0.9848597  
## 0.9857324  
## 0.9845680  
## 0.9863166  
## 0.9831131  
## 0.9871890  
## 0.9831121  
##   
## Tuning parameter 'eta' was held constant at a value of 0.12  
##   
## Tuning parameter 'gamma' was held constant at a value of 0  
##   
## Tuning parameter 'min\_child\_weight' was held constant at a value of 1  
## ROC was used to select the optimal model using the largest value.  
## The final values used for the model were nrounds = 100, max\_depth = 5,  
## eta = 0.12, gamma = 0, colsample\_bytree = 0.95, min\_child\_weight = 1  
## and subsample = 0.95.

# 10.2 Predict and calculate the confusion matrix on train and test sets  
xgb\_train\_cm <- confusionMatrix(predict(mod.xgb, newdata = churn\_train), churn\_train$churn)  
xgb\_test\_cm <- confusionMatrix(predict(mod.xgb, newdata = churn\_test), churn\_test$churn)  
xgb\_train\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 453 2  
## NotChurner 113 3432  
##   
## Accuracy : 0.9712   
## 95% CI : (0.9656, 0.9762)  
## No Information Rate : 0.8585   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.8711   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.8004   
## Specificity : 0.9994   
## Pos Pred Value : 0.9956   
## Neg Pred Value : 0.9681   
## Prevalence : 0.1415   
## Detection Rate : 0.1133   
## Detection Prevalence : 0.1138   
## Balanced Accuracy : 0.8999   
##   
## 'Positive' Class : Churner   
##

xgb\_test\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 103 14  
## NotChurner 38 845  
##   
## Accuracy : 0.948   
## 95% CI : (0.9324, 0.9609)  
## No Information Rate : 0.859   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.7689   
## Mcnemar's Test P-Value : 0.001425   
##   
## Sensitivity : 0.7305   
## Specificity : 0.9837   
## Pos Pred Value : 0.8803   
## Neg Pred Value : 0.9570   
## Prevalence : 0.1410   
## Detection Rate : 0.1030   
## Detection Prevalence : 0.1170   
## Balanced Accuracy : 0.8571   
##   
## 'Positive' Class : Churner   
##

# This model has an overall accuracy of:  
# - training set: 97.12%  
# - testing set: 94.8%  
  
# 10.3 - Compute the 'AUC' for the logistic regression model and plot the ROC and lift curves  
  
# 10.3.1 - ROC  
xgbPred\_train <- prediction(predict(mod.xgb, newdata = churn\_train, type = 'prob')[,2], churn\_train$churn)  
xgbPerf\_train <- performance(xgbPred\_train, 'tpr', 'fpr')  
xgbAUC\_train <- as.numeric(performance(xgbPred\_train, 'auc')@y.values)  
  
xgbPred\_test <- prediction(predict(mod.xgb, newdata = churn\_test, type = 'prob')[,2], churn\_test$churn)  
xgbPerf\_test <- performance(xgbPred\_test, 'tpr', 'fpr')  
xgbAUC\_test <- as.numeric(performance(xgbPred\_test, 'auc')@y.values)  
  
plot(xgbPerf\_train, col = 'red', lwd = 2, main = 'eXtreme Gradient Boosting model-Train and Test ROC',   
 xlab = "False positive Rate", ylab = "True positive Rate")  
plot(xgbPerf\_test, col = 'green', lwd = 2, add = T)  
legend\_names <- c('Training', 'Testing')  
legend\_auc <- c(xgbAUC\_train, xgbAUC\_test)  
grid()  
legend('bottomright', paste0(legend\_names, ' : auc = ', sprintf('%01.03f', legend\_auc)), lwd = 2, col = c('red', 'green'))
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#10.3.2  
#Cumulative Lift  
#  
#Create a detaframe for semi-decile  
xgb\_lift <- data.frame(percentile = as.integer(seq(5,100,5)))  
nr <- nrow(xgb\_lift)  
qs <- predict(mod.xgb, newdata = churn\_train, type = "prob")  
  
qs$churn <- churn\_train$churn  
#order the prediction dataframe by the Churner column in descending order  
qs <-qs[order(-qs$Churner),]  
  
#calculate the pure guess for the training set  
pri <- sum(churn\_train$churn == "Churner") / nrow(churn\_train)  
# calculate the lift  
current\_lift <- as.numeric(rep(1.0, times = nr)) # start from 1  
for (i in 1:(nr-1)){  
 rows <- as.integer(xgb\_lift$percentile[i] \* nrow(qs) / 100) #the bins  
 post <- sum(qs$churn[1:rows] == "Churner") / rows # caclulate the probability of churner in each bin  
 current\_lift[i] <- post/pri # the current lift  
}  
xgb\_lift$Train <- current\_lift # the lift for the training set  
  
# Repeat the steps for the test set  
qs <- predict(mod.xgb, newdata = churn\_test, type = "prob")  
qs$churn <- churn\_test$churn  
qs <- qs[order(-qs$Churner),]  
  
pri <- sum(churn\_test$churn == "Churner") / nrow(churn\_test)  
  
current\_lift <- as.numeric(rep(1.0, times = nr)) # start from 1  
for (i in 1:(nr-1)){  
 rows <- as.integer(xgb\_lift$percentile[i] \* nrow(qs) / 100) #the bins  
 post <- sum(qs$churn[1:rows] == "Churner") / rows # caclulate the probability of churner in each bin  
 current\_lift[i] <- post/pri # the current lift  
  
}  
xgb\_lift$Test <- current\_lift   
  
#Plot the cumulative lift for train and test sets  
plot(xgb\_lift$percentile,xgb\_lift$Train, col = "red", type = "l", lwd = 2, main = "eXtreme Gradient - Cummulative lift", xlab = "Percentile", ylab = "Cummulative lift")  
# add the cummulative lift for the test set  
lines(xgb\_lift$percentile, xgb\_lift$Test, col = "green", lwd = 2)  
grid() # add the grid  
legend("topright", paste0(legend\_names, " : top semi-decile = ", sprintf("%0.03f", xgb\_lift[1,2:3])), lwd = 2, col = c("red", "green"))
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#Conclusion: The eXtreme Gradient Boosting model performs more than 7 times better than the pure guess for the top 5% of the predictions.

# 11. Random Forest Model

#11.1 Train the Random Forest model, compute the confusion matrix  
mod.rf <- train(churn ~ ., data = churn\_train, method = 'rf', weights = train\_weights, trControl = fitControl, metric = 'ROC', prox = T)  
print(mod.rf)

## Random Forest   
##   
## 4000 samples  
## 8 predictor  
## 2 classes: 'Churner', 'NotChurner'   
##   
## No pre-processing  
## Resampling: Cross-Validated (4 fold)   
## Summary of sample sizes: 3001, 3000, 3000, 2999   
## Resampling results across tuning parameters:  
##   
## mtry ROC Sens Spec   
## 2 0.9067702 0.6059335 0.9947576  
## 5 0.9047700 0.6501099 0.9886418  
## 8 0.9003750 0.6624838 0.9863115  
##   
## ROC was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 2.

summary(mod.rf)

## Length Class Mode   
## call 5 -none- call   
## type 1 -none- character  
## predicted 4000 factor numeric   
## err.rate 1500 -none- numeric   
## confusion 6 -none- numeric   
## votes 8000 matrix numeric   
## oob.times 4000 -none- numeric   
## classes 2 -none- character  
## importance 8 -none- numeric   
## importanceSD 0 -none- NULL   
## localImportance 0 -none- NULL   
## proximity 16000000 -none- numeric   
## ntree 1 -none- numeric   
## mtry 1 -none- numeric   
## forest 14 -none- list   
## y 4000 factor numeric   
## test 0 -none- NULL   
## inbag 0 -none- NULL   
## xNames 8 -none- character  
## problemType 1 -none- character  
## tuneValue 1 data.frame list   
## obsLevels 2 -none- character  
## param 1 -none- list

varImp(mod.rf)

## rf variable importance  
##   
## Overall  
## total\_day\_minutes 100.00  
## total\_eve\_minutes 36.50  
## number\_customer\_service\_calls 29.59  
## total\_intl\_minutes 23.95  
## total\_night\_minutes 23.04  
## international\_planNoIntlPlan 15.86  
## account\_length 14.95  
## voice\_mail\_planVmPlan 0.00

rf\_train\_cm <- confusionMatrix(predict(mod.rf, newdata = churn\_train), churn\_train$churn)  
rf\_test\_cm <- confusionMatrix(predict(mod.rf, newdata = churn\_test), churn\_test$churn)  
rf\_train\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 547 0  
## NotChurner 19 3434  
##   
## Accuracy : 0.9952   
## 95% CI : (0.9926, 0.9971)  
## No Information Rate : 0.8585   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9802   
## Mcnemar's Test P-Value : 3.636e-05   
##   
## Sensitivity : 0.9664   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 0.9945   
## Prevalence : 0.1415   
## Detection Rate : 0.1368   
## Detection Prevalence : 0.1368   
## Balanced Accuracy : 0.9832   
##   
## 'Positive' Class : Churner   
##

rf\_test\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 89 6  
## NotChurner 52 853  
##   
## Accuracy : 0.942   
## 95% CI : (0.9257, 0.9557)  
## No Information Rate : 0.859   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.7228   
## Mcnemar's Test P-Value : 3.446e-09   
##   
## Sensitivity : 0.6312   
## Specificity : 0.9930   
## Pos Pred Value : 0.9368   
## Neg Pred Value : 0.9425   
## Prevalence : 0.1410   
## Detection Rate : 0.0890   
## Detection Prevalence : 0.0950   
## Balanced Accuracy : 0.8121   
##   
## 'Positive' Class : Churner   
##

# this model has an overall accuracy of  
# - train set: 99.5%  
# -test set: 94.2%  
  
# 11.2 - Compute the 'AUC' for the Random Forest model and plot the ROC and lift curves  
  
# 11.2.1 - ROC  
rfPred\_train <- prediction(predict(mod.rf, newdata = churn\_train, type = 'prob')[,2], churn\_train$churn)  
rfPerf\_train <- performance(rfPred\_train, 'tpr', 'fpr')  
rfAUC\_train <- as.numeric(performance(rfPred\_train, 'auc')@y.values)  
  
rfPred\_test <- prediction(predict(mod.rf, newdata = churn\_test, type = 'prob')[,2], churn\_test$churn)  
rfPerf\_test <- performance(rfPred\_test, 'tpr', 'fpr')  
rfAUC\_test <- as.numeric(performance(rfPred\_test, 'auc')@y.values)  
  
plot(rfPerf\_train, col = 'red', lwd = 2, main = 'Random Forest model-Train and Test ROC',   
 xlab = "False positive Rate", ylab = "True positive Rate")  
plot(rfPerf\_test, col = 'green', lwd = 2, add = T)  
legend\_names <- c('Training', 'Testing')  
legend\_auc <- c(rfAUC\_train, rfAUC\_test)  
grid()  
legend('bottomright', paste0(legend\_names, ' : auc = ', sprintf('%01.03f', legend\_auc)), lwd = 2, col = c('red', 'green'))
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#11.2.2  
#Cumulative Lift  
#  
#Create a detaframe for semi-decile  
rf\_lift <- data.frame(percentile = as.integer(seq(5,100,5)))  
nr <- nrow(rf\_lift)  
qs <- predict(mod.rf, newdata = churn\_train, type = "prob")  
  
# add the churn column  
qs$churn <- churn\_train$churn  
#order the prediction dataframe by the Churner column in descending order  
qs <-qs[order(-qs$Churner),]  
  
#calculate the pure guess for the training set  
pri <- sum(churn\_train$churn == "Churner") / nrow(churn\_train)  
# calculate the lift  
current\_lift <- as.numeric(rep(1.0, times = nr)) # start from 1  
for (i in 1:(nr-1)){  
 rows <- as.integer(rf\_lift$percentile[i] \* nrow(qs) / 100) #the bins  
 post <- sum(qs$churn[1:rows] == "Churner") / rows # caclulate the probability of churner in each bin  
 current\_lift[i] <- post/pri # the current lift  
  
}  
rf\_lift$Train <- current\_lift # the lift for the training set  
  
# Repeat the steps for the test set  
qs <- predict(mod.rf, newdata = churn\_test, type = "prob")  
qs$churn <- churn\_test$churn  
qs <- qs[order(-qs$Churner),]  
  
pri <- sum(churn\_test$churn == "Churner") / nrow(churn\_test)  
  
current\_lift <- as.numeric(rep(1.0, times = nr)) # start from 1  
for (i in 1:(nr-1)){  
 rows <- as.integer(rf\_lift$percentile[i] \* nrow(qs) / 100) #the bins  
 post <- sum(qs$churn[1:rows] == "Churner") / rows # caclulate the probability of churner in each bin  
 current\_lift[i] <- post/pri # the current lift  
  
}  
rf\_lift$Test <- current\_lift   
  
#Plot the cumulative lift for train and test sets  
plot(rf\_lift$percentile,rf\_lift$Train, col = "red", type = "l", lwd = 2, main = "Random Forest - Cummulative lift", xlab = "Percentile", ylab = "Cummulative lift")  
# add the cummulative lift for the test set  
lines(rf\_lift$percentile, rf\_lift$Test, col = "green", lwd = 2)  
grid() # add the grid  
legend("topright", paste0(legend\_names, " : top semi-decile = ", sprintf("%0.03f", rf\_lift[1,2:3])), lwd = 2, col = c("red", "green"))
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#Conclusion: The Random Forest model performs 7 times better than the pure guess for the top 5% of the predictions  
  
# Beacuse we noticed the overfit we will eliminate some variables  
names(churn\_data)

## [1] "account\_length" "area\_code"   
## [3] "international\_plan" "voice\_mail\_plan"   
## [5] "number\_vmail\_messages" "total\_day\_minutes"   
## [7] "total\_day\_calls" "total\_day\_charge"   
## [9] "total\_eve\_minutes" "total\_eve\_calls"   
## [11] "total\_eve\_charge" "total\_night\_minutes"   
## [13] "total\_night\_calls" "total\_night\_charge"   
## [15] "total\_intl\_minutes" "total\_intl\_calls"   
## [17] "total\_intl\_charge" "number\_customer\_service\_calls"  
## [19] "churn"

churn\_data1 <- subset(churn\_data[,-c(2,5,8,11,14,17)])  
names(churn\_data1)

## [1] "account\_length" "international\_plan"   
## [3] "voice\_mail\_plan" "total\_day\_minutes"   
## [5] "total\_day\_calls" "total\_eve\_minutes"   
## [7] "total\_eve\_calls" "total\_night\_minutes"   
## [9] "total\_night\_calls" "total\_intl\_minutes"   
## [11] "total\_intl\_calls" "number\_customer\_service\_calls"  
## [13] "churn"

#take out the calls  
churn\_data2 <-subset(churn\_data1[,-c(5,7,9,11)])  
names(churn\_data2)

## [1] "account\_length" "international\_plan"   
## [3] "voice\_mail\_plan" "total\_day\_minutes"   
## [5] "total\_eve\_minutes" "total\_night\_minutes"   
## [7] "total\_intl\_minutes" "number\_customer\_service\_calls"  
## [9] "churn"

set.seed(3155)  
churn\_data2 <- churn\_data2[sample.int(nrow(churn\_data2)),]  
# 5.2 Split the data set in train and validation  
set.seed(443)  
sample2 <- sample.split(churn\_data2$churn, SplitRatio = .8)  
churn\_train <- subset(churn\_data2, sample2 == T)  
churn\_test <- subset(churn\_data2, sample2 ==F)  
str(churn\_test)

## 'data.frame': 1000 obs. of 9 variables:  
## $ account\_length : int 77 69 82 103 93 167 65 78 101 124 ...  
## $ international\_plan : Factor w/ 2 levels "IntlPlan","NoIntlPlan": 2 2 2 2 2 2 2 2 2 2 ...  
## $ voice\_mail\_plan : Factor w/ 2 levels "NoVmPlan","VmPlan": 1 1 1 2 1 1 1 2 1 1 ...  
## $ total\_day\_minutes : num 168 185 179 139 198 ...  
## $ total\_eve\_minutes : num 202 219 229 142 236 ...  
## $ total\_night\_minutes : num 173 244 188 184 127 ...  
## $ total\_intl\_minutes : num 10 5.5 13.2 11.8 12.6 11.1 7.5 13.2 10.1 7.1 ...  
## $ number\_customer\_service\_calls: int 3 0 1 1 2 4 1 0 3 0 ...  
## $ churn : Factor w/ 2 levels "Churner","NotChurner": 2 2 2 2 2 1 2 2 2 2 ...

str(churn\_train)

## 'data.frame': 4000 obs. of 9 variables:  
## $ account\_length : int 116 83 146 74 90 158 82 81 161 190 ...  
## $ international\_plan : Factor w/ 2 levels "IntlPlan","NoIntlPlan": 2 2 1 2 2 2 2 2 2 2 ...  
## $ voice\_mail\_plan : Factor w/ 2 levels "NoVmPlan","VmPlan": 1 1 1 1 1 1 1 1 1 1 ...  
## $ total\_day\_minutes : num 179 209 133 124 161 ...  
## $ total\_eve\_minutes : num 200 215 263 262 136 ...  
## $ total\_night\_minutes : num 169 248 214 268 209 ...  
## $ total\_intl\_minutes : num 15.8 13 11.2 11.7 9.1 10.4 10.9 13.1 9.3 14.7 ...  
## $ number\_customer\_service\_calls: int 1 1 1 2 2 1 1 0 1 1 ...  
## $ churn : Factor w/ 2 levels "Churner","NotChurner": 2 2 2 2 2 2 2 1 2 2 ...

#And we train again the model on the new data  
mod.rf <- train(churn ~ ., data = churn\_train, method = 'rf', weights = train\_weights, trControl = fitControl, metric = 'ROC', prox = T)  
rf\_train\_cm <- confusionMatrix(predict(mod.rf, newdata = churn\_train), churn\_train$churn)  
rf\_test\_cm <- confusionMatrix(predict(mod.rf, newdata = churn\_test), churn\_test$churn)  
rf\_train\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 557 0  
## NotChurner 9 3434  
##   
## Accuracy : 0.9978   
## 95% CI : (0.9957, 0.999)  
## No Information Rate : 0.8585   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9907   
## Mcnemar's Test P-Value : 0.007661   
##   
## Sensitivity : 0.9841   
## Specificity : 1.0000   
## Pos Pred Value : 1.0000   
## Neg Pred Value : 0.9974   
## Prevalence : 0.1415   
## Detection Rate : 0.1393   
## Detection Prevalence : 0.1393   
## Balanced Accuracy : 0.9920   
##   
## 'Positive' Class : Churner   
##

rf\_test\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 89 4  
## NotChurner 52 855  
##   
## Accuracy : 0.944   
## 95% CI : (0.9279, 0.9574)  
## No Information Rate : 0.859   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.7305   
## Mcnemar's Test P-Value : 3.372e-10   
##   
## Sensitivity : 0.6312   
## Specificity : 0.9953   
## Pos Pred Value : 0.9570   
## Neg Pred Value : 0.9427   
## Prevalence : 0.1410   
## Detection Rate : 0.0890   
## Detection Prevalence : 0.0930   
## Balanced Accuracy : 0.8133   
##   
## 'Positive' Class : Churner   
##

# this model has an overall accuracy of  
# - train set: 99.3%  
# -test set: 93.6%  
  
# Compute the 'AUC' for the Random Forest model and plot the ROC and lift curves  
  
# ROC  
rfPred\_train <- prediction(predict(mod.rf, newdata = churn\_train, type = 'prob')[,2], churn\_train$churn)  
rfPerf\_train <- performance(rfPred\_train, 'tpr', 'fpr')  
rfAUC\_train <- as.numeric(performance(rfPred\_train, 'auc')@y.values)  
  
rfPred\_test <- prediction(predict(mod.rf, newdata = churn\_test, type = 'prob')[,2], churn\_test$churn)  
rfPerf\_test <- performance(rfPred\_test, 'tpr', 'fpr')  
rfAUC\_test <- as.numeric(performance(rfPred\_test, 'auc')@y.values)  
  
plot(rfPerf\_train, col = 'red', lwd = 2, main = 'Random Forest model-Train and Test ROC',   
 xlab = "False positive Rate", ylab = "True positive Rate")  
plot(rfPerf\_test, col = 'green', lwd = 2, add = T)  
legend\_names <- c('Training', 'Testing')  
legend\_auc <- c(rfAUC\_train, rfAUC\_test)  
grid()  
legend('bottomright', paste0(legend\_names, ' : auc = ', sprintf('%01.03f', legend\_auc)), lwd = 2, col = c('red', 'green'))
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#Cumulative lift  
rf\_lift <- data.frame(percentile = as.integer(seq(5,100,5)))  
nr <- nrow(rf\_lift)  
qs <- predict(mod.rf, newdata = churn\_train, type = "prob")  
  
# add the churn column  
qs$churn <- churn\_train$churn  
#order the prediction dataframe by the Churner column in descending order  
qs <-qs[order(-qs$Churner),]  
  
#calculate the pure guess for the training set  
pri <- sum(churn\_train$churn == "Churner") / nrow(churn\_train)  
# calculate the lift  
current\_lift <- as.numeric(rep(1.0, times = nr)) # start from 1  
for (i in 1:(nr-1)){  
 rows <- as.integer(rf\_lift$percentile[i] \* nrow(qs) / 100) #the bins  
 post <- sum(qs$churn[1:rows] == "Churner") / rows # caclulate the probability of churner in each bin  
 current\_lift[i] <- post/pri # the current lift  
  
}  
rf\_lift$Train <- current\_lift # the lift for the training set  
  
# Repeat the steps for the test set  
qs <- predict(mod.rf, newdata = churn\_test, type = "prob")  
qs$churn <- churn\_test$churn  
qs <- qs[order(-qs$Churner),]  
  
pri <- sum(churn\_test$churn == "Churner") / nrow(churn\_test)  
  
current\_lift <- as.numeric(rep(1.0, times = nr)) # start from 1  
for (i in 1:(nr-1)){  
 rows <- as.integer(rf\_lift$percentile[i] \* nrow(qs) / 100) #the bins  
 post <- sum(qs$churn[1:rows] == "Churner") / rows # caclulate the probability of churner in each bin  
 current\_lift[i] <- post/pri # the current lift  
  
}  
rf\_lift$Test <- current\_lift   
  
#Plot the cumulative lift for train and test sets  
plot(rf\_lift$percentile,rf\_lift$Train, col = "red", type = "l", lwd = 2, main = "Random Forest - Cummulative lift", xlab = "Percentile", ylab = "Cummulative lift")  
# add the cummulative lift for the test set  
lines(rf\_lift$percentile, rf\_lift$Test, col = "green", lwd = 2)  
grid() # add the grid  
legend("topright", paste0(legend\_names, " : top semi-decile = ", sprintf("%0.03f", rf\_lift[1,2:3])), lwd = 2, col = c("red", "green"))
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# 12. Neural Networks

#12.1 Train the Neural Networks model, compute the confusion matrix  
  
nnet.grid <- expand.grid(size = c(10, 30), decay = c(0.1, 0.2))  
nnet.grid

## size decay  
## 1 10 0.1  
## 2 30 0.1  
## 3 10 0.2  
## 4 30 0.2

mod.ann <- train(churn ~ ., data = churn\_train, method = 'nnet', weights = train\_weights, trControl = fitControl, metric = 'ROC', trace = F, tuneGrid = nnet.grid, maxit = 2000)  
print(mod.ann)

## Neural Network   
##   
## 4000 samples  
## 8 predictor  
## 2 classes: 'Churner', 'NotChurner'   
##   
## No pre-processing  
## Resampling: Cross-Validated (4 fold)   
## Summary of sample sizes: 3000, 3000, 3001, 2999   
## Resampling results across tuning parameters:  
##   
## size decay ROC Sens Spec   
## 10 0.1 0.8905156 0.6379108 0.9711674  
## 10 0.2 0.8964714 0.5989412 0.9691281  
## 30 0.1 0.8678040 0.5795250 0.9560264  
## 30 0.2 0.8743646 0.6078314 0.9551530  
##   
## ROC was used to select the optimal model using the largest value.  
## The final values used for the model were size = 10 and decay = 0.2.

summary(mod.ann)

## a 8-10-1 network with 101 weights  
## options were - entropy fitting decay=0.2  
## b->h1 i1->h1 i2->h1 i3->h1 i4->h1 i5->h1 i6->h1 i7->h1 i8->h1   
## -0.24 -0.05 -0.35 0.32 0.30 -0.36 -0.16 0.63 1.34   
## b->h2 i1->h2 i2->h2 i3->h2 i4->h2 i5->h2 i6->h2 i7->h2 i8->h2   
## -0.01 -0.46 0.05 0.06 0.09 0.40 0.13 0.19 0.43   
## b->h3 i1->h3 i2->h3 i3->h3 i4->h3 i5->h3 i6->h3 i7->h3 i8->h3   
## -0.14 -0.04 1.90 -2.74 0.22 -0.33 0.04 0.11 0.00   
## b->h4 i1->h4 i2->h4 i3->h4 i4->h4 i5->h4 i6->h4 i7->h4 i8->h4   
## -0.20 0.88 0.67 -0.13 0.57 -0.91 -0.11 1.40 0.91   
## b->h5 i1->h5 i2->h5 i3->h5 i4->h5 i5->h5 i6->h5 i7->h5 i8->h5   
## -0.26 -0.01 -0.55 -4.21 0.05 0.02 -0.03 0.15 0.77   
## b->h6 i1->h6 i2->h6 i3->h6 i4->h6 i5->h6 i6->h6 i7->h6 i8->h6   
## -0.13 -0.01 0.64 0.62 0.76 -1.73 0.50 0.90 -0.93   
## b->h7 i1->h7 i2->h7 i3->h7 i4->h7 i5->h7 i6->h7 i7->h7 i8->h7   
## 0.03 0.07 -1.74 0.23 -0.04 0.09 -0.04 0.67 0.60   
## b->h8 i1->h8 i2->h8 i3->h8 i4->h8 i5->h8 i6->h8 i7->h8 i8->h8   
## -2.37 0.00 4.41 -0.71 0.02 0.00 0.00 -0.10 -1.17   
## b->h9 i1->h9 i2->h9 i3->h9 i4->h9 i5->h9 i6->h9 i7->h9 i8->h9   
## 18.16 0.00 0.08 3.63 -0.04 -0.02 -0.01 -0.01 0.18   
## b->h10 i1->h10 i2->h10 i3->h10 i4->h10 i5->h10 i6->h10 i7->h10 i8->h10   
## 0.12 0.36 -0.29 -1.16 0.06 -0.10 0.01 0.30 1.36   
## b->o h1->o h2->o h3->o h4->o h5->o h6->o h7->o h8->o h9->o   
## -1.22 -1.44 -1.69 3.25 -0.70 -3.77 -2.20 -2.99 4.73 11.94   
## h10->o   
## -2.56

#Confusion matrix  
ann\_train\_cm <- confusionMatrix(predict(mod.ann, newdata = churn\_train), churn\_train$churn)  
ann\_test\_cm <- confusionMatrix(predict(mod.ann, newdata = churn\_test), churn\_test$churn)  
ann\_train\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 349 94  
## NotChurner 217 3340  
##   
## Accuracy : 0.9222   
## 95% CI : (0.9135, 0.9304)  
## No Information Rate : 0.8585   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.648   
## Mcnemar's Test P-Value : 4.581e-12   
##   
## Sensitivity : 0.61661   
## Specificity : 0.97263   
## Pos Pred Value : 0.78781   
## Neg Pred Value : 0.93899   
## Prevalence : 0.14150   
## Detection Rate : 0.08725   
## Detection Prevalence : 0.11075   
## Balanced Accuracy : 0.79462   
##   
## 'Positive' Class : Churner   
##

ann\_test\_cm

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Churner NotChurner  
## Churner 71 27  
## NotChurner 70 832  
##   
## Accuracy : 0.903   
## 95% CI : (0.883, 0.9206)  
## No Information Rate : 0.859   
## P-Value [Acc > NIR] : 1.744e-05   
##   
## Kappa : 0.5411   
## Mcnemar's Test P-Value : 2.004e-05   
##   
## Sensitivity : 0.5035   
## Specificity : 0.9686   
## Pos Pred Value : 0.7245   
## Neg Pred Value : 0.9224   
## Prevalence : 0.1410   
## Detection Rate : 0.0710   
## Detection Prevalence : 0.0980   
## Balanced Accuracy : 0.7361   
##   
## 'Positive' Class : Churner   
##

# this model has an overall accuracy of  
# - train set: 93.7%  
# -test set: 93.5%  
  
# 12.2 - Compute the 'AUC' for the Neural Networks model and plot the ROC and lift curves  
  
# 12.2.1 - ROC  
annPred\_train <- prediction(predict(mod.ann, newdata = churn\_train, type = 'prob')[,2], churn\_train$churn)  
annPerf\_train <- performance(annPred\_train, 'tpr', 'fpr')  
annAUC\_train <- as.numeric(performance(annPred\_train, 'auc')@y.values)  
  
annPred\_test <- prediction(predict(mod.ann, newdata = churn\_test, type = 'prob')[,2], churn\_test$churn)  
annPerf\_test <- performance(annPred\_test, 'tpr', 'fpr')  
annAUC\_test <- as.numeric(performance(annPred\_test, 'auc')@y.values)  
  
plot(annPerf\_train, col = 'red', lwd = 2, main = 'Neural Networks-Train and Test ROC', xlab = "False positive Rate", ylab = "True positive Rate")  
plot(annPerf\_test, col = 'green', lwd = 2, add = T)  
legend\_names <- c('Training', 'Testing')  
legend\_auc <- c(annAUC\_train, annAUC\_test)  
grid()  
legend('bottomright', paste0(legend\_names, ' : auc = ', sprintf('%01.03f', legend\_auc)), lwd = 2, col = c('red', 'green'))
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#12.2.2  
#Cumulative Lift  
#  
#Create a detaframe for semi-decile  
ann\_lift <- data.frame(percentile = as.integer(seq(5,100,5)))  
nr <- nrow(ann\_lift)  
qs <- predict(mod.ann, newdata = churn\_train, type = "prob")  
#write.csv(file="qstrain", x=qs)  
# add the churn column  
qs$churn <- churn\_train$churn  
#order the prediction dataframe by the Churner column in descending order  
qs <-qs[order(-qs$Churner),]  
  
#calculate the pure guess for the training set  
pri <- sum(churn\_train$churn == "Churner") / nrow(churn\_train)  
# calculate the lift  
current\_lift <- as.numeric(rep(1.0, times = nr)) # start from 1  
for (i in 1:(nr-1)){  
 rows <- as.integer(ann\_lift$percentile[i] \* nrow(qs) / 100) #the bins  
 post <- sum(qs$churn[1:rows] == "Churner") / rows # caclulate the probability of churner in each bin  
 current\_lift[i] <- post/pri # the current lift  
  
}  
ann\_lift$Train <- current\_lift # the lift for the training set  
  
# Repeat the steps for the test set  
qs <- predict(mod.ann, newdata = churn\_test, type = "prob")  
qs$churn <- churn\_test$churn  
qs <- qs[order(-qs$Churner),]  
  
pri <- sum(churn\_test$churn == "Churner") / nrow(churn\_test)  
  
current\_lift <- as.numeric(rep(1.0, times = nr)) # start from 1  
for (i in 1:(nr-1)){  
 rows <- as.integer(ann\_lift$percentile[i] \* nrow(qs) / 100) #the bins  
 post <- sum(qs$churn[1:rows] == "Churner") / rows # caclulate the probability of churner in each bin  
 current\_lift[i] <- post/pri # the current lift  
  
}  
ann\_lift$Test <- current\_lift   
  
#Plot the cumulative lift for train and test sets  
plot(ann\_lift$percentile,rf\_lift$Train, col = "red", type = "l", lwd = 2, main = "Neural Networks - Cummulative lift", xlab = "Percentile", ylab = "Cummulative lift")  
# add the cummulative lift for the test set  
lines(ann\_lift$percentile, ann\_lift$Test, col = "green", lwd = 2)  
grid() # add the grid  
legend("topright", paste0(legend\_names, " : top semi-decile = ", sprintf("%0.03f", ann\_lift[1,2:3])), lwd = 2, col = c("red", "green"))
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#Conclusion: The Neural Networks model performs 7 times better than the pure guess for the top 5% of the predictions.  
#Better performance can be obtained by adding more hidden layers to the network.