**PROGRAM – 3**

**AIM :** WAP to convert Regular Expression to NFA . Output Transition table .

**PROGRAM :**

#include <bits/stdc++.h>

using namespace std ;

vector<vector<string> > v ;

int state = -1 ;

string intTostring(int num) {

stringstream ss ;

ss << num ;

return ss.str() ;

}

int getPrecedence(char ch) {

if(ch == '|')

return 1 ;

if(ch == '.')

return 2 ;

if(ch == '\*')

return 3 ;

}

string convertToPostfix(string str) {

vector<char> pre\_op ;

pre\_op . push\_back('|') ;

pre\_op . push\_back('.') ;

pre\_op . push\_back('\*') ;

string postStr = "" ;

vector<char> ops ;

for(int i = 0 ; i < str . length() ; i ++) {

if(str[i] == 'a' || str[i] == 'b')

postStr = postStr + string(1 , str[i]) ;

if(str[i] == '|' || str[i] == '\*' || str[i] == '.') {

if(ops . empty()) {

ops . push\_back(str[i]) ;

} else {

if(getPrecedence(str[i]) > getPrecedence(ops[ops . size() - 1])) {

ops . push\_back(str[i]) ;

} else {

while(getPrecedence(str[i]) <= getPrecedence(ops[ops . size() - 1])) {

char op = ops[ops . size() - 1] ;

ops . pop\_back() ;

postStr = postStr + string(1 , op) ;

}

ops . push\_back(str[i]) ;

}

}

}

}

while(! ops . empty()) {

char op = ops[ops . size() - 1] ;

ops . pop\_back() ;

postStr = postStr + string(1 , op) ;

}

return postStr ;

}

void addAorB(int &in , int &fi , char ch) {

vector<string> temp ;

in = state + 1 ;

fi = state + 2 ;

state += 2 ;

temp . push\_back(intTostring(in)) ;

temp . push\_back(intTostring(fi)) ;

temp . push\_back(string(1 , ch)) ;

v . push\_back(temp) ;

temp . clear() ;

}

void conc(int &in , int &fi , int in1 , int fi1 , int in2 , int fi2) {

in = in1 ;

fi = fi2 ;

vector<string> temp ;

temp . push\_back(intTostring(fi1)) ;

temp . push\_back(intTostring(in2)) ;

temp . push\_back("E") ;

v . push\_back(temp) ;

temp . clear() ;

}

void uni(int &in , int &fi , int in1 , int fi1 , int in2 , int fi2) {

in = state + 1 ;

fi = state + 2 ;

state += 2 ;

vector<string> temp ;

temp . push\_back(intTostring(in)) ;

temp . push\_back(intTostring(in1)) ;

temp . push\_back("E") ;

v . push\_back(temp) ;

temp . clear() ;

temp . push\_back(intTostring(in)) ;

temp . push\_back(intTostring(in2)) ;

temp . push\_back("E") ;

v . push\_back(temp) ;

temp . clear() ;

temp . push\_back(intTostring(fi1)) ;

temp . push\_back(intTostring(fi)) ;

temp . push\_back("E") ;

v . push\_back(temp) ;

temp . clear() ;

temp . push\_back(intTostring(fi2)) ;

temp . push\_back(intTostring(fi)) ;

temp . push\_back("E") ;

v . push\_back(temp) ;

temp . clear() ;

}

void clo(int &in , int &fi , int in1 , int fi1) {

in = state + 1 ;

fi = state + 2 ;

state += 2 ;

vector<string> temp ;

temp . push\_back(intTostring(fi1)) ;

temp . push\_back(intTostring(in1)) ;

temp . push\_back("E") ;

v . push\_back(temp) ;

temp . clear() ;

temp . push\_back(intTostring(in)) ;

temp . push\_back(intTostring(in1)) ;

temp . push\_back("E") ;

v . push\_back(temp) ;

temp . clear() ;

temp . push\_back(intTostring(in)) ;

temp . push\_back(intTostring(fi)) ;

temp . push\_back("E") ;

v . push\_back(temp) ;

temp . clear() ;

temp . push\_back(intTostring(fi1)) ;

temp . push\_back(intTostring(fi)) ;

temp . push\_back("E") ;

v . push\_back(temp) ;

temp . clear() ;

}

void solve(int &in , int &fi , string str) {

str = convertToPostfix(str) ;

vector<pair<int , int> > vec ;

for(int i = 0 ; i < str . length() ; i ++) {

if(str[i] == 'a' || str[i] == 'b') {

addAorB(in , fi , str[i]) ;

vec . push\_back(make\_pair(in , fi)) ;

} else {

if(str[i] == '.') {

int in2 = vec[vec . size() - 1] . first ;

int fi2 = vec[vec . size() - 1] . second ;

int in1 = vec[vec . size() - 2] . first ;

int fi1 = vec[vec . size() - 2] . second ;

vec . pop\_back() ;

vec . pop\_back() ;

conc(in , fi , in1 , fi1 , in2 , fi2) ;

vec . push\_back(make\_pair(in , fi)) ;

}

if(str[i] == '|') {

int in2 = vec[vec . size() - 1] . first ;

int fi2 = vec[vec . size() - 1] . second ;

int in1 = vec[vec . size() - 2] . first ;

int fi1 = vec[vec . size() - 2] . second ;

vec . pop\_back() ;

vec . pop\_back() ;

uni(in , fi , in1 , fi1 , in2 , fi2) ;

vec . push\_back(make\_pair(in , fi)) ;

}

if(str[i] == '\*') {

int in1 = vec[vec . size() - 1] . first ;

int fi1 = vec[vec . size() - 1] . second ;

vec . pop\_back() ;

clo(in , fi , in1 , fi1) ;

vec . push\_back(make\_pair(in , fi)) ;

}

}

}

}

void printSol() {

cout << "State\ta\tb\tE\n" ;

for(int i = 0 ; i < v . size() ; i ++) {

if(v[i][2] == "a") {

cout << v[i][0] << "\t" << v[i][1] << "\t\_\t\_\n" ;

}

if(v[i][2] == "b") {

cout << v[i][0] << "\t\_\t" << v[i][1] << "\t\_\n" ;

}

if(v[i][2] == "E") {

cout << v[i][0] << "\t\_\t\_\t" << v[i][1] << "\n" ;

}

}

}

int main() {

string str ;

input :

cout << "Input unparanthesised Regular Expression (R.E.) having only a b | . \* -\n" ;

cin >> str ;

bool valid = true ;

for(int i = 0 ; i < str . length() ; i ++) {

if(str[i] != 'a' && str[i] != 'b' && str[i] != '|' && str[i] != '.' && str[i] != '\*') {

cout << "Invalid input ... Please try again ...\n" ;

valid = false ;

break ;

}

}

if(! valid)

goto input ;

int in , fi ;

solve(in , fi , str) ;

cout << "\nTransition table of NFA represented by above R.E. -\n\n" ;

printSol() ;

cout << "\nWhere Initial state : " << in << " , Final state : " << fi << "\n" ;

return 0 ;

}

**Output :**

**![](data:image/png;base64,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)**