JVM(Virtual Machine--Bytecode conversion),JRE(Runtime Environment--Library),JDK(Development Kit--Javac,jar archiver,jar doc)

Logs—ELK,Splunk

ELK stack(Elastic search,logstash,Kibana—3 separte tools—now one by elasticsearch company)

1.Elastic search(GET,PUT methods,UPDATE API’s are also there,can use it from KIBANA interface)

Searching

NoSQL

Restful API

INDEXING(makes it fast)

2.Logstash

Data pipeline

Centralize data

Collects,parses structured/unstructured data

Many plugins

3.Kibana

Charts,Reports,Graphs,Multiple dashboards

Timelion(status at a definite time)

Provide INDEX pattern to read data in a particular pattern(Patterns should be in elastic search---Then also it will support in kibana)

JAVA 8

Some of the important Java 8 features are;

1. [forEach() method in Iterable interface](https://www.journaldev.com/2389/java-8-features-with-examples#iterable-forEach)
2. [default and static methods in Interfaces](https://www.journaldev.com/2389/java-8-features-with-examples#interface-default-static-method)
3. [Functional Interfaces and Lambda Expressions](https://www.journaldev.com/2389/java-8-features-with-examples#functional-interface-lambdas) Interface1 i1 = (s) -> System.out.println(s);(Anonymous function)
4. [Java Stream API for Bulk Data Operations on Collections](https://www.journaldev.com/2389/java-8-features-with-examples#java-stream-api) Stream<Integer> sequentialStream = myList.stream();
5. [Java Time API](https://www.journaldev.com/2389/java-8-features-with-examples#java8-time)  java.time.format
6. [Collection API improvements](https://www.journaldev.com/2389/java-8-features-with-examples#java8-collection)
7. [Concurrency API improvements](https://www.journaldev.com/2389/java-8-features-with-examples#java8-concurrency) ConcurrentHashMap compute(), forEach(), forEachEntry(), forEachKey(), forEachValue(), merge(), reduce() and search() methods
8. [Java IO improvements](https://www.journaldev.com/2389/java-8-features-with-examples#java8-io)
9. [Miscellaneous Core API improvements](https://www.journaldev.com/2389/java-8-features-with-examples#java8-core)

Q1> why a local variable cannot be defined with static keyword?

A static variable means that this variable belongs to the entire class and not any particular instance.

Furthermore, inside a method is "local scope" to that method.

Q2> Diff between instance and static variable?

Instance

A variable declared inside the class but outside the body of the method, is called instance variable. It is not declared as static.

It is called instance variable because its value is instance specific and is not shared among instances.

Static

A variable which is declared as static is called static variable. It cannot be local.

You can create a single copy of static variable and share among all the instances of the class.

Memory allocation for static variable happens only once when the class is loaded in the memory.

class A{

int data=50;//instance variable

static int m=100;//static variable

void method(){

int n=90;//local variable

}

}//end of class

Typecasting

float f=10.5f;

//int a=f;//Compile time error

int a=(int)f;

Operators

System.out.println(10<<2);//10\*2^2=10\*4=40

System.out.println(10>>2);//10/2^2=10/4=2

The new keyword is used to allocate memory at runtime. All objects get memory in Heap memory area.

In real time development, we create classes and use it from another class.

It is a better approach than previous one. Let's see a simple example, where we are having main() method in another class.

/Java Program to demonstrate having the main method in

//another class

//Creating Student class.

class Student{

int id;

String name;

}

//Creating another class TestStudent1 which contains the main method

class TestStudent1{

public static void main(String args[]){

Student s1=new Student();

System.out.println(s1.id);

System.out.println(s1.name);

}

}

0

null

//STATIC

The static keyword in Java is used for memory management mainly. We can apply java static keyword with variables, methods, blocks and nested class. The static keyword belongs to the class than an instance of the class.

The static can be:

Variable (also known as a class variable)

Method (also known as a class method)

Block

Nested class

//Restrictions for the static method

There are two main restrictions for the static method. They are:

The static method can not use non static data member or call non-static method directly.

this and super cannot be used in static context.

class A{

int a=40;//non static

public static void main(String args[]){

System.out.println(a);

}

}

Output:Compile Time Error

//this keyword in Java

Q3.> when formal arguments and instance variable having same name?

class Student{

int rollno;

String name;

float fee;

Student(int rollno,String name,float fee){

rollno=rollno;

name=name;

fee=fee;

}

void display(){System.out.println(rollno+" "+name+" "+fee);}

}

class TestThis1{

public static void main(String args[]){

Student s1=new Student(111,"ankit",5000f);

Student s2=new Student(112,"sumit",6000f);

s1.display();

s2.display();

}}

0 null 0.0

0 null 0.0

//Need to change formal name arguments(compiler purpose),if arguments and instance variable are having different name

then no problem

class Student{

int rollno;

String name;

float fee;

Student(int rollno,String name,float fee){

this.rollno=rollno;

this.name=name;

this.fee=fee;

}

void display(){System.out.println(rollno+" "+name+" "+fee);}

}

class TestThis2{

public static void main(String args[]){

Student s1=new Student(111,"ankit",5000f);

Student s2=new Student(112,"sumit",6000f);

s1.display();

s2.display();

}}

111 ankit 5000

112 sumit 6000

this() : to invoke current class constructor

class A{

A(){System.out.println("hello a");}

A(int x){

this();

System.out.println(x);

}

}

class TestThis5{

public static void main(String args[]){

A a=new A(10);

}}

VVI //Rule: Call to this() must be the first statement in constructor.

class Student{

int rollno;

String name,course;

float fee;

Student(int rollno,String name,String course){

this.rollno=rollno;

this.name=name;

this.course=course;

}

Student(int rollno,String name,String course,float fee){

this.fee=fee;

this(rollno,name,course);//C.T.Error

}

void display(){System.out.println(rollno+" "+name+" "+course+" "+fee);}

}

class TestThis8{

public static void main(String args[]){

Student s1=new Student(111,"ankit","java");

Student s2=new Student(112,"sumit","java",6000f);

s1.display();

s2.display();

}}

Compile Time Error: Call to this must be first statement in constructor

//INHERITANCE

Inheritance in Java is a mechanism in which one object acquires all the properties and behaviors of a parent object.

It is an important part of OOPs (Object Oriented programming system).

The idea behind inheritance in Java is that you can create new classes that are built upon existing classes.

//Why use inheritance in java

For Method Overriding (so runtime polymorphism can be achieved).

For Code Reusability.

Q> Why multiple inheritance is not supported in java?

class A{

void msg(){System.out.println("Hello");}

}

class B{

void msg(){System.out.println("Welcome");}

}

class C extends A,B{//suppose if it were

public static void main(String args[]){

C obj=new C();

obj.msg();//Now which msg() method would be invoked? Ambiguity

}

}

Q> Can we overload java main() method?

Yes, by method overloading. You can have any number of main methods in a class by method overloading.

But JVM calls main() method which receives string array as arguments only. Let's see the simple example:

class TestOverloading4{

public static void main(String[] args){System.out.println("main with String[]");}

public static void main(String args){System.out.println("main with String");}

public static void main(){System.out.println("main without args");}

}

main with String[]

Q> Can we override static method?

No, a static method cannot be overridden. It can be proved by runtime polymorphism, so we will learn it later.

SUPER keyword

class Person{

int id;

String name;

Person(int id,String name){

this.id=id;

this.name=name;

}

}

class Emp extends Person{

float salary;

Emp(int id,String name,float salary){

super(id,name);//reusing parent constructor

this.salary=salary;

}

void display(){System.out.println(id+" "+name+" "+salary);}

}

class TestSuper5{

public static void main(String[] args){

Emp e1=new Emp(1,"ankit",45000f);

e1.display();

}}

class Animal{

String color="white";

}

class Dog extends Animal{

String color="black";

void printColor(){

System.out.println(color);//prints color of Dog class

System.out.println(super.color);//prints color of Animal class

}

}

class TestSuper1{

public static void main(String args[]){

Dog d=new Dog();

d.printColor();

}}

Q> What is invoked first, instance initializer block or constructor?

class Bike8{

int speed;

Bike8(){System.out.println("constructor is invoked");}

{System.out.println("instance initializer block invoked");}

public static void main(String args[]){

Bike8 b1=new Bike8();

Bike8 b2=new Bike8();

}

}

Output:instance initializer block invoked

constructor is invoked

instance initializer block invoked

constructor is invoked

Final Keyword in Java

The final keyword in java is used to restrict the user. The java final keyword can be used in many context. Final can be:

variable

method

class

The final keyword can be applied with the variables,

a final variable that have no value it is called blank final variable or uninitialized final variable.

It can be initialized in the constructor only.

The blank final variable can be static also which will be initialized in the static block only

Q) Can we declare a constructor final?

No, because constructor is never inherited.

Polymorphism in Java

There are two types of polymorphism in Java: compile-time polymorphism and runtime polymorphism. We can perform polymorphism in java by method overloading and method overriding.

If you overload a static method in Java, it is the example of compile time polymorphism. Here, we will focus on runtime polymorphism in java.

Static vs Dynamic Binding

If there is any private, final or static method in a class, there is static binding.

Static

class Dog{

private void eat(){System.out.println("dog is eating...");}

public static void main(String args[]){

Dog d1=new Dog();

d1.eat();

}

}

next →← prev

Abstract class in Java

A class which is declared with the abstract keyword is known as an abstract class in Java. It can have abstract and non-abstract methods (method with the body).

Before learning the Java abstract class, let's understand the abstraction in Java first.

//ABSTRACTION in Java

Abstraction is a process of hiding the implementation details and showing only functionality to the user.

Ways to achieve Abstraction

There are two ways to achieve abstraction in java

1.>Abstract class (0 to 100%)

2.>Interface (100%)

Points to Remember

An abstract class must be declared with an abstract keyword.

It can have abstract and non-abstract methods.

It cannot be instantiated.

It can have constructors and static methods also.

It can have final methods which will force the subclass not to change the body of the method.

interface A{

void a();

void b();

void c();

void d();

}

abstract class B implements A{

public void c(){System.out.println("I am c");}

}

class M extends B{

public void a(){System.out.println("I am a");}

public void b(){System.out.println("I am b");}

public void d(){System.out.println("I am d");}

}

class Test5{

public static void main(String args[]){

A a=new M();

a.a();

a.b();

a.c();

a.d();

}}

Output:I am a

I am b

I am c

I am d

//Interface--Multiple inheritance alternative

Why use Java interface?

There are mainly three reasons to use interface. They are given below.

It is used to achieve abstraction.

By interface, we can support the functionality of multiple inheritance.

It can be used to achieve loose coupling.

Internal addition by the compiler

In other words, Interface fields are public, static and final by default, and the methods are public and abstract.

![interface in java](data:image/png;base64,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)

## Java Interface Example: Drawable

In this example, the Drawable interface has only one method. Its implementation is provided by Rectangle and Circle classes. In a real scenario, an interface is defined by someone else, but its implementation is provided by different implementation providers.

1. //Interface declaration: by first user
2. **interface** Drawable{
3. **void** draw();
4. }
5. //Implementation: by second user
6. **class** Rectangle **implements** Drawable{
7. **public** **void** draw(){System.out.println("drawing rectangle");}
8. }
9. **class** Circle **implements** Drawable{
10. **public** **void** draw(){System.out.println("drawing circle");}
11. }
12. //Using interface: by third user
13. **class** TestInterface1{
14. **public** **static** **void** main(String args[]){
15. Drawable d=**new** Circle();//In real scenario, object is provided by method e.g. getDrawable()
16. d.draw();
17. }}

drawing circle

## Q) Multiple inheritance is not supported through class in java, but it is possible by an interface, why?

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable{
5. **void** print();
6. }
8. **class** TestInterface3 **implements** Printable, Showable{
9. **public** **void** print(){System.out.println("Hello");}
10. **public** **static** **void** main(String args[]){
11. TestInterface3 obj = **new** TestInterface3();
12. obj.print();
13. }
14. }

Hello

As you can see in the above example, Printable and Showable interface have same methods but its implementation is provided by class TestTnterface1, so there is no ambiguity.

## Multiple inheritance in Java by interface

If a class implements multiple interfaces, or an interface extends multiple interfaces, it is known as multiple inheritance.
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Interface inheritance

A class implements an interface, but one interface extends another interface.

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable **extends** Printable{
5. **void** show();
6. }
7. **class** TestInterface4 **implements** Showable{
8. **public** **void** print(){System.out.println("Hello");}
9. **public** **void** show(){System.out.println("Welcome");}
11. **public** **static** **void** main(String args[]){
12. TestInterface4 obj = **new** TestInterface4();
13. obj.print();
14. obj.show();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterface4)

Output:

Hello

Welcome

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [**next →**](https://www.javatpoint.com/package)[**← prev**](https://www.javatpoint.com/interface-in-java) **Difference between abstract class and interface** Abstract class and interface both are used to achieve abstraction where we can declare the abstract methods. Abstract class and interface both can't be instantiated.  But there are many differences between abstract class and interface that are given below.   |  |  | | --- | --- | | **Abstract class** | **Interface** | | 1) Abstract class can **have abstract and non-abstract** methods. | Interface can have **only abstract** methods. Since Java 8, it can have **default and static methods** also. | | 2) Abstract class **doesn't support multiple inheritance**. | Interface **supports multiple inheritance**. | | 3) Abstract class **can have final, non-final, static and non-static variables**. | Interface has **only static and final variables**. | | 4) Abstract class **can provide the implementation of interface**. | Interface **can't provide the implementation of abstract class**. | | 5) The **abstract keyword** is used to declare abstract class. | The **interface keyword** is used to declare interface. | | 6) An **abstract class**can extend another Java class and implement multiple Java interfaces. | An **interface** can extend another Java interface only. | | 7) An **abstract class**can be extended using keyword "extends". | An **interface class**can be implemented using keyword "implements". | | 8) A Java**abstract class**can have class members like private, protected, etc. | Members of a Java interface are public by default. | | 9)**Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |   Simply, abstract class achieves partial abstraction (0 to 100%) whereas interface achieves fully abstraction (100%). |
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1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **protected** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
10. **class** B **extends** A{
11. **public** **static** **void** main(String args[]){
12. B obj = **new** B();
13. obj.msg();
14. }
15. }

Output:Hello

CLONE

1. **class** Student18 **implements** Cloneable{
2. **int** rollno;
3. String name;
5. Student18(**int** rollno,String name){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. }
10. **public** Object clone()**throws** CloneNotSupportedException{
11. **return** **super**.clone();
12. }
14. **public** **static** **void** main(String args[]){
15. **try**{
16. Student18 s1=**new** Student18(101,"amit");
18. Student18 s2=(Student18)s1.clone();
20. System.out.println(s1.rollno+" "+s1.name);
21. System.out.println(s2.rollno+" "+s2.name);
23. }**catch**(CloneNotSupportedException c){}
25. }
26. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student18)

Output:101 amit

101 amit

[download the example of object cloning](https://www.javatpoint.com/src/oops/clone.zip)

As you can see in the above example, both reference variables have the same value. Thus, the clone() copies the values of an object to another. So we don't need to write explicit code to copy the value of an object to another.

# **Wrapper class in Java**

**Wrapper class in java** provides the mechanism to convert primitive into object and object into primitive.

1. **public** **class** WrapperExample1{
2. **public** **static** **void** main(String args[]){
3. //Converting int into Integer
4. **int** a=20;
5. Integer i=Integer.valueOf(a);//converting int into Integer
6. Integer j=a;//autoboxing, now compiler will write Integer.valueOf(a) internally
7. System.out.println(a+" "+i+" "+j);
8. }}
9. Integer a=**new** Integer(3);
10. **int** i=a.intValue();//converting Integer to int

### **Example of call by value in java**

1. **class** Operation{
2. **int** data=50;
4. **void** change(**int** data){
5. data=data+100;//changes will be in the local variable only
6. }
8. **public** **static** **void** main(String args[]){
9. Operation op=**new** Operation();
11. System.out.println("before change "+op.data);
12. op.change(500);
13. System.out.println("after change "+op.data);
15. }
16. }

[download this example](https://www.javatpoint.com/src/oops/callbyvalue1.zip)

Output:before change 50

after change 50

|  |  |  |  |
| --- | --- | --- | --- |
| [**next>>**](https://www.javatpoint.com/strictfp-keyword)[**<<prev**](https://www.javatpoint.com/array-in-java) **Call by Value and Call by Reference in Java**  |  | | --- | | There is only call by value in java, not call by reference. If we call a method passing a value, it is known as call by value. The changes being done in the called method, is not affected in the calling method. | |  |  **Example of call by value in java**  |  | | --- | | In case of call by value original value is not changed. Let's take a simple example: |  1. **class** Operation{ 2. **int** data=50; 4. **void** change(**int** data){ 5. data=data+100;//changes will be in the local variable only 6. } 8. **public** **static** **void** main(String args[]){ 9. Operation op=**new** Operation(); 11. System.out.println("before change "+op.data); 12. op.change(500); 13. System.out.println("after change "+op.data); 15. } 16. }   [download this example](https://www.javatpoint.com/src/oops/callbyvalue1.zip)  Output:before change 50  after change 50 **Another Example of call by value in java** In case of call by reference original value is changed if we made changes in the called method. If we pass object in place of any primitive value, original value will be changed. In this example we are passing object as a value. Let's take a simple example:   1. **class** Operation2{ 2. **int** data=50; 4. **void** change(Operation2 op){ 5. op.data=op.data+100;//changes will be in the instance variable 6. }  9. **public** **static** **void** main(String args[]){ 10. Operation2 op=**new** Operation2(); 12. System.out.println("before change "+op.data); 13. op.change(op);//passing object 14. System.out.println("after change "+op.data); 16. } 17. }   [download this example](https://www.javatpoint.com/src/oops/callbyvalue2.zip)  Output:before change 50  after change 150 |

# **Java Strictfp Keyword**

Java strictfp keyword ensures that you will get the same result on every platform if you perform operations in the floating-point variable.

### **Legal code for strictfp keyword**

The strictfp keyword can be applied on methods, classes and interfaces.

1. **strictfp** **class** A{}//strictfp applied on class
2. **strictfp** **interface** M{}//strictfp applied on interface
3. **class** A{
4. **strictfp** **void** m(){}//strictfp applied on method
5. }

### **Illegal code for strictfp keyword**

The strictfp keyword **cannot** be applied on abstract methods, variables or constructors.

1. **class** B{
2. **strictfp** **abstract** **void** m();//Illegal combination of modifiers
3. }
4. **class** B{
5. **strictfp** **int** data=10;//modifier strictfp not allowed here
6. }
7. **class** B{
8. **strictfp** B(){}//modifier strictfp not allowed here

Collections

1. List <data-type> list1= **new** ArrayList();
2. List <data-type> list2 = **new** LinkedList();
3. List <data-type> list3 = **new** Vector();
4. List <data-type> list4 = **new** Stack();
5. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
6. LinkedList<String> list=**new** LinkedList<String>();
7. Vector<String> list=**new** Vector<String>();
8. Stack<String> stack = **new** Stack<String>();
9. **import** java.util.\*;
10. **public** **class** TestJavaCollection3{
11. **public** **static** **void** main(String args[]){
12. Vector<String> v=**new** Vector<String>();
13. v.add("Ayush");
14. v.add("Amit");
15. v.add("Ashish");
16. v.add("Garima");
17. Iterator<String> itr=v.iterator();
18. **while**(itr.hasNext()){
19. System.out.println(itr.next());
20. }
21. }
22. }
23. **import** java.util.\*;
24. **public** **class** TestJavaCollection4{
25. **public** **static** **void** main(String args[]){
26. Stack<String> stack = **new** Stack<String>();
27. stack.push("Ayush");
28. stack.push("Garvit");
29. stack.push("Amit");
30. stack.push("Ashish");
31. stack.push("Garima");
32. stack.pop();
33. Iterator<String> itr=stack.iterator();
34. **while**(itr.hasNext()){
35. System.out.println(itr.next());
36. }
37. }
38. }

Ayush

Garvit

Amit

Ashish

import java.util.\*;

public class Java\_Test {

public static void main(String[] args) {

Map map=new HashMap();

//Adding elements to map

map.put("Kol","Hyd");

map.put("Del","Kol");

map.put("Ban","Del");

map.put("Koc","Mum");

//Traversing Map

Scanner in=new Scanner(System.in);

String source=in.nextLine();

String destination=in.nextLine();

Set set=map.entrySet();//Converting to Set so that we can traverse

Iterator itr=set.iterator();

String mid\_variable="";

//Finding Final Source

while(itr.hasNext()){

//Converting to Map.Entry so that we can get key and value separately

Map.Entry entry=(Map.Entry)itr.next();

//System.out.println(entry.getKey()+" "+entry.getValue().toString());

if(entry.getValue().toString().equals( source.toString().trim()) ){

source=entry.getKey().toString();

}

}

System.out.println(source);

Iterator itr2=set.iterator();

while(itr2.hasNext()){

//Converting to Map.Entry so that we can get key and value separately

Map.Entry entry=(Map.Entry)itr2.next();

// System.out.println(entry.getKey()+" "+entry.getValue().toString());

if(entry.getKey().toString().equals( destination.toString().trim()) ){

destination=entry.getValue().toString();

}

}

System.out.println(destination);

}

}

Del

Kol

Ban

Hyd

THREAD

/ Java program to illustrate

public class oneThread extends Thread {

    public void run()

    {

        System.out.println("geeks ");

        try {

            Thread.sleep(300);

        }

        catch (InterruptedException ie) {

        }

        System.out.println("forgeeks ");

    }

    public static void main(String[] args)

    {

        oneThread c1 = new oneThread();

        oneThread c2 = new oneThread();

        c1.start();

        try {

            c1.join(); // Waiting for c1 to finish

  c1.sleep(500);

System.out.println(c1.isAlive())

        }

        catch (InterruptedException ie) {

        }

        c2.start();

    }

}

**yield()**basically means that the thread is not doing anything particularly important and if any other threads or processes need to be run, they should run. Otherwise, the current thread will continue to run.

## Java Thread class

Java provides **Thread class** to achieve thread programming. Thread class provides constructors and methods to create and perform operations on a thread. Thread class extends Object class and implements Runnable interface.

## Java Thread Methods

|  |  |  |  |
| --- | --- | --- | --- |
| **S.N.** | **Modifier and Type** | **Method** | **Description** |
| 1) | void | [start()](https://www.javatpoint.com/java-thread-start-method) | It is used to start the execution of the thread. |
| 2) | void | [run()](https://www.javatpoint.com/java-thread-run-method) | It is used to do an action for a thread. |
| 3) | static void | [sleep()](https://www.javatpoint.com/java-thread-sleep-method) | It sleeps a thread for the specified amount of time. |
| 4) | static Thread | [currentThread()](https://www.javatpoint.com/java-thread-currentthread-method) | It returns a reference to the currently executing thread object. |
| 5) | void | [join()](https://www.javatpoint.com/java-thread-join-method) | It waits for a thread to die. |
| 6) | int | [getPriority()](https://www.javatpoint.com/java-thread-getpriority-method) | It returns the priority of the thread. |
| 7) | void | [setPriority()](https://www.javatpoint.com/java-thread-setpriority-method) | It changes the priority of the thread. |
| 8) | String | [getName()](https://www.javatpoint.com/java-thread-getname-method) | It returns the name of the thread. |
| 9) | void | [setName()](https://www.javatpoint.com/java-thread-setname-method) | It changes the name of the thread. |
| 10) | long | [getId()](https://www.javatpoint.com/java-thread-getid-method) | It returns the id of the thread. |
| 11) | boolean | [isAlive()](https://www.javatpoint.com/java-thread-isalive-method) | It tests if the thread is alive. |
| 12) | static void | [yield()](https://www.javatpoint.com/java-thread-yield-method) | It causes the currently executing thread object to pause and allow other threads to execute temporarily. |
| 13) | void | [suspend()](https://www.javatpoint.com/java-thread-suspend-method) | It is used to suspend the thread. |
| 14) | void | [resume()](https://www.javatpoint.com/java-thread-resume-method) | It is used to resume the suspended thread. |
| 15) | void | [stop()](https://www.javatpoint.com/java-thread-stop-method) | It is used to stop the thread. |
| 16) | void | [destroy()](https://www.javatpoint.com/java-thread-destroy-method) | It is used to destroy the thread group and all of its subgroups. |
| 17) | boolean | [isDaemon()](https://www.javatpoint.com/java-thread-isdaemon-method) | It tests if the thread is a daemon thread. |
| 18) | void | [setDaemon()](https://www.javatpoint.com/java-thread-setdaemon-method) | It marks the thread as daemon or user thread. |
| 19) | void | [interrupt()](https://www.javatpoint.com/java-thread-interrupt-method) | It interrupts the thread. |
| 20) | boolean | [isinterrupted()](https://www.javatpoint.com/java-thread-isinterrupted-method) | It tests whether the thread has been interrupted. |
| 21) | static boolean | [interrupted()](https://www.javatpoint.com/java-thread-interrupted-method) | It tests whether the current thread has been interrupted. |
| 22) | static int | [activeCount()](https://www.javatpoint.com/java-thread-activecount-method) | It returns the number of active threads in the current thread's thread group. |
| 23) | void | [checkAccess()](https://www.javatpoint.com/java-thread-checkaccess-method) | It determines if the currently running thread has permission to modify the thread. |
| 24) | static boolean | [holdLock()](https://www.javatpoint.com/java-thread-holdlock-method) | It returns true if and only if the current thread holds the monitor lock on the specified object. |
| 25) | static void | [dumpStack()](https://www.javatpoint.com/java-thread-dumpstack-method) | It is used to print a stack trace of the current thread to the standard error stream. |
| 26) | StackTraceElement[] | [getStackTrace()](https://www.javatpoint.com/java-thread-getstacktrace-method)  //in catch | It returns an array of stack trace elements representing the stack dump of the thread. |
| 27) | static int | [enumerate()](https://www.javatpoint.com/java-thread-enumerate-method) | It is used to copy every active thread's thread group and its subgroup into the specified array. |
| 28) | Thread.State | [getState()](https://www.javatpoint.com/java-thread-getstate-method) | It is used to return the state of the thread. |
| 29) | ThreadGroup | [getThreadGroup()](https://www.javatpoint.com/java-thread-getthreadgroup-method) | It is used to return the thread group to which this thread belongs |
| 30) | String | [toString()](https://www.javatpoint.com/java-thread-tostring-method) | It is used to return a string representation of this thread, including the thread's name, priority, and thread group. |
| 31) | void | [notify()](https://www.javatpoint.com/java-thread-notify-method) | It is used to give the notification for only one thread which is waiting for a particular object. |
| 32) | void | [notifyAll()](https://www.javatpoint.com/java-thread-notifyall-method) | It is used to give the notification to all waiting threads of a particular object. |
| 33) | void | [setContextClassLoader()](https://www.javatpoint.com/java-thread-setcontextclassloader-method) | It sets the context ClassLoader for the Thread. |
| 34) | ClassLoader | [getContextClassLoader()](https://www.javatpoint.com/java-thread-getcontextclassloader-method) | It returns the context ClassLoader for the thread. |
| 35) | static Thread.UncaughtExceptionHandler | [getDefaultUncaughtExceptionHandler()](https://www.javatpoint.com/java-thread-getdefaultuncaughtexceptionhandler-method) | It returns the default handler invoked when a thread abruptly terminates due to an uncaught exception. |
| 36) | static void | [setDefaultUncaughtExceptionHandler()](https://www.javatpoint.com/java-thread-setdefaultuncaughtexceptionhandler-method) | It sets the default handler invoked when a thread abruptly terminates due to an uncaught exception. |

[**next>>**](https://www.javatpoint.com/thread-scheduler-in-java)[**<<prev**](https://www.javatpoint.com/life-cycle-of-a-thread)

# **How to create thread**

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

### **1) Java Thread Example by extending Thread class**

1. **class** Multi **extends** Thread{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
5. **public** **static** **void** main(String args[]){
6. Multi t1=**new** Multi();
7. t1.start();
8. }
9. }

Output:thread is running...

### **2) Java Thread Example by implementing Runnable interface**

1. **class** Multi3 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
6. **public** **static** **void** main(String args[]){
7. Multi3 m1=**new** Multi3();
8. Thread t1 =**new** Thread(m1);
9. t1.start();
10. }
11. }

Output:thread is running...

# **Sleep method in java**

The sleep() method of Thread class is used to sleep a thread for the specified amount of time.

## Syntax of sleep() method in java

The Thread class provides two methods for sleeping a thread:

* public static void sleep(long miliseconds)throws InterruptedException
* public static void sleep(long miliseconds, int nanos)throws InterruptedException

## Example of sleep method in java

1. **class** TestSleepMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestSleepMethod1 t1=**new** TestSleepMethod1();
10. TestSleepMethod1 t2=**new** TestSleepMethod1();
12. t1.start();
13. t2.start();
14. }
15. }

Output:

1

1

2

2

3

3

4

4

As you know well that at a time only one thread is executed. If you sleep a thread for the specified time,the thread shedular picks up another thread and so on.

# **Can we start a thread twice**

No. After starting a thread, it can never be started again. If you does so, an IllegalThreadStateException is thrown.

1. **class** TestJoinMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<=5;i++){
4. **try**{
5. Thread.sleep(500);
6. }**catch**(Exception e){System.out.println(e);}
7. System.out.println(i);
8. }
9. }
10. **public** **static** **void** main(String args[]){
11. TestJoinMethod1 t1=**new** TestJoinMethod1();
12. TestJoinMethod1 t2=**new** TestJoinMethod1();
13. TestJoinMethod1 t3=**new** TestJoinMethod1();
14. t1.start();
15. **try**{
16. t1.join();
17. }**catch**(Exception e){System.out.println(e);}
19. t2.start();
20. t3.start();
21. }
22. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod1)

Output:1

2

3

4

5

1

1

2

2

3

3

4

4

5

5

|  |
| --- |
| As you can see in the above example,when t1 completes its task then t2 and t3 starts executing. |

1. **class** TestJoinMethod3 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. //System.out.println(Thread.currentThread().getName());
5. }
6. **public** **static** **void** main(String args[]){
7. TestJoinMethod3 t1=**new** TestJoinMethod3();
8. TestJoinMethod3 t2=**new** TestJoinMethod3();
9. System.out.println("Name of t1:"+t1.getName());
10. System.out.println("Name of t2:"+t2.getName());
11. System.out.println("id of t1:"+t1.getId());
13. t1.start();  //all t1 will complete first
14. t2.start();
16. t1.setName("Sonoo Jaiswal");
17. System.out.println("After changing name of t1:"+t1.getName());
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod3)

Output:Name of t1:Thread-0

Name of t2:Thread-1

id of t1:8

running...

After changling name of t1:Sonoo Jaiswal

running...

|  |  |  |  |
| --- | --- | --- | --- |
| [**next →**](https://www.javatpoint.com/daemon-thread)[**← prev**](https://www.javatpoint.com/naming-a-thread) **Priority of a Thread (Thread Priority):**  |  | | --- | | Each thread have a priority. Priorities are represented by a number between 1 and 10. In most cases, thread schedular schedules the threads according to their priority (known as preemptive scheduling). But it is not guaranteed because it depends on JVM specification that which scheduling it chooses. |  3 constants defined in Thread class:  |  | | --- | | 1. public static int MIN\_PRIORITY 2. public static int NORM\_PRIORITY 3. public static int MAX\_PRIORITY |  |  | | --- | | Default priority of a thread is 5 (NORM\_PRIORITY). The value of MIN\_PRIORITY is 1 and the value of MAX\_PRIORITY is 10. |  **Example of priority of a Thread:**  1. **class** TestMultiPriority1 **extends** Thread{ 2. **public** **void** run(){ 3. System.out.println("running thread name is:"+Thread.currentThread().getName()); 4. System.out.println("running thread priority is:"+Thread.currentThread().getPriority()); 6. } 7. **public** **static** **void** main(String args[]){ 8. TestMultiPriority1 m1=**new** TestMultiPriority1(); 9. TestMultiPriority1 m2=**new** TestMultiPriority1(); 10. m1.setPriority(Thread.MIN\_PRIORITY); 11. m2.setPriority(Thread.MAX\_PRIORITY); 12. m1.start(); 13. m2.start(); 15. } 16. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultiPriority1)  Output:running thread name is:Thread-0  running thread priority is:10  running thread name is:Thread-1  running thread priority is:1 |

# **Daemon Thread in Java**

**Daemon thread in java** is a service provider thread that provides services to the user thread. Its life depend on the mercy of user threads i.e. when all the user threads dies, JVM terminates this thread automatically.

There are many java daemon threads running automatically e.g. gc, finalizer etc.

You can see all the detail by typing the jconsole in the command prompt. The jconsole tool provides information about the loaded classes, memory usage, running threads etc.

## Points to remember for Daemon Thread in Java

* It provides services to user threads for background supporting tasks. It has no role in life than to serve user threads.
* Its life depends on user threads.
* It is a low priority thread.

### **Why JVM terminates the daemon thread if there is no user thread?**

The sole purpose of the daemon thread is that it provides services to user thread for background supporting task. If there is no user thread, why should JVM keep running this thread. That is why JVM terminates the daemon thread if there is no user thread.

### **Methods for Java Daemon thread by Thread class**

The java.lang.Thread class provides two methods for java daemon thread.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public void setDaemon(boolean status) | is used to mark the current thread as daemon thread or user thread. |
| 2) | public boolean isDaemon() | is used to check that current is daemon. |

### **Simple example of Daemon thread in java**

*File: MyThread.java*

1. **public** **class** TestDaemonThread1 **extends** Thread{
2. **public** **void** run(){
3. **if**(Thread.currentThread().isDaemon()){//checking for daemon thread
4. System.out.println("daemon thread work");
5. }
6. **else**{
7. System.out.println("user thread work");
8. }
9. }
10. **public** **static** **void** main(String[] args){
11. TestDaemonThread1 t1=**new** TestDaemonThread1();//creating thread
12. TestDaemonThread1 t2=**new** TestDaemonThread1();
13. TestDaemonThread1 t3=**new** TestDaemonThread1();
15. t1.setDaemon(**true**);//now t1 is daemon thread
17. t1.start();//starting threads
18. t2.start();
19. t3.start();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestDaemonThread1)

#### **Output**

daemon thread work

user thread work

user thread work

#### **Note: If you want to make a user thread as Daemon, it must not be started otherwise it will throw IllegalThreadStateException.**

*File: MyThread.java*

1. **class** TestDaemonThread2 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("Name: "+Thread.currentThread().getName());
4. System.out.println("Daemon: "+Thread.currentThread().isDaemon());
5. }
7. **public** **static** **void** main(String[] args){
8. TestDaemonThread2 t1=**new** TestDaemonThread2();
9. TestDaemonThread2 t2=**new** TestDaemonThread2();
10. t1.start();
11. t1.setDaemon(**true**);//will throw exception here
12. t2.start();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestDaemonThread2)

Output:exception in thread main: java.lang.IllegalThreadStateException

***Program of performing single task by multiple threads***

1. **class** TestMultitasking2 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("task one");
4. }
6. **public** **static** **void** main(String args[]){
7. Thread t1 =**new** Thread(**new** TestMultitasking2());//passing annonymous object of TestMultitasking2 class
8. Thread t2 =**new** Thread(**new** TestMultitasking2());
10. t1.start();
11. t2.start();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultitasking2)

Output:task one

task one

#### **Note: Each thread run in a separate callstack.**
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# **Java Garbage Collection**

In java, garbage means unreferenced objects.

Garbage Collection is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects.

To do so, we were using free() function in C language and delete() in C++. But, in java it is performed automatically. So, java provides better memory management.

### **Advantage of Garbage Collection**

* It makes java **memory efficient** because garbage collector removes the unreferenced objects from heap memory.
* It is **automatically done** by the garbage collector(a part of JVM) so we don't need to make extra efforts.

## How can an object be unreferenced?

There are many ways:

* By nulling the reference
* By assigning a reference to another
* By anonymous object etc.

### **1) By nulling a reference:**

1. Employee e=**new** Employee();
2. e=**null**;

### **2) By assigning a reference to another:**

1. Employee e1=**new** Employee();
2. Employee e2=**new** Employee();
3. e1=e2;//now the first object referred by e1 is available for garbage collection

### **3) By anonymous object:**

1. **new** Employee();

## finalize() method

The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as:

1. **protected** **void** finalize(){}

#### **Note: The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created any object without new, you can use finalize method to perform cleanup processing (destroying remaining objects).**

## gc() method

The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

1. **public** **static** **void** gc(){}

#### **Note: Garbage collection is performed by a daemon thread called Garbage Collector(GC). This thread calls the finalize() method before object is garbage collected.**
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### **1) By nulling a reference:**

1. Employee e=**new** Employee();
2. e=**null**;

### **2) By assigning a reference to another:**

1. Employee e1=**new** Employee();
2. Employee e2=**new** Employee();
3. e1=e2;//now the first object referred by e1 is available for garbage collection

### **3) By anonymous object:**

1. **new** Employee();

## finalize() method

The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as:

1. **protected** **void** finalize(){}

#### **Note: The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created any object without new, you can use finalize method to perform cleanup processing (destroying remaining objects).**

## gc() method

The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

1. **public** **static** **void** gc(){}

#### **Note: Garbage collection is performed by a daemon thread called Garbage Collector(GC). This thread calls the finalize() method before object is garbage collected.**

### **Simple Example of garbage collection in java**

1. **public** **class** TestGarbage1{
2. **public** **void** finalize(){System.out.println("object is garbage collected");}
3. **public** **static** **void** main(String args[]){
4. TestGarbage1 s1=**new** TestGarbage1();
5. TestGarbage1 s2=**new** TestGarbage1();
6. s1=**null**;
7. s2=**null**;
8. System.gc();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestGarbage1)

object is garbage collected

object is garbage collected

**Note: Neither finalization nor garbage collection is guaranteed.**

# **Java Runtime class**

**Java Runtime** class is used to interact with java runtime environment. Java Runtime class provides methods to execute a process, invoke GC, get total and free memory etc. There is only one instance of java.lang.Runtime class is available for one java application.

The **Runtime.getRuntime()** method returns the singleton instance of Runtime class.

## Important methods of Java Runtime class

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public static Runtime getRuntime() | returns the instance of Runtime class. |
| 2) | public void exit(int status) | terminates the current virtual machine. |
| 3) | public void addShutdownHook(Thread hook) | registers new hook thread. |
| 4) | public Process exec(String command)throws IOException | executes given command in a separate process. |
| 5) | public int availableProcessors() | returns no. of available processors. |
| 6) | public long freeMemory() | returns amount of free memory in JVM. |
| 7) | public long totalMemory() | returns amount of total memory in JVM. |

## Java Runtime exec() method

1. **public** **class** Runtime1{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("notepad");//will open a new notepad
4. }
5. }

## How to shutdown system in Java

You can use shutdown -s command to shutdown system. For windows OS, you need to provide full path of shutdown command e.g. c:\\Windows\\System32\\shutdown.

Here you can use -s switch to shutdown system, -r switch to restart system and -t switch to specify time delay.

1. **public** **class** Runtime2{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("shutdown -s -t 0");
4. }
5. }

## How to shutdown windows system in Java

1. **public** **class** Runtime2{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("c:\\Windows\\System32\\shutdown -s -t 0");
4. }
5. }

## How to restart system in Java

1. **public** **class** Runtime3{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("shutdown -r -t 0");
4. }
5. }

## Java Runtime availableProcessors()

1. **public** **class** Runtime4{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. System.out.println(Runtime.getRuntime().availableProcessors());
4. }
5. }

## Java Runtime freeMemory() and totalMemory() method

In the given program, after creating 10000 instance, free memory will be less than the previous free memory. But after gc() call, you will get more free memory.

1. **public** **class** MemoryTest{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime r=Runtime.getRuntime();
4. System.out.println("Total Memory: "+r.totalMemory());
5. System.out.println("Free Memory: "+r.freeMemory());
7. **for**(**int** i=0;i<10000;i++){
8. **new** MemoryTest();
9. }
10. System.out.println("After creating 10000 instance, Free Memory: "+r.freeMemory());
11. System.gc();
12. System.out.println("After gc(), Free Memory: "+r.freeMemory());
13. }
14. }

Total Memory: 100139008

Free Memory: 99474824

After creating 10000 instance, Free Memory: 99310552

After gc(), Free Memory: 100182832

## Hierarchy of Java Exception classes

The java.lang.Throwable class is the root class of Java Exception hierarchy which is inherited by two subclasses: Exception and Error. A hierarchy of Java Exception classes are given below:

![hierarchy of exception handling](data:image/png;base64,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)

Java Exception Keywords

There are 5 keywords which are used in handling exceptions in Java.

|  |  |
| --- | --- |
| **Keyword** | **Description** |
| try | The "try" keyword is used to specify a block where we should place exception code. The try block must be followed by either catch or finally. It means, we can't use try block alone. |
| catch | The "catch" block is used to handle the exception. It must be preceded by try block which means we can't use catch block alone. It can be followed by finally block later. |
| finally | The "finally" block is used to execute the important code of the program. It is executed whether an exception is handled or not. |
| throw | The "throw" keyword is used to throw an exception. |
| throws | The "throws" keyword is used to declare exceptions. It doesn't throw an exception. It specifies that there may occur an exception in the method. It is always used with method signature. |

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. **throw** **new** IOException("device error");
5. }
6. }
7. **public** **class** Testthrows2{
8. **public** **static** **void** main(String args[]){
9. **try**{
10. M m=**new** M();
11. m.method();
12. }**catch**(Exception e){System.out.println("exception handled");}
14. System.out.println("normal flow...");
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testthrows2)

Output:exception handled

normal flow...

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. System.out.println("device operation performed");
5. }
6. }
7. **class** Testthrows3{
8. **public** **static** **void** main(String args[])**throws** IOException{//declare exception
9. M m=**new** M();
10. m.method();
12. System.out.println("normal flow...");
13. }
14. }

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [**next →**](https://www.javatpoint.com/difference-between-final-finally-and-finalize)[**← prev**](https://www.javatpoint.com/exception-propagation) **Difference between throw and throws in Java** There are many differences between throw and throws keywords. A list of differences between throw and throws are given below:   |  |  |  | | --- | --- | --- | | **No.** | **throw** | **throws** | | 1) | Java throw keyword is used to explicitly throw an exception. | Java throws keyword is used  to declare an exception. | | 2) | Checked exception cannot be propagated using throw only. | Checked exception can be  propagated with throws. | | 3) | Throw is followed by an instance. | Throws is followed by class. | | 4) | Throw is used within the method. | Throws is used with the  method signature. | | 5) | You cannot throw multiple exceptions. | You can declare multiple  exceptions e.g. public void method()throws IOException,SQLException. | |

# **Difference between final, finally and finalize**

There are many differences between final, finally and finalize. A list of differences between final, finally and finalize are given below:

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **final** | **finally** | **finalize** |
| 1) | Final is used to apply restrictions on class, method and variable. Final class can't be inherited, final method can't be overridden and final variable value can't be changed. | Finally is used to place important code, it will be executed whether exception is handled or not. | Finalize is used to perform clean up processing just before object is garbage collected. |
| 2) | Final is a keyword. | Finally is a block. | Finalize is a method. |

# [How HashMap works in Java](https://javarevisited.blogspot.com/2011/02/how-hashmap-works-in-java.html)

HashMap internally stores mapping in the form of **Map.Entry** object which contains both key and value object. When you want to retrieve the object, you call [the get() method](http://java67.blogspot.com/2013/06/how-get-method-of-hashmap-or-hashtable-works-internally.html) and again pass the key object. This time again key object generate same hash code (it's mandatory for it to do so to retrieve the object and that's why HashMap keys are immutable e.g. String) and we end up at same bucket location.

**What will happen if two different objects have the same hashcode?**

Since hashcode is same, bucket location would be same and collision will occur in HashMap Since HashMap uses LinkedList to store object, this entry (object of Map.Entrycomprise key and value )  will be stored in [LinkedList](http://javarevisited.blogspot.sg/2012/02/difference-between-linkedlist-vs.html).

"**What happens On HashMap in Java if the size of the HashMap  exceeds a given threshold defined by load factor ?"**.

Java HashMap re-size itself by creating a new bucket array of size twice of the previous size of HashMap and then start putting every old element into that new bucket array. This process is called rehashing because it also applies the hash function to find new bucket location.

**3) Can we use ConcurrentHashMap in place of Hashtable?**

This is another question which getting popular due to increasing popularity ofConcurrentHashMap. Since we know Hashtable is synchronized but ConcurrentHashMapprovides better concurrency by only locking portion of map determined by concurrency level.ConcurrentHashMap is certainly introduced as Hashtable and can be used in place of it, butHashtable provides stronger thread-safety than ConcurrentHashMap.

Diff between implements and extends?

Because a class can **implement** multiple interfaces but **extend** only one class. ... **Difference**:**implements** means you are using the elements of a**Java** Interface in your class. **extends** means that you are creating a subclass of the base class you are**extending**.

IMPORTANT

All **synchronized are from legacy class(Vector,LinkeyList) and they can iterate through iterator and enumeration.**

**All un- synchronized are new(ArrayList) and they can iterate through iterator only.**