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*Abstract*

The skip list data structure is an ordered linear data structure (linked list container) that also allows fast search (better than O(N), where N is the number of elements in the list). This is made possible by allowing the search algorithm to “skip” intermediate nodes until it reaches the node that it is looking for. The average case time complexity can be shown to be O(logN), and even more impressive is that it can be shown that, “with high probability”, the time complexity is O(logN).

This is because a skip list data structure maintains a linked hierarchy of subsequences, with each subsequences skipping over fewer elements than the previous one.

![https://www.cs.auckland.ac.nz/~jmor159/PLDS210/niemann/s_fig38.gif](data:image/gif;base64,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)

Figure : Vanilla Linked List, and Skip Lists with 2 and 3 levels

Thus, in the search algorithm, taking into account the ordered nature of the data structure, we can traverse the top layer lists, which is sparse, allowing us to skip nodes in the base list (the list with all elements), until we find the key, or a key that is ordered above the required key, at which point we can drop down a layer and continue the search until the key is found or we reach the base layer, at which point we can conclude that the key is not present in the list.

In our project, we plan to implement the skip list data structure in a generic manner, so that is will work with pre-existing algorithms present as part of the Standard Template Library of C++. We will implement iterators to this effect to support majority of these functions.

As of now, our plan is to implement a list that allows duplicate elements, although it should be noted that, considering the advantage that skip list provides us, implementing a set data structure is also a real probability, and would provide that advantage of possibly cache friendly set iteration (assuming sequential contiguous memory allocation, although in certain cases this assumption is broken, leading to cache unfriendly behaviour) and also, on average and “with high probability”, O(logN) insertion operation.