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# Передмова

Командна робота у програмуванні є загально визнаним методом роботи та отримання результатів. Парне програмування, сумісне володіння програмним кодом використовуються у розповсюджених сучасних методологіях розробки програм. Однак командна робота, як правило, не знаходить свого місця у проведенні занять з навчання програмуванню та сумісним дисциплінам. Даний посібник призначений для опису досвіду такої роботи саме на заняттях з програмування, а також містить рекомендації та готові варіанти завдань для річного курсу з програмування. Джерелом слугує досвід автора щодо пропонування студентам командної роботи у курсі програмування (формально – курси «Програмування», «Об’єктно-орієнтоване програмування» для студентів 1 курсу механіко-математичного факультету, освітня програма Комп’ютерна математика) на основі мови програмування Python. Матеріали лекцій курсу викладено у [1]. Вони також доступні у інтернет за адресою <http://matfiz.univ.kiev.ua/pages/13> (на час написання даного посібника).

Треба зазначити, що командна робота не виключає та не замінює індивідуальної роботи студентів над розробкою програм, а радше слугує доповненням такої індивідуальної роботи. Також не треба плутати командну роботу з розміщенням декількох студентів під час аудиторних занять за одним комп’ютером, що було розповсюджено у часи нестачі комп’ютерної техніки і що ніколи не підтримував автор.

Командна робота на заняттях з програмування у чомусь наслідує відому сучасну практику хакатонів, коли розробники збираються у команди та вирішують поставлені кимось або самими розробниками задачі за обмежений час. Як правило цей час сягає доби або 2 діб під час вихідних. Звичайно, для проведення занять такий термін не є прийнятним. Тому кожне командне завдання обмежено у часі однією академічною парою.

Для проведення занять у форматі командної роботи необхідно дотримання декількох вимог:

1. Технічні передумови мають надати можливість кожному студенту працювати за своїм комп’ютером (або власним ноутбуком, або комп’ютером у комп’ютерному класі). Крім того, комп’ютери мають бути об’єднані у мережу, щоб студенти у команді могли вільно обмінюватись розробленим програмним кодом та консолідувати його.
2. Організаційні передумови – це створення команд з визначеною кількістю учасників. Автор з декількох причин пропонує створювати команди з 3 учасників. Це забезпечує нескладний обмін досвідом, надає можливість активної участі усіх членів команди у роботі а також не вимагає додаткових організаційних зусиль для координації роботи. Студенти об’єднуються у команди за власним бажанням. Якщо кількість студентів не ділиться на 3, то можуть бути утворені команди за 2 учасників, для яких завдання може бути спрощене.
3. Усі команди мають отримувати однакове завдання з метою одержання порівнюваних результатів роботи. Виконання завдання має винагороджуватись однаково для всіх учасників команди незалежно від видимої участі у досягненні результату.

Роль викладача на таких заняттях, окрім підготовки самих завдань, - це роль модератора, який має підводити команди до отримання результату, підказувати шляхи організації роботи, надавати підказки у потрібний час, якщо група погано сприймає завдання, відповідати на запитання студентів, приймати та перевіряти виконані завдання.

Автор також проводив розмежування між першою командою, що виконала завдання, та іншими командами. Перша команда отримувала більше балів за завдання, ніж інші. Це дозволяє додати елемент змагальності у роботу студентів та спонукає їх до більш відповідальної та активної роботи. За спостереженнями автора, під час таких занять майже ніхто зі студентів на перерву не виходить, натомість використовуючи цей час для отримання результату.

Командна робота має декілька додаткових плюсів. Усі учасники команди навчаються у процесі реальної роботи. При цьому відбувається активний та насичений обмін досвідом, студенти реально засвоюють тематику, що розглядається на заняттях. Студенти, у яких є труднощі з засвоєнням матеріалу, бачать, що проблеми можна вирішувати і їх вирішують такі ж студенти. Для студентів, які мають хороші результати з курсу, – це можливість підтвердити ці результати або зрозуміти, що є ще простір для додаткової роботи, і можливо, їх колеги досягли не гірших результатів. У цій роботі немає місця для списування, представлення чужих результатів як своїх (за весь час проведення був тільки один такий випадок, але це виключення, яке підтверджує правило). Уся робота відбувається у однакових умовах, що дає можливість студентам порівнювати свої знання та вміння, отже породжує бажання вдосконалювати і свої навички, і навички роботи у команді. До того ж, командна робота на заняттях яскраво демонструє риси командної роботи у реальному виробництві: учасники команд, які не демонструють бажання працювати на команди, надалі не запрошуються у ці команди.

Звичайно, підготовка завдань для командної роботи вимагає від викладача значних витрат свого часу. Це спричинено специфічними вимогами для таких завдань:

* Завдання мають бути новими, невідомими для студентів, тому їх публікація у електронних джерелах має бути обмеженою, або кількість таких завдань до кожної теми має бути значною.
* Завдання мають бути по силах студентам, тобто добре підготовлена команда повинна встигнути виконати завдання протягом пари. Якщо завдання є заскладним, - це демотивує студентів.
* Завдання не має бути дуже простим, таким, яке виконується за 10-15 хвилин, що також демотивує студентів.
* Завдання не має містити складних алгоритмічних задач, оскільки їх розробка у стислий термін суттєво залежить від способу мислення студентів, і ті студенти, які знаходять розв’язок цих завдань швидко, - будуть мати перевагу, що не є правильним з точки зору мети командної роботи. Якщо у завданні пропонуються якісь складні алгоритми, - вони мають бути пояснені або мають бути посилання на джерела з описом таких алгоритмів.
* Бажано, щоб завдання містило додатковий матеріал, який не розглядається у курсі, або розглядається у курсі пізніше (у прикладах далі – це turtle, випадкові величини). Це дає змогу урізноманітнити завдання, зробити їх цікавими для всіх.
* Бажано, щоб завдання включало проміжні результати та головний підсумковий результат. Це дозволяє ставити задачі досягнення проміжних результатів для команд, яким важко досягти підсумкового результату.
* У ряді випадків викладач має сам написати та налагодити програми для розв’язання завдань, що пропонуються. Це, зокрема, дає можливість виміряти час, який потрібен студентам для виконання завдання (звичайно, треба мати на увазі різницю у підготовці студентів та викладача і час виконання завдання викладачем має бути набагато менше, ніж 1.5 години).

# Організація посібника

У посібнику надано завдання для командної роботи (або групові завдання).

Для завдань наведено:

* Текст завдання. Роздається у друкованому вигляді по 1 примірнику усім командам на початку заняття.
* Можливі додаткові матеріали до завдання. Розсилаються студентам на електронні адреси за добу або безпосередньо перед початком заняття. Якщо матеріали містять дані, які можуть розкрити тему завдання, вони закриваються паролем, який повідомляється студентам на початку заняття.
* Необхідні передумови – теми курсу, які мають засвоїти студенти на момент отримання завдання
* Мета завдання
* Обмеження на виконання завдання (особливо актуально для початкових тем курсу)
* Пропозиції щодо розпаралелювання роботи над завданням у команді
* Зауваження щодо вирішення завдання
* Рекомендації щодо перевірки результатів
* Тексти програм із розв’язками (для деяких завдань)
* Тексти програм для створення завдань (для деяких завдань)

Кілька завдань мають продовження, тобто пропонуються на декількох підряд заняттях. У таких випадках наведено додаткові умови щодо організації виконання завдань.

# Групове завдання 1. Розрахувати кількість матеріалу для спорудження будинку та зобразити цей будинок.

## Текст завдання

Будується одноповерховий будинок прямокутної форми з двоскатним дахом. Матеріал фундаменту – бетон. Матеріал стін – газоблок. Матеріал даху металочерепиця. Розміри будинку – від 7 до 15 м довжина, від 5 м до 10 м ширина, від 2,5 до 3,5 метрів висота. На кожній з довших стін розташовано по 2 вікна симетрично від кутів, на кожній з коротших – по 1 вікну посередині. На одній з довших стін посередині розташовано двері.

Розміри всіх вікон однакові: 1.2 х 1.6 м

Розмір дверей: 0.9 х 2 м

Дах виходить за стіну з кожного боку на 0.5 м

Розмір газоблоку: 0.6 х 0.4 х 0.2 м, товщина стін – 0.4 м

Робоча ширина листа металочерепиці 1.05 м

Ширина фундаменту 0.4 м

Задаються зовнішня довжина та ширина будинку, висота стін (з урахуванням обмежень, вказаних вище) а також висота верхньої точки даху над стіною. Також задається глибина фундаменту від рівня землі та висота фундаменту над землею.

Треба скласти програму у Python для розрахунку:

* Об’єму бетону
* Кількості газоблоків (з урахуванням допуску додатково 10% від мінімально необхідної кількості)
* Кількості та довжини листів черепиці (черепиця відрізається потрібного розміру по довжині)

Для обчислення кореня квадратного з числа, потрібно на початку програми вказати

from math import sqrt

Далі у програмі обчислення квадратного кореня з x позначається sqrt(x)

Також треба зобразити проекцію будинку з одної сторони у вибраному масштабі.

Для зображення будинку використати графічну бібліотеку turtle. Для її використання треба на початку програми написати

import turtle

turtle надає графічний курсор для відтворення простих зображень у графічному режимі. Мінімально потрібні дії з turtle вказано у таблиці

|  |  |
| --- | --- |
| turtle.up() | Підняти пензель догори (припинити малювання) |
| turtle.down() | Опустити пензель донизу (почати малювання) |
| turtle.setpos(x, y) | Встановити курсор у позицію (x, y) |

Наприклад, щоб зобразити лінію від точки (x1, y1) до точки (x2, y2), треба написати послідовність команд:

turtle.up()

turtle.setpos(x1, y1)

turtle.down()

turtle.setpos(x2, y2)

## Необхідні передумови

Засвоєння Теми 1 «Лінійні програми»

## Мета завдання

Навчитись писати лінійні програми, що містять ведення з клавіатури, присвоєння та виведення. Також навчитись писати прості лінійні програми для графічного зображення простих геометричних фігур з використанням turtle.

## Обмеження на виконання завдання

Не використовувати розгалуження, цикли, функції.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Розділити обчислення та графічне відображення, потім об’єднати результати.

## Зауваження щодо вирішення завдання

Треба дотримуватись вказаних у тексті завдання обмежень при введені даних з клавіатури. Перевірки введених даних не передбачені.

Для графічного відображення визначити початкові координати x\_start, y\_start (наприклад, лівого нижнього кута) та масштабний коефіцієнт відображення 1 метру у N пікселях. Використовувати цей коефіцієнт у всіх діях з turtle.

## Рекомендації щодо перевірки результатів

TBD

## Текст програми з розв’язками

TBD

# Групове завдання 2. Знайти різницю площ фігур, на які пряма ділить прямокутник, та зобразити цей прямокутник та відрізок прямої.

## Текст завдання

Скласти програму для обчислення різниці площ фігур на які пряма y=ax+b ділить прямокутник P={(x, y): a1<=x<=a2, b1<=y<=b2}.

Розглянути усі можливі випадки взаємного розташування прямої та прямокутника. Вважати, що якщо пряма не перетинає прямокутник, площа однієї з фігур дорівнює нулю, отже різниця площ – це площа всього прямокутника.

Зобразити прямокутник та пряму (відрізок прямої) за допомогою бібліотеки turtle.

Вибрати масштаб та границі відрізку прямої так, щоб відрізок на рисунку перетинав прямокутник, якщо пряма його перетинає.

Виконати програму та показати зображення для усіх можливих різних випадків взаємного розташування прямої та прямокутника.

Для використання turtle треба на початку програми написати

import turtle

turtle надає графічний курсор для відтворення простих зображень у графічному режимі. Мінімально потрібні дії з turtle вказано у таблиці

|  |  |
| --- | --- |
| turtle.up() | Підняти пензель догори (припинити малювання) |
| turtle.down() | Опустити пензель донизу (почати малювання) |
| turtle.setpos(x, y) | Встановити курсор у позицію (x, y) |

Наприклад, щоб зобразити лінію від точки (x1, y1) до точки (x2, y2), треба написати послідовність команд:

turtle.up()

turtle.setpos(x1, y1)

turtle.down()

turtle.setpos(x2, y2)

## Необхідні передумови

Засвоєння Теми 2 «Розгалужені програми»

## Мета завдання

Навчитись писати розгалужені програми, що містять ведення з клавіатури, присвоєння та виведення а також розгалуження. Також навчитись писати розгалужені програми для графічного зображення простих геометричних фігур з використанням turtle.

## Обмеження на виконання завдання

Не використовувати цикли, функції.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Розділити обчислення та графічне відображення, потім об’єднати результати.

## Зауваження щодо вирішення завдання

Для розв’язку задачі розглянути 7 можливих різних випадків перетину прямокутника прямою:

a = 0, b1 <= b <= b2 а також

|  |  |
| --- | --- |
| Дві трапеції | |
| http://obvintsev.info/compuscience/problems/Z_Theme2_2_files/image046.gif  \_\_\_\_\_\_\_\_\_\_\_\_\_\_  http://obvintsev.info/compuscience/problems/Z_Theme2_2_files/image048.gif | http://obvintsev.info/compuscience/problems/Z_Theme2_2_files/image050.gif |

|  |  |
| --- | --- |
| Трикутник і п`ятикутник | |
|  | http://obvintsev.info/compuscience/problems/Z_Theme2_2_files/image052.gif |
| http://obvintsev.info/compuscience/problems/Z_Theme2_2_files/image054.gif  \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  http://obvintsev.info/compuscience/problems/Z_Theme2_2_files/image056.gif | http://obvintsev.info/compuscience/problems/Z_Theme2_2_files/image058.gif |

Для графічного відображення визначити початкові координати x\_start, y\_start (наприклад, лівого нижнього кута) та масштабний коефіцієнт відображення 1 метру у N пікселях. Використовувати цей коефіцієнт у всіх діях з turtle.

## Рекомендації щодо перевірки результатів

TBD

## Текст програми з розв’язками

TBD

# Групове завдання 3. Стрільба з гармати.

## Текст завдання

Знайти точку, у яку влучить снаряд, якщо його випущено з гармати під кутом α, зі швидкістю v. При цьому, сама гармата розташована на висоті h над землею. Показати графічно траєкторію польоту снаряду. Траєкторію показувати у turtle маленькими колами.

Для зображення кола використати функцію turtle.circle()

turtle.circle(r), де r – радіус кола

Щоб використати у Python функції sin, cos

треба написати

from math import sin, cos

Розв’язати також таку задачу: дано точку, у яку повинен влучити снаряд. Розрахувати початкову швидкість та кут

Виконати задачі з різними значенням параметрів

Для використання turtle треба на початку програми написати

import turtle

turtle надає графічний курсор для відтворення простих зображень у графічному режимі. Мінімально потрібні дії з turtle вказано у таблиці

|  |  |
| --- | --- |
| turtle.up() | Підняти пензель догори (припинити малювання) |
| turtle.down() | Опустити пензель донизу (почати малювання) |
| turtle.setpos(x, y) | Встановити курсор у позицію (x, y) |

Наприклад, щоб зобразити коло радіусу r з центром у точці (x1, y1), треба написати послідовність команд:

turtle.up()

turtle.setpos(x1, y1 - r)

turtle.down()

turtle.circle(r)

## Необхідні передумови

Засвоєння Теми 3 «Циклічні програми»

## Мета завдання

Навчитись писати циклічні програми, що містять ведення з клавіатури, присвоєння та виведення, розгалуження, цикли. Також навчитись писати циклічні програми для графічного зображення простих геометричних фігур з використанням turtle.

## Обмеження на виконання завдання

Не використовувати функції.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Розділити обчислення та графічне відображення, потім об’єднати результати.

## Зауваження щодо вирішення завдання

Для розв’язання другої задачі (дано точку, у яку повинен влучити снаряд; розрахувати початкову швидкість та кут) зафіксувати один параметр, наприклад, швидкість, та знайти другий (кут).

Для графічного відображення визначити початкові координати x\_start, y\_start (наприклад, лівого нижнього кута) та масштабний коефіцієнт відображення 1 метру у N пікселях. Використовувати цей коефіцієнт у всіх діях з turtle.

## Рекомендації щодо перевірки результатів

TBD

## Текст програми з розв’язками

TBD

# Групове завдання 4. Знайти задану цифру послідовності.

## Текст завдання

Дано натуральне число k. Скласти програму одержання k -тої цифри послідовності

149162536 ... ,

у якій виписані підряд квадрати всіх натуральних чисел (рядки або списки не використовувати)

Записати перші k цифр послідовності у оберненому порядку (рядки або списки не використовувати).

## Необхідні передумови

Засвоєння Теми 4 «Числові типи даних»

## Мета завдання

Навчитись писати програми, які суттєво використовують цілий тип даних (int) у Python.

## Обмеження на виконання завдання

Не використовувати функції, рядки, списки.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо написати частини програми для пошуку k-ї цифри та для показу цифр у оберненому порядку.

## Зауваження щодо вирішення завдання

Для розв’язання другої задачі (записати перші k цифр послідовності у оберненому порядку) звернути увагу на відображення цифри 0 у оберненому порядку, тобто треба не накопичувати число, а показувати всі цифри по мірі їх отримання.

## Рекомендації щодо перевірки результатів

5 цифра має бути 6

18 цифра має бути 0

## Текст програми з розв’язками

k = int(input(**'k='**))  
digits\_count = 0  
power\_of\_10 = 10  
digits\_in\_square = 1  
long\_number = 0  
  
i = 0  
  
**while** digits\_count < k:  
 i += 1  
 square = i \*\* 2  
 **if** square >= power\_of\_10:  
 power\_of\_10 \*= 10  
 digits\_in\_square += 1  
 long\_number = long\_number \* power\_of\_10 + square  
 digits\_count += digits\_in\_square  
  
**while** digits\_count > k:  
 long\_number //= 10  
 digits\_count -= 1  
  
the\_digit = long\_number % 10  
print(**'k-th digit'**, the\_digit)  
  
print(**'Digits in reversed order'**)  
**while** long\_number > 0:  
 reversed\_digit = long\_number % 10  
 long\_number //= 10  
 print(reversed\_digit)

# Групове завдання 5. Максимальний паліндром

## Текст завдання

Натуральне число називається паліндромом у системі числення за основою b, якщо його позиційний запис у цій системі числення однаково читається зліва направо та справа наліво. Скласти програму для обчислення усіх паліндромів серед натуральних чисел у діапазоні від k до n у десятковій системі числення.

Скласти програму для обчислення максимального за значенням паліндрому, який є добутком двох натуральних чисел, що містять по m десяткових цифр.

Показати сам паліндром та обидва множники.

Виконати для m від 2 до 6.

## Необхідні передумови

Засвоєння Теми 4 «Числові типи даних»

## Мета завдання

Навчитись писати програми, які суттєво використовують цілий тип даних (int) у Python.

## Обмеження на виконання завдання

Не використовувати функції, рядки, списки.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо виконувати першу та другу задачу.

## Зауваження щодо вирішення завдання

Для розв’язання другої задачі (скласти програму для обчислення максимального за значенням паліндрому) звернути увагу на алгоритм отримання паліндромів. Щоб програма завершилась до кінця пари, їх треба отримувати, починаючи з «кінця», тобто з максимального добутку 2 чисел з m знаків.

## Рекомендації щодо перевірки результатів

Таблиця з очікуваними результатами другої задачі – нижче

|  |  |  |  |
| --- | --- | --- | --- |
| **Число знаків m** | **Паліндром** | **Перший множник** | **Другий множник** |
| 2 | 9009 | 99 | 91 |
| 3 | 906609 | 993 | 913 |
| 4 | 99000099 | 9999 | 9901 |
| 5 | 9966006699 | 99979 | 99681 |
| 6 | 999000000999 | 999999 | 999001 |

## Текст програми з розв’язками

power = int(input(**'m=? '**))  
  
lbound = 10 \*\* (power - 1)  
ubound = 10 \*\* power  
pal = 0  
k1 = 0  
k2 = 0  
**for** i **in** range(ubound - 1, lbound - 1 ,-1):  
 **if** i \* (ubound - 1) <= pal:  
 **break  
  
 for** j **in** range(ubound - 1, lbound - 1 ,-1):  
 **if** i \* j <= pal:  
 **break** num = i \* j  
 n = num  
 inverse = 0  
 **while** n > 0:  
 inverse = inverse \* 10 + n % 10  
 n //= 10  
  
 **if** inverse == num:  
 pal = num  
 k1 = i  
 k2 = j  
  
print(pal, k1, k2)

# Групове завдання 6. Зображення правильних многокутників

## Текст завдання

Зобразити за допомогою бібліотеки turtle правильні многокутники з різною кількістю сторін та вибрати многокутник з максимальною довжиною сторони.

Многокутники зображувати у випадкових точках екрану з випадково вибраною кількістю сторін.

Одна з сторін многокутника (нижня) паралельна осі абсцис. Для многокутника задається: кількість сторін, довжина сторони (натуральне число), координати точки, з якої починається зображення (лівий нижній кут).

Для роботи також використати бібліотеку random

Для використання turtle треба на початку програми написати

import turtle

turtle надає графічний курсор для відтворення простих зображень у графічному режимі. Мінімально потрібні дії з turtle вказано у таблиці

|  |  |
| --- | --- |
| turtle.up() | Підняти пензель догори (припинити малювання) |
| turtle.down() | Опустити пензель донизу (почати малювання) |
| turtle.setpos(x, y) | Встановити курсор у позицію (x, y) |

Наприклад, щоб зобразити лінію від точки (x1, y1) до точки (x2, y2), треба написати послідовність команд:

turtle.up()

turtle.setpos(x1, y1)

turtle.down()

turtle.setpos(x2, y2)

Для використання random треба на початку програми написати

import random

|  |  |
| --- | --- |
| random.randrange(start, stop) | Повертає псевдовипадкове ціле число у діапазоні від start до stop-1 |

Найбільший многокутноик зобразити іншим кольором

Для зміни поточного кольору заображення лінії у random пишуть: turtle.pencolor(cl), де cl – потрібний колір. Колір задається рядком: ‘red’ або ‘blue’ або ‘green’ тощо

Діапазон кількості сторін, довжин сторони та координат точок вибрати самостійно

## Необхідні передумови

Засвоєння Теми 4 «Числові типи даних»

## Мета завдання

Навчитись писати програми, які суттєво використовують дійсний тип даних (float) у Python.

## Обмеження на виконання завдання

Не використовувати функції, списки.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо здійснити генерацію многокутників та зображення одного многокутника.

## Зауваження щодо вирішення завдання

Діапазон кількості сторін многокутників для випадкового вибору не варто задавати більше, ніж 10. Довжину сторони – до 100 пікселів.

Рекомендації щодо розв’язку задачі передбачають використання простих тригонометричних формул для знаходження наступної вершини многокутника. У той же час. turtle має можливості повороту графічного курсору на заданий кут, що може полегшити написання програми. Автор не забороняв користуватись студентам цією можливістю, якщо вони її знали або опанували безпосередньо під час заняття.

## Рекомендації щодо перевірки результатів

Вивести на екран у текстовому режимі кількість сторін та довжину сторони кожного многокутника, а також ці параметри для максимального многокутника.

## Текст програми з розв’язками

# Групове завдання 7. Гра у відгадування слова

## Текст завдання

Слова у рядку розділяються одним або декількома пропусками. Скласти програму, яка обчислює кількість слів у рядку та знаходить n-те слово рядка (списки не використовувати).

Використати цю програму для створення гри у відгадування слова.

Гра полягає у наступному:

1. Грають комп’ютер та гравець.
2. Комп’ютер випадковим чином вибирає з довгого рядка слово.
3. Комп’ютер пропонує гравцю відгадати слово за задану максимальну кількість кроків m.
4. На кожному кроці гри комп’ютер показує слово, де усі невідгадані літери, замінюються зірочками (‘\*’). Окрім цього, комп’ютер показує, скільки кроків залишилось до кінця гри, та кількість набраних гравцем балів.
5. Гравець на кожному кроці гри може вибрати введення літери або слова та ввести з клавіатури літеру або слово.
   1. Якщо гравець вводить літеру
      1. Якщо літери немає у слові, комп’ютер переходить до наступного кроку гри
      2. Якщо літера є у слові, комп’ютер у позиціях, слова, де знаходиться дана літера, показує замість зірочки цю літеру. Гравцю нараховується по 10 балів за кожне входження до слова відгаданої літери. Якщо усі літери у слові відгадані, гравець виграє.
   2. Якщо гравець вводить слово
      1. якщо це слово дорівнює заданому, то гравець виграє, та отримує по 10 балів за кожну невідгадану літеру. Якщо ж у слові залишалось більше 2 невідгаданих літер, бали гравця подвоюються.
      2. Якщо це слово не дорівнює заданому, гравець програє
6. Якщо за m кроків гравець не відгадав слово, - він програє.
7. Якщо гравець виграв, комп’ютер має привітати його та показати кількість набраних балів.

Випадковий вибір номера слова реалізувати за допомогою бібліотеки random

Для використання random треба на початку програми написати

import random

|  |  |
| --- | --- |
| random.randrange(start, stop) | Повертає псевдовипадкове ціле число у діапазоні від start до stop-1 |

## Необхідні передумови

Засвоєння Теми 5 «Рядки»

## Мета завдання

Навчитись писати програми, які використовують рядки у Python.

## Обмеження на виконання завдання

Не використовувати функції, списки.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо розв’язувати першу та другу задачу.

## Зауваження щодо вирішення завдання

## Рекомендації щодо перевірки результатів

## Текст програми з розв’язками

# Групове завдання 8. Побудова магічних квадратів

## Текст завдання

Квадратна матриця nxn з цілих чисел називається типовим (нормальним) магічним квадратом, якщо вона складається з чисел від 1 до n2, усі елементи є різними та суми елементів усіх рядків, стовпчиків, головної та побічної діагоналей є однаковими.

Скласти програму, яка перевіряє, чи є матриця магічним квадратом.

Наприклад, один з квадратів 3x3

|  |  |  |
| --- | --- | --- |
| 8 | 1 | 6 |
| 3 | 5 | 7 |
| 4 | 9 | 2 |

Побудувати магічні квадрати розміром nxn (n = 4, 5, 7, 8).

Побудову можна виконувати за алгоритмом (наприклад, http://www.1728.org/magicsq1.htm) або випадковим чином. Не дозволяється просто вводити готові магічні квадрати, розміщені у мережі.

Випадковий вибір чисел можна реалізувати за допомогою бібліотеки random

Для використання random треба на початку програми написати

import random

|  |  |
| --- | --- |
| random.randrange(start, stop) | Повертає псевдовипадкове ціле число у діапазоні від start до stop-1 |
| random.shuffle(t) | “Перемішує” послідовність t |

## Необхідні передумови

Засвоєння Теми 6 «Списки»

## Мета завдання

Навчитись писати програми, які використовують списки у Python.

## Обмеження на виконання завдання

Не використовувати функції.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо розв’язувати першу та другу задачу.

## Зауваження щодо вирішення завдання

## Рекомендації щодо перевірки результатів

## Текст програми з розв’язками

# Групове завдання 9. Перевірка, чи є текст віршом

## Текст завдання

З клавіатури вводять список рядків українською мовою з позначенням наголосів у словах. Перевірити, чи є цей список рядків віршом.

Будемо вважати, що список є віршом, якщо у ньому витримується ритм та рима.

Для аналізу ритму та рими слід виділити у словах склади. Кожний склад містить рівно одну голосну літеру.

Будемо вважати, що ритм витримується, якщо по складах маємо однакову розстановку наголосів у всіх рядках списку. Наприклад, наголос на 2, 4 , 6 склад рядка тощо.

Будемо вважати, що рима витримується, якщо остання голосна літера, на яку падає наголос, у двох сусідніх (або через один) рядках є однаковою та всі приголосні літери після неї до кінця рядка також однакові (якщо після приголосних у кінці рядка йдуть голосні літери, вони можуть відрізнятись).

При введенні списку рядків наголос перед відповідною голосною літерою позначати символом «`» - обернений апостроф.

Наприклад, при введенні список рядків віршу може виглядати так:

Вже п`очал`ось, маб`уть, майб`утнє.

Оц`е, либ`онь, вже п`очал`ось…

Не з`абув`айте н`езаб`утнє,

Вон`о вже `іне`єм взял`ось!

## Необхідні передумови

Засвоєння Теми 6 «Списки».

## Мета завдання

Навчитись писати програми, які використовують списки та взаємозв’язок між рядками та списками у Python.

## Обмеження на виконання завдання

Не використовувати функції.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо розв’язувати задачі перевірки ритму та рими.

## Зауваження щодо вирішення завдання

## Рекомендації щодо перевірки результатів

Перевірити різні варіанти наявності або відсутності рими та ритму. Зокрема, для перевірки рими у даному прикладі третій рядок можна подати у вигляді:

«Не з`абув`айте н`езаб`утно» - є рима

або

«Не з`абув`айте н`езаб`утко» - немає рими

## Текст програми з розв’язками

# Групове завдання 10. Аналіз шахової позиції

## Текст завдання

Шахова позиція задається словником, у якому для непорожніх клітинок шахової дошки вказують фігури, які на них розташовані. Ключами є кортежі (вертикаль, горизонталь), а значеннями – кортежи з назвою та кольором фігури. Наприклад, (‘h’, 7): (‘Kінь’, ‘білий’)

Ввести з клавіатури шахову позицію та зобразити її за допомогою бібліотеки turtle.

Проаналізувати позицію, та з’ясувати, чи є у ній шах чорному королю.

Для зображення позиції використати символі юникод для шахових фігур:

|  |  |  |
| --- | --- | --- |
| **Вид** | **Числовий код** | **Опис** |
| ♚ | 9818; | Чорний король |
| ♛ | 9819; | Чорний ферзь |
| ♜ | 9820; | Чорна тура |
| ♝ | 9821; | Чорний слон |
| ♞ | 9822; | Чорний кінь |
| ♟ | 9823; | Чорний пішак |
| ♔ | 9812; | Білий король |
| ♕ | 9813; | Білий ферзь |
| ♖ | 9814; | Біла тура |
| ♗ | 9815; | Білий слон |
| ♘ | 9816; | Білий кінь |
| ♙ | 9817; | Білий пішак |

Для зображення рядка “abc” у turtle можна використати команду, де 12 – розмір шрифту:

turtle.write(“abc”, font=("", 12))

Інші дії з turtle вказано у таблиці

|  |  |
| --- | --- |
| turtle.up() | Підняти пензель догори (припинити малювання) |
| turtle.down() | Опустити пензель донизу (почати малювання) |
| turtle.setpos(x, y) | Встановити курсор у позицію (x, y) |

Для зображення одного зафарбованого квадрату дошки довжиною *a* можна використати такі команди turtle:

turtle.color('black', 'light grey')

turtle.begin\_fill()

for i in range(4):

turtle.fd(a)

turtle.right(90)

turtle.end\_fill()

**Короткі правила гри у шахи**
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Кожна з 6 фігур ходить по-різному. Фігури не можуть перестрибувати через інші фігури (робити це може тільки кінь), ніколи не можуть вставати на клітку, де вже стоїть фігура того ж (свого) кольору. Однак вони можуть вставати на місце фігури супротивника, яку вони захоплюють (беруть в полон).

Король - найважливіша фігура, але при цьому і одна з найслабших. Король може ходити тільки на одну клітку в будь-якому напрямку - вгору, вниз, в сторони і по діагоналі. Король ніколи не може ходити на клітку, яка знаходиться під шахом (де його може взяти фігура суперника). Коли король атакований інший фігурою, це називається "шах".

Тура може ходити на будь-яке число клітин, але тільки вперед, назад і в сторони (не по діагоналі).

Слон може ходити по прямій на будь-яке число клітин, але лише по діагоналі. Протягом гри кожен слон завжди ходить по клітинам одного і того ж кольору (світлим або темним).

Коні ходять інакше, ніж інші фігури - на дві клітини в одному напрямку і далі на одну клітку під кутом 90 градусів. Хід коня нагадує букву "Г". Кінь - єдина фігура, яка, роблячи хід, може перестрибувати через інші фігури.

Пішак - незвичайна фігура, вона ходить і бере по-різному: ходити пішак може лише вперед, а брати - лише по діагоналі. Пішак може пересуватися тільки на одну клітку за один хід, крім самого першого ходу, коли він може сходити вперед на одну або на дві клітини. Пішак може брати тільки по діагоналі на одну клітку перед собою. Пішак не може ходити або брати назад.

У пішака є одна чудова особливість - якщо він доходить до протилежного боку дошки, він може стати будь-який інший фігурою (це називається "перетворенням пішака"). Пішак може перетворитися в будь-яку фігуру.

## Необхідні передумови

Засвоєння Теми 7 «Кортежі» та Теми 8 «Словники».

## Мета завдання

Навчитись писати програми, які використовують кортежі та словники у Python.

## Обмеження на виконання завдання

Не використовувати функції.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо розв’язувати задачі відображення та аналізу шахової позиції.

## Зауваження щодо вирішення завдання

Завдання є доволі складним та об’ємним. Тому його слід давати тільки якщо група є добре підготовленою. Інакше дане завдання можна опустити.

## Рекомендації щодо перевірки результатів

Задати прості позиції, в яких є або немає шаху чорному королю.

## Текст програми з розв’язками

# Групове завдання 11. Перевірка, чи є рядок правильним виразом

## Текст завдання

Скласти програму, яка перевіряє, чи є заданий рядок правильним записом виразу у Python, який містить

імена змінних,

знаки операцій: +, -, \*, /, %, (мінус бінарний, тобто тільки a – b, а не –a або -b),

круглі дужки.

Рядок також може містити пропуски.

Вважати, що імена змінних складаються з 1 символа.

Перевірити, що:

* Рядок містить тільки допустимі для виразу символи: великі або маленькі латинські літери, знаки операцій, дужки, пропуски
* Рядок містить тільки допустимі пари символів (наприклад, «змінна» - «операція»)
* У рядку правильно розставлені дужки
* Рядок починається та закінчується правильним символом (літерою або дужкою)

Побудувати функції для кожного пункту перевірки та показати результат цих перевірок для заданого виразу, а також загальний результат: чи є рядок правильним записом виразу.

Одним з можливих розв’язків є типізація усіх можливих символів, тобто, поділ їх на типи: «змінна», «операція», «відкриваюча дужка», «закриваюча дужка».

Для розв’язку також можуть знадобитись додаткові структури даних: рядки, списки, словники, кортежі.

## Необхідні передумови

Засвоєння Теми 9 «Підпрограми» а також попередніх тем курсу.

## Мета завдання

Навчитись писати програми, які використовують функції та структури даних у Python.

## Обмеження на виконання завдання

Не використовувати класи.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо писати функції перевірки, оскільки вони є незалежними.

## Зауваження щодо вирішення завдання

В якості згаданих структур даних може бути словник типів символів (‘+’ – операція тощо). Також кориснисм буде словник допустимих пар символів та рядок допустимих символів (літери, цифри знаки операцій, дужки).

## Рекомендації щодо перевірки результатів

Перевірити варіанти неправильного виразу для кожної функції а також правильних виразів.

## Текст програми з розв’язками

# Групове завдання 12. Пошук виходу з лабіринту

## Текст завдання

Квадратний лабіринт є сукупністю кімнат, між якими можуть бути проходи. Є також один вихід з лабіринту.

Лабіринт задано матрицею розміром *n*х*n*, елементи якої *a*ij – кортежі з 4 значень 0 або 1. Якщо на певному місці стоїть 0, це означає, що стіни немає, 1 – стіна є. Перший елемент кортежу – верх, другий – праворуч, третій – низ, четвертий – ліворуч.

Наприклад, кортеж (1, 0, 1, 1) означає, що у даній кімнаті є усі стіни, окрім стіни праворуч.

Приклад лабіринту показано нижче:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 |
| 0 |  |  |  |  |  |
| 1 |  |  |  |  |  |
| 2 |  |  |  |  |  |
| 3 |  |  |  |  |  |
| 4 |  |  |  |  |  |

Нехай задано лабіринт та початкове положення (кімната, що задається індексами рядка та стовпчика) у ньому.

Зобразити цей лабіринт за допомогою бібліотеки turtle.

Скласти програму, яка знаходить вихід з лабіринту або повідомляє, що вийти з даної кімнати неможливо. Показати шлях виходу з лабіринту на зображенні лабіринту або у вигляді послідовності пройдених кімнат.

Щоб використати turtle, слід на початку програми написати

import turtle

Дії над turtle:

|  |  |
| --- | --- |
| turtle.up() | Підняти пензель догори (припинити малювання) |
| turtle.down() | Опустити пензель донизу (почати малювання) |
| turtle.setpos(x, y) | Встановити курсор у позицію (x, y) |
| turtle.fd(c) | Перейти уперед на c точок |
| turtle.right(alpha) | Повернутись праворуч на кут alpha (у градусах) |
| turtle.left(alpha) | Повернутись ліворуч на кут alpha (у градусах) |

Для зображення однієї кімнати лабіринту, якщо відповідний кортеж зі стінами – це x - та графічний курсор знаходиться у лівому верхньому куті квадрату з орієнтацією праворуч, можна використати такі команди turtle:

for w in x:

if w == 1:

turtle.down()

turtle.fd(c)

turtle.right(90)

turtle.up()

## Необхідні передумови

Засвоєння Теми 9 «Підпрограми» а також попередніх тем курсу.

## Мета завдання

Навчитись писати програми, які використовують функції (зокрема, рекурсивні) та структури даних у Python.

## Обмеження на виконання завдання

Не використовувати класи.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо писати функції для знаходження шляху та для зображення лабіринту.

## Зауваження щодо вирішення завдання

Для знаходження шляху можна використовувати рекурсивну функцію по аналогії з пошуком туру коня (один з прикладів у матеріалах лекцій до Теми 9).

## Рекомендації щодо перевірки результатів

Перевірити варіанти з існуючим та неіснуючим шляхом.

## Текст програми з розв’язками

# Групове завдання 13. Дешифрування повідомлення

## Текст завдання

Слідчі перехопили шифроване повідомлення ворожого агента.

Повідомлення складалось із чисел:

1315 16 423 20 39 1 1359 28 309 2 441 31

Коли слідчі зайшли у помешкання, де жив агент, вони знайшли на полиці три книги та припустили, що у повідомленні парами чисел зашифровані слова з цих книг таким чином, що перше число- це номер абзацу, а друге – номер слова у абзаці.

Треба дешифрувати повідомлення.

Для пришвидшення дешифрування скористатись електронним варіантом книжок. Абзац – це текст, який завершується переведенням рядка (‘\n’), за яким йде принаймні один порожній рядок, що також закінчується переведенням рядка. Порожніх рядків у кінці абзацу може бути й більше, ніж один.

Слова можуть розділятись пропусками та розділовими знаками: ‘.’, ‘,’, ‘:’, ‘;’, ‘-‘, ‘!’, ‘?’, ‘”’, “’”, тире '—' (код символу 8212), лапки '«' (код 171) та '»' (код 187), ,багато крапок '…' (код 8230). Розділові знаки не є словами. Нумерація абзаців та слів у абзацах починається з 1.

Книги збережені у кодуванні ‘utf-8’. Тобто відкривати їх треба так:

f = open(filename, ‘r’, encoding=’utf-8’)

Скласти програму для дешифрування та показати дешифроване повідомлення.

## Необхідні передумови

Засвоєння Теми 12 «Файли».

## Мета завдання

Навчитись писати програми, які використовують текстові файли у Python.

## Обмеження на виконання завдання

Не використовувати класи.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо писати функції для знаходження абзаців та слів а також будувати змістовні повідомлення зі слів.

## Зауваження щодо вирішення завдання

Номери абзаців та слів у тексті вище є умовними. Для завдання треба підібрати у мережі 3 тексти, які вільно розповсюджуються (файли у форматі .txt). Треба перевірити, що файли мають вигляд, наведений у тексті завдання (після кожного абзацу – порожній рядок. Бажано, щоб тексти були книгами з детективним сюжетом.

Далі змінити імена файлів на 1.txt, 2.txt, 3.txt. Придумати текст майбутнього повідомлення та послідовно за допомогою запуску програми у режимі пошуку слів (нижче) знайти номери абзаців та слів з повідомлення. Бажано задати якесь правило регулярного підбору слів з текстів. Наприклад, перше слово – з 1.txt, друге – з 2.txt тощо.

Після того, як номери абзаців та слів виписані, перевірити правильність повідомлення за допомогою запуску програми у режимі дешифрування (нижче).

Перед заняттям розіслати студентам три текстові файли.

Бажано щорічно змінювати текст повідомлення та/або джерела.

## Рекомендації щодо перевірки результатів

Команда, яка зробила завдання, має просто написати або показати повідомлення. Перевірити, що результат отримано за допомогою програми, а не підбором.

## Текст програми з розв’язками

Програма пошуку слів та дешифрування. Завдання студентам включає тільки частину цієї програми, яка здійснює дешифрування. Для роботи програми у режимі пошуку після запуску ввести 1. Для роботи програми у режимі дешифрування після запуску ввести 2.

У режимі пошуку також ввести слово. Програма повертає список кортежів <№ абзацу, № слова> усіх входжень слова у всі тексти.

У режимі дешифрування також ввести номер абзацу та номер слова. Програма має повернути дане слово в усіх 3 текстах. Якщо такого абзац та/або номеру слова немає у деякому тексті, - повертає «no para»/ «no word».

*#!/usr/bin/env python3***import** re  
  
EMPTY\_LINE = **'\n'  
  
def** get\_next\_paragraph(lines, i):  
 **while** i < len(lines) **and** lines[i] == EMPTY\_LINE:  
 i+=1  
  
 para = []  
 **while** i < len(lines) **and** lines[i] != EMPTY\_LINE:  
 para.append(lines[i])  
 i+=1  
  
 **return** para, i  
  
**def** get\_word(para, word, para\_no):  
 words = []  
 **for** line **in** para:  
 string = re.sub(**r'''[!?.,+:;"'()\-…—«»]+'''**, **' '**, line)  
 string = string.lower()  
 words += string.split()  
*# print(words)* word\_indeces = []  
 **while** word **in** words:  
 i = words.index(word) + 1  
 words = words[i:]  
 word\_indeces.append((para\_no, i))  
  
 **return** word\_indeces  
  
**def** get\_all\_words(lines, word):  
 para\_no = 0  
 line\_no = 0  
 indeces = []  
 **while True**:  
 para, line\_no = get\_next\_paragraph(lines, line\_no)  
*# print(para)* **if not** para:  
 **break** para\_no += 1  
 indeces += get\_word(para, word, para\_no)  
  
 **return** indeces  
  
  
**def** show\_word\_occures():  
 word = input(**"word: "**)  
 **for** filename **in** files:  
 **with** open(filename, **'r'**, encoding=**'utf-8'**) **as** f:  
 lines = f.readlines()  
 ind = get\_all\_words(lines, word)  
 print(filename)  
 **for** j, i **in** enumerate(ind):  
 **if** j > 10:  
 **break** print(i)  
   
  
**def** test\_para\_word\_no():  
 para\_no = int(input(**"paragraph no: "**))  
 word\_no = int(input(**"word no: "**))  
  
 **for** filename **in** files:  
 **with** open(filename, **'r'**, encoding=**'utf-8'**) **as** f:  
 lines = f.readlines()  
   
 line\_no = 0  
 **for** i **in** range(para\_no):  
 para, line\_no = get\_next\_paragraph(lines, line\_no)  
 **if** line\_no >= len(lines):  
 print(**"no para"**)  
 **break** words = []  
 **for** line **in** para:  
 string = re.sub(**r'''[!?.,+:;"'()\-…—«»]+'''**, **' '**, line)  
 string = string.lower()  
 words += string.split()  
  
 print(filename)  
   
 print(words[word\_no - 1] **if** word\_no <= len(words) **else "no word"**)  
   
*# hardcode paths to 3 texts*files = [**"1.txt"**,  
 **"2.txt"**,  
 **"3.txt"**]  
   
mode = int(input(**"mode [1 - word, 2 - test]"**))  
  
**if** mode == 1:  
 show\_word\_occures()  
**else**:  
 test\_para\_word\_no()

# Групове завдання 14. Цистеріанські числа

## Текст завдання

Цистеріанська система числення дозволяє зображувати числа до 4 десяткових знаків одним цистеріанським знаком.

Цистеріанські знаки для чисел, що визначають одиниці, десятки, сотні та тисячі, виглядають так:
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Для отримання довільного чотиризначного числа їх комбінують.

На малюнку (див. нижче) кожен сектор або квадрант містить зображення тисяч (1), сотень (2), десятків (3) та одиниць (4) у наступному порядку:

![рисунок, поясняющий, как читать цистерианскую запись](data:image/jpeg;base64,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)

**Завдання**: описати клас CisterianNumber для числа у цистеріанській системі числення. У цьому класі передбачити поля

\_number – число

\_digits – список десяткових цифр числа

Окрім конструктора, який створює цистеріанське число за заданим числом n, передбачити також методи:

* додавання до числа іншого цистеріанського числа,
* різниці числа з іншим цистеріанським числом,
* зображення цистеріанського числа за допомогою turtle.

Для зображення задати масштаб по горизонталі та вертикалі. Якщо при виконанні арифметичних операцій результат виходить за межі 4 знаків або є від’ємним, - повертати його у діапазон від 0 до 9999

З використанням класу CisterianNumber розв’язати задачу: вводиться послідовність натуральних чисел до 4 знаків. Утворити з кожного числа цієї послідовності цистеріанське число, показати ці числа у «рядок» у вікні turtle, обчислити їх суму та показати її у наступному «рядку».

Відступи для чисел у одному «рядку» та між «рядками» можна робити у половину розміру числа.

*Підказка*: відповідні десяткові цифри для одиниць, десятків, сотень та тисяч очевидно є симетричними по горизонталі та вертикалі. Це можна використати для зображення чисел.

Більш докладно про цистеріанську систему числення можна прочитати у https://www.bbc.com/ukrainian/features-55969229

## Необхідні передумови

Засвоєння Теми 13 «Класи та об’єкти».

## Мета завдання

Навчитись писати програми, які використовують класи у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо писати код класу для цистеріанського числа та їх суми та для зображеня числа у turtle.

## Зауваження щодо вирішення завдання

Для розв’язку стануть у пригоді додаткові символічні константи та типи даних. Найбільша складність у цьому завданні – компактна реалізація зображення цистеріанського числа.

Представимо кожне число як список з 4 десяткових цифр. Кожна цифра на зображенні представлена як набір елементів: верхня горизонталь, нижня горизонталь, діагональ, що опускається, діагональ, що піднімається, вертикаль. Кожна цифра може бути прдетавлена кортежем з цих елементів (словник ELEMENTS у програмі нижче). Порядок цифри вказує на квадрант, у якому треба зобразити цифру та на необхідність симетричного відображення по вертикалі та/або горизонталі.

## Рекомендації щодо перевірки результатів

Запропонувати приклади з сумою чисел з 1, 2, 3 та 4 знаків.

## Текст програми з розв’язками

Опис класу . CisterianNumber (модуль cisterian).

**import** turtle  
  
  
SCALE\_X = 40  
SCALE\_Y = 60  
  
HOR\_UP = 1  
HOR\_DOWN = 2  
DESCEND = 3  
ASCEND = 4  
VERT = 6  
ELEMENTS = {  
 0: (),  
 1: (HOR\_UP, ),  
 2: (HOR\_DOWN, ),  
 3: (DESCEND, ),  
 4: (ASCEND, ),  
 5: (HOR\_UP, ASCEND),  
 6: (VERT, ),  
 7: (HOR\_UP, VERT),  
 8: (HOR\_DOWN, VERT),  
 9: (HOR\_UP, HOR\_DOWN, VERT)  
}  
  
**class** CisterianNumber:  
 **def** \_\_init\_\_(self, number):  
 self.\_number = number  
 self.\_digits = []  
 n = self.\_number  
 **for** i **in** range(4):  
 self.\_digits.append(n % 10)  
 n //= 10  
  
 **def** add(self, other):  
 **return** CisterianNumber((self.\_number + other.\_number) % 10000)  
  
 **def** sub(self, other):  
 **return** CisterianNumber(max(self.\_number - other.\_number, 0))  
  
 **def** show(self, x, y):  
 self.\_show\_base(x, y)  
 **for** order **in** range(4):  
 self.\_show\_digit(self.\_digits[order], order + 1, x, y)  
  
 **def** \_line(self, x1, y1, x2, y2):  
 turtle.up()  
 turtle.setpos(x1, y1)  
 turtle.down()  
 turtle.setpos(x2, y2)  
  
 **def** \_show\_base(self, x, y):  
 x1 = x2 = x + SCALE\_X // 2  
 y1 = y  
 y2 = y - SCALE\_Y  
 self.\_line(x1, y1, x2, y2)  
  
 **def** \_mirror\_hor(self, x, xx):  
 delta = xx - (x + SCALE\_X // 2)  
 **return** (x + SCALE\_X // 2) - delta  
  
 **def** \_mirror\_vert(self, y, yy):  
 delta = yy - (y - SCALE\_Y // 2)  
 **return** (y - SCALE\_Y // 2) - delta  
  
 **def** \_define\_coords(self, element, order, x, y):  
 **if** element == HOR\_UP:  
 x1 = x + SCALE\_X // 2  
 x2 = x + SCALE\_X  
 y1 = y2 = y  
 **elif** element == HOR\_DOWN:  
 x1 = x + SCALE\_X // 2  
 x2 = x + SCALE\_X  
 y1 = y2 = y - SCALE\_Y // 3  
 **elif** element == DESCEND:  
 x1 = x + SCALE\_X // 2  
 x2 = x + SCALE\_X  
 y1 = y  
 y2 = y - SCALE\_Y // 3  
 **elif** element == ASCEND:  
 x1 = x + SCALE\_X // 2  
 x2 = x + SCALE\_X  
 y1 = y - SCALE\_Y // 3  
 y2 = y  
 **elif** element == VERT:  
 x1 = x2 = x + SCALE\_X  
 y1 = y  
 y2 = y - SCALE\_Y // 3  
  
 **if** order **in** {2, 4}:  
 x1 = self.\_mirror\_hor(x, x1)  
 x2 = self.\_mirror\_hor(x, x2)  
 **if** order **in** {3, 4}:  
 y1 = self.\_mirror\_vert(y, y1)  
 y2 = self.\_mirror\_vert(y, y2)  
 **return** x1, y1, x2, y2  
  
 **def** \_show\_digit(self, digit, order, x, y):  
 **for** element **in** ELEMENTS[digit]:  
 x1, y1, x2, y2 = self.\_define\_coords(element, order, x, y)  
 self.\_line(x1, y1, x2, y2)  
  
**if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 n = int(input(**'n=? '**))  
 c = CisterianNumber(n)  
 c.show(-100, 100)  
 m = input()

Головний модуль

**from** cisterian **import** CisterianNumber, SCALE\_X, SCALE\_Y  
  
numbers = list(map(int, input(**'numbers? '**).split()))  
s = CisterianNumber(0)  
start\_x = x = -200  
y = 200  
**for** i **in** numbers:  
 c = CisterianNumber(i)  
 c.show(x, y)  
 s = s.add(c)  
 x += SCALE\_X + SCALE\_X // 2  
y -= (SCALE\_Y + SCALE\_Y // 2)  
s.show(start\_x, y)  
k = input()

# Групове завдання 15. Інтерпретатор лінійних програм. Крок 1

## Текст завдання

Треба розробити модулі tokenizer, syntax\_analyzer, storage а також наведені класи згідно специфікації.

Специфікація для пришвидшення розробки надається у вигляді «кістяка» модулів у файлах .py у окремому архіві.

Після розробки кожного модуля його треба запустити окремо та досягти виведення значення

Success = True

Основну частину кожного модуля після

**if** \_\_name\_\_ == **"\_\_main\_\_"**:

не змінювати (можна вставляти print для налагодження)

Усі функції модуля мають бути реалізовані

Заголовки функцій не змінювати

Можна додавати власні внутрішні функції у модулі, якщо потрібно.

Після завершення розробки модулів запустити модуль main та впевнитись, що виводиться

Success = True

Для неповних команд (з 2 або одного студента) достатньо реалізувати частину модулів по порядку (tokenizer, syntax\_analyzer)

## Необхідні передумови

Засвоєння Теми 13 «Класи та об’єкти».

## Мета завдання

Навчитись писати програми за заданою специфікацією у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо писати код модулів tokenizer, syntax\_analyzer, storage. Оскільки модуль tokenizer використовується у syntax\_analyzer, рекомендувати командам задіяти кращих студентів у його написанні.

## Зауваження щодо вирішення завдання

Це завдання є першим з 3 послідовних завдань, мета яких – написати власний інтерпретатор, який дозволить виконувати прості лінійні програми у мові, подібній до Python. Особливістю цих 3 завдань є пророблена жорстка специфікація модулів та класів а також наявність розроблених тестів, які дозволяють миттєво перевірити правильність розроблених студентами програм. Команди мають «вбудувати» розроблені ними фрагменти програм у частково готові модулі та класи. Окрім опанування такого стилю роботи (розробка програм за специфікаціями) студенти також бачать фрагмент розробленого викладачем програмного коду, який дає уявлення про те, що саме очікується від розробки.

Перед заняттям студентам розсилається «кістяк» модулів, які треба наповнити програмним кодом. У кожному модулі є документація щодо розроблюваної функціональності. Кістяк модулів для даного заняття наведений після повного тексту програми.

Також студенти повинні мати можливість після заняття і до наступного заняття обмінюватись працюючими модулями, які знадобляться для наступного заняття.

## Рекомендації щодо перевірки результатів

Перевірити правильність виконання тестів окремих модулів та головного модуля.

## Текст програми з розв’язками

Модуль . tokenizer

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
  
"""  
Модуль призначено для синтаксичного розбору виразу та присвоєння по частинах.  
  
Вираз може мати вигляд:  
(abc + 123.5)\*d2-3/(x+y)  
присвоєння може мати вигляд:  
x = a + b  
Вираз може містити:  
 змінні - ідентифікатори  
 константи - дійсні або цілі числа без знаку  
 знаки операцій: +, -, \*, /  
 дужки: (, )  
  
Функція get\_tokens за заданим виразом має повертати  
послідовність лексем - токенів  
Кожний токен - це кортеж: (<тип токену>, <значення токену>)  
"""***from** collections **import** namedtuple  
  
*# типи токенів*TOKEN\_TYPE = (**"variable"**,  
 **"constant"**,  
 **"operation"**,  
 **"left\_paren"**,  
 **"right\_paren"**,  
 **"other"**,  
 **"equal"**)  
  
*# словник фіксованих токенів, що складаються з одного символа*TOKEN\_TYPES = {**"+"**: **"operation"**,  
 **"-"**: **"operation"**,  
 **"\*"**: **"operation"**,  
 **"/"**: **"operation"**,  
 **"("**: **"left\_paren"**,  
 **")"**: **"right\_paren"**,  
 **"="**: **"equal"**}  
  
*# тип токена*Token = namedtuple(**'Token'**, [**'type'**, **'value'**])  
  
  
**def** get\_tokens(string):  
 *"""  
 Функція за рядком повертає список токенів типу Token* **:param** *string: рядок* **:return***: список токенів  
 """* tokens = []  
 **while** string:  
 next\_tok, string = \_get\_next\_token(string)  
*# print(next\_tok, string)* **if** next\_tok:  
 tokens.append(next\_tok)  
 **return** tokens  
  
**def** \_get\_next\_token(string):  
 *"""  
 Функція повертає наступний токен та залишок рядка  
 Використовує внутрішні функції \_get\_constant, \_get\_variable* **:param** *string: рядок* **:return***: next\_tok - наступний токен, якщо є, або None* **:return***: string - залишок рядка  
 """* string = string.strip()  
 **if not** string:  
 **return None**, string  
  
 **if** string[0] **in** TOKEN\_TYPES:  
 next\_tok = Token(TOKEN\_TYPES[string[0]], string[0])  
 string = string[1:]  
 **else**:  
 num, s = \_get\_constant(string)  
 **if** num:  
 next\_tok = Token(**"constant"**, num)  
 string = s  
 **else**:  
 var, s = \_get\_variable(string)  
 **if** var:  
 next\_tok = Token(**"variable"**, var)  
 string = s  
 **else**:  
 next\_tok = Token(**"other"**, string[0])  
 string = string[1:]  
  
 **return** next\_tok, string  
  
  
**def** \_get\_constant(string):  
 *"""  
 Функція за рядком повертає константу (якщо є) та залишок рядка* **:param** *string: рядок* **:return***: константа (або порожній рядок), залишок рядка  
 """* **if not** string **or not** string[0].isdigit():  
 **return ""**, string  
  
 k = 0  
 **for** i, c **in** enumerate(string):  
 **if not** c.isdigit() **and** c != **'.' or** c == **'.' and** k > 1:  
 **break  
 if** c == **'.'**:  
 k += 1  
 **else**:  
 i += 1  
  
 **return** string[:i], string[i:]  
  
  
**def** \_get\_variable(string):  
 *"""  
 Функція за рядком повертає змінну (якщо є) та залишок рядка* **:param** *string: рядок* **:return***: змінна (або порожній рядок), залишок рядка  
 """* **if not** string **or not** string[0].isalpha() **and** string[0] != **'\_'**:  
 **return ""**, string  
  
 **for** i, c **in** enumerate(string):  
 **if not** c.isalnum() **and** c != **'\_'**:  
 **break  
 else**:  
 i += 1  
  
 **return** string[:i], string[i:]  
  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 success = get\_tokens(**"(((ab1\_ - 345.56)(\*/.2{\_cde23"**) == (  
 [Token(type=**'left\_paren'**, value=**'('**),  
 Token(type=**'left\_paren'**, value=**'('**),  
 Token(type=**'left\_paren'**, value=**'('**),  
 Token(type=**'variable'**, value=**'ab1\_'**),  
 Token(type=**'operation'**, value=**'-'**),  
 Token(type=**'constant'**, value=**'345.56'**),  
 Token(type=**'right\_paren'**, value=**')'**),  
 Token(type=**'left\_paren'**, value=**'('**),  
 Token(type=**'operation'**, value=**'\*'**),  
 Token(type=**'operation'**, value=**'/'**),  
 Token(type=**'other'**, value=**'.'**),  
 Token(type=**'constant'**, value=**'2'**),  
 Token(type=**'other'**, value=**'{'**),  
 Token(type=**'variable'**, value=**'\_cde23'**)])  
  
 success = success **and** get\_tokens(**"x = (a + b)"**)==[  
 Token(type=**'variable'**, value=**'x'**),  
 Token(type=**'equal'**, value=**'='**),  
 Token(type=**'left\_paren'**, value=**'('**),  
 Token(type=**'variable'**, value=**'a'**),  
 Token(type=**'operation'**, value=**'+'**),  
 Token(type=**'variable'**, value=**'b'**),  
 Token(type=**'right\_paren'**, value=**')'**)]  
 print(**"Success ="**, success)

Модуль syntax\_analyzer

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для перевірки синтаксичної правильності виразу та присвоєння.  
  
Вираз може мати вигляд:  
(abc + 123.5)\*d2-3/(x+y)  
Вираз може містити:  
 змінні - ідентифікатори  
 константи - дійсні або цілі числа без знаку  
 знаки операцій: +, -, \*, /  
 дужки: (, )  
  
Присвоєння - це  
  
<змінна> = <вираз>  
наприклад  
 x = a + b  
  
Метод check\_expression\_syntax за заданим списком токенів  
для виразу має повернути  
булівське значення та (можливо) помилку  
Кожний токен - це кортеж: (<тип токену>, <значення токену>)  
Перевірка робиться на допустимість сусідніх токенів,  
правильний перший та останній токен, порожній вираз,  
правильність розставлення дужок  
  
Метод check\_assignment\_syntax за заданим списком токенів  
для присвоєння має повернути  
булівське значення та (можливо) помилку.  
"""***from** tokenizer **import** Token, get\_tokens  
  
*# словник множин допустимих наступних токеныв для заданого токена*VALID\_PAIRS = {**"variable"**: {**"operation"**, **"right\_paren"**},  
 **"constant"**: {**"operation"**, **"right\_paren"**},  
 **"operation"**: {**"variable"**, **"constant"**, **"left\_paren"**},  
 **"left\_paren"**: {**"left\_paren"**, **"variable"**, **"constant"**},  
 **"right\_paren"**: {**"right\_paren"**, **"operation"**},  
 **"other"**: set()}  
  
*# словник помилок*ERRORS = {**"invalid\_pair"**: **"Недопустима пара токенів {}, {}"**,  
 **"incorrect\_parens"**: **"Неправильно розставлені дужки"**,  
 **"empty\_expr"**: **"Порожній вираз"**}  
  
**class** SyntaxAnalyzer:  
 **def** \_\_init\_\_(self, tokens):  
 self.\_tokens = tokens[:]  
   
 **def** check\_expression\_syntax(self):  
 *"""  
 Метод перевіряє синтаксичну правильність виразу за списком токенів.  
 Використовує внутрішні методи \_check\_parens, \_check\_pair  
 Повертає булівське значення та рядок помилки.  
 Якщо помилки немає, то повертає порожній рядок* **:param** *tokens: список токенів* **:return***: sucess - булівське значення* **:return***: error - рядок помилки  
 """* self.\_tokens = [Token(**"left\_paren"**, **"("**)] + self.\_tokens + [Token(**"right\_paren"**, **")"**)]  
 **if** len(self.\_tokens) == 2:  
 **return False**, ERRORS[**"empty\_expr"**]  
   
 **if not** self.\_check\_parens():  
 **return False**, ERRORS[**"incorrect\_parens"**]  
   
 **for** i **in** range(len(self.\_tokens) - 1):  
 **if not** self.\_check\_pair(self.\_tokens[i], self.\_tokens[i + 1]):  
 **return False**, ERRORS[**"invalid\_pair"**].format(self.\_tokens[i],  
 self.\_tokens[i + 1])  
 **return True**, **""  
   
   
 def** \_check\_parens(self):  
 *"""  
 Метод перевіряє чи правильно розставлені дужки у виразі.  
 Повертає булівське значення* **:param** *tokens: список токенів* **:return***: sucess - булівське значення  
 """* depth = 0  
 **for** tok **in** self.\_tokens:  
 **if** tok.type == **"left\_paren"**:  
 depth += 1  
 **elif** tok.type == **"right\_paren"**:  
 depth -= 1  
 **if** depth < 0:  
 **break  
   
 return** depth == 0  
   
   
 **def** \_check\_pair(self, tok, next\_tok):  
 *"""  
 Метод перевіряє чи правильна пара токенів.  
 Повертає булівське значення* **:param** *tok: поточний токен* **:param** *next\_tok: наступний токен* **:return***: sucess - булівське значення  
 """* **return** next\_tok.type **in** VALID\_PAIRS[tok.type]  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 analyzer = SyntaxAnalyzer(get\_tokens(**"(((ab1\_ - 345.56)(\*/.2{\_cde23"**))  
 success1, error1 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**"(ab1\_ - 345.56)\*/.2\_cde23"**))  
 success2, error2 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**" - 345.56\*/.2\_cde23"**))  
 success3, error3 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**"2 - 345.56 \*"**))  
 success4, error4 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**"2 - .2"**))  
 success5, error5 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**" "**))  
 success6, error6 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**"((abc -3 \* b2) + d5 / 7)"**))  
 success7, error7 = analyzer.check\_expression\_syntax()  
  
 success = (  
 **not** success1 **and** error1 == **'Неправильно розставлені дужки' and  
 not** success2 **and** error2 ==  
 **"Недопустима пара токенів Token(type='operation', value='\*'),"  
 " Token(type='operation', value='/')" and  
 not** success3 **and not** success4 **and  
 not** success5 **and** error5 ==  
 **"Недопустима пара токенів Token(type='operation', value='-'), "  
 "Token(type='other', value='.')" and  
 not** success6 **and** error6 == **"Порожній вираз" and** success7 **and** error7 == **""** )  
  
 print(**"Success ="**, success)

Модуль storage

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для реалізації пам'яті, що складається зі змінних.  
  
Змінні можуть мати числові значення цілого або дійсного типу  
  
"""  
  
# словник, що співствляє коди помилок до їх описи*ERRORS = {0: **""**,  
 1: **"Змінна вже є у пам'яті"**,  
 2: **"Змінна не існує"**,  
 3: **"Змінна невизначена"**}  
  
  
**class** Storage():  
 **def** \_\_init\_\_(self):  
 self.\_storage = {} *# пам'ять* self.\_last\_error = 0 *# код помилки останньої операції* **def** add(self, variable):  
 *"""  
 Метод додає змінну у память.  
 Якщо така змінна вже існує, то встановлює помилку* **:param** *variable: змінна* **:return***: None  
 """* **if** variable **in** self.\_storage:  
 self.\_last\_error = 1  
 **else**:  
 self.\_last\_error = 0  
 self.\_storage[variable] = **None  
  
 def** is\_in(self, variable):  
 *"""  
 Метод перевіряє, чи є змінна у пам'яті.* **:param** *variable: змінна* **:return***: булівське значенна (True, якщо є)  
 """* self.\_last\_error = 0  
 **return** variable **in** self.\_storage  
  
 **def** get(self, variable):  
 *"""  
 Метод повертає значення змінної.  
 Якщо така змінна не існує або невизначена (==None),  
 то встановлює відповідну помилку* **:param** *variable: змінна* **:return***: значення змінної  
 """* **if** variable **not in** self.\_storage:  
 self.\_last\_error = 2  
 value = **None  
 elif** self.\_storage[variable] **is None**:  
 self.\_last\_error = 3  
 value = **None  
 else**:  
 self.\_last\_error = 0  
 value = self.\_storage[variable]  
 **return** value  
  
 **def** set(self, variable, value):  
 *"""  
 Метод встановлює значення змінної  
 Якщо змінна не існує, повертає помилку* **:param** *variable: змінна* **:param** *value: нове значення* **:return***: None  
 """* **if** variable **not in** self.\_storage:  
 self.\_last\_error = 2  
 **else**:  
 self.\_last\_error = 0  
 self.\_storage[variable] = value  
  
 **def** input\_var(self, variable):  
 *"""  
 Метод здійснює введення з клавіатури та встановлення значення змінної  
 Якщо змінна не існує, повертає помилку* **:param** *variable: змінна* **:return***: None  
 """* **if** variable **not in** self.\_storage:  
 self.\_last\_error = 2  
 **else**:  
 self.\_last\_error = 0  
 self.\_storage[variable] = float(input(**"{} = ? "**.format(variable)))  
  
 **def** input\_all(self):  
 *"""  
 Метод здійснює введення з клавіатури та встановлення значення  
 усіх змінних з пам'яті* **:return***: None  
 """* self.\_last\_error = 0  
 **for** variable **in** self.\_storage:  
 self.input\_var(variable)  
  
 **def** clear(self):  
 *"""  
 Метод видаляє усі змінні з пам'яті* **:return***: None  
 """* self.\_last\_error = 0  
 self.\_storage.clear()  
  
 **def** get\_last\_error(self):  
 *"""  
 Метод повертає код останньої помилки code  
 Для виведення повідомлення треба взяти  
 storage.ERRORS[code]  
 усіх змінних з пам'яті* **:return***: код останньої помилки  
 """* code = self.\_last\_error  
 **return** code  
  
 **def** get\_all(self):  
 *"""  
 Метод повертає словник змінних пам'яті* **:return***: словник змінних  
 """* **return** self.\_storage  
  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 store = Storage()  
 store.add(**"a"**)  
 success = store.get\_last\_error() == 0  
 store.add(**"a"**)  
 success = success **and** store.get\_last\_error() == 1  
 c = store.get(**"a"**)  
 success = success **and** c == **None and** store.get\_last\_error() == 3  
 c = store.get(**"b"**)  
 success = success **and** c == **None and** store.get\_last\_error() == 2  
 store.set(**"a"**, 1)  
 success = success **and** store.get\_last\_error() == 0  
 c = store.get(**"a"**)  
 success = success **and** c == 1 **and** store.get\_last\_error() == 0  
 store.set(**"b"**, 2)  
 success = success **and** store.get\_last\_error() == 2  
 store.add(**"x"**)  
 store.input\_var(**"x"**) *# ввести значення x = 2* success = success **and** store.get\_last\_error() == 0  
 f = store.get(**"x"**)  
 success = success **and** f == 2 **and** store.get\_last\_error() == 0  
 store.clear()  
 success = success **and** store.get\_last\_error() == 0  
 store.add(**"a"**)  
 success = success **and** store.get\_last\_error() == 0  
 store.add(**"d"**)  
 success = success **and** store.get\_last\_error() == 0  
 store.input\_all() *# ввести значення a = 3, d = 4* success = success **and** store.get\_last\_error() == 0  
 c = store.get(**"a"**)  
 success = success **and** c == 3 **and** store.get\_last\_error() == 0  
 f = store.get(**"d"**)  
 success = success **and** f == 4 **and** store.get\_last\_error() == 0  
 success = success **and** store.is\_in(**"a"**)  
 success = success **and** {**"a"**, **"d"**} == set(store.get\_all().keys())  
  
 print(**"Success ="**, success)

Головний модуль (повністю відправляється студентам разом з кістяком інших модулів).

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для перевірки роботи модулів  
tokenizer  
syntax\_analyzer  
storage  
та обчислення значення простого виразу (сума доданків)  
  
"""***from** tokenizer **import** get\_tokens  
**from** syntax\_analyzer **import** SyntaxAnalyzer  
**from** storage **import** Storage  
  
**def** fill\_storage(tokens, store):  
 **for** tok **in** tokens:  
 **if** tok.type == **"variable"**:  
 store.add(tok.value)  
  
  
**def** compute\_sum(tokens, store):  
 s = 0  
 **for** tok **in** tokens:  
 **if** tok.type == **"constant"**:  
 value = float(tok.value)  
 s += value  
 **elif** tok.type == **"variable"**:  
 value = store.get(tok.value)  
 s += value  
 **return** s  
  
  
expression = **"5 + a + 3"**tokens = get\_tokens(expression)  
  
analyzer = SyntaxAnalyzer(tokens)  
success, error = analyzer.check\_expression\_syntax()  
  
**if** success:  
 store = Storage()  
 fill\_storage(tokens, store)  
 store.set(**"a"**, 2)  
 s = compute\_sum(tokens, store)  
 success = s == 10  
  
print(**"Success ="**, success)

Кістяк модуля tokenizer з глобальними константами та реалізованою функцією \_get\_variable.

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для синтаксичного розбору виразу по частинах.  
  
Вираз може мати вигляд:  
(abc + 123.5)\*d2-3/(x+y)  
Вираз може містити:  
 змінні - ідентифікатори  
 константи - дійсні або цілі числа без знаку  
 знаки операцій: +, -, \*, /  
 дужки: (, )  
  
Функція get\_tokens за заданим виразом має повертати  
послідовність лексем - токенів  
Кожний токен - це кортеж: (<тип токену>, <значення токену>)  
"""***from** collections **import** namedtuple  
  
*# типи токенів*TOKEN\_TYPE = (**"variable"**,  
 **"constant"**,  
 **"operation"**,  
 **"left\_paren"**,  
 **"right\_paren"**,  
 **"other"**)  
  
*# словник фіксованих токенів, що складаються з одного символа*TOKEN\_TYPES = {**"+"**: **"operation"**,  
 **"-"**: **"operation"**,  
 **"\*"**: **"operation"**,  
 **"/"**: **"operation"**,  
 **"("**: **"left\_paren"**,  
 **")"**: **"right\_paren"**}  
  
*# тип токена*Token = namedtuple(**'Token'**, [**'type'**, **'value'**])  
  
  
**def** get\_tokens(string):  
 *"""  
 Функція за рядком повертає список токенів типу Token* **:param** *string: рядок* **:return***: список токенів  
 """***def** \_get\_next\_token(string):  
 *"""  
 Функція повертає наступний токен та залишок рядка  
 Використовує внутрішні функції \_get\_constant, \_get\_variable* **:param** *string: рядок* **:return***: next\_tok - наступний токен, якщо є, або None* **:return***: string - залишок рядка  
 """***def** \_get\_constant(string):  
 *"""  
 Функція за рядком повертає константу (якщо є) та залишок рядка* **:param** *string: рядок* **:return***: константа (або порожній рядок), залишок рядка  
 """***def** \_get\_variable(string):  
 *"""  
 Функція за рядком повертає змінну (якщо є) та залишок рядка* **:param** *string: рядок* **:return***: змінна (або порожній рядок), залишок рядка  
 """* **if not** string **or not** string[0].isalpha() **and** string[0] != **'\_'**:  
 **return ""**, string  
  
 **for** i, c **in** enumerate(string):  
 **if not** c.isalnum() **and** c != **'\_'**:  
 **break  
 else**:  
 i += 1  
  
 **return** string[:i], string[i:]  
  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 success = get\_tokens(**"(((ab1\_ - 345.56)(\*/.2{\_cde23"**) == (  
 [Token(type=**'left\_paren'**, value=**'('**),  
 Token(type=**'left\_paren'**, value=**'('**),  
 Token(type=**'left\_paren'**, value=**'('**),  
 Token(type=**'variable'**, value=**'ab1\_'**),  
 Token(type=**'operation'**, value=**'-'**),  
 Token(type=**'constant'**, value=**'345.56'**),  
 Token(type=**'right\_paren'**, value=**')'**),  
 Token(type=**'left\_paren'**, value=**'('**),  
 Token(type=**'operation'**, value=**'\*'**),  
 Token(type=**'operation'**, value=**'/'**),  
 Token(type=**'other'**, value=**'.'**),  
 Token(type=**'constant'**, value=**'2'**),  
 Token(type=**'other'**, value=**'{'**),  
 Token(type=**'variable'**, value=**'\_cde23'**)])  
 print(**"Success ="**, success)

Кістяк модуля syntax\_analyzer з глобальними константами та реалізованим конструктором класу SyntaxAnalyzer.

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для перевірки синтаксичної правильності виразу та присвоєння.  
  
Вираз може мати вигляд:  
(abc + 123.5)\*d2-3/(x+y)  
Вираз може містити:  
 змінні - ідентифікатори  
 константи - дійсні або цілі числа без знаку  
 знаки операцій: +, -, \*, /  
 дужки: (, )  
  
Присвоєння - це  
  
<змінна> = <вираз>  
наприклад  
 x = a + b  
  
Метод check\_expression\_syntax за заданим списком токенів  
для виразу має повернути  
булівське значення та (можливо) помилку  
Кожний токен - це кортеж: (<тип токену>, <значення токену>)  
Перевірка робиться на допустимість сусідніх токенів,  
правильний перший та останній токен, порожній вираз,  
правильність розставлення дужок  
  
Метод check\_assignment\_syntax за заданим списком токенів  
для присвоєння має повернути  
булівське значення та (можливо) помилку.  
"""***from** tokenizer **import** Token, get\_tokens  
  
*# словник множин допустимих наступних токеныв для заданого токена*VALID\_PAIRS = {**"variable"**: {**"operation"**, **"right\_paren"**},  
 **"constant"**: {**"operation"**, **"right\_paren"**},  
 **"operation"**: {**"variable"**, **"constant"**, **"left\_paren"**},  
 **"left\_paren"**: {**"left\_paren"**, **"variable"**, **"constant"**},  
 **"right\_paren"**: {**"right\_paren"**, **"operation"**},  
 **"other"**: set()}  
  
*# словник помилок*ERRORS = {**"invalid\_pair"**: **"Недопустима пара токенів {}, {}"**,  
 **"incorrect\_parens"**: **"Неправильно розставлені дужки"**,  
 **"empty\_expr"**: **"Порожній вираз"**}  
  
  
**class** SyntaxAnalyzer:  
 **def** \_\_init\_\_(self, tokens):  
 self.\_tokens = tokens[:] *# список токенів* **def** check\_expression\_syntax(self):  
 *"""  
 Метод перевіряє синтаксичну правильність виразу за списком токенів.  
 Використовує внутрішні методи \_check\_parens, \_check\_pair  
 Повертає булівське значення та рядок помилки.  
 Якщо помилки немає, то повертає порожній рядок* **:param** *tokens: список токенів* **:return***: sucess - булівське значення* **:return***: error - рядок помилки  
 """* **def** \_check\_parens(self):  
 *"""  
 Метод перевіряє чи правильно розставлені дужки у виразі.  
 Повертає булівське значення* **:param** *tokens: список токенів* **:return***: sucess - булівське значення  
 """* **def** \_check\_pair(self, tok, next\_tok):  
 *"""  
 Метод перевіряє чи правильна пара токенів.  
 Повертає булівське значення* **:param** *tok: поточний токен* **:param** *next\_tok: наступний токен* **:return***: sucess - булівське значення  
 """***if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 analyzer = SyntaxAnalyzer(get\_tokens(**"(((ab1\_ - 345.56)(\*/.2{\_cde23"**))  
 success1, error1 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**"(ab1\_ - 345.56)\*/.2\_cde23"**))  
 success2, error2 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**" - 345.56\*/.2\_cde23"**))  
 success3, error3 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**"2 - 345.56 \*"**))  
 success4, error4 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**"2 - .2"**))  
 success5, error5 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**" "**))  
 success6, error6 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzer(get\_tokens(**"((abc -3 \* b2) + d5 / 7)"**))  
 success7, error7 = analyzer.check\_expression\_syntax()  
  
 success = (  
 **not** success1 **and** error1 == **'Неправильно розставлені дужки' and  
 not** success2 **and** error2 ==  
 **"Недопустима пара токенів Token(type='operation', value='\*'),"  
 " Token(type='operation', value='/')" and  
 not** success3 **and not** success4 **and  
 not** success5 **and** error5 ==  
 **"Недопустима пара токенів Token(type='operation', value='-'), "  
 "Token(type='other', value='.')" and  
 not** success6 **and** error6 == **"Порожній вираз" and** success7 **and** error7 == **""** )  
  
 print(**"Success ="**, success)

Кістяк модуля storage з глобальними константами, реалізованим конструктором та методом set класу Storage.

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
  
"""  
Модуль призначено для реалізації пам'яті, що складається зі змінних.  
  
Змінні можуть мати числові значення цілого або дійсного типу  
  
"""  
  
# словник, що співствляє коди помилок до їх описи*ERRORS = {0: **""**,  
 1: **"Змінна вже є у пам'яті"**,  
 2: **"Змінна не існує"**,  
 3: **"Змінна невизначена"**}  
  
  
**class** Storage():  
 **def** \_\_init\_\_(self):  
 self.\_storage = {} *# пам'ять* self.\_last\_error = 0 *# код помилки останньої операції* **def** add(self, variable):  
 *"""  
 Метод додає змінну у память.  
 Якщо така змінна вже існує, то встановлює помилку* **:param** *variable: змінна* **:return***: None  
 """* **def** is\_in(self, variable):  
 *"""  
 Метод перевіряє, чи є змінна у пам'яті.* **:param** *variable: змінна* **:return***: булівське значенна (True, якщо є)  
 """* **def** get(self, variable):  
 *"""  
 Метод повертає значення змінної.  
 Якщо така змінна не існує або невизначена (==None),  
 то встановлює відповідну помилку* **:param** *variable: змінна* **:return***: значення змінної  
 """* **def** set(self, variable, value):  
 *"""  
 Метод встановлює значення змінної  
 Якщо змінна не існує, повертає помилку* **:param** *variable: змінна* **:param** *value: нове значення* **:return***: None  
 """* **if** variable **not in** self.\_storage:  
 self.\_last\_error = 2  
 **else**:  
 self.\_last\_error = 0  
 self.\_storage[variable] = value  
  
 **def** input\_var(self, variable):  
 *"""  
 Метод здійснює введення з клавіатури та встановлення значення змінної  
 Якщо змінна не існує, повертає помилку* **:param** *variable: змінна* **:return***: None  
 """* **def** input\_all(self):  
 *"""  
 Метод здійснює введення з клавіатури та встановлення значення  
 усіх змінних з пам'яті* **:return***: None  
 """* **def** clear(self):  
 *"""  
 Метод видаляє усі змінні з пам'яті* **:return***: None  
 """* **def** get\_last\_error(self):  
 *"""  
 Метод повертає код останньої помилки code  
 Для виведення повідомлення треба взяти  
 storage.ERRORS[code]  
 усіх змінних з пам'яті* **:return***: код останньої помилки  
 """* **def** get\_all(self):  
 *"""  
 Метод повертає словник змінних пам'яті* **:return***: словник змінних  
 """***if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 store = Storage()  
 store.add(**"a"**)  
 success = store.get\_last\_error() == 0  
 store.add(**"a"**)  
 success = success **and** store.get\_last\_error() == 1  
 c = store.get(**"a"**)  
 success = success **and** c == **None and** store.get\_last\_error() == 3  
 c = store.get(**"b"**)  
 success = success **and** c == **None and** store.get\_last\_error() == 2  
 store.set(**"a"**, 1)  
 success = success **and** store.get\_last\_error() == 0  
 c = store.get(**"a"**)  
 success = success **and** c == 1 **and** store.get\_last\_error() == 0  
 store.set(**"b"**, 2)  
 success = success **and** store.get\_last\_error() == 2  
 store.add(**"x"**)  
 store.input\_var(**"x"**) *# ввести значення x = 2* success = success **and** store.get\_last\_error() == 0  
 f = store.get(**"x"**)  
 success = success **and** f == 2 **and** store.get\_last\_error() == 0  
 store.clear()  
 success = success **and** store.get\_last\_error() == 0  
 store.add(**"a"**)  
 success = success **and** store.get\_last\_error() == 0  
 store.add(**"d"**)  
 success = success **and** store.get\_last\_error() == 0  
 store.input\_all() *# ввести значення a = 3, d = 4* success = success **and** store.get\_last\_error() == 0  
 c = store.get(**"a"**)  
 success = success **and** c == 3 **and** store.get\_last\_error() == 0  
 f = store.get(**"d"**)  
 success = success **and** f == 4 **and** store.get\_last\_error() == 0  
 success = success **and** store.is\_in(**"a"**)  
 success = success **and** {**"a"**, **"d"**} == set(store.get\_all().keys())  
  
 print(**"Success ="**, success)

# Групове завдання 16. Інтерпретатор лінійних програм. Крок 2

## Текст завдання

Треба розробити (доробити) модулі tokenizer, syntax\_analyzer\_ext, code\_generator згідно специфікації.

Це завдання продовжує завдання 15.

Треба

1. У модулі tokenizer забезпечити повернення токену для символу ‘=’ (тип “equal”) та перевірити правильність виконання.
2. Реалізувати модуль syntax\_analyzer\_ext, де описати клас SyntaxAnalyzerExt як нащадок SyntaxAnalyzer, у ньому описати метод check\_assignment\_syntax для перевірки синтаксису присвоєння.
3. Модуль storage та клас Storage не змінюються.
4. Реалізувати модуль , code\_generator та клас CodeGenerator для генерації низькорівневого програмного коду для обчислення виразів та реалізації присвоєнь.

Синтаксична діаграма виразу, близька до нашої задачі, зображена на рисунку нижче. Зокрема, у нас по-іншому позначаються змінні та константи (що не впливає на побудову коду). Все інше – відповідає.

Код програми розраховано на виконання з використанням стеку. Стек – це список, до якого ми можемо додавати елементи у кінець та забирати елементи з кінця. У стеку будуть зберігатись числа: константи та значення змінних, які вказано у виразі. Тому ці числа потрібно завантажити (додати) до стеку.

Для завантаження існують команди

*("LOADC", <число>) - завантажити число у стек  
("LOADV", <змінна>) - завантажити значення змінної у стек  
 (використовується storage)*

Арифметичні дії будуть виконуватись командами

*("ADD", None) - обчислити суму двох верхніх елементів стеку  
("SUB", None) - обчислити різницю двох верхніх елементів стеку  
("MUL", None) - обчислити добуток двох верхніх елементів стеку  
("DIV", None) - обчислити частку від ділення двох верхніх елементів стеку*

Результат кожної арифметичної дії має завантажуватись у стек.

Присвоєння буде виконуватись командою

*("SET", <змінна>) - встановити (присвоїти) значення змінної  
 у пам'яті (storage) рівним  
 значенню останнього елементу стеку*

При присвоєнні елемент забирається зі стеку

Специфікація для пришвидшення розробки надається у вигляді «кістяка» модулів у файлах .py у окремому архіві.

Після розробки кожного модуля його треба запустити окремо та досягти виведення значення

Success = True

Основну частину кожного модуля після

**if** \_\_name\_\_ == **"\_\_main\_\_"**:

не змінювати (можна вставляти print для налагодження)

Усі функції модуля мають бути реалізовані

Заголовки функцій не змінювати

Можна додавати власні внутрішні функції у модулі, якщо потрбіно.

Після завершення розробки модулів запустити модуль main та впевнитись, що виводиться

Success = True

Для неповних команд (з 2 або одного студента) достатньо реалізувати частину модулів по порядку (syntax\_analyzer\_ext, code\_generator)
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## Необхідні передумови

Засвоєння Теми 13 «Класи та об’єкти».

## Мета завдання

Навчитись писати програми за заданою специфікацією у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо писати код модулів tokenizer, syntax\_analyzer\_ext, code\_generator.

## Зауваження щодо вирішення завдання

Це завдання є другим з 3 послідовних завдань, мета яких – написати власний інтерпретатор, який дозволить виконувати прості лінійні програми у мові, подібній до Python.

Перед заняттям студентам розсилається «кістяк» модулів, які треба наповнити програмним кодом. У кожному модулі є документація щодо розроблюваної функціональності. Кістяк модулів для даного заняття наведений після повного тексту програми. Також можуть розсилатись модулі з попереднього завдання (syntax\_analyzer та/або storage), якщо вони не були реалізовані жодною командою на попередньому занятті.

Також студенти повинні мати можливість після заняття і до наступного заняття обмінюватись працюючими модулями, які знадобляться для наступного заняття.

## Рекомендації щодо перевірки результатів

Перевірити правильність виконання тестів окремих модулів та головного модуля.

## Текст програми з розв’язками

Текст модуля . tokenizer у фінальному вигляді міститься у попередньому завданні

Модуль syntax\_analyzer\_ext

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для перевірки синтаксичної правильності виразу та присвоєння.  
  
Вираз може мати вигляд:  
(abc + 123.5)\*d2-3/(x+y)  
Вираз може містити:  
 змінні - ідентифікатори  
 константи - дійсні або цілі числа без знаку  
 знаки операцій: +, -, \*, /  
 дужки: (, )  
  
Присвоєння - це  
  
<змінна> = <вираз>  
наприклад  
 x = a + b  
  
  
Метод check\_assignment\_syntax за заданим списком токенів  
для присвоєння має повернути  
булівське значення та (можливо) помилку.  
"""***from** tokenizer **import** Token, get\_tokens  
**from** syntax\_analyzer **import** SyntaxAnalyzer  
  
*# словник помилок*ERRORS = {**"invalid\_pair"**: **"Недопустима пара токенів {}, {}"**,  
 **"incorrect\_parens"**: **"Неправильно розставлені дужки"**,  
 **"empty\_expr"**: **"Порожній вираз"**,  
 **"incorrect\_assignment"**: **"Неправильне присвоєння"**}  
  
**class** SyntaxAnalyzerExt(SyntaxAnalyzer):  
 **def** \_\_init\_\_(self, tokens):  
 SyntaxAnalyzer.\_\_init\_\_(self, tokens)  
  
 **def** check\_assignment\_syntax(self):  
 *"""  
 Метод перевіряє синтаксичну правильність присвоєння за списком токенів.  
 Повертає булівське значення та рядок помилки.  
 Якщо помилки немає, то повертає порожній рядок.  
 Використовує метод check\_expression\_syntax* **:param** *tokens: список токенів* **:return***: sucess - булівське значення* **:return***: error - рядок помилки  
 """* **if** len(self.\_tokens) < 2 **or** \  
 self.\_tokens[0].type != **"variable" or** \  
 self.\_tokens[1].type != **"equal"**:  
 **return False**, ERRORS[**"incorrect\_assignment"**]  
  
 tokens\_copy = self.\_tokens[:]  
 self.\_tokens = self.\_tokens[2:]  
 result = self.check\_expression\_syntax()  
 self.\_tokens = tokens\_copy  
 **return** result  
  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"(((ab1\_ - 345.56)(\*/.2{\_cde23"**))  
 success1, error1 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"(ab1\_ - 345.56)\*/.2\_cde23"**))  
 success2, error2 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**" - 345.56\*/.2\_cde23"**))  
 success3, error3 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"2 - 345.56 \*"**))  
 success4, error4 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"2 - .2"**))  
 success5, error5 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**" "**))  
 success6, error6 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"((abc -3 \* b2) + d5 / 7)"**))  
 success7, error7 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"x + y"**))  
 success8, error8 = analyzer.check\_assignment\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"x ="**))  
 success9, error9 = analyzer.check\_assignment\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"x = (a+b)"**))  
 success10, error10 = analyzer.check\_assignment\_syntax()  
  
 success = (  
 **not** success1 **and** error1 == **'Неправильно розставлені дужки' and  
 not** success2 **and** error2 ==  
 **"Недопустима пара токенів Token(type='operation', value='\*'),"  
 " Token(type='operation', value='/')" and  
 not** success3 **and not** success4 **and  
 not** success5 **and** error5 ==  
 **"Недопустима пара токенів Token(type='operation', value='-'), "  
 "Token(type='other', value='.')" and  
 not** success6 **and** error6 == **"Порожній вираз" and** success7 **and** error7 == **"" and  
 not** success8 **and** error8 == **"Неправильне присвоєння" and  
 not** success9 **and** error9 == **"Порожній вираз" and** success10 **and** error10 == **""** )  
  
 print(**"Success ="**, success)

Модуль code\_generator

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для генерації коду за списком рядків програми.  
Генератор коду повертає список команд.  
Кожна команда - це кортеж: (<код\_команди>, <операнд>)  
  
У подальшому обчислення будуть виконуватись з використанням стеку.  
Стек - це список, у який ми можемо додавати до кінця та брати з кінця числа.  
  
Для виконання арифметичної операції буде братись  
два останніх числа зі стеку,  
обчислювати результат операції та додавати результат до стеку.  
Тому генератор повинен згенерувати команди  
завантаження змінних та констант до стеку  
а також виконання арифметичних операцій та присвоєння.  
  
Допустимі команди:  
("LOADC", <число>) - завантажити число у стек  
("LOADV", <змінна>) - завантажити значення змінної у стек  
 (використовується storage)  
("ADD", None) - обчислити суму двох верхніх елементів стеку  
("SUB", None) - обчислити різницю двох верхніх елементів стеку  
("MUL", None) - обчислити добуток двох верхніх елементів стеку  
("DIV", None) - обчислити частку від ділення двох верхніх елементів стеку  
("SET", <змінна>) - встановити (присвоїти) значення змінної  
 у пам'яті (storage) рівним  
 значенню останнього елементу стеку  
  
Генерація коду виконується за допомогою рекурсивного розбору виразу.  
Вираз (expression) представляється як один доданок (term) або сума (різниця)  
багатьох доданків.  
Доданок (term) представляється як один множник (factor) або добуток  
(частка від ділення) багатьох множників.  
Множник (factor) представляється як константа або змінна,  
або вираз (expression) у дужках.  
  
Під час розбору кожен метод забирає токени зі списку токенів tokens,  
а також додає команди до списку команд code  
"""***from** storage **import** Storage  
**from** tokenizer **import** get\_tokens  
**from** syntax\_analyzer\_ext **import** SyntaxAnalyzerExt  
  
COMMANDS = (**"LOADC"**,  
 **"LOADV"**,  
 **"ADD"**,  
 **"SUB"**,  
 **"MUL"**,  
 **"DIV"**,  
 **"SET"**)  
  
**class** CodeGenerator:  
 **def** \_\_init\_\_(self, program\_lines, storage):  
 self.\_storage = storage  
 self.\_program\_lines = program\_lines  
  
 **def** generate\_code(self):  
 *"""  
 Метод генерує код за списком рядків програми program\_lines  
 Повертає програмний код у вигляді списку кортежів  
 (<код\_команди>, <операнд>)  
 Також, якщо під час генерації коду або аналізу виникає помилка,  
 то повертає текст помилки. Якщо помилки немає, то повертає порожній рядок.  
 Побічний ефект: очищує пам'ять.* **:param** *program\_lines: список рядків програми* **:return***: список команд - кортежів (<код\_команди>, <операнд>)* **:return***: текст помилки  
 """* code = []  
 self.\_storage.clear()  
 **for** program\_line **in** self.\_program\_lines:  
 line\_code, error = self.\_generate\_line\_code(program\_line)  
 **if** error:  
 **break** code += line\_code  
 **return** code, error  
  
 **def** \_generate\_line\_code(self, program\_line):  
 *"""  
 Метод генерує код за рядком програми program\_line.  
 Рядок програми має бути присвоэнням виду x = e,  
 де x - змінна, e - вираз, або порожнім рядком.  
 Використовує модулі tokenizer та syntax\_analyzer для розбору  
 та аналізу правильності синтаксису рядка програми.  
 Використовує функцію \_expression для генерації коду виразу, після чого  
 генерує команду SET для змінної з лівої частини присвоєння, та додає  
 змінну до пам'яті (storage), якщо потрібно.  
 Якщо program\_line - порожній рядок, то функція його ігнорує.  
 Повертає програмний код для рядка програми у вигляді списку кортежів  
 (<код\_команди>, <операнд>)  
 Також, якщо під час генерації коду або аналізу виникає помилка,  
 то повертає текст помилки. Якщо помилки немає, то повертає порожній рядок.* **:param** *program\_line: рядок програми* **:return***: список команд - кортежів (<код\_команди>, <операнд>)* **:return***: текст помилки  
 """* code = []  
 tokens = get\_tokens(program\_line)  
 **if not** tokens:  
 **return** code, **""** analyzer = SyntaxAnalyzerExt(tokens)  
 success, error = analyzer.check\_assignment\_syntax()  
 **if** error:  
 **return** code, error  
  
 self.\_expression(code, tokens[2:])  
 variable = tokens[0].value  
 **if not** self.\_storage.is\_in(variable):  
 self.\_storage.add(variable)  
 code.append((**"SET"**, variable))  
 **return** code, error  
  
 **def** \_expression(self, code, tokens):  
 *"""  
 Метод генерує код за списком токенів виразу.  
 Використовує функцію \_term для генерації коду доданку, після чого,  
 поки список токенів не спорожніє і поточний токен - це операція  
 '+' або '-', знову використовує \_term для наступного доданку та  
 генерує команду ADD або SUB.  
 Побічний ефект: змінює список code та список tokens  
 (видаляє розглянуті токени)* **:param** *code: список команд - кортежів (<код\_команди>, <операнд>)* **:param** *tokens: список токенів* **:return***: None  
 """* self.\_term(code, tokens)  
  
 **while** tokens **and** tokens[0].type == **"operation"** \  
 **and** tokens[0].value **in** (**'+'**, **'-'**):  
 token = tokens.pop(0)  
 operation = token.value  
 self.\_term(code, tokens)  
 **if** operation == **'+'**:  
 code.append((**"ADD"**, **None**))  
 **elif** operation == **'-'**:  
 code.append((**"SUB"**, **None**))  
  
 **def** \_term(self, code, tokens):  
 *"""  
 Метод генерує код за списком токенів, що починається токенами доданку.  
 Використовує функцію \_factor для генерації коду множника, після чого,  
 поки список токенів не спорожніє і поточний токен - це операція  
 '\*' або '/', знову використовує \_factor для наступного множника та  
 генерує команду MUL або DIV.  
 Побічний ефект: змінює список code та список tokens  
 (видаляє розглянуті токени)* **:param** *code: список команд - кортежів (<код\_команди>, <операнд>)* **:param** *tokens: список токенів* **:return***: None  
 """* self.\_factor(code, tokens)  
 **while** tokens **and** tokens[0].type == **"operation"** \  
 **and** tokens[0].value **in** (**'\*'**, **'/'**):  
 token = tokens.pop(0)  
 operation = token.value  
 self.\_factor(code, tokens)  
 **if** operation == **'\*'**:  
 code.append((**"MUL"**, **None**))  
 **elif** operation == **'/'**:  
 code.append((**"DIV"**, **None**))  
  
 **def** \_factor(self, code, tokens):  
 *"""  
 Метод генерує код за списком токенів, що починається токенами множника.  
 Якщо перший токен - "left\_paren", то множник - це вираз у дужках і треба  
 викликати функцію \_expression, після чого пропустити праву дужку.  
 Якщо перший токен - константа або змінна, то треба згенерувати команду  
 LOADC (додатково - перетворити константу з рядка у дійсне число) або  
 LOADV (додатково - додати змінну до пам'яті, якщо необхідно).  
 Побічний ефект: змінює список code та список tokens  
 (видаляє розглянуті токени)* **:param** *code: список команд - кортежів (<код\_команди>, <операнд>)* **:param** *tokens: список токенів* **:return***: None  
 """* token = tokens.pop(0)  
 **if** token.type == **"left\_paren"**:  
 self.\_expression(code, tokens)  
 **if not** tokens **or** tokens[0].type != **"right\_paren"**:  
 print(**"Factor: ')' expected"**)  
 **return** tokens.pop(0)  
 **elif** token.type == **"constant"**:  
 code.append((**"LOADC"**, float(token.value)))  
 **elif** token.type == **"variable"**:  
 variable = token.value  
 **if not** self.\_storage.is\_in(variable):  
 self.\_storage.add(variable)  
 code.append((**"LOADV"**, variable))  
 **else**:  
 print(**"Factor: Invalid token"**, token.type)  
  
 **def** in\_storage(self, variable):  
 *"""  
 Метод перевіряє, чи міститься змінна variable у пам'яті.* **:param** *variable: ім'я змінної* **:return***: bool - и міститься змінна variable у пам'яті  
 """* **return** self.\_storage.is\_in(variable)  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 generator = CodeGenerator([**"a = b + c"**, **"y = (2 - 1"**],  
 Storage())  
 code, error = generator.generate\_code()  
 success = error == **"Неправильно розставлені дужки"** generator = CodeGenerator([**"x = 1"**,  
 **"z = (((a)))"**,  
 **"a = b + c \* (d - e)"**,  
 **"y = (2 - 1) \* (x345 + 3 \* d) / 234.5 - z"**],  
 Storage())  
 code, error = generator.generate\_code()  
 success = success **and not** error **and** \  
 code == [(**'LOADC'**, 1.0),  
 (**'SET'**, **'x'**),  
 (**'LOADV'**, **'a'**),  
 (**'SET'**, **'z'**),  
 (**'LOADV'**, **'b'**),  
 (**'LOADV'**, **'c'**),  
 (**'LOADV'**, **'d'**),  
 (**'LOADV'**, **'e'**),  
 (**'SUB'**, **None**),  
 (**'MUL'**, **None**),  
 (**'ADD'**, **None**),  
 (**'SET'**, **'a'**),  
 (**'LOADC'**, 2.0),  
 (**'LOADC'**, 1.0),  
 (**'SUB'**, **None**),  
 (**'LOADV'**, **'x345'**),  
 (**'LOADC'**, 3.0),  
 (**'LOADV'**, **'d'**),  
 (**'MUL'**, **None**),  
 (**'ADD'**, **None**),  
 (**'MUL'**, **None**),  
 (**'LOADC'**, 234.5),  
 (**'DIV'**, **None**),  
 (**'LOADV'**, **'z'**),  
 (**'SUB'**, **None**),  
 (**'SET'**, **'y'**)]  
  
 success = success **and** generator.in\_storage(**'a'**)  
 success = success **and** generator.in\_storage(**'x'**)  
  
 print(**"Success ="**, success)

Кістяк модуля tokenizer фактично повторює попереднє завдання окрмі глобальних констант:

*# типи токенів*TOKEN\_TYPE = (**"variable"**,  
 **"constant"**,  
 **"operation"**,  
 **"left\_paren"**,  
 **"right\_paren"**,  
 **"other"**,  
 **"equal"**)  
  
*# словник фіксованих токенів, що складаються з одного символа*TOKEN\_TYPES = {**"+"**: **"operation"**,  
 **"-"**: **"operation"**,  
 **"\*"**: **"operation"**,  
 **"/"**: **"operation"**,  
 **"("**: **"left\_paren"**,  
 **")"**: **"right\_paren"**,  
 **"="**: **"equal"**}

Кістяк модуля syntax\_analyzer\_ext з реалізованим конструктором класу SyntaxAnalyzerExt.

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для перевірки синтаксичної правильності виразу та присвоєння.  
  
Вираз може мати вигляд:  
(abc + 123.5)\*d2-3/(x+y)  
Вираз може містити:  
 змінні - ідентифікатори  
 константи - дійсні або цілі числа без знаку  
 знаки операцій: +, -, \*, /  
 дужки: (, )  
  
Присвоєння - це  
  
<змінна> = <вираз>  
наприклад  
 x = a + b  
  
  
Метод check\_assignment\_syntax за заданим списком токенів  
для присвоєння має повернути  
булівське значення та (можливо) помилку.  
"""***from** tokenizer **import** Token, get\_tokens  
**from** syntax\_analyzer **import** SyntaxAnalyzer  
  
*# словник помилок*ERRORS = {**"invalid\_pair"**: **"Недопустима пара токенів {}, {}"**,  
 **"incorrect\_parens"**: **"Неправильно розставлені дужки"**,  
 **"empty\_expr"**: **"Порожній вираз"**,  
 **"incorrect\_assignment"**: **"Неправильне присвоєння"**}  
  
  
**class** SyntaxAnalyzerExt(SyntaxAnalyzer):  
 **def** \_\_init\_\_(self, tokens):  
 SyntaxAnalyzer.\_\_init\_\_(self, tokens)  
  
 **def** check\_assignment\_syntax(self):  
 *"""  
 Метод перевіряє синтаксичну правильність присвоєння за списком токенів.  
 Повертає булівське значення та рядок помилки.  
 Якщо помилки немає, то повертає порожній рядок.  
 Використовує метод check\_expression\_syntax* **:param** *tokens: список токенів* **:return***: sucess - булівське значення* **:return***: error - рядок помилки  
 """***if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"(((ab1\_ - 345.56)(\*/.2{\_cde23"**))  
 success1, error1 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"(ab1\_ - 345.56)\*/.2\_cde23"**))  
 success2, error2 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**" - 345.56\*/.2\_cde23"**))  
 success3, error3 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"2 - 345.56 \*"**))  
 success4, error4 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"2 - .2"**))  
 success5, error5 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**" "**))  
 success6, error6 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"((abc -3 \* b2) + d5 / 7)"**))  
 success7, error7 = analyzer.check\_expression\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"x + y"**))  
 success8, error8 = analyzer.check\_assignment\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"x ="**))  
 success9, error9 = analyzer.check\_assignment\_syntax()  
 analyzer = SyntaxAnalyzerExt(get\_tokens(**"x = (a+b)"**))  
 success10, error10 = analyzer.check\_assignment\_syntax()  
  
 success = (  
 **not** success1 **and** error1 == **'Неправильно розставлені дужки' and  
 not** success2 **and** error2 ==  
 **"Недопустима пара токенів Token(type='operation', value='\*'),"  
 " Token(type='operation', value='/')" and  
 not** success3 **and not** success4 **and  
 not** success5 **and** error5 ==  
 **"Недопустима пара токенів Token(type='operation', value='-'), "  
 "Token(type='other', value='.')" and  
 not** success6 **and** error6 == **"Порожній вираз" and** success7 **and** error7 == **"" and  
 not** success8 **and** error8 == **"Неправильне присвоєння" and  
 not** success9 **and** error9 == **"Порожній вираз" and** success10 **and** error10 == **""** )  
  
 print(**"Success ="**, success)

Кістяк модуля code\_generator з реалізованим конструтктором класу CodeGenerator та методами \_term та in\_storage.

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для генерації коду за списком рядків програми.  
Генератор коду повертає список команд.  
Кожна команда - це кортеж: (<код\_команди>, <операнд>)  
  
У подальшому обчислення будуть виконуватись з використанням стеку.  
Стек - це список, у який ми можемо додавати до кінця та брати з кінця числа.  
  
Для виконання арифметичної операції буде братись  
два останніх числа зі стеку,  
обчислювати результат операції та додавати результат до стеку.  
Тому генератор повинен згенерувати команди  
завантаження змінних та констант до стеку  
а також виконання арифметичних операцій та присвоєння.  
  
Допустимі команди:  
("LOADC", <число>) - завантажити число у стек  
("LOADV", <змінна>) - завантажити значення змінної у стек  
 (використовується storage)  
("ADD", None) - обчислити суму двох верхніх елементів стеку  
("SUB", None) - обчислити різницю двох верхніх елементів стеку  
("MUL", None) - обчислити добуток двох верхніх елементів стеку  
("DIV", None) - обчислити частку від ділення двох верхніх елементів стеку  
("SET", <змінна>) - встановити (присвоїти) значення змінної  
 у пам'яті (storage) рівним  
 значенню останнього елементу стеку  
  
Генерація коду виконується за допомогою рекурсивного розбору виразу.  
Вираз (expression) представляється як один доданок (term) або сума (різниця)  
багатьох доданків.  
Доданок (term) представляється як один множник (factor) або добуток  
(частка від ділення) багатьох множників.  
Множник (factor) представляється як константа або змінна,  
або вираз (expression) у дужках.  
  
Під час розбору кожен метод забирає токени зі списку токенів tokens,  
а також додає команди до списку команд code  
"""***from** storage **import** Storage  
**from** tokenizer **import** get\_tokens  
**from** syntax\_analyzer\_ext **import** SyntaxAnalyzerExt  
  
COMMANDS = (**"LOADC"**,  
 **"LOADV"**,  
 **"ADD"**,  
 **"SUB"**,  
 **"MUL"**,  
 **"DIV"**,  
 **"SET"**)  
  
**class** CodeGenerator:  
 **def** \_\_init\_\_(self, program\_lines, storage):  
 self.\_storage = storage  
 self.\_program\_lines = program\_lines  
  
 **def** generate\_code(self):  
 *"""  
 Метод генерує код за списком рядків програми program\_lines  
 Повертає програмний код у вигляді списку кортежів  
 (<код\_команди>, <операнд>)  
 Також, якщо під час генерації коду або аналізу виникає помилка,  
 то повертає текст помилки. Якщо помилки немає, то повертає порожній рядок.  
 Побічний ефект: очищує пам'ять.* **:param** *program\_lines: список рядків програми* **:return***: список команд - кортежів (<код\_команди>, <операнд>)* **:return***: текст помилки  
 """* **def** \_generate\_line\_code(self, program\_line):  
 *"""  
 Метод генерує код за рядком програми program\_line.  
 Рядок програми має бути присвоэнням виду x = e,  
 де x - змінна, e - вираз, або порожнім рядком.  
 Використовує модулі tokenizer та syntax\_analyzer для розбору  
 та аналізу правильності синтаксису рядка програми.  
 Використовує функцію \_expression для генерації коду виразу, після чого  
 генерує команду SET для змінної з лівої частини присвоєння, та додає  
 змінну до пам'яті (storage), якщо потрібно.  
 Якщо program\_line - порожній рядок, то функція його ігнорує.  
 Повертає програмний код для рядка програми у вигляді списку кортежів  
 (<код\_команди>, <операнд>)  
 Також, якщо під час генерації коду або аналізу виникає помилка,  
 то повертає текст помилки. Якщо помилки немає, то повертає порожній рядок.* **:param** *program\_line: рядок програми* **:return***: список команд - кортежів (<код\_команди>, <операнд>)* **:return***: текст помилки  
 """* **def** \_expression(self, code, tokens):  
 *"""  
 Метод генерує код за списком токенів виразу.  
 Використовує функцію \_term для генерації коду доданку, після чого,  
 поки список токенів не спорожніє і поточний токен - це операція  
 '+' або '-', знову використовує \_term для наступного доданку та  
 генерує команду ADD або SUB.  
 Побічний ефект: змінює список code та список tokens  
 (видаляє розглянуті токени)* **:param** *code: список команд - кортежів (<код\_команди>, <операнд>)* **:param** *tokens: список токенів* **:return***: None  
 """* **def** \_term(self, code, tokens):  
 *"""  
 Метод генерує код за списком токенів, що починається токенами доданку.  
 Використовує функцію \_factor для генерації коду множника, після чого,  
 поки список токенів не спорожніє і поточний токен - це операція  
 '\*' або '/', знову використовує \_factor для наступного множника та  
 генерує команду MUL або DIV.  
 Побічний ефект: змінює список code та список tokens  
 (видаляє розглянуті токени)* **:param** *code: список команд - кортежів (<код\_команди>, <операнд>)* **:param** *tokens: список токенів* **:return***: None  
 """* self.\_factor(code, tokens)  
 **while** tokens **and** tokens[0].type == **"operation"** \  
 **and** tokens[0].value **in** (**'\*'**, **'/'**):  
 token = tokens.pop(0)  
 operation = token.value  
 self.\_factor(code, tokens)  
 **if** operation == **'\*'**:  
 code.append((**"MUL"**, **None**))  
 **elif** operation == **'/'**:  
 code.append((**"DIV"**, **None**))  
  
 **def** \_factor(self, code, tokens):  
 *"""  
 Метод генерує код за списком токенів, що починається токенами множника.  
 Якщо перший токен - "left\_paren", то множник - це вираз у дужках і треба  
 викликати функцію \_expression, після чого пропустити праву дужку.  
 Якщо перший токен - константа або змінна, то треба згенерувати команду  
 LOADC (додатково - перетворити константу з рядка у дійсне число) або  
 LOADV (додатково - додати змінну до пам'яті, якщо необхідно).  
 Побічний ефект: змінює список code та список tokens  
 (видаляє розглянуті токени)* **:param** *code: список команд - кортежів (<код\_команди>, <операнд>)* **:param** *tokens: список токенів* **:return***: None  
 """* **def** in\_storage(self, variable):  
 *"""  
 Метод перевіряє, чи міститься змінна variable у пам'яті.* **:param** *variable: ім'я змінної* **:return***: bool - и міститься змінна variable у пам'яті  
 """* **return** self.\_storage.is\_in(variable)  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 generator = CodeGenerator([**"a = b + c"**, **"y = (2 - 1"**],  
 Storage())  
 code, error = generator.generate\_code()  
 success = error == **"Неправильно розставлені дужки"** generator = CodeGenerator([**"x = 1"**,  
 **"z = (((a)))"**,  
 **"a = b + c \* (d - e)"**,  
 **"y = (2 - 1) \* (x345 + 3 \* d) / 234.5 - z"**],  
 Storage())  
 code, error = generator.generate\_code()  
 success = success **and not** error **and** \  
 code == [(**'LOADC'**, 1.0),  
 (**'SET'**, **'x'**),  
 (**'LOADV'**, **'a'**),  
 (**'SET'**, **'z'**),  
 (**'LOADV'**, **'b'**),  
 (**'LOADV'**, **'c'**),  
 (**'LOADV'**, **'d'**),  
 (**'LOADV'**, **'e'**),  
 (**'SUB'**, **None**),  
 (**'MUL'**, **None**),  
 (**'ADD'**, **None**),  
 (**'SET'**, **'a'**),  
 (**'LOADC'**, 2.0),  
 (**'LOADC'**, 1.0),  
 (**'SUB'**, **None**),  
 (**'LOADV'**, **'x345'**),  
 (**'LOADC'**, 3.0),  
 (**'LOADV'**, **'d'**),  
 (**'MUL'**, **None**),  
 (**'ADD'**, **None**),  
 (**'MUL'**, **None**),  
 (**'LOADC'**, 234.5),  
 (**'DIV'**, **None**),  
 (**'LOADV'**, **'z'**),  
 (**'SUB'**, **None**),  
 (**'SET'**, **'y'**)]  
  
 success = success **and** generator.in\_storage(**'a'**)  
 success = success **and** generator.in\_storage(**'x'**)  
  
 print(**"Success ="**, success)

# Групове завдання 17. Інтерпретатор лінійних програм. Крок 3

## Текст завдання

Треба розробити модуль interpreter та клас Interpreter.

Це завдання продовжує завдання 15, 16.

Треба

1. Реалізувати модуль interpreter та клас Interpreter для інтерпретації (виконання) низькорівневого програмного коду для обчислення виразів та реалізації присвоєнь. Інтерпретатор виконує лінійну програму, яка складається з присвоєнь.

Код програми розраховано на виконання з використанням стеку. Стек – це **список**, до якого ми можемо додавати елементи у кінець та забирати елементи з кінця. У стеку будуть зберігатись числа: константи та значення змінних, які вказано у виразі. Тому ці числа потрібно завантажити (додати) до стеку.

Для завантаження існують команди

*("LOADC", <число>) - завантажити число у стек  
("LOADV", <змінна>) - завантажити значення змінної у стек  
 (використовується storage)*

Арифметичні дії будуть виконуватись командами

*("ADD", None) - обчислити суму двох верхніх елементів стеку  
("SUB", None) - обчислити різницю двох верхніх елементів стеку  
("MUL", None) - обчислити добуток двох верхніх елементів стеку  
("DIV", None) - обчислити частку від ділення двох верхніх елементів стеку*

Присвоєння буде виконуватись командою

*("SET", <змінна>) - встановити (присвоїти) значення змінної  
 у пам'яті (storage) рівним  
 значенню останнього елементу стеку*

Після реалізації модуля треба перевірити його правильність, виконавши модуль та отримавши результат

Success = True

Далі виконати головний модуль main2 та отримати результат Success = True. Додати свої програми та виконати їх у головному модулі

У архіві наведено повний текст модуля генератора коду (code\_generator). Можна скористатись цим модулем або взяти свій модуль, якщо він готовий.

Специфікація для пришвидшення розробки надається у вигляді «кістяка» модулів у файлах .py у окремому архіві.

Після розробки кожного модуля його треба запустити окремо та досягти виведення значення

Success = True

Основну частину кожного модуля після

**if** \_\_name\_\_ == **"\_\_main\_\_"**:

не змінювати (можна вставляти print для налагодження)

Усі функції модуля мають бути реалізовані

Заголовки функцій не змінювати

Можна додавати власні внутрішні функції у модулі, якщо потрбіно.

Після завершення розробки модулів запустити модуль main та впевнитись, що виводиться

Success = True

## Необхідні передумови

Засвоєння Теми 13 «Класи та об’єкти».

## Мета завдання

Навчитись писати програми за заданою специфікацією у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо писати методи, які реалізують дії над стеком: SUB тощо.

## Зауваження щодо вирішення завдання

Це завдання є третім з 3 послідовних завдань, мета яких – написати власний інтерпретатор, який дозволить виконувати прості лінійні програми у мові, подібній до Python.

Перед заняттям студентам розсилається «кістяк» модулів, які треба наповнити програмним кодом. У кожному модулі є документація щодо розроблюваної функціональності. Кістяк модулів для даного заняття наведений після повного тексту програми. Також можуть розсилатись модулі з попереднього завдання (syntax\_analyzer\_ext та/або code\_generator), якщо вони не були реалізовані жодною командою на попередньому занятті.

Окрім кістяка програм у Python, студентам також розсилаються приклади лінійних програм, які може виконувати інтерпретатор. Ці приклади використовуються у тестуванні головного модуля.

## Рекомендації щодо перевірки результатів

Перевірити правильність виконання тестів окремих модулів та головного модуля.

## Текст програми з розв’язками

Текст модуля interpreter

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для виконання коду, який згенеровано генератором коду.  
Генератор коду повертає список команд.  
Кожна команда - це кортеж: (<код\_команди>, <операнд>)  
  
Інтрепретатор виконує обчислення з використанням стеку.  
Стек - це список, у який ми можемо додавати до кінця та брати з кінця числа.  
Щоб додати число до стеку, можна використати  
\_stack.append(number)  
Щоб взяти число зі стеку, можна використати  
number = \_stack.pop()  
Для виконання арифметичної операції інтерпретатор бере два останніх числа зі стеку,  
обчислює результат операції та додає результат до стеку.  
  
Допустимі команди:  
("LOADC", <число>) - завантажити число у стек  
("LOADV", <змінна>) - завантажити значення змінної у стек (використовується storage)  
("ADD", None) - обчислити суму двох верхніх елементів стеку  
("SUB", None) - обчислити різницю двох верхніх елементів стеку  
("MUL", None) - обчислити добуток двох верхніх елементів стеку  
("DIV", None) - обчислити частку від ділення двох верхніх елементів стеку  
("SET", <змінна>) - встановити значення змінної у пам'яті (storage)  
"""***from** storage **import** Storage  
  
*# словник, що співствляє коди помилок до їх описи*ERRORS = {0: **""**,  
 1: **"Недопустима команда"**,  
 2: **"Змінна не існує"**,  
 3: **"Ділення на 0"**}  
  
  
**class** Interpreter():  
 **def** \_\_init\_\_(self, code, storage):  
 self.\_code = code *# програмний код (результат роботи  
 # генератора коду)* self.\_storage = storage *# пам'ять* self.\_stack = [] *# стек інтерпретатора  
 # для виконання обчислень* self.\_last\_error = 0 *# код помилки останньої операції* self.\_command\_funcs = { *# словник методів обробки команд* **"LOADC"**: self.\_loadc,  
 **"LOADV"**: self.\_loadv,  
 **"ADD"**: self.\_add,  
 **"SUB"**: self.\_sub,  
 **"MUL"**: self.\_mul,  
 **"DIV"**: self.\_div,  
 **"SET"**: self.\_set,  
 }  
  
 **def** \_loadc(self, number):  
 *"""  
 Метод завантажує число у стек.  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: встановлює значення \_last\_error у 0* **:param** *number: число* **:return***: None  
 """* self.\_last\_error = 0  
 self.\_stack.append(number)  
  
 **def** \_loadv(self, variable):  
 *"""  
 Метод завантажує значення змінної з пам'яті у стек.  
 Якщо змінної не існує, то встановлює відповідну помилку.  
 Якщо змінна не визначена, вводить значення зміної  
 за допомогою storage.  
 Використовує модуль storage  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: змінює значення \_last\_error* **:param** *variable: ім'я змінної* **:return***: None  
 """* **if not** self.\_storage.is\_in(variable):  
 self.\_last\_error = 2  
 **return** self.\_last\_error = 0  
 value = self.\_storage.get(variable)  
 **if** value **is None**:  
 self.\_storage.input\_var(variable)  
 value = self.\_storage.get(variable)  
 self.\_stack.append(value)  
  
 **def** \_add(self, \_=**None**):  
 *"""  
 Метод бере 2 останніх елемента зі стеку,  
 обчислює їх суму та додає результат у стек.  
 Щоб взяти значення зі стеку, використовує \_stack.pop()  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: встановлює значення \_last\_error у 0* **:param** *\_: ігнорується* **:return***: None  
 """* self.\_last\_error = 0  
 second = self.\_stack.pop()  
 first = self.\_stack.pop()  
 self.\_stack.append(first + second)  
  
 **def** \_sub(self, \_=**None**):  
 *"""  
 Метод бере 2 останніх елемента зі стеку,  
 обчислює їх різницю та додає результат у стек.  
 Щоб взяти значення зі стеку, використовує \_stack.pop()  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: встановлює значення \_last\_error у 0* **:param** *\_: ігнорується* **:return***: None  
 """* self.\_last\_error = 0  
 second = self.\_stack.pop()  
 first = self.\_stack.pop()  
 self.\_stack.append(first - second)  
  
 **def** \_mul(self, \_=**None**):  
 *"""  
 Метод бере 2 останніх елемента зі стеку,  
 обчислює їх добуток та додає результат у стек.  
 Щоб взяти значення зі стеку, використовує \_stack.pop()  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: встановлює значення \_last\_error у 0* **:param** *\_: ігнорується* **:return***: None  
 """* self.\_last\_error = 0  
 second = self.\_stack.pop()  
 first = self.\_stack.pop()  
 self.\_stack.append(first \* second)  
  
 **def** \_div(self, \_=**None**):  
 *"""  
 Метод бере останнй та передостанній елементи зі стеку,  
 обчислює частку від ділення передостаннього елемента на останній  
 та додає результат у стек.  
 Якщо дільник - 0, то встановлює помилку.  
 Щоб взяти значення зі стеку, використовує \_stack.pop()  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: встановлює значення \_last\_error у 0* **:param** *\_: ігнорується* **:return***: None  
 """* self.\_last\_error = 0  
 second = self.\_stack.pop()  
 first = self.\_stack.pop()  
 **if** second == 0:  
 self.\_last\_error = 3  
 **return** self.\_stack.append(first / second)  
  
 **def** \_set(self, variable):  
 *"""  
 Метод бере останній елемент зі стеку  
 та встановлює значення змінної рівним цьому елементу.  
 Якщо змінної не існує, то встановлює відповідну помилку.  
 Щоб взяти значення зі стеку, використовує \_stack.pop()  
 Побічний ефект: змінює значення \_last\_error* **:param** *variable: ім'я змінної* **:return***: None  
 """* **if not** self.\_storage.is\_in(variable):  
 self.\_last\_error = 2  
 **return** self.\_last\_error = 0  
 value = self.\_stack.pop()  
 self.\_storage.set(variable, value)  
  
 **def** execute(self):  
 *"""  
 Метод виконує код програми, записаний у self.\_code.  
 Повертає код останньої помилки або 0, якщо помилки немає.  
 Якщо є помилка, то показує її.  
 Використовує словник функцій COMMAND\_FUNCS* **:return***: код останньої помилки або 0, якщо помилки немає  
 """* **for** command **in** self.\_code:  
 func = self.\_command\_funcs.get(command[0])  
 **if not** func:  
 self.\_last\_error = 1  
 **else**:  
 func(command[1])  
 **if** self.\_last\_error:  
 print (**"Помилка виконання: {}"**.format(ERRORS[self.\_last\_error]))  
 **break  
  
 return** self.\_last\_error  
  
 **def** show\_variables(self):  
 *"""  
 Метод показує значення усіх змінних пам'яті  
 у форматі <змінна> = <значення>* **:return***: None  
 """* variables = self.\_storage.get\_all()  
 **for** variable **in** variables:  
 print(**"{} = {}"**.format(variable, variables[variable]))  
  
 **def** get\_value(self, variable):  
 *"""  
 Метод повертає значення зміної variable з пам'яті  
 Якщо змінної у пам'яті немає або вона невизначена, повертає None* **:param** *variable: ім'я змінної* **:return***: float (or None)  
 """* value = **None  
 if** self.\_storage.is\_in(variable):  
 value = self.\_storage.get(variable)  
 **return** value  
  
 **def** add\_to\_storage(self, variable):  
 *"""  
 Метод додає зміну variable до пам'яті* **:param** *variable: ім'я змінної* **:return***: None  
 """* self.\_storage.add(variable)  
  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
  
 code = [(**'LOADC'**, 1.0),  
 (**'SET'**, **'x'**),  
 (**'LOADC'**, 1.0),  
 (**'SET'**, **'y'**),  
 (**'LOADV'**, **'x'**),  
 (**'LOADV'**, **'a'**),  
 (**'MUL'**, **None**),  
 (**'SET'**, **'t'**),  
 (**'LOADC'**, 1.0),  
 (**'LOADV'**, **'x'**),  
 (**'LOADV'**, **'y'**),  
 (**'SUB'**, **None**),  
 (**'DIV'**, **None**),  
 (**'SET'**, **'z'**)]  
 interpreter = Interpreter(code, Storage())  
 interpreter.add\_to\_storage(**'x'**)  
 interpreter.add\_to\_storage(**'y'**)  
 interpreter.add\_to\_storage(**'a'**)  
 interpreter.add\_to\_storage(**'t'**)  
 interpreter.add\_to\_storage(**'z'**)  
 last\_error = interpreter.execute()  
  
 success = last\_error == 3  
  
 code = [(**'XXX'**, 1.0),  
 (**'SET'**, **'x'**),  
 (**'LOADC'**, 1.0),  
 (**'SET'**, **'y'**)]  
 interpreter = Interpreter(code, Storage())  
 last\_error = interpreter.execute()  
  
 success = success **and** last\_error == 1  
  
 code = [(**'LOADC'**, 1.0),  
 (**'SET'**, **'x'**),  
 (**'LOADC'**, 1.0),  
 (**'SET'**, **'y'**)]  
 interpreter = Interpreter(code, Storage())  
 last\_error = interpreter.execute()  
  
 success = success **and** last\_error == 2  
  
 code = [(**'LOADC'**, 2.0),  
 (**'SET'**, **'x'**),  
 (**'LOADC'**, 1.0),  
 (**'SET'**, **'y'**),  
 (**'LOADC'**, 1.0),  
 (**'LOADV'**, **'x'**),  
 (**'LOADV'**, **'y'**),  
 (**'SUB'**, **None**),  
 (**'DIV'**, **None**),  
 (**'SET'**, **'z'**)]  
 interpreter = Interpreter(code, Storage())  
 interpreter.add\_to\_storage(**'x'**)  
 interpreter.add\_to\_storage(**'y'**)  
 interpreter.add\_to\_storage(**'z'**)  
 last\_error = interpreter.execute()  
  
 z = interpreter.get\_value(**'z'**)  
 success = success **and** last\_error == 0 **and** z == 1.0  
  
 print(**"Success ="**, success)

Головний модуль

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
  
"""  
Модуль призначено для перевірки роботи модулів  
tokenizer  
syntax\_analyzer  
storage  
code\_generator  
interpreter  
та виконання лінійних програм, що складаються з присвоєнь  
"""***from** storage **import** Storage  
**from** code\_generator **import** CodeGenerator  
**from** interpreter **import** Interpreter, ERRORS  
  
  
**def** load\_program(filename):  
 *"""  
 Функція завантажує програму з файлу filename  
 та повертає список рядків програми.* **:param** *filename: ім'я файлу* **:return***: список рядків  
 """* f = open(filename, **'r'**)  
 program\_lines = f.read().splitlines()  
 f.close()  
 **return** program\_lines  
  
  
**def** print\_program(program\_lines):  
 *"""  
 Функція показує програму за списком її рядків* **:param** *program\_lines: список рядків програми* **:return***: None  
 """* **for** line **in** program\_lines:  
 print(line)  
  
  
**def** execute\_program(program\_lines):  
 *"""  
 Функція виконує програму та показує стан пам'яті після виконання* **:param** *program\_lines: список рядків програми* **:return***: None  
 """* print\_program(program\_lines)  
  
 storage = Storage()  
 cd = CodeGenerator(program\_lines, storage)  
 code, error = cd.generate\_code()  
 **if** error:  
 print(**"Помилка при генерації коду: {}"**.format(error))  
 **return None**, error  
  
 interpreter = Interpreter(code, storage)  
 last\_error = interpreter.execute()  
 **if** last\_error:  
 error = ERRORS[last\_error]  
 print(**"Помилка виконання програми {}"**.format(error))  
 **return** interpreter, error  
  
 print(**"Стан пам'яті"**)  
 interpreter.show\_variables()  
 **return** interpreter, **""  
  
  
if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 print(**"\nprogram1"**)  
 interpreter, error = execute\_program(load\_program(**'program1.txt'**))  
 success = error == **"Неправильно розставлені дужки"** print(**"\nprogram2"**)  
 interpreter, error = execute\_program(load\_program(**'program2.txt'**))  
 success = success **and** error == **"Ділення на 0"** print(**"\nprogram3"**)  
 interpreter, error = execute\_program(load\_program(**'program3.txt'**))  
 z = interpreter.get\_value(**'z'**)  
 success = success **and** error == **"" and** z == 27.0  
  
 print(**"\nSuccess ="**, success)

Кістяк модуля interpreter з реалізованим конструктором та мктодом \_add.

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-  
"""  
Модуль призначено для виконання коду, який згенеровано генератором коду.  
Генератор коду повертає список команд.  
Кожна команда - це кортеж: (<код\_команди>, <операнд>)  
  
Інтрепретатор виконує обчислення з використанням стеку.  
Стек - це список, у який ми можемо додавати до кінця та брати з кінця числа.  
Щоб додати число до стеку, можна використати  
\_stack.append(number)  
Щоб взяти число зі стеку, можна використати  
number = \_stack.pop()  
Для виконання арифметичної операції інтерпретатор бере два останніх числа зі стеку,  
обчислює результат операції та додає результат до стеку.  
  
Допустимі команди:  
("LOADC", <число>) - завантажити число у стек  
("LOADV", <змінна>) - завантажити значення змінної у стек (використовується storage)  
("ADD", None) - обчислити суму двох верхніх елементів стеку  
("SUB", None) - обчислити різницю двох верхніх елементів стеку  
("MUL", None) - обчислити добуток двох верхніх елементів стеку  
("DIV", None) - обчислити частку від ділення двох верхніх елементів стеку  
("SET", <змінна>) - встановити значення змінної у пам'яті (storage)  
"""***from** storage **import** Storage  
  
*# словник, що співствляє коди помилок до їх описи*ERRORS = {0: **""**,  
 1: **"Недопустима команда"**,  
 2: **"Змінна не існує"**,  
 3: **"Ділення на 0"**}  
  
  
**class** Interpreter():  
 **def** \_\_init\_\_(self, code, storage):  
 self.\_code = code *# програмний код (результат роботи  
 # генератора коду)* self.\_storage = storage *# пам'ять* self.\_stack = [] *# стек інтерпретатора  
 # для виконання обчислень* self.\_last\_error = 0 *# код помилки останньої операції* self.\_command\_funcs = { *# словник методів обробки команд* **"LOADC"**: self.\_loadc,  
 **"LOADV"**: self.\_loadv,  
 **"ADD"**: self.\_add,  
 **"SUB"**: self.\_sub,  
 **"MUL"**: self.\_mul,  
 **"DIV"**: self.\_div,  
 **"SET"**: self.\_set,  
 }  
  
 **def** \_loadc(self, number):  
 *"""  
 Метод завантажує число у стек.  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: встановлює значення \_last\_error у 0* **:param** *number: число* **:return***: None  
 """* **def** \_loadv(self, variable):  
 *"""  
 Метод завантажує значення змінної з пам'яті у стек.  
 Якщо змінної не існує, то встановлює відповідну помилку.  
 Якщо змінна не визначена, вводить значення зміної  
 за допомогою storage.  
 Використовує модуль storage  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: змінює значення \_last\_error* **:param** *variable: ім'я змінної* **:return***: None  
 """* **def** \_add(self, \_=**None**):  
 *"""  
 Метод бере 2 останніх елемента зі стеку,  
 обчислює їх суму та додає результат у стек.  
 Щоб взяти значення зі стеку, використовує \_stack.pop()  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: встановлює значення \_last\_error у 0* **:param** *\_: ігнорується* **:return***: None  
 """* self.\_last\_error = 0  
 second = self.\_stack.pop()  
 first = self.\_stack.pop()  
 self.\_stack.append(first + second)  
  
 **def** \_sub(self, \_=**None**):  
 *"""  
 Метод бере 2 останніх елемента зі стеку,  
 обчислює їх різницю та додає результат у стек.  
 Щоб взяти значення зі стеку, використовує \_stack.pop()  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: встановлює значення \_last\_error у 0* **:param** *\_: ігнорується* **:return***: None  
 """* **def** \_mul(self, \_=**None**):  
 *"""  
 Метод бере 2 останніх елемента зі стеку,  
 обчислює їх добуток та додає результат у стек.  
 Щоб взяти значення зі стеку, використовує \_stack.pop()  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: встановлює значення \_last\_error у 0* **:param** *\_: ігнорується* **:return***: None  
 """* **def** \_div(self, \_=**None**):  
 *"""  
 Метод бере останнй та передостанній елементи зі стеку,  
 обчислює частку від ділення передостаннього елемента на останній  
 та додає результат у стек.  
 Якщо дільник - 0, то встановлює помилку.  
 Щоб взяти значення зі стеку, використовує \_stack.pop()  
 Щоб додати у стек, використовує \_stack.append(...)  
 Побічний ефект: встановлює значення \_last\_error у 0* **:param** *\_: ігнорується* **:return***: None  
 """* **def** \_set(self, variable):  
 *"""  
 Метод бере останній елемент зі стеку  
 та встановлює значення змінної рівним цьому елементу.  
 Якщо змінної не існує, то встановлює відповідну помилку.  
 Щоб взяти значення зі стеку, використовує \_stack.pop()  
 Побічний ефект: змінює значення \_last\_error* **:param** *variable: ім'я змінної* **:return***: None  
 """* **def** execute(self):  
 *"""  
 Метод виконує код програми, записаний у self.\_code.  
 Повертає код останньої помилки або 0, якщо помилки немає.  
 Якщо є помилка, то показує її.  
 Використовує словник функцій COMMAND\_FUNCS* **:return***: код останньої помилки або 0, якщо помилки немає  
 """* **def** show\_variables(self):  
 *"""  
 Метод показує значення усіх змінних пам'яті  
 у форматі <змінна> = <значення>* **:return***: None  
 """* **def** get\_value(self, variable):  
 *"""  
 Метод повертає значення зміної variable з пам'яті  
 Якщо змінної у пам'яті немає або вона невизначена, повертає None* **:param** *variable: ім'я змінної* **:return***: float (or None)  
 """* **def** add\_to\_storage(self, variable):  
 *"""  
 Метод додає зміну variable до пам'яті* **:param** *variable: ім'я змінної* **:return***: None  
 """***if** \_\_name\_\_ == **"\_\_main\_\_"**:  
  
 code = [(**'LOADC'**, 1.0),  
 (**'SET'**, **'x'**),  
 (**'LOADC'**, 1.0),  
 (**'SET'**, **'y'**),  
 (**'LOADV'**, **'x'**),  
 (**'LOADV'**, **'a'**),  
 (**'MUL'**, **None**),  
 (**'SET'**, **'t'**),  
 (**'LOADC'**, 1.0),  
 (**'LOADV'**, **'x'**),  
 (**'LOADV'**, **'y'**),  
 (**'SUB'**, **None**),  
 (**'DIV'**, **None**),  
 (**'SET'**, **'z'**)]  
 interpreter = Interpreter(code, Storage())  
 interpreter.add\_to\_storage(**'x'**)  
 interpreter.add\_to\_storage(**'y'**)  
 interpreter.add\_to\_storage(**'a'**)  
 interpreter.add\_to\_storage(**'t'**)  
 interpreter.add\_to\_storage(**'z'**)  
 last\_error = interpreter.execute()  
  
 success = last\_error == 3  
  
 code = [(**'XXX'**, 1.0),  
 (**'SET'**, **'x'**),  
 (**'LOADC'**, 1.0),  
 (**'SET'**, **'y'**)]  
 interpreter = Interpreter(code, Storage())  
 last\_error = interpreter.execute()  
  
 success = success **and** last\_error == 1  
  
 code = [(**'LOADC'**, 1.0),  
 (**'SET'**, **'x'**),  
 (**'LOADC'**, 1.0),  
 (**'SET'**, **'y'**)]  
 interpreter = Interpreter(code, Storage())  
 last\_error = interpreter.execute()  
  
 success = success **and** last\_error == 2  
  
 code = [(**'LOADC'**, 2.0),  
 (**'SET'**, **'x'**),  
 (**'LOADC'**, 1.0),  
 (**'SET'**, **'y'**),  
 (**'LOADC'**, 1.0),  
 (**'LOADV'**, **'x'**),  
 (**'LOADV'**, **'y'**),  
 (**'SUB'**, **None**),  
 (**'DIV'**, **None**),  
 (**'SET'**, **'z'**)]  
 interpreter = Interpreter(code, Storage())  
 interpreter.add\_to\_storage(**'x'**)  
 interpreter.add\_to\_storage(**'y'**)  
 interpreter.add\_to\_storage(**'z'**)  
 last\_error = interpreter.execute()  
  
 z = interpreter.get\_value(**'z'**)  
 success = success **and** last\_error == 0 **and** z == 1.0  
  
 print(**"Success ="**, success)

Тексти прикладів лінійних програм для інтерпретатора

Програма 1 – синтаксична помилка у 2 рядку

x = a + b  
  
y = (x\*x - 7\*x) \* (2 - 1.2 \* x

Програма 2 – помилка при виконанні (ділення на 0)

x = 1  
y = 2  
u2 = x - 2\*a  
t = 2\*x - y  
z = (2\*u2 + 3.2\*x - 1.3\*y)/t

Програма 3 – правильна програма

x = 1  
y = 2  
z = (x + y)\*(x\*x + 2\*x\*y + y\*y)

# Групове завдання 18. Клавіатурний тренажер

## Текст завдання

Розробити програму – клавіатурний тренажер.

Програма має показувати користувачу по черзі слова, які випадковим чином вибираються з текстового файлу. У файлі кожне слово записано у окремому рядку. Користувач має ввести з клавіатури це слово за обмежений час.

Якщо слово введено правильно та у заданий термін, користувачу нараховується стільки балів, скільки літер є у слові.

За кожне неправильно введене слово користувачу нараховується штраф -1 бал.

Якщо слово введено правильно, але термін введення перевищено, бали не нараховуються.

Для реалізації програми описати клас TypingTutor та класи, що генерують виключення: TypingError – виключення при неправильно набраному слові, та TimeError – виключення при перевищенні ліміту часу.

Клас TypingTutor має містити конструктор та, як мінімум, 3 методи: train, train\_word, get\_protocol.

У конструкторі мають бути передані параметри: ім’я файлу зі словами, кількість слів для тренування, інтервал часу на введення слова у секундах.

Метод train має випадковим чином вибирати по черзі слова файлу та викликати метод train\_word. Також має вести облік набраних балів. У цьому методі має бути обробка виключень TypingError, TimeError

Метод train\_word має виводити слово та очікувати його введення з клавіатури. Далі аналізувати слово. Якщо є помилка введення – ініціювати виключення TypingError. Якщо перевищено ліміт часу – ініціювати виключення TimeError.

Метод get\_protocol має повертати список кортежів, що містить для кожного слова з початку тренування такі дані: (<слово>, <правильно>, <час>, <бали>), де

<слово> - слово, яке мало бути введено,

<правильно> - чи правильно введене слово (булівське),

<час> - чи було дотримано ліміт часу при введенні слова,

<бали> - кількість набраних балів за слово (+ або -)

Основна частина програми має вводити (задавати) параметри, створювати об’єкт класу TypingTutor, виконувати тренування, показувати загальний результат та протокол.

Для вибору слова у випадковому порядку використати модуль random

Для вимірювання часу введення – функцію time() зі стандартного модуля time, яка повертає поточний час у вигляді дійсного числа, ціла частина якого – кількість секунд, що минули від початкової для Python дати.

Файл зі словами передано поштою. Кодування у файлі – utf-8

## Необхідні передумови

Засвоєння Теми 15 «Обробка помилок та виключних ситуацій».

## Мета завдання

Навчитись писати програми з класами обробки помилок, обробляти помилки у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо описати класи обробки помилок, основну програму та клас TypingTutor.

## Зауваження щодо вирішення завдання

Перед заняттям треба розіслати студентам файл зі словами. Кожне слово має бути у окремому рядку файлу. Такий файл нескладно отримати з будь-якої статті українською мовою у мержі, завантаживши цю статтю та зберігши її у текстовий файл. Програма, що конвертує текстовий файл у файл зі словами, описана нижче.

## Рекомендації щодо перевірки результатів

Перевірити правильність нарахування балів при правильному введенні, помилковому введені та перевищенні часу.

## Текст програми з розв’язками

Програма, що конвертує текстовий файл у файл зі словами. Вважається, що текст – у файлі article\_words.txt.

**import** re  
  
**def** prepare\_string(string):  
 *# видалити всі символи-розділювачі* string = re.sub(**r'''[!?.,+:;"()\-A-Za-z0123456789]+'''**, **''**, string)  
 string = string.lower() *# перевести до нижнього регістру  
# print(string)* **return** string  
  
  
file\_name = **"article\_words.txt"**output\_file = **"words.txt"  
  
with** open(file\_name, **'r'**, encoding=**'utf-8'**) **as** f:  
 cnt = f.read()  
  
cnt = prepare\_string(cnt)  
  
words\_set = set(cnt.split())  
words\_list = [w **for** w **in** words\_set **if** len(w) > 3]  
  
print(words\_list)  
  
words = **'\n'**.join(words\_list) + **'\n'  
  
with** open(output\_file, **'w'**, encoding=**'utf-8'**) **as** f:  
 f.write(words)

Програма для клавіатурного тренажера

*#!/usr/bin/env python  
# -\*- coding: utf-8 -\*-***import** random  
**from** time **import** time  
  
  
**class** TypingError(Exception):  
 **pass  
  
  
class** TimeError(Exception):  
 **pass  
  
  
class** TypingTutor:  
  
 **def** \_\_init\_\_(self, words\_file, words\_num, interval):  
 self.\_words\_num = words\_num  
 self.\_interval = interval  
 self.\_protocol = list()  
 **with** open(words\_file, **'r'**, encoding=**'utf-8'**) **as** f:  
 self.\_all\_words = f.read().split()  
 random.shuffle(self.\_all\_words)  
 self.\_words = self.\_all\_words[:self.\_words\_num]  
  
 **def** train(self):  
 **for** word **in** self.\_words:  
 enterd\_ok = time\_ok = **True  
 try**:  
 self.train\_word(word)  
 points = len(word)  
 **except** TypingError:  
 points = -1  
 enterd\_ok = **False  
 except** TimeError:  
 points = 0  
 time\_ok = **False** self.\_protocol.append((word, enterd\_ok, time\_ok, points))  
  
 **def** train\_word(self, word):  
 start\_time = time()  
 input\_word = input(**f"слово - {word}: "**)  
 end\_time = time()  
 **if** word != input\_word:  
 **raise** TypingError  
 **if** end\_time - start\_time > self.\_interval:  
 **raise** TimeError  
  
 **def** get\_protocol(self):  
 **return** self.\_protocol  
  
 **def** clear(self):  
 self.\_protocol.clear()  
 random.shuffle(self.\_all\_words)  
 self.\_words = self.\_all\_words[:self.\_words\_num]  
  
  
**if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 tutor = TypingTutor(**'words.txt'**, words\_num=5, interval=4)  
 tutor.train()  
 protocol = tutor.get\_protocol()  
 print(**"Сума:"**, sum(list(zip(\*protocol))[3]))  
 print(**'Протокол'**)  
 print(\*protocol, sep=**'\n'**)

# Групове завдання 19. Складання кросвордів. Крок 1

## Текст завдання

У текстовому файлі зберігається сітка кросворду.

Сітка зберігається у текстовому файлі у вигляді, наприклад:

\_v\_\_\_\_\_\_\_

h\*\*\*\*\*\_\_\_

\_\*\_\_\_\_v\_\_

\_\*\_\_\_\_\*\_\_

Літерами v, h, b позначається початок слова по

h - горизонталі

v - вертикалі

b - горизонталі та вертикалі

Слова позначаються зірочками, порожні місця - підкресленнями

Усі рядки файлу мають бути однакової довжини

Треба описати модуль grid для обробки сітки. Цей модуль містить класи

OneCrossedWord – вже описано

WrongGrid – вже описано

Grid – треба описати

Коментарі щодо вмісту методів класу Grid – надано у модулі. Також у методі read за допомогою твердження про програму треба перевірити, що усі рядки у файлі мали однакову довжину.

Також потрібно написати програму, яка з використанням даних класів перевіряє

правильність заданої у файлі grid.txt сітки для кросворду зі словами space, ace, spot

та неправильність сітки для кросворду зі словами space, ace, step

## Необхідні передумови

Засвоєння Теми 16 «Ітератори та генератори».

## Мета завдання

Навчитись писати програми за специфікацією, що використовують ітератори та генератори у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо описати клас Grid та основну програму.

## Зауваження щодо вирішення завдання

Ще один приклад розробки програм за специфікацією. Це перше з 2 послідовних завдань, частина коду яких вже написана викладачем.

Перед заняттям треба розіслати студентам сітку кросворду та кістяк модуля grid. Кістяк модуля наведенеий після опису програми.

Щоб перевірити правильність твердження у завданні для 2 наборів слів, треба прочитати сітку кросворду з файлу, утворити множину кандидатів з усіх слів набору та послідовно викликати метод next\_match класу OneCrossedWord, доки множина не стане порожньою. Якщо при викликах завжди буде повернуто True, то сітка підходить для цього набору слів. Якщо хоча б 1 раз буде повернуто False, - сітка не підходить. Ми можемо так робити тому, що всі слова у наших наборах – різної довжини і двозначностей бути не може.

## Рекомендації щодо перевірки результатів

Перевірити правильність відповідей для наведених у завданні наборів слів.

## Текст програми з розв’язками

Модуль grid.

*"""  
Модуль grid призначено для обробки сітки кросворду  
Модуль містить класи:  
OneCrossedWord  
Grid  
"""***from** copy **import** copy  
**from** collections **import** namedtuple  
  
Cross = namedtuple( *# перетин слова з іншим словом* **"Cross"**,  
 [**"crossed\_word"**, *# слово, що перетинається з даним,  
 # об'єкт класу OneCrossedWord* **"crossed\_index"**]) *# індекс перетину у слові, що перетинається з даним***class** OneCrossedWord:  
 *"""  
 Клас для обробки одного слова кросворду.  
 """* **def** \_\_init\_\_(self, no, pos, word\_len, is\_vert):  
 self.no = no *# порядковий номер слова у кросворді: 1, 2 ...* self.pos = pos *# позиція слова у сітці (рядок, стовпчик)* self.len = word\_len *# довжина слова* self.is\_vert = is\_vert *# чи розташовано слово по вертикалі* self.crosses = dict() *# словник перетинів, ключ - індекс перетину* self.word = **""** *# слово* self.candidates = set() *# слова-кандидати на входження у кросворд* **def** add\_cross(self, index, cross):  
 *"""  
 Додати перетин для слова.* **:param** *index: індекс перетину у даному слові* **:param** *cross: іменований кортеж для перетину Cross* **:return***: None  
 """* self.crosses[index] = cross  
  
 **def** set\_candidates(self, candidates):  
 *"""  
 Встановити множину слів-кандидатів* **:param** *candidates: множина слів-кандидатів* **:return***: None  
 """* self.candidates = candidates  
  
 **def** next\_match(self):  
 *"""  
 Перевіряє допустимість входження у кросворд слів-кандидатів  
 Видаляє перевірені слова з множини кандидатів  
 В разі успішності встановлює значення поля word* **:return***: успішність bool  
 """* **for** candidate **in** copy(self.candidates):  
 self.candidates.discard(candidate)  
 **if** len(candidate) != self.len:  
 **continue  
  
 if** self.\_match(candidate):  
 self.word = candidate  
 **return True  
  
 return False  
  
 def** \_match(self, candidate):  
 *"""  
 Перевіряє допустимість входження у кросворд одного слова-кандидата* **:param** *candidate: конадидат str* **:return***: успішність bool  
 """* **for** index, cross **in** self.crosses.items():  
 letter = cross.crossed\_word.get\_crossed\_letter(  
 cross.crossed\_index)  
 **if** letter **and** letter != candidate[index]:  
 **return False  
  
 return True  
  
 def** get\_crossed\_letter(self, index):  
 *"""  
 Повертає літеру, що стоїть (можливо) на перетині за заданим індексом* **:param** *index: індекс літери* **:return***: літера або None  
 """* **if not** self.word:  
 **return None  
  
 return** self.word[index]  
  
 **def** clear(self):  
 *"""  
 Очищує слово* **:return***:  
 """* self.word = **""  
  
 def** \_\_str\_\_(self):  
 **return "OneCrossedWord(no={}, pos={}, len={}, word={}, crosses={})"** \  
 .format(self.no, self.pos, self.len, self.word, self.crosses)  
  
  
**class** WrongGrid(Exception):  
 *"""  
 Клас виключення для неправильної сітки  
 """* **pass  
  
  
class** Grid:  
 *"""  
 Клас обробки сітки кросворду  
 Сітка зберігається у текстововму файлі у вигляді  
 \_v\_\_\_\_\_\_\_  
 h\*\*\*\*\*\_\_\_  
 \_\*\_\_\_\_v\_\_  
 \_\*\_\_\_\_\*\_\_  
 Літерами v, h, b позначається початок слова по  
 h - горизонталі  
 v - вертикалі  
 b - горизонталі та вертикалі  
 Слова позначаються зірочкамиЮ порожні місця - підкресленнями  
 Усі рядки файлу мають бути однакової довжини  
 Після завантаження з файлу сітка міститься у двовимірному масиві символів  
 """* **def** \_\_init\_\_(self, filename):  
 self.\_filename = filename *# ім'я файлу сітки* self.\_grid = [] *# масив сітки* self.\_words = list() *# список слів - об'єктів класу OneCrossedWord* self.\_cur\_index = 0 *# індекс поточного слова* **def** read(self):  
 *"""  
 Читає сітку з файлу у масив  
 Будує список слів, для кожного слова будує словник перетинів  
 У масиві замінює символи початку слова на номер слова* **:return***: None  
 """* **with** open(self.\_filename, **'r'**) **as** f:  
 **for** line **in** f:  
 self.\_grid.append(list(line.strip()))  
  
 **assert** all(len(x) == len(self.\_grid[0]) **for** x **in** self.\_grid), \  
 **"Invalid length of line in grid"** self.\_make\_words()  
 self.\_make\_crosses()  
  
 **def** \_make\_words(self):  
 n = len(self.\_grid)  
 m = len(self.\_grid[0])  
 no = 0  
 **for** i **in** range(n):  
 **for** j **in** range(m):  
 **if** self.\_grid[i][j] **not in** (**'h'**, **'v'**, **'b'**):  
 **continue** no += 1  
 pos = (i, j)  
 **if** self.\_grid[i][j] **in** (**'h'**, **'b'**):  
 is\_vert = **False** w\_str = **''**.join(self.\_grid[i][j:])  
 w\_end = w\_str.find(**'\_'**)  
 word\_len = w\_end **if** w\_end >= 0 **else** len(w\_str)  
 self.\_words.append(  
 OneCrossedWord(no, pos, word\_len, is\_vert))  
 **if** self.\_grid[i][j] **in** (**'v'**, **'b'**):  
 is\_vert = **True** w\_str = **''**.join([self.\_grid[k][j] **for** k **in** range(i, n)])  
 w\_end = w\_str.find(**'\_'**)  
 word\_len = w\_end **if** w\_end >= 0 **else** len(w\_str)  
 self.\_words.append(  
 OneCrossedWord(no, pos, word\_len, is\_vert))  
 self.\_grid[i][j] = str(no)  
  
 **def** \_make\_crosses(self):  
 **for** word **in** self.\_words:  
 **if not** word.is\_vert:  
 self.\_make\_crosses\_for\_word(word)  
  
 **def** \_make\_crosses\_for\_word(self, word):  
 n = len(self.\_grid)  
 m = len(self.\_grid[0])  
 i, j = word.pos  
 **for** l **in** range(j, j + word.len):  
 k = i  
 **while** k > 0 **and** self.\_grid[k-1][l] != **'\_'**:  
 k -= 1  
 **if** k < i **or** i < n - 1 **and** self.\_grid[i+1][l] != **'\_'**:  
 other = self.find\_word\_by\_pos((k, l))  
 **if not** other:  
 **raise** Exception(**"Something wrong"**)  
 index = l - j  
 other\_index = i - k  
 word.add\_cross(index, Cross(other, other\_index))  
 other.add\_cross(other\_index, Cross(word, index))  
  
 **def** find\_word\_by\_pos(self, pos, is\_vert=**True**):  
 *"""  
 Знаходить слово за позицією у масиві* **:param** *pos: кортеж (рядок, стовпчик)* **:param** *is\_vert: чи розташоване слово по вертикалі* **:return***: слово (str) або None  
 """* **for** word **in** self.\_words:  
 **if** word.pos == pos **and** word.is\_vert == is\_vert:  
 **return** word  
  
 **return None  
  
 def** \_\_iter\_\_(self):  
 *"""  
 Метод ітератора* **:return***: повертає себе  
 """* **return** self  
  
 **def** \_\_next\_\_(self):  
 *"""  
 Метод ітератора  
 повертає наступне слово* **:return***:  
 """* **if** self.\_cur\_index >= len(self.\_words):  
 **raise** StopIteration  
  
 word = self.\_words[self.\_cur\_index]  
 self.\_cur\_index += 1  
 **return** word  
  
 **def** undo\_next(self):  
 *"""  
 Відмінити останнє передане слово та повернутись до попереднього,  
 змінює поточний індекс слова  
 Ініціює помилку WrongGrid, якщо не можемо повернутись  
 до попереднього слова* **:return***:  
 """* **if** self.\_cur\_index <= 0:  
 **raise** WrongGrid(**"Wrong grid"**)  
  
 self.\_cur\_index -= 1  
  
 **def** reset(self):  
 *"""  
 Перезапустити ітератор спочатку* **:return***: None  
 """* self.\_cur\_index = 0  
  
 **def** show(self):  
 *"""  
 Показати сітку, замінивши символи початку слова на номер слова,  
 та '\_' на ' '* **:return***: None  
 """* **for** row **in** self.\_grid:  
 print(**''**.join(row).replace(**'\_'**, **' '**))  
  
 **def** show\_words(self):  
 *"""  
 Показати слова* **:return***: None  
 """* **for** word **in** self.\_words:  
 print(word)  
  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 g = Grid(**"grid.txt"**)  
 g.read()  
 g.show()  
 g.show\_words()

Сітка кросворду у файлі grid.txt

\_v\_\_\_\_\_\_\_  
h\*\*\*\*\*\_\_\_  
\_\*\_\_\_\_v\_\_  
\_\*\_\_\_\_\*\_\_  
h\*\*\*\*\*\*\*\*  
\_\*\_\_\_\_\*\_\_  
\_\*\_\_\_\_\*\_\_  
\_\_\_\_\_h\*\*\*  
\_\_\_\_\_\_\*\_\_

Кістяк модуля grid

*"""  
Модуль grid призначено для обробки сітки кросворду  
Модуль містить класи:  
OneCrossedWord  
Grid  
"""***from** copy **import** copy  
**from** collections **import** namedtuple  
  
Cross = namedtuple( *# перетин слова з іншим словом* **"Cross"**,  
 [**"crossed\_word"**, *# слово, що перетинається з даним,  
 # об'єкт класу OneCrossedWord* **"crossed\_index"**]) *# індекс перетину у слові, що перетинається з даним***class** OneCrossedWord:  
 *"""  
 Клас для обробки одного слова кросворду.  
 """* **def** \_\_init\_\_(self, no, pos, word\_len, is\_vert):  
 self.no = no *# порядковий номер слова у кросворді: 1, 2 ...* self.pos = pos *# позиція слова у сітці (рядок, стовпчик)* self.len = word\_len *# довжина слова* self.is\_vert = is\_vert *# чи розташовано слово по вертикалі* self.crosses = dict() *# словник перетинів, ключ - індекс перетину* self.word = **""** *# слово* self.candidates = set() *# слова-кандидати на входження у кросворд* **def** add\_cross(self, index, cross):  
 *"""  
 Додати перетин для слова.* **:param** *index: індекс перетину у даному слові* **:param** *cross: іменований кортеж для перетину Cross* **:return***: None  
 """* self.crosses[index] = cross  
  
 **def** set\_candidates(self, candidates):  
 *"""  
 Встановити множину слів-кандидатів* **:param** *candidates: множина слів-кандидатів* **:return***: None  
 """* self.candidates = candidates  
  
 **def** next\_match(self):  
 *"""  
 Перевіряє допустимість входження у кросворд слів-кандидатів  
 Видаляє перевірені слова з множини кандидатів  
 В разі успішності встановлює значення поля word* **:return***: успішність bool  
 """* **for** candidate **in** copy(self.candidates):  
 self.candidates.discard(candidate)  
 **if** len(candidate) != self.len:  
 **continue  
  
 if** self.\_match(candidate):  
 self.word = candidate  
 **return True  
  
 return False  
  
 def** \_match(self, candidate):  
 *"""  
 Перевіряє допустимість входження у кросворд одного слова-кандидата* **:param** *candidate: конадидат str* **:return***: успішність bool  
 """* **for** index, cross **in** self.crosses.items():  
 letter = cross.crossed\_word.get\_crossed\_letter(  
 cross.crossed\_index)  
 **if** letter **and** letter != candidate[index]:  
 **return False  
  
 return True  
  
 def** get\_crossed\_letter(self, index):  
 *"""  
 Повертає літеру, що стоїть (можливо) на перетині за заданим індексом* **:param** *index: індекс літери* **:return***: літера або None  
 """* **if not** self.word:  
 **return None  
  
 return** self.word[index]  
  
 **def** clear(self):  
 *"""  
 Очищує слово* **:return***:  
 """* self.word = **""  
  
 def** \_\_str\_\_(self):  
 **return "OneCrossedWord(no={}, pos={}, len={}, word={}, crosses={})"** \  
 .format(self.no, self.pos, self.len, self.word, self.crosses)  
  
  
**class** WrongGrid(Exception):  
 *"""  
 Клас виключення для неправильної сітки  
 """* **pass  
  
  
class** Grid:  
 *"""  
 Клас обробки сітки кросворду  
 Сітка зберігається у текстововму файлі у вигляді  
 \_v\_\_\_\_\_\_\_  
 h\*\*\*\*\*\_\_\_  
 \_\*\_\_\_\_v\_\_  
 \_\*\_\_\_\_\*\_\_  
 Літерами v, h, b позначається початок слова по  
 h - горизонталі  
 v - вертикалі  
 b - горизонталі та вертикалі  
 Слова позначаються зірочкамиЮ порожні місця - підкресленнями  
 Усі рядки файлу мають бути однакової довжини  
 Після завантаження з файлу сітка міститься у двовимірному масиві символів  
 """* **def** \_\_init\_\_(self, filename):  
 self.\_filename = filename *# ім'я файлу сітки* self.\_grid = [] *# масив сітки* self.\_words = list() *# список слів - об'єктів класу OneCrossedWord* self.\_cur\_index = 0 *# індекс поточного слова* **def** read(self):  
 *"""  
 Читає сітку з файлу у масив  
 Будує список слів, для кожного слова будує словник перетинів  
 У масиві замінює символи початку слова на номер слова* **:return***: None  
 """* **def** find\_word\_by\_pos(self, pos, is\_vert=**True**):  
 *"""  
 Знаходить слово за позицією у масиві* **:param** *pos: кортеж (рядок, стовпчик)* **:param** *is\_vert: чи розташоване слово по вертикалі* **:return***: слово (str) або None  
 """* **def** \_\_iter\_\_(self):  
 *"""  
 Метод ітератора* **:return***: повертає себе  
 """* **def** \_\_next\_\_(self):  
 *"""  
 Метод ітератора  
 повертає наступне слово* **:return***:  
 """* **def** undo\_next(self):  
 *"""  
 Відмінити останнє передане слово та повернутись до попереднього,  
 змінює поточний індекс слова  
 Ініціює помилку WrongGrid, якщо не можемо повернутись  
 до попереднього слова* **:return***:  
 """* **def** reset(self):  
 *"""  
 Перезапустити ітератор спочатку* **:return***: None  
 """* **def** show(self):  
 *"""  
 Показати сітку, замінивши символи початку слова на номер слова,  
 та '\_' на ' '* **:return***: None  
 """* **def** show\_words(self):  
 *"""  
 Показати слова* **:return***: None  
 """***if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 g = Grid(**"grid.txt"**)  
 g.read()  
 g.show()  
 g.show\_words()

# Групове завдання 20. Складання кросвордів. Крок 2

## Текст завдання

У текстовому файлі збережено слова та їх означення (описи). У одному рядку файлу – слово у лапках, двокрапка та означення слова у лапках.

Потрібно скласти програму, яка за заданим файлом та заданою сіткою складає та показує кросворд, що містить слова зі списку.

Використати класи з завдання 19 (для довідки завдання 19 дублюється нижче). Класи з завдання 19 у доданому архіві описано повністю, але можна використати свої описані класи, якщо вони працюють правильно.

Наприклад

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1 |  |  |  |  |  |  |  |
| 2 |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  | 3 |  |  |
|  |  |  |  |  |  |  |  |  |
| 4 |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |
|  |  |  |  |  | 5 |  |  |  |
|  |  |  |  |  |  |  |  |  |

Побудувати класи Crossword та Thesaurus (заповнити кодом незаповнені методи). Можна додавати свої внутрішні методи.

Показувати сітку та слова можна у текстовому режимі (тоді сітка може бути показана зірочками \*, а номери слов - цифрами) або за допомогою turtle.

Треба описати необхідні класи, створити кросворд для зображеної сітки (файл grid.txt) зі слів з файлу thesaurus.txt.

## Необхідні передумови

Засвоєння Теми 16 «Ітератори та генератори».

## Мета завдання

Навчитись писати програми за специфікацією, що використовують ітератори та генератори у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо описати класи Crossword та Thesaurus.

## Зауваження щодо вирішення завдання

Ще один приклад розробки програм за специфікацією. Це друге з 2 послідовних завдань, частина коду яких вже написана викладачем.

Перед заняттям треба розіслати студентам сітку кросворду (відрізняється від попереднього завдання), кістяк модулів crossword та thesaurus а також сам тезаурус у текстовому файлі. Кістяк модулів наведенеий після опису програми.

В якості тезаурусу можна взяти вільно розповсюджуваний тезаурус у мережі або створоити свій. Формат файлу тезаурусу має відповідати специфікації.

## Рекомендації щодо перевірки результатів

Якщо класи Thesaurus та Crossword будуть реалізовні правильно, то після запуску головної програми з модуля crossword ми побачимо сітку кросворду, список слів – об’єктів OneCrossedWord а також описи слів кросворду по горизонталі та вертикалі.

## Текст програми з розв’язками

Модуль crossword.

**from** thesaurus **import** Thesaurus  
**from** grid **import** Grid  
  
  
**class** CrossWord:  
 *"""  
 Будує кросворд за заданою сіткою та тезаурусом, якщо це можливо  
 """* **def** \_\_init\_\_(self, thes\_filename, grid\_filename):  
 self.\_thesaurus = Thesaurus(thes\_filename) *# тезаурус* self.\_grid = Grid(grid\_filename) *# сітка* self.\_thesaurus.read()  
 self.\_grid.read()  
 self.\_descriptions\_vert = list() *# описи слів по вертикалі* self.\_descriptions\_hor = list() *# описи лів по горизонталі* **def** check\_cross\_word(self):  
 *"""  
 Перевіряє можливість побудови та будує кросворд  
 Будує описи слів* **:return***:  
 """* count = 0  
 words\_in\_use = []  
 **for** word **in** self.\_grid:  
 **if** word.no > count:  
 count += 1  
 words\_in\_use.append(**""**)  
 candidates = self.\_thesaurus.get\_words\_with\_len(word.len) - \  
 set(words\_in\_use)  
 word.set\_candidates(candidates)  
 **if not** word.next\_match():  
 word.clear()  
 words\_in\_use.pop()  
 count -= 1  
 self.\_grid.undo\_next()  
 self.\_grid.undo\_next()  
 **else**:  
 words\_in\_use[-1] = word.word  
  
 self.\_grid.reset()  
 **for** word **in** self.\_grid:  
 **if** word.is\_vert:  
 self.\_descriptions\_vert.append(  
 (word.no, self.\_thesaurus.get\_description(word.word)))  
 **else**:  
 self.\_descriptions\_hor.append(  
 (word.no, self.\_thesaurus.get\_description(word.word)))  
  
 **def** show(self):  
 *"""  
 Показує сітку кросворду та описи слів* **:return***:  
 """* self.\_grid.show()  
 self.\_grid.show\_words()  
 print(**"Horizontal"**, \*self.\_descriptions\_hor, sep=**'\n'**)  
 print(**"Vertical"**, \*self.\_descriptions\_vert, sep=**'\n'**)  
  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 cw = CrossWord(**"thesaurus.txt"**, **"grid.txt"**)  
 cw.check\_cross\_word()  
 cw.show()

Модуль thesaurus.

**class** Thesaurus:  
 *"""  
 Клас працює з тезаурусом (тлумачним словником)  
 Словник записано у файлі у форматі:  
 "слово":"опис"  
 Кожне слово разом з описо записано у окремому рядку файлу  
 """* **def** \_\_init\_\_(self, filename):  
 self.\_filename = filename *# ім'я файлу тезаурусу* self.\_thesaurus = dict() *# тезаурус - словник з ключами - словами  
 # та значеннями - описами слів* self.\_words\_lists = dict() *# словник списків слів заданої довжини  
 # ключі - довжини слів, значення - списки слів* **def** read(self):  
 *"""  
 Читає тезаурус з файлу, будує словник self.\_thesaurus та списки слів* **:return***:  
 """* **with** open(self.\_filename, **'r'**) **as** f:  
 **for** line **in** f:  
 line = line.strip()  
 *# print(line)* **if not** line:  
 **break** word, description = line.split(**':'**)  
 self.\_thesaurus[word.strip(**'"'**)] = description.strip(**'"'**)  
  
 self.\_build\_words\_lists()  
  
 **def** \_build\_words\_lists(self):  
 maxlen = len(max(self.\_thesaurus, key=len))  
 **for** word\_len **in** range(1, maxlen + 1):  
 self.\_words\_lists[word\_len] = [w **for** w **in** self.\_thesaurus  
 **if** len(w) == word\_len]  
  
 **def** get\_words\_with\_len(self, word\_len):  
 *"""  
 Повертає список слів заданої довжини word\_len* **:param** *word\_len: довжина слова* **:return***: список слів [list]  
 """* **return** set(self.\_words\_lists.get(word\_len, []))  
  
 **def** get\_description(self, word):  
 *"""  
 Повертає опис слова word* **:param** *word: слово* **:return***: опис [str]  
 """* **return** self.\_thesaurus.get(word, **""**)  
  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 t = Thesaurus(**"thesaurus.txt"**)  
 t.read()  
 **for** i **in** range(1, 6):  
 words\_i = t.get\_words\_with\_len(i)  
 **for** word **in** words\_i:  
 print(word, t.get\_description(word))

Сітка кросворду grid.txt

\_v\_\_\_\_\_\_\_  
h\*\*\*\*\*\_\_\_  
\_\*\_\_\_\_v\_\_  
\_\*\_\_\_\_\*\_\_  
h\*\*\*\*\*\*\*\*  
\_\*\_\_\_\_\*\_\_  
\_\*\_\_\_\_\*\_\_  
\_\_\_\_\_h\*\*\*  
\_\_\_\_\_\_\*\_\_

Кістяк модуля crossword з реалізованим конструктором класу CrossWord та головною частиною програми.

**from** thesaurus **import** Thesaurus  
**from** grid **import** Grid  
  
  
**class** CrossWord:  
 *"""  
 Будує кросворд за заданою сіткою та тезаурусом, якщо це можливо  
 """* **def** \_\_init\_\_(self, thes\_filename, grid\_filename):  
 self.\_thesaurus = Thesaurus(thes\_filename) *# тезаурус* self.\_grid = Grid(grid\_filename) *# сітка* self.\_thesaurus.read()  
 self.\_grid.read()  
 self.\_descriptions\_vert = list() *# описи слів по вертикалі* self.\_descriptions\_hor = list() *# описи лів по горизонталі* **def** check\_cross\_word(self):  
 *"""  
 Перевіряє можливість побудови та будує кросворд  
 Будує описи слів* **:return***:  
 """* **def** show(self):  
 *"""  
 Показує сітку кросворду та описи слів* **:return***:  
 """***if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 cw = CrossWord(**"thesaurus.txt"**, **"grid.txt"**)  
 cw.check\_cross\_word()  
 cw.show()

Кістяк модуля еhesaurus з реалізованим конструктором класу Thesaurus

**class** Thesaurus:  
 *"""  
 Клас працює з тезаурусом (тлумачним словником)  
 Словник записано у файлі у форматі:  
 "слово":"опис"  
 Кожне слово разом з описо записано у окремому рядку файлу  
 """* **def** \_\_init\_\_(self, filename):  
 self.\_filename = filename *# ім'я файлу тезаурусу* self.\_thesaurus = dict() *# тезаурус - словник з ключами - словами  
 # та значеннями - описами слів* self.\_words\_lists = dict() *# словник списків слів заданої довжини  
 # ключі - довжини слів, значення - списки слів* **def** read(self):  
 *"""  
 Читає тезаурус з файлу, будує словник self.\_thesaurus та списки слів* **:return***:  
 """* **def** get\_words\_with\_len(self, word\_len):  
 *"""  
 Повертає список слів заданої довжини word\_len* **:param** *word\_len: довжина слова* **:return***: список слів [list]  
 """* **def** get\_description(self, word):  
 *"""  
 Повертає опис слова word* **:param** *word: слово* **:return***: опис [str]  
 """***if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 t = Thesaurus(**"thesaurus.txt"**)  
 t.read()  
 **for** i **in** range(1, 6):  
 words\_i = t.get\_words\_with\_len(i)  
 **for** word **in** words\_i:  
 print(word, t.get\_description(word))

# Групове завдання 21. Розрахунок матеріалів для будинку

## Текст завдання

Будується будинок прямокутної форми з двоскатним дахом. Матеріал фундаменту – бетон. Матеріал стін – газоблок. Матеріал даху металочерепиця.

Описати класи: Будинок, Стіна, Фундамент, Дах, Вікно, Двері. Описати також клас-ітератор, який повертає по черзі усі стіни будинку. За потребою, можна використовувати й інші класи.

Використати твердження про програми assert для перевірки, що усі стіни мають однакову висоту, а протилежні стіни – однакову ширину.

Усі класи мають містити як мінімум конструктор та метод show – показати.

Показ будинку здійснити з використанням turtle відразу з 4 боків (по окремих стінах).

Дані про розміри будинку а також фундамент, дах, стіни, вікна, двері зберігаються у текстовому файлі у такому вигляді:

У першому рядку – загальні дані про фундамент

У другому рядку – загальні дані про дах.

У наступному рядку – дані фронтальної стіни (“front”, …)

У наступних рядках – дані про двері (“door”, …) та вікна (“window”, …), які виходять на цю стіну.

Далі – аналогічно дані про інші стіни будинку (“rear”, “left”, “right”)

Для кожної стіни вказують її габаритні розміри. Бокові стіни мають трикутні фронтони під дахом. Розміри вказують без урахування фронтонів.

Для кожного вікна та двері задаються положення лівого нижнього кута відносно лівого нижнього кута стіни та габаритні розміри.

Для даху вказують вихід за стіну з кожного з 4 боків та кут нахилу даху у градусах.

Для фундаменту (стрічкового) вказують його товщину, глибину відносно землі та висоту над землею.

Розмір газоблоку: 0.6 х 0.4 х 0.2 м, товщина стін – 0.4 м

Робоча ширина листа металочерепиці 1.05 м

Треба прочитати параметри будинку з файлу, показати будинок а також розрахувати:

* Об’єму бетону
* Кількість газоблоків (з урахуванням допуску додатково 10% від мінімально необхідної кількості)
* Кількість та довжини листів черепиці (черепиця відрізається потрібного розміру по довжині)

## Необхідні передумови

Засвоєння Теми 16 «Ітератори та генератори».

## Мета завдання

Навчитись писати програми, що використовують ітератори та генератори, обробку помилок у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо описати різні класи з завдання.

## Зауваження щодо вирішення завдання

Повернення до теми першого завдання вже на новій мовній базі, тобто, з використанням класів та зі збільшенням можливостей.

## Рекомендації щодо перевірки результатів

Задати прості дані та перевірити правильність відповідей.

## Текст програми з розв’язками

# Групове завдання 22. Ланцюговий код. Крок 1

## Текст завдання

Бінарне зображення на прямокутнику [(0,0), (m -1. n - 1)] складається з точок. Кожна точка може мати значення 1 (зафарбовано) або 0 (не зафарбовано).

Для стиснення бінарного зображення використовують ланцюговий код, який визначається наступним чином: для послідовності зафарбованих точок у рядку *i*, починаючи з позиції *j*, довжиною *k* зберігають кортеж (*i*, *j,* *k*).

Нехай у текстовому файлі один рядок відповідає одному рядку зображення. Зафарбовані точки позначені зірочками (‘\*’), не зафарбовані - крапками (‘.’). Наприклад, початковий рядок файлу може мати вигляд:

….\*\*\*…\*\*\*\*\*\*\*\*…..\*\*\*\*…..

Для рядка файлу, зображеного вище, маємо таку послідовність ланцюгових кодів: (0, 4, 3), (0, 10, 8), (0, 23, 4)

Описати клас ChainCodeReader, який читає бінарне зображення з текстового файлу (ім’я файлу передається у конструкторі) та формує послідовність ланцюгових кодів. Цей клас також має бути ітератором то повертати усі прочитані коди у порядку слідування. Окрім цього клас має містити властивість (property) codes, що повертає список прочитаних кодів

Для показу за допомогою turtle одну зафарбовану точку показувати зафарбованим квадратом розміром *a* (для незафарбованої точки відповідно пропустити квадрат розміром *a*).

Описати клас ChainCodePicture, який має метод show для показу бінарного зображення, представленого у вигляді послідовності ланцюгових кодів, за допомогою turtle. У конструктор класу передаються параметри:

* codes - послідовність кодів
* scale – масштаб відображення точки (значення *a*)
* color – колір відображення

Врахувати, що у turtle вісь OY спрямована угору.

Для зображення одного зафарбованого квадрату довжиною *a* чорним кольором, починаючи з поточної позиції, можна використати такі команди turtle:

turtle.color('black', ' black')

turtle.begin\_fill()

for i in range(4):

turtle.fd(a)

turtle.right(90)

turtle.end\_fill()

З використанням класів ChainCodeReader та ChainCodePicture розв’язати задачу. Нехай у текстовому файлі записано бінарне зображення для сьогоднішньої дати (у форматі “dd mm yyyy”, dd - день, mm – місяць, yyyy - рік). Перетворити це зображення у ланцюговий код та показати.

## Необхідні передумови

Засвоєння Тем 16 «Ітератори та генератори», 17 «Декоратори».

## Мета завдання

Навчитись писати програми, що використовують ітератори та генератори, стандартні декоратори (property) у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо описати різні класи з завдання.

## Зауваження щодо вирішення завдання

Це завдання також складається з 2 кроків (2 послідовних занять). Кігцева мета – побудувати класи для оброки ланцюгових кодів та визначення фігур у бінарному зображенні.

Між першим та другим заняттям требі надати можливість студентам обмінюватись написаними програмами, щоб до другого занятт всі мали ппрацюючі класи ChainCodeReader та ChainCodePicture.

## Рекомендації щодо перевірки результатів

Наочно перевірити правильність зображення а також впевнитись у реалізації описаних класів та методів.

## Текст програми з розв’язками

Модуль chain\_code

**import** turtle  
  
X\_START = -200  
Y\_START = 200  
  
**class** ChainCodeReader:  
 *"""  
 Клас читає бінарне зображення, яке записано у текстовому файлі  
 зірочками та крапками, та повертає послідовність ланцюгових кодів  
 """* **def** \_\_init\_\_(self, filename):  
 self.\_codes = list()  
 **with** open(filename, **'r'**) **as** f:  
 **for** i, line **in** enumerate(f):  
 self.\_extract\_codes(line.strip(), i)  
 self.\_index = 0  
  
 **def** \_extract\_codes(self, line, row):  
 *"""  
 Виділити коди з рядка файлу.  
 Модифікує поле self.\_codes* **:param** *line: рядок файлу без '\n' [str]* **:param** *row: номер рядка зображення [int]* **:return***: None  
 """* line += **'.'** in\_chain = **False  
 for** i, c **in** enumerate(line):  
 **if** c == **'\*'**:  
 **if not** in\_chain:  
 col = i  
 length = 0  
 in\_chain = **True** length += 1  
 **else**:  
 **if** in\_chain:  
 self.\_codes.append((row, col, length))  
 in\_chain = **False** @property  
 **def** codes(self):  
 *"""  
 Властивість повертає список ланцюгових кодів зораження* **:return***: список кодів [list]  
 """* **return** self.\_codes  
  
 **def** \_\_iter\_\_(self):  
 *"""  
 Метод для підтримки ітеаційного протоколу  
 Повертає себе в якості ітератора* **:return***: self [ChainCodeReader]  
 """* **return** self  
  
 **def** \_\_next\_\_(self):  
 *"""  
 Метод для підтримки ітеаційного протоколу  
 Повертаэ наступний ланцюговий код* **:return***:  
 """* **if** self.\_index >= len(self.\_codes):  
 **raise** StopIteration  
  
 elem = self.\_codes[self.\_index]  
 self.\_index += 1  
 **return** elem  
  
 **def** reset(self):  
 *"""  
 Реініціалізувати ітератор* **:return***: None  
 """* self.\_index = 0  
  
  
**class** ChainCodePicture:  
 *"""  
 Клас зображує бінарне зображення у ланцюгових кодах  
 за допомогою turtle  
 """* **def** \_\_init\_\_(self, codes, scale, color):  
 self.\_codes = codes *# ланцюгові коди* self.\_scale = scale *# масштаб зображення (кількість пікселів  
 # у 1 точці* self.\_color = color *# колір зображення* self.\_x\_start = X\_START *# зсув зображення по x* self.\_y\_start = Y\_START *# зсув зображення по y* **def** show(self):  
 *"""  
 Показати зобаження* **:return***: None  
 """* turtle.up()  
 turtle.home()  
 turtle.delay(0)  
 turtle.color(self.\_color, self.\_color)  
 **for** code **in** self.\_codes:  
 self.\_show\_code(code)  
  
 **def** \_show\_point(self, row, col):  
 *"""  
 Показати 1 точку зображення у вигляді квадрата* **:param** *row: номер рядка* **:param** *col: номер стовпчика* **:return***: None  
 """* turtle.up()  
 turtle.setpos(self.\_x\_start + col \* self.\_scale,  
 self.\_y\_start - row \* self.\_scale)  
 turtle.down()  
 turtle.begin\_fill()  
 **for** i **in** range(4):  
 turtle.fd(self.\_scale)  
 turtle.right(90)  
 turtle.end\_fill()  
  
 **def** \_show\_code(self, code):  
 *"""  
 Показати 1 ланцюговий код* **:param** *code:* **:return***:  
 """* row, start\_col, length = code  
 **for** i **in** range(start\_col, start\_col + length):  
 self.\_show\_point(row, i)  
  
  
**if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 reader = ChainCodeReader(**'ht23.txt'**)  
 picture = ChainCodePicture(reader.codes, 5, **'black'**)  
 picture.show()

# Групове завдання 23. Ланцюговий код. Крок 2

## Текст завдання

Завдання продовжує завдання 22

Бінарне зображення на прямокутнику [(0,0), (m. n)] складається з точок. Кожна точка може мати значення 1 (зафарбовано) та 0 (не зафарбовано).

Для стиснення бінарного зображення використовують ланцюговий код, який визначається наступним чином: для послідовності зафарбованих точок у рядку *i*, починаючи з позиції *j*, довжиною *k* зберігають кортеж (*i*, *j,* *k*).

Фігура у ланцюгових кодах визначається наступним чином: два сусідніх рядки фігури мають хоча б один перетин (тобто, мають ланцюгові коди, які перетинаються). Приклад перетину – на рисунку нижче

……..\*\*\*\*\*\*\*\*………….…..

……..….\*\*\*……………………..

Описати клас ChainCodeFigure, який зберігає одну фігуру у ланцюгових кодах. Цей клас повинен мати методи:

* Конструктор – створює порожню фігуру
* add\_code – додати ланцюговий код code до фігури
* weight – обчислити та повернути «вагу» фігури, кількість точок у фігурі
* mass\_center – обчислити та повернути центр мас фігури (суми значень по відповідних координатах розділити на вагу)
* codes – властивість (property), повертає усі коди фігури
* intersects – перевіряє, чи перетинається фігура з заданим ланцюговим кодом code
* merge – злити фігуру з іншою фігурою figure
* \_\_lt\_\_ - чи менше поточна Фігура1, ніж Фігура2, other. Фігура1 < Фігура2, якщо вона знаходиться вище (спочатку) та лівіше (потім), ніж Фігура2
* show – показати фігуру у масштабі scale кольором color

З використанням класів ChainCodeReader, ChainCodePicture, ChainCodeFigure розв’язати задачу. У текстовому файлі в архіві ht23.zip записано бінарне зображення. Порахувати та показати (print) кількість фігур, координати центру мас та вагу кожної фігури. Показати зображення кожної окремої фігури у turtle у заданому масштабі чорним кольором.

## Необхідні передумови

Засвоєння Тем 16 «Ітератори та генератори», 17 «Декоратори».

## Мета завдання

Навчитись писати програми, що використовують ітератори та генератори, стандартні декоратори (property) у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо описати різні методи класу ChainCodeFigure з завдання.

## Зауваження щодо вирішення завдання

Окрім самого завдання перед початком заняття студентам треба розіслати тектовий файл з бінарним зображеннім фігур, які треба виділити.

Найбільш складним у завданні є функція build\_figures побудови списку фігур. Можливо, тут треба підказати командам, яким чином можна це зробити та які структури даних краще використати.

## Рекомендації щодо перевірки результатів

Наочно перевірити правильність зображення а також впевнитись у реалізації описаних класів та методів.

## Текст програми з розв’язками

Модуль chain\_code\_figure

**import** time  
**from** chain\_code **import** ChainCodePicture, ChainCodeReader  
  
  
SCALE = 10  
COLOR = **"black"  
  
class** ChainCodeFigure:  
 **def** \_\_init\_\_(self, codes=()):  
 self.\_codes = list(codes)  
 self.\_weight = sum(c[2] **for** c **in** self.\_codes)  
  
 **def** add\_code(self, code):  
 self.\_codes.append(code)  
 self.\_weight += code[2]  
  
 @property  
 **def** codes(self):  
 **return** self.\_codes  
  
 **def** intersects(self, code):  
 code\_row, code\_col, code\_length = code  
 **for** row, col, length **in** self.\_codes:  
 **if** abs(row - code\_row) == 1 **and** (  
 code\_col <= col < code\_col + code\_length **or** col <= code\_col < col + length **or** code\_col <= col + length - 1 < code\_col + code\_length **or** col <= code\_col + code\_length - 1 < col + length):  
 **return True  
  
 return False  
  
 def** merge(self, other):  
 self.\_codes.extend(other.codes)  
 self.\_weight += other.\_weight  
 self.\_codes.sort()  
  
 **def** weight(self):  
 **return** self.\_weight  
  
 **def** rect(self):  
 x\_min = min(c[1] **for** c **in** self.\_codes)  
 y\_min = min(c[0] **for** c **in** self.\_codes)  
 x\_max = max(c[1] + c[2] - 1 **for** c **in** self.\_codes)  
 y\_max = max(c[0] **for** c **in** self.\_codes)  
 **return** x\_min, y\_min, x\_max, y\_max  
  
 **def** start\_row(self):  
 **return** min(c[0] **for** c **in** self.\_codes)  
  
 **def** start\_col(self):  
 **return** min(c[1] **for** c **in** self.\_codes)  
  
 **def** mass\_center(self):  
 weight = self.weight()  
 **assert** weight, **"Can't calculate mass center for empty figure"** x\_sum = y\_sum = 0  
 **for** row, col, length **in** self.\_codes:  
 y\_sum += row \* length  
 x\_sum += sum(range(col, col + length))  
 **return** x\_sum / weight, y\_sum / weight  
  
 **def** \_\_lt\_\_(self, other):  
 **return** self.start\_row() < other.start\_row() **or** \  
 (self.start\_row() == other.start\_row() **and** self.start\_col() < other.start\_col())  
  
 **def** show(self):  
 cp = ChainCodePicture(self.\_codes, SCALE, COLOR)  
 cp.show()  
  
  
**if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 **def** build\_figures(reader):  
 figures = list()  
 **for** code **in** reader:  
 intersected = list()  
 **for** figure **in** figures:  
 **if** figure.intersects(code):  
 intersected.append(figure)  
  
 **if** intersected:  
 new\_figure = intersected[0]  
 new\_figure.add\_code(code)  
 figures.remove(new\_figure)  
 **for** isect **in** intersected[1:]:  
 new\_figure.merge(isect)  
 figures.remove(isect)  
 **else**:  
 new\_figure = ChainCodeFigure([code])  
 figures.append(new\_figure)  
 **return** figures  
  
  
 reader = ChainCodeReader(**'ht23.txt'**)  
 mass\_centers = list()  
 figures = build\_figures(reader)  
 figures.sort()  
 figures\_num = len(figures)  
 print(**"Figures number:"**, figures\_num)  
 **for** i, figure **in** enumerate(figures, 1):  
 figure.show()  
 weight = figure.weight()  
 rect = figure.rect()  
 x, y = figure.mass\_center()  
 print(**"Figure {}. Rect: {} Weight: {}, Mass center ({}, {})"**.format(  
 i, rect, weight, x, y))  
 mass\_centers.append((int(y), int(x), 1))  
  
 cp = ChainCodePicture(mass\_centers, SCALE, **"red"**)  
 cp.show()  
 time.sleep(5)

Текстовий файл з бінарним зображенням ht23.txt

....................................................................  
...........\*\*\*\*\*\*\*\*\*................................................  
..........\*\*\*\*....\*\*\*\*\*.........\*\*\*\*\*..........\*\*\*\*\*................  
...................\*\*\*\*\*...........\*\*\*\*\*......\*\*\*\*\*.................  
...................\*\*\*\*\*.............\*\*\*\*\*..\*\*\*\*\*........\*\*\*\*.......  
...................\*\*\*\*\*................\*\*\*\*\*..........\*\*\*\*.........  
..............\*\*...\*\*\*\*\*..............................\*\*\*\*..........  
............\*\*\*\*...\*\*\*\*\*.............................\*\*\*\*...........  
............\*\*.....\*\*\*\*\*............................................  
...................\*\*\*\*\*............................................  
...................\*\*\*\*\*...........\*\*\*\*\*............................  
..........\*\*\*\*.....\*\*\*\*\*.........\*\*\*\*.\*\*\*\*..........................  
...........\*\*\*\*\*\*\*\*\*...........\*\*\*\*.....\*\*\*\*........................  
...............................\*\*\*\*..\*..\*\*\*\*........................  
................................\*\*\*\*...\*\*\*\*.........................  
...................................\*\*\*\*\*............................  
....................................................................  
....................................................................

# Групове завдання 24. Фільтрація та відновлення рядків

## Текст завдання

Є функція, що повертає список слів.

Побудувати «фільтри» у вигляді декораторів, які «псують» слова з цього списку наступним чином:

1. Додають до коду 1 символу слова деяке задане число.
2. Видаляють 1 символ слова
3. Вставляють 1 символ у слово

Отримати випадковий рядок з файлу “text.txt”, запам’ятати його в окремому текстовому файлі, перетворити його у список слів та пропустити через «фільтри». Кожне слово word може проходити через фільтри не більше len(word) // 3 разів.

Утворити зі списку відфільтрованих слів рядок (слова мають розділятись пропусками) та передати іншій команді, вказавши окрім рядка назву своєї команди (A, B, C, D, E) та порядковий номер фільтрованого повідомлення.

Інша команда має спробувати відтворити все або максимальну частину первинного повідомлення.

Відтворення треба робити за допомогою алгоритму, що обчислює відстань Левенштейна між 2 рядками. Для цього з файлу “text.txt” отримати усі різні слова та знайти для кожного слова повідомлення слово з файлу з мінімальною відстанню Левенштейна.

Перемагає команда, яка відтворить максимальну кількість повідомлень інших команд.

Для розрахунку відстані Левенштейна найчастіше застосовують простий алгоритм, в якому використовується матриця розміром (n + 1) \* (m + 1), де n і m - довжини порівнюваних рядків. Окрім цього вартість операцій вилучення, заміни та вставки вважається однаковою. Для конструювання матриці використовують таке рекурсивне рівняння:

D0,0=0

| Di-1,j-1 + 0 (equal)

| Di-1,j-1 + 1 (replace)

Di,j=min{

| Di-1, j + 1(insert)

| Di, j-1 + 1(delete)

У [псевдокоді](https://uk.wikipedia.org/wiki/%D0%9F%D1%81%D0%B5%D0%B2%D0%B4%D0%BE%D0%BA%D0%BE%D0%B4) алгоритм виглядає так:

int LevenshteinDistance(char str1[1..lenStr1], char str2[1..lenStr2])

// d таблиця кількість рядків = lenStr1+1 та кількість стовпців = lenStr2+1

declare int d[0..lenStr1, 0..lenStr2]

// i та j використовуються для індексування позиції у str1 та у str2

declare int i, j, cost

for i from 0 to lenStr1

d[i, 0] := i

for j from 0 to lenStr2

d[0, j] := j

for i from 1 to lenStr1

for j from 1 to lenStr2

if str1[i] = str2[j] then cost := 0 //однакові

else cost := 1 //заміна

d[i, j] := minimum(

d[i-1, j ] + 1, // вилучення

d[i , j-1] + 1, // вставка

d[i-1, j-1] + cost // заміна або однакові

)

return d[lenStr1, lenStr2] //значення відстані Левенштайна в останній клітинці матриці

## Необхідні передумови

Засвоєння Теми 17 «Декоратори».

## Мета завдання

Навчитись писати програми, що використовують декоратори у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо описати різні фільтри та відтворення рядка.

## Зауваження щодо вирішення завдання

Окрім самого завдання перед початком заняття студентам треба розіслати тектовий файл з повідомленнями.

Є сенс давати це завдання, якщо у групі студентів є декілька приблизно рівних команд. Також можна подумати над критерієм перемоги, оскільки команда залежить від спроможності інших виконати хоча б першу частнну завдання.

## Рекомендації щодо перевірки результатів

Наочно перевірити правильність зображення а також впевнитись у реалізації описаних класів та методів.

## Текст програми з розв’язками

Рекурсивна функція обчислення вдістані Левенштейна

*# відстань Левенштейна***def** levenstein(s1, s2):  
 **if not** s1 **and not** s2:  
 d = 0  
 **elif not** s1:  
 d = len(s2)  
 **elif not** s2:  
 d = len(s1)  
 **else**:  
 cost = 0 **if** s1[-1] == s2[-1] **else** 1  
 d = min(levenstein(s1[:-1], s2[:-1]) + cost,  
 levenstein(s1[:-1], s2) + 1,  
 levenstein(s1, s2[:-1]) + 1)  
 **return** d  
  
s1 = input(**'s1= '**)  
s2 = input(**'s2= '**)  
d = levenstein(s1, s2)  
print(**'d='**, d)

# Групове завдання 25. Обмін повідомленнями між програмами

## Текст завдання

Скласти 2 програми. Програма1 вводить повідомлення, а Програма2 на основі цих повідомлені викликає методи заданого класу Recepient. Програма1 та Програма2 мають працювати одночасно (спочатку запустити Програму2, потім Програму1).

При цьому обмін повідомленнями відбувається за допомогою текстових файлів. Програма 1 записує повідомлення у файл “msg.txt”. Після завершення запису, створює файл “1.txt”, у єдиний рядок якого записує кількість повідомлень. Кількість підготовлених повідомлень має також бути показана на екрані. Далі Програма1 очікує, поки Програма2 обробить усі повідомлення.

Кожне повідомлення – це рядок, який має вигляд:

call,<ім’я методу>,<параметр1>,…,<параметр n>

Програма2 очікує, коли буде готовий файл з повідомленнями (коли файл “1.txt”стане непорожнім).

Цикл очікування можна реалізувати за допомогою функції sleep з модуля time

import time

…

while True:

try:

with open(“1.txt”, “r”) as f:

s = f.read()

if s:

break

except IOError:

pass

time.sleep(1)

Після того, як файл “msg.txt” готовий, Програма2 робить файл “1.txt” порожнім, читає повідомлення з файлу “msg.txt”, перевіряє, чи є відповідні методи у класі Recepient та викликає потрібний метод. Усі методи повинні просто показувати значення своїх параметрів. Усі параметри є рядками. Якщо методу немає у класі, Програма2 показує повідомлення про помилку, але продовжує працювати.

Методи класу Recepient можуть додаватись у динаміці. Для цього використовують спеціальне повідомлення

add\_method,<ім’я методу>,<кількість параметрів>.

Отримавши таке повідомлення, Програма2 має додати метод, що показує значення своїх параметрів, до об’єкту класу Recepient та в подальшому може отримувати повідомлення для виклику цього методу.

Після того, як Програма2 розібрала усі повідомлення, вона створює файл “2.txt”, у єдиний рядок якого записує кількість оброблених повідомлень. Кількість оброблених повідомлень має також бути показана на екрані.

Програма1 чекає, поки файл “2.txt” стане непорожнім, робить його порожнім, та знову створює файл “msg.txt” з новими повідомленнями для Програми2.

Перевірити, чи є потрібний метод, можна за допомогою стандартної функції getattr, а додати новий метод – за допомогою стандартної функції setattr.

## Необхідні передумови

Засвоєння Теми 19 «Метакласи та метапрограмування».

## Мета завдання

Навчитись писати програми, що використовують метапрограмування у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо описати Програму 1 та Програму 2.

## Зауваження щодо вирішення завдання

Це завдання допомагає студентам засвоїти початкові засади паралельного програмування, програмування у мережі (без самої мережі) а також використання метапрограмування.

## Рекомендації щодо перевірки результатів

Наочно перевірити правильність зображення а також впевнитись у реалізації описаних класів та функцій.

## Текст програми з розв’язками

Програма 1

**import** time  
  
  
**def** wait(in\_file):  
 **while True**:  
 **try**:  
 **with** open(in\_file, **'r'**) **as** f:  
 s = f.read()  
 **if** s:  
 **break  
 except** IOError:  
 **pass** time.sleep(1)  
 **with** open(in\_file, **'w'**) **as** g:  
 **pass  
 return** int(s)  
  
  
**def** generate(msg\_file, out\_file):  
 print(**'program 1: generating messages'**)  
 **with** open(msg\_file, **'w'**) **as** f:  
 num = 0  
 **while True**:  
 msg = input(**'program1: message:'**)  
 **if not** msg:  
 **break** msg = msg.replace(**' '**, **''**)  
 f.write(msg + **'\n'**)  
 num += 1  
  
 **with** open(out\_file, **'w'**) **as** g:  
 g.write(**'{}\n'**.format(num))  
  
  
**if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 print(**'Program 1 starting'**)  
 **while True**:  
 generate(**"msg.txt"**, **"1.txt"**)  
 wait(**"2.txt"**)

Програма 2

**import** time  
  
  
**class** Recepient:  
 **def** f1(self, s1, s2):  
 print(s1, s2)  
  
 **def** f2(self, s1, s2, s3):  
 print(s1, s2, s3)  
  
  
**def** new\_meth(params\_num):  
 **def** f(\*args):  
 **if** len(args) != params\_num:  
 **raise** TypeError(**"Waited for {} params, but got {}"** .format(params\_num, len(args)))  
 print(\*args)  
  
 **return** f  
  
  
**def** wait(in\_file):  
 **while True**:  
 **try**:  
 **with** open(in\_file, **'r'**) **as** f:  
 s = f.read()  
 **if** s:  
 **break  
 except** IOError:  
 **pass** time.sleep(1)  
 **with** open(in\_file, **'w'**) **as** g:  
 **pass  
 return** int(s)  
  
  
**def** process\_message(msg, rc):  
 **if not** msg:  
 **raise** ValueError(**"Empty message"**)  
  
 parts = msg.split(**','**)  
 **if** len(parts) < 3:  
 **raise** ValueError(  
 **"Message must have at least 3 parts: "  
 "(command, name, param(s))"**)  
  
 command = parts[0]  
 meth\_name = parts[1]  
 params = parts[2:]  
 **if** command == **'call'**:  
 meth = getattr(rc, meth\_name, **None**)  
 **if not** meth:  
 **raise** AttributeError(  
 **"No method with name {}"**.format(meth\_name))  
  
 meth(\*params)  
 **elif** command == **'add\_method'**:  
 setattr(rc, meth\_name, new\_meth(int(params[0])))  
 **else**:  
 **raise** ValueError(  
 **"Invalid message command {}"**.format(command))  
  
  
**def** process(msg\_file, out\_file, rc, num):  
 print(**'program 2: processing {} messages'**.format(num))  
 **with** open(msg\_file, **'r'**) **as** f:  
 **for** i **in** range(num):  
 s = f.readline()  
 **if not** s:  
 **raise** ValueError(**"Invalid meassages number"**)  
  
 msg = s.strip()  
 print(**'program 2: got message: {}'**.format(msg))  
 **try**:  
 process\_message(msg, rc)  
 **except** Exception **as** e:  
 print(e)  
  
 **with** open(out\_file, **'w'**) **as** g:  
 g.write(**'{}\n'**.format(num))  
  
  
**if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 print(**'Program 2 starting'**)  
 rc = Recepient()  
 **while True**:  
 num = wait(**"1.txt"**)  
 **try**:  
 process(**"msg.txt"**, **"2.txt"**, rc, num)  
 **except** Exception **as** e:  
 print(e)

# Групове завдання 26. Введення даних форми

## Текст завдання

Скласти програму з графічним інтерфейсом для введення даних деякої форми.

Форма описана у текстовому файлі як послідовність рядків:

<назва> <поле>,

Де назва – назва поля форми, а поле – вказання типу поля.

Наприклад,

Прізвище {}

Поле може мати один з двох типів:

* Поле введення
* Список

Поле введення позначається фігурними дужками {}

Список позначається квадратними дужками [], у яких через кому вказують елементи списку. Наприклад,

Стать [чол,жін].

Форма призначена для введення та збереження низки записів з однаковим набором полів.

Форма має розміщуватись на екрані у одному вікні. Окрім надписів та полів введення (списків), у вікні мають також бути кнопки: «Далі», «Готово», «Відмінити».

* Кнопка «Далі» - зберегти дані у файлі, очистити всі поля, продовжити введення
* Кнопка «Готово» - - зберегти дані у файлі, завершити введення,
* Кнопка «Відмінити» . не зберігати дані у файлі, очистити всі поля, продовжити введення

Вважати, що всі дані форми можуть розміститись на екрані.

Введені дані зберігати у текстовому файлі, для однієї форми – один рядок. Елементи даних брати у лапки, між елементами – кома.

Наприклад:

“Іваненко”,“чол”

Після введення та збереження усіх даних у файлі (натиснуто кнопку «Готово») показати ці дані у окремому вікні у списку рядків.

Опис форми містяться у окремому файлі form.txt.

Для розв’язання задачі описати 2 класи: FormConstructor та FormsGUI.

FormConstructor будує форму за її описом у файлі, забезпечує введення даних та їх збереження у файлі.

FormsGUI організовує введення, відкриває вікно з інтерфейсом FormConstructor, показує введені дані у списку.

Для того, щоб одночасно у вікні працювати з декількома списками та зберігати вибір у кожному з них, треба задати для кожного списку параметр exportselection=0. Наприклад,

lb=Listbox(top, exportselection=0)

Подія вибору елементу зі списку - <<ListboxSelect>>. Зв’язати з цією подією функцію обробки some\_handler можна так:

lb.bind('<<ListboxSelect>>', some\_handler)

## Необхідні передумови

Засвоєння Теми 20 «Графічний інтерфейс».

## Мета завдання

Навчитись писати програми, що використовують графічний інтерфейс у Python.

## Обмеження на виконання завдання

Немає.

## Пропозиції щодо розпаралелювання роботи над завданням у команді

Окремо описати класи FormConstructor та FormsGUI.

## Зауваження щодо вирішення завдання

Окрім завдання переслати студентам опис форми для введення.

Для скорочення часу розробки програми можно взяти в якості прототипу FormConstructor клас DictEditor – редактор словників, який є прикладом у матеріалах лекцій до теми «Графічний інтерфейс»

## Рекомендації щодо перевірки результатів

Наочно перевірити правильність зображення а також впевнитись у реалізації описаних класів та функцій.

## Текст програми з розв’язками

Модуль form\_constructor

*# Клас конструктор форм***from** tkinter **import** \*  
  
**class** FormConstructor:  
 *'''  
 Клас призначено для створення форми у графічному режимі  
 за описом у файлі.  
  
 self.master - вікно, у якому розміщується вікно редагування.  
 self.filename - ім'я файлу з описом форми  
 self.out\_file - ім'я файлу для збереження результатів введення  
 self.elements - список рядків файлу з описами полів  
 self.has\_buttons - чи є власні кнопки у вікна редагування  
 self.vars - список з текстовими змінними для зв'язування  
 з полями введення та списками  
 self.labels - список з надписами  
 self.ent\_lists - список з полями введення або списками  
 '''* **def** \_\_init\_\_(self, master, filename, out\_file, has\_buttons=**True**):  
 self.master = master  
 self.filename = filename  
 **with** open(self.filename, **'r'**, encoding=**'utf-8'**) **as** f:  
 self.elements = f.readlines()  
 self.elements = list(map(**lambda** x: x.strip(), self.elements))  
 self.out\_file = out\_file  
 self.has\_buttons = has\_buttons  
 self.\_make\_widgets()  
  
 **def** \_make\_widgets(self):  
 *'''Створити елементи інтерфейсу форми.'''  
 # рамка для полів введення та списків* self.fedit = Frame(self.master, bd=1, relief=SUNKEN)   
 self.\_make\_entries()  
 self.\_layout\_entries()  
 **if** self.has\_buttons:  
 fbut = Frame(self.master) *# рамка з кнопками* fbut.grid(row=1, column=0, sticky=(E, W))  
 *# кнопка 'Відмінити'* bcancel = Button(fbut, text = **'Відмінити'**,  
 command = self.cancel\_handler)  
 bcancel.grid(row=0,column=2, sticky=(E), padx=5, pady=5)  
 *# кнопка 'Готово'* bok = Button(fbut, text = **'Готово'**,  
 command = self.ok\_handler)  
 bok.grid(row=0,column=1, sticky=(E), padx=5, pady=5)  
 *# кнопка 'Далі'* bnext = Button(fbut, text = **'Далі'**,  
 command = self.next\_handler)  
 bnext.grid(row=0,column=0, sticky=(E), padx=5, pady=5)  
 *# забезпечити зміну розмірів області кнопок* fbut.columnconfigure(0, weight=1)  
  
 **def** \_get\_label\_type\_values(self, line):  
 **if** line[-1] == **'}'**: *# поле введення* label = line.split(**'{'**)[0].strip()  
 typ = **"entry"** values = []  
 **else**: *# список* parts = line.split(**'['**)  
 label = parts[0].strip()  
 typ = **"list"** values\_str = parts[1].strip(**']'**)  
 values = values\_str.split(**','**)  
 **return** label, typ, values  
  
 **def** \_make\_entries(self):  
 *'''Створити надписи та поля введення або списки.'''* self.vars = []  
 self.labels = []  
 self.ent\_lists = []  
 **for** i, line **in** enumerate(self.elements):  
 label, typ, values = self.\_get\_label\_type\_values(line)  
 *# додати надпис до словника надписів* self.labels.append(Label(self.fedit, text=label))  
 *# створити текстову змінну для поля введення або списку  
 # та встановити її початкове значення* self.vars.append(StringVar())  
 self.vars[-1].set(**""**)  
 *# додати поле введення або список та зв'язати з текстовою змінною* **if** typ == **"entry"**:  
 self.ent\_lists.append(  
 Entry(self.fedit, textvariable=self.vars[-1]))  
 **else**:  
 self.ent\_lists.append(  
 Listbox(self.fedit, exportselection=0,  
 width=len(max(values, key=len)),  
 height=len(values)))  
 self.ent\_lists[-1].bind(**'<<ListboxSelect>>'**, self.select\_handler(i))  
 **for** val **in** values:  
 self.ent\_lists[-1].insert(END, val)  
  
 **def** \_layout\_entries(self):  
 *'''Розмістити надписи та поля введення або списки.'''* **for** i **in** range(len(self.labels)):  
 *# розмістити надписи у першому стовпчику* self.labels[i].grid(row=i, column=0,  
 sticky=(W), padx=1, pady=1)  
 *# розмістити поля введення у другому стовпчику* self.ent\_lists[i].grid(row=i, column=1,  
 sticky=(W, E), padx=1, pady=1)  
 *# розташувати рамку у вікні self.master* self.fedit.grid(row=0, column=0, sticky=(W,E,N,S))   
 *# забезпечити зміну розмірів рамок з елементами та кнопками* self.master.columnconfigure(0, weight=1)  
 *# забезпечити зміну розмірів області елементів* self.fedit.columnconfigure(0, weight=1)  
 self.fedit.columnconfigure(1, weight=2)  
  
 **def** select\_handler(self, i):  
 *'''Обробити вибір елементу зі списку.'''* **def** handle(ev):  
 self.vars[i].set(self.ent\_lists[i].get(  
 self.ent\_lists[i].curselection()))  
  
 **return** handle  
  
 **def** ok\_handler(self, ev=**None**):  
 *'''Обробити натиснення кнопки "Готово".'''* self.\_save()  
 self.master.destroy() *# закрити вікно self.master* **def** next\_handler(self, ev=**None**):  
 *'''Обробити натиснення кнопки "Далі".'''* self.\_save()  
 self.\_clear()  
  
 **def** cancel\_handler(self, ev=**None**):  
 *'''Обробити натиснення кнопки "Відмінити".'''* self.\_clear()  
  
 **def** \_clear(self):  
 **for** v **in** self.vars:  
 v.set(**""**)  
  
 **def** \_save(self):  
 **with** open(self.out\_file, **'a'**, encoding=**'utf-8'**) **as** f:  
 parts = [**'"{}"'**.format(x.get()) **for** x **in** self.vars]  
 line = **','**.join(parts) + **'\n'** f.write(line)  
  
 **def** get(self):  
 *'''Повернути останні значення усіх полів введення або списків.'''* **return** [v.get() **for** v **in** self.vars]  
  
  
**if** \_\_name\_\_ == **'\_\_main\_\_'**:   
 top = Tk()  
 fc = FormConstructor(top, **'form.txt'**, **'data.txt'**)  
 top.mainloop()  
 d = fc.get()  
 print(d)

Модуль forms\_gui

**from** tkinter **import** \*  
**from** form\_constructor **import** FormConstructor  
  
DATA\_FILE = **"data.txt"**FORM\_FILE = **"form.txt"  
  
class** FormsGUI:  
 *'''Клас для організації введення даних за допомогою форми.  
  
 self.top - вікно верхнього рівня у якому розміщено елементи  
 інтерфейсу  
 self.data\_file - ім'я файлу з даними  
 self.form\_file - ім'я файлу опису форми  
 '''* **def** \_\_init\_\_(self, master, form\_file, data\_file):  
 self.top = master  
 self.data\_file = data\_file  
 self.form\_file = form\_file  
 **with** open(self.data\_file, **'w'**): *# очистити файл* **pass** self.\_make\_widgets()  
  
 **def** \_make\_widgets(self):  
 *'''Створити елементи інтерфейсу.'''* self.finput = Frame(self.top) *# контейнер для списку з даними* self.finput.pack(fill=X, expand=YES)  
 self.sb\_all = Scrollbar(self.finput)  
 self.sb\_all.pack(side=RIGHT, fill=Y)  
 self.l\_all = Listbox(self.finput, height=15, width=70,  
 yscrollcommand=self.sb\_all.set,  
 font=(**'arial'**, 16))  
 self.sb\_all.config(command=self.l\_all.yview)  
 self.l\_all.pack(side=RIGHT, fill=BOTH, expand=YES)  
  
 self.fbut = Frame(self.top) *# контейнер для кнопок* self.fbut.pack(side=LEFT, fill=X, expand=**'1'**)  
 self.benter = Button(self.fbut, text=**'Ввести дані'**,  
 command=self.\_enter\_data,  
 font=(**'arial'**, 16))  
 self.benter.pack(side=LEFT, padx=5, pady=5)  
 self.bquit = Button(self.fbut, text=**'Закрити'**,  
 command=top.quit,  
 font=(**'arial'**, 16))  
 self.bquit.pack(side=RIGHT, padx=5, pady=5) *# кнопка "Закрити"* **def** \_enter\_data(self):  
 *'''Ввести дані у форму'''* dialog = Toplevel()  
 dl = FormConstructor(dialog, self.form\_file, self.data\_file)  
 *# зробити діалог модальним* dialog.focus\_set()  
 dialog.grab\_set()  
 dialog.wait\_window()  
 self.\_fill\_list()  
  
 **def** \_fill\_list(self):  
 *'''Заповнити список.'''* self.l\_all.delete(0, END)  
 **with** open(self.data\_file, **'r'**, encoding=**'utf-8'**) **as** f:  
 **for** line **in** f:  
 self.l\_all.insert(END, line.strip())  
  
  
**if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 **from** sys **import** argv  
  
 **if** len(argv) < 3:  
 form\_file = FORM\_FILE  
 data\_file = DATA\_FILE  
 **else**:  
 form\_file = argv[1]  
 data\_file = argv[2]  
 top = Tk()  
 r = FormsGUI(top, form\_file, data\_file)  
 mainloop()
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