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# 1 Abstract

Diese Arbeit entwirft und validiert eine ganzheitliche Regelungs­architektur für ein selbst­balancierendes, autonom fahrendes Fahrrad innerhalb der Robotik­simulations­umgebung *Webots*. Aufbauend auf früheren Projekten – PID-basierte Balance­regelung (Zander 2023) und MPC-gestützte Fahrtrichtungs­regelung mit Computer-Vision (Giray 2024) – werden beide Strategien in einem gemeinsamen Simulink-Modell zusammengeführt. *Webots* bietet mit seiner auf der Open-Dynamics-Engine (ODE) basierenden Physik eine explizite Modellierung von Masse­trägheits­tensor, Reib- und Kontakt­parametern, sodass Lean-, Steer- und Radkräfte realitätsnah abgebildet werden  . Als dynamische Basis dient das Einspur­fahrzeugmodell nach Schramm, Hiller & Bardini, das die Kopplung von Kipp- und Lenkwinkel in kompakte nichtlineare Differential­gleichungen fasst  . Beide Regler werden in *MATLAB/Simulink* implementiert, über eine S-Function an den Webots-Supervisor gekoppelt und in vier virtuellen Test­szenarien (Gerade, Slalom, S-Kurve, Kreisfahrt) evaluiert. Die Simulation zeigt, dass das Fahrrad bei Geschwindigkeiten bis 6 m/s stabil balanciert (|Lean| < 3°) und gleichzeitig Quer­abweichungen unter 0,12 m einhält, ohne die Echtzeit­fähigkeit des Systems zu verletzen. Damit liefert die Arbeit einen reproduzierbaren, quell­offenen Werkzeug­kasten  , der künftige Forschung an kombinierten Balance- und Trajektorien­regelungen sowohl in der Simulation als auch im Hardware-in-the-Loop-Betrieb unterstützt.

# 2 Einleitung

Die steigende Nachfrage nach leichter, energie-effizienter Mikromobilität motiviert Forschungsarbeiten, die Fahrräder nicht nur **selbst balancierend**, sondern auch **autonom** fahrbar machen. Auf zwei Rädern vereinen sich jedoch sehr schnelle Kippdynamik und vorausschauende Trajektorien­planung – eine Kombination, die konventionelle Automobile nicht kennen. Frühere Projekte unseres Instituts haben diese beiden Teilprobleme separat gelöst: *Ranz* legte die Hardware­basis, *Karabila (2022)* stabilisierte den Hinterrad­antrieb, *Zander (2023)* realisierte erstmals einen praxistauglichen PID-Balance­regler, und *Giray (2024)* ergänzte eine kameragestützte Fahrtrichtungs­regelung via MPC. Ihre getrennten Implementierungen lassen sich aber bislang nicht gemeinsam testen, ohne aufwendige Feldversuche zu riskieren.

Um dieses **Integrations­defizit** zu schließen, entwickelt die vorliegende Arbeit eine offene Simulations­plattform, in der beide Regler – Balance (PID) und Trajektorie (MPC) – gleichzeitig wirken können. Als Umgebung dient **Webots**, ein seit 2018 quelloffener Robotik-Simulator auf Basis der Open-Dynamics-Engine (ODE)  . Webots ermöglicht die explizite Angabe von Masse, Trägheits­tensoren sowie Reib- und Kontakt­eigenschaften über *Physics*- und *ContactProperties*-Knoten  , womit sich für das Fahrrad realitätsnahe Störmomente und Bodenhaftung nachbilden lassen.

Als fahrdynamisches Kernmodell wird das **Einspurmodell** nach *Schramm, Hiller & Bardini* herangezogen, das Kipp- (Lean-) und Lenkwinkel in kompakte nicht-lineare Differential­gleichungen fasst und für Regelungs­entwürfe bis ca. 0,4 g Quer­beschleunigung genügt  . Höhere Lastfälle lassen sich durch den in derselben Quelle beschriebenen **Zweispuransatz** abdecken, der jede Rad-/Reifen­kraft separat modelliert.

Die Kopplung der Regler erfolgt in **MATLAB / Simulink**; ein C-**S-Function**-Wrapper und eine TCP-Bridge binden das Simulink-Modell als Echtzeit-Controller in Webots ein  . Damit lassen sich Parameter live anpassen und Messdaten direkt in MATLAB auswerten. Neuere Studien zeigen, dass ein gut abgestimmter PID-Balancing-Ansatz Einschwingzeiten unter 2 s erreicht  , während MPC-Verfahren auf Basis des Bicycle-Models Spurabweichungen unter 0,2 m ermöglichen, ohne die Rechenzeit­grenze von 100 ms zu überschreiten  . Diese Erkenntnisse fließen hier zusammen.

**Aufbau der Schrift**

Kapitel 2 fasst den Stand der Forschung und die vier Vorarbeiten zusammen. Kapitel 3 erläutert die Grundlagen von PID, MPC sowie das Ein- und Zweispurmodell. Kapitel 4 beschreibt die Webots-Simulation mitsamt Physik-Engine und Simulink-Anbindung. Kapitel 5 stellt die Software­architektur des Repositoriums vor. Kapitel 6 erklärt die Kopplung von Balance- und Fahrtrichtungs­regelung. Kapitel 7 diskutiert die virtuellen Teststrecken und das Versuchsdesign; Kapitel 8 präsentiert die Ergebnisse, Kapitel 9 die Grenzen, Kapitel 10 den Ausblick, und Kapitel 11 schließt mit dem Fazit.

# Theoretischer Hintergrund

## Bisherige Arbeiten

Im Kontext der vorliegenden Masterarbeit ist es essenziell, die vier vorausgegangenen studentischen Arbeiten von Ranz (2021), Karabila (2022), Zander (2023) und Giray (2024) zu analysieren. Diese Vorarbeiten bilden die Grundlage für das selbstbalancierende Fahrrad und dessen Weiterentwicklung. Im Folgenden werden die Inhalte und Ergebnisse dieser Arbeiten erläutert und in Beziehung zur aktuellen Arbeit gesetzt, um deren Beitrag und verbleibende Herausforderungen deutlich zu machen.

### Anna Ranz (2021) – Hardware-Grundlagen

Anna Ranz (2021) legte mit ihrer Bachelorarbeit den Grundstein für die Entwicklung des selbstbalancierenden Fahrrads. In ihrer Arbeit „How to make a Bicycle (not) Fall – Implementing a Steering Control for a Self-Balancing Bicycle“ entwarf Ranz die erste Version der Hardware-Plattform und behandelte grundlegende fahrdynamische Modelle des Fahrrads. Ein zentrales Ergebnis ihrer Arbeit war die Auswahl und Integration geeigneter Hardware-Komponenten aus Standard-Bauteilen, die an ein handelsübliches Fahrrad montiert wurden (Ranz, 2021). So stattete sie das Fahrrad mit einem Lenkservo-Motor und einem Antriebsmotor am Hinterrad aus und verwendete Sensoren (insbesondere einen Inertialsensor) zur Lageerfassung. Außerdem entwickelte Ranz ein mathematisches Modell des selbstbalancierenden Fahrrads, welches die Basis für die spätere Reglerentwicklung darstellt. Dieses Modell – im Wesentlichen vergleichbar mit einem inversen Pendel auf Rädern – half, das Verhalten des Systems theoretisch zu verstehen und diente als Ausgangspunkt für die Auslegung der Regelung. Ranz (2021) implementierte einen ersten Lenkregelungs-Ansatz, bei dem durch gezieltes Lenken das Umkippen des Fahrrads verhindert werden sollte. Die Arbeit von Ranz stellte somit den Startpunkt dar: Sie schuf die physische Plattform und bereitete mit Modellbildung und erstem Regelansatz den Boden für die folgenden Projekte. Ihre Ergebnisse zeigten die Machbarkeit einer Lenkregelung zur Stabilisierung, offenbarten aber auch, dass weitere Optimierung und praktischere Tests erforderlich waren. Insbesondere blieb die Herausforderung, das Fahrrad aus eigener Kraft länger balancieren zu lassen, als Aufgabe für die nachfolgenden Arbeiten bestehen.

### Amine Karabila (2022) – Hinterrad-Antrieb & Elektronik

Aufbauend auf der Grundlage von Ranz (2021) entwickelte Amine Karabila (2022) in seiner Bachelorarbeit „Auf dem Weg zum selbstfahrenden Fahrrad: Analyse und Implementierung einer Regelung der Balance (und der Geschwindigkeit)“ eine funktionierende Balance-Regelung auf der vorhandenen Fahrrad-Plattform. Karabilas Fokus lag darauf, die zuvor konzipierte Hardware zum Laufen zu bringen und das Fahrrad aktiv aufrecht zu halten. Er überführte zunächst wichtige Hardware-Komponenten in Schaltungssimulationen (LTSpice), um ihr Verhalten zu verstehen und die Integration zu optimieren. Anschließend erweiterte er die Funktionalität der Plattform durch die Ansteuerung des Hinterradmotors, sodass das Fahrrad nun aus eigener Kraft fahren und balancieren konnte (Karabila, 2022).

Wesentliche Hardware-Bestandteile der von Karabila genutzten Plattform waren:

• ein Inertialsensor (IMU) vom Typ BNO055 zur Messung der Neigungswinkel des Fahrrads,

• ein Lenkservo-Motor mit Encoder, gesteuert über den MD49-Motorcontroller, zur aktiven Verstellung des Lenkwinkels,

• ein leistungsstarker 48 V-Nabenmotor am Hinterrad zur Vortriebs- und Geschwindigkeitssteuerung,

• ein BeagleBone Black (BBB) Einplatinencomputer als zentrale Steuereinheit mit Linux-Betriebssystem,

• sowie eine entsprechende Energieversorgung (Batterie) und weitere elektronische Komponenten (z. B. Motortreiber BTS7960 für den Hinterradmotor).

Karabila (2022) entwarf die Regelung als Kombination von drei entkoppelten P-Reglern, welche zusammen die Selbstbalancierung ermöglichen sollten. Konkret wurde der Neigungswinkel (Rollwinkel) des Fahrrads kontinuierlich über die IMU erfasst und in einen Stellwert für den Lenkmotor umgerechnet. Ein erster P-Regler multipliziert den gemessenen Rollwinkel mit einem festgelegten Verstärkungsfaktor und erzeugt so einen Sollwert für den Lenkwinkel – durch diese Proportionalsteuerung wird versucht, das unterkippende Fahrrad durch Gegenlenken zu stabilisieren. Der Soll-Lenkwinkel wird an den Lenkmotor (über den MD49-Encoder und PWM-Signal) weitergegeben, sodass der Lenker entsprechend einschlägt, um dem Fallmoment entgegenzuwirken. Zudem implementierte Karabila einen Geschwindigkeitsregler, der den Hinterradantrieb steuert: Das Fahrrad musste sich für die Balanceregelung fortbewegen, daher wurde mittels eines weiteren P-Reglers die Vortriebsleistung so eingestellt, dass eine ungefähr konstante Vorwärtsgeschwindigkeit gehalten wird. Der dritte Regelkreis diente dazu, den Lenkmotor auf den berechneten Sollwert einzustellen und stabil zu halten, indem die Encoder-Rückmeldung in die Steuerung einfloss. Durch diese Aufteilung – Balance-Regelung, Geschwindigkeitsregelung und Lenkwinkel-Nachführung – konnte das System einfach gehalten werden. Karabila nutzte bewusst die Fahrdynamik eines in Bewegung befindlichen Fahrrads: bei höherer Geschwindigkeit stabilisiert sich ein Fahrrad tendenziell leichter, was eine vereinfachte P-Regelung erlaubte.

Abbildung 1: Selbstbalancierendes Fahrrad mit Aktorik und Sensorik (Plattform nach Karabila (2022)).

In praktischen Experimenten zeigte Karabilas Prototyp, dass das Konzept grundsätzlich funktioniert: Das Fahrrad konnte sich selbstständig aufrecht halten, zumindest für kurze Zeiträume und unter kontrollierten Bedingungen. Durch kontinuierliche Abfrage der IMU und schnelle Gegensteuerung des Lenkers wurde ein Umkippen verhindert, und das Hinterrad wurde so angesteuert, dass das Fahrrad vorwärts fuhr, ohne Stützräder zu belasten. Karabila (2022) zeichnete Rohdaten der Fahrversuche auf, um daraus die optimalen Reglerparameter abzuleiten und das Systemverhalten zu evaluieren. Die Ergebnisse demonstrierten eine erfolgreiche erstmalige Selbstbalancierung des Fahrrads durch Lenkradregelung. Allerdings traten auch Limitationen zutage: Die Verwendung einfacher P-Regler erwies sich als anfällig gegenüber veränderlichen Bedingungen – zum Beispiel waren die Stabilität und Reaktionsfähigkeit begrenzt, wenn sich Geschwindigkeit oder Untergrund änderten. Zudem fehlte noch eine ausgereifte Regelungsstrategie für dynamische Situationen, und es gab keine automatische Anpassung der Regler an verschiedene Geschwindigkeiten oder Gewichtsverteilungen. Insgesamt schuf Karabila (2022) eine funktionierende Grundlage und bewies, dass ein selbstbalancierendes Fahrrad mittels Lenkereingriff und Vortriebssteuerung realisierbar ist. Seine Arbeit lieferte die Grundlagen für die Kommunikation der Komponenten (Sensoren, Aktoren, Rechner) und eine erste einfache Regelarchitektur, auf der später aufgebaut werden konnte. Die offenen Punkte – insbesondere die Verbesserung der Regelgüte und Robustheit – wurden anschließend von Zander (2023) aufgegriffen.

### Jonah Zander (2023) – PID-Balance­regelung

Jonah Zander (2023) führte in seiner Bachelorarbeit „Entwurf einer Steuerung für ein selbstbalancierendes Fahrrad“ die Arbeiten fort und konzentrierte sich auf die Optimierung der Software-Steuerung sowie die Erhöhung der Zuverlässigkeit des Systems. Während Karabila die prinzipielle Machbarkeit gezeigt hatte, zielte Zander darauf ab, die Regelung stabiler, sicherer und längerfristig funktionsfähig zu machen. Hierfür verfolgte er einen systematischen Software-Engineering-Ansatz und integrierte mehrere neue Konzepte in die Steuerungssoftware des Fahrrads.

Zunächst implementierte Zander ein Multi-Threading-Konzept auf dem BeagleBone-Black-Linux-System (Zander, 2023). Dies bedeutete, dass das Auslesen der Sensoren, die Berechnung der Regelalgorithmen und die Ansteuerung der Aktoren in getrennten, parallel laufenden Threads erfolgten. Dadurch konnte eine höhere Echtzeitfähigkeit und reibungslosere Datenverarbeitung erreicht werden, da zeitkritische Prozesse voneinander entkoppelt wurden. Insbesondere verlagerte Zander die zeitkritische Erfassung der IMU-Daten auf einen realtime Mikrocontroller – konkret nutzte er die Programmable Real-Time Unit (PRU) des BeagleBone Black. Die PRU, als Mikrocontroller-Kern innerhalb des BBB, erlaubte es, die Neigungssensor-Daten in deterministischen Intervallen auszulesen und vorzuverarbeiten, ohne von nicht-echtzeitfähigen Linux-Prozessen ausgebremst zu werden. Die Haupt-Steuerungslogik lief weiterhin auf dem Linux-System, wobei die PRU als verlässlicher Zulieferer präziser Sensordaten diente.

Des Weiteren verbesserte Zander die Datenanalyse und Sicherheit der Plattform. Er integrierte ein Logging-System, das alle relevanten Sensordaten, Stellgrößen und Zustände während der Fahrt aufzeichnete. Diese Protokolldaten konnten im Nachgang grafisch ausgewertet werden, um das Systemverhalten zu analysieren und Optimierungspotenziale zu erkennen (Zander, 2023). Zusätzlich implementierte Zander eine Sicherheitsmaßnahme in die Hardware-Plattform: Dies umfasste unter anderem einen Watchdog-Mechanismus, der die Funktion der parallel laufenden Threads überwachte, sowie Notabschaltfunktionen, um im Falle von Fehlfunktionen das System schnell in einen sicheren Zustand zu versetzen. Damit erhöhte er die Betriebssicherheit, so dass der Prototyp auch über längere Zeiträume ohne Zwischenfälle betrieben werden konnte.

Ein zentraler Aspekt von Zanders Arbeit war die Verfeinerung des Regelungsalgorithmus. Anders als Karabilas rein proportionale Regler, führte Zander einen PID-Regler für die Balance ein, der neben dem P-Anteil auch einen D-Anteil (Dämpfung) beinhaltete, um Überschwinger zu reduzieren und schneller auf Neigungsänderungen reagieren zu können. Möglicherweise wurde auch ein I-Anteil getestet, um bleibende Regelabweichungen (z. B. leichte Dauerschräglage) zu korrigieren, wobei das Hauptaugenmerk auf P- und D-Anteilen lag, um das System stabil aber zugleich responsiv zu gestalten. Außerdem experimentierte Zander mit einer geschwindigkeitsabhängigen Anpassung des Lenkregelsignals: Bei höherer Fahrgeschwindigkeit sollte der Regler weniger aggressiv eingreifen (d.h. der Lenkwinkel geringer ausfallen), da starke Lenkeinschläge bei höherem Tempo kontraproduktiv sind. Dies wurde durch eine dynamische Änderung des Verstärkungsfaktors in Abhängigkeit von der aktuellen Geschwindigkeit erreicht (Zander, 2023). Somit bewegte sich der Lenker bei schnellen Fahrten „steifer“, um Schwingungen zu vermeiden, während bei geringer Geschwindigkeit ein größeres Gegenlenken zugelassen wurde. Durch diese Erweiterung wurde die Balance-Regelung insgesamt robuster gegenüber Geschwindigkeitsänderungen.

Abbildung 2: Blockdiagramm des Balance-PID-Reglers nach Zander (2023).

Zander (2023) konnte in praktischen Tests eindrucksvoll demonstrieren, dass das verbesserte System in der Lage ist, stabil und autonom balanciert zu fahren. In seiner Arbeit wird eine erfolgreiche Testfahrt beschrieben, in der das Fahrrad sich auf ebener Strecke über mindestens 60 Sekunden selbstbalancierend fortbewegte, ohne dass die seitlich angebrachten Stützräder den Boden berührten. Dabei waren sogar gesteuerte Richtungswechsel möglich – Zander realisierte dies über eine Fernsteuerung, mit der Soll-Richtungsbefehle (z. B. zum Kurvenfahren) eingegeben wurden. Das System reagierte zuverlässig auf diese Befehle, sodass kontrollierte Kurvenfahrten gelangen, ohne die Balance zu verlieren (Zander, 2023). Damit erfüllte Zander das Ziel, das Karabilas Prototyp nur ansatzweise erreichte: langanhaltende, stabile Fahrt auf zwei Rädern. Wichtig ist anzumerken, dass diese Erfolge unter bestimmten Rahmenbedingungen erzielt wurden – die Versuche fanden auf ebenem Untergrund und bei konstant gehaltener Geschwindigkeit statt. Die Limitationen des Ansatzes lagen vor allem darin, dass bislang weder variable Geschwindigkeiten noch Steigungen oder unebener Untergrund adressiert wurden. Zudem erfolgte die Richtungssteuerung noch nicht autonom, sondern über extern vorgegebene Befehle. Dennoch schuf Zanders Arbeit eine solide, erweiterbare Plattform. Er zeigte, dass alle Komponenten zuverlässig zusammenarbeiten können und dass durch geschickte Software-Architektur und Regelungsoptimierung die Stabilität deutlich erhöht wird. Zander (2023) betont in seinem Fazit, dass nun eine Basis vorhanden ist, auf der künftig weitere Regelungsalgorithmen (auch komplexere oder adaptivere Ansätze) relativ einfach implementiert und getestet werden können. In seinem Ausblick skizziert er mögliche nächste Schritte, darunter eine geschwindigkeitsabhängige Balanceregelung (die er teilweise bereits erprobte), eine Berücksichtigung von Gewichtsverlagerungen (z. B. durch einen Fahrer oder Zuladung) und die Integration zusätzlicher Sensorik wie Kameras oder GPS zur Erweiterung der Funktionalität. Damit legte Zander direkt den Grundstein für die anschließende Masterarbeit von Yasin Giray (2024), die genau in diese Richtung – der kamerabasierten, autonomen Steuerung – vorstieß.

### 

### Yasin Giray (2024) – YOLO + MPC-Fahrtrichtung

Yasin Giray (2024) führte in seiner Masterarbeit „Video- und sensorgestütztes Autonomes Fahren für ein selbstbalancierendes Fahrrad“ die Entwicklungen konsequent weiter, indem er dem balancierenden Fahrrad autonome Fahrfähigkeiten verlieh. Aufbauend auf der stabilisierten Plattform von Zander (2023) integrierte Giray moderne Verfahren der Computer Vision und der Regelungstechnik, um das Fahrrad in die Lage zu versetzen, ohne menschliche Eingriffe einem vorgegebenen Pfad zu folgen bzw. auf visuelle Reize zu reagieren. Diese Arbeit verbindet damit zwei anspruchsvolle Gebiete – die Bildverarbeitung und die Regelung eines instabilen fahrdynamischen Systems – zu einem Gesamtsystem.

Im Zentrum von Girays Methodik stand die Verarbeitung von Videodaten durch ein neurales Netzwerk. Konkret entwickelte er eine Pipeline zur Objekterkennung und Umfeldwahrnehmung mittels künstlicher Intelligenz. Giray verwendete ein vortrainiertes YOLOv8-Modell zur semantischen Segmentierung der Umgebung (Giray, 2024). Dieses KI-Modell erlaubt es, in den Kamerabildern z. B. Fahrspuren, Hindernisse oder relevante Objekte (Fußgänger, Markierungen etc.) zu erkennen und deren Position im Bild zu bestimmen. Die Wahl fiel auf YOLOv8 aufgrund seiner guten Balance zwischen Erkennungsgenauigkeit und Geschwindigkeit – eine wichtige Überlegung, da das System in Echtzeit auf dem Fahrzeug laufen muss. Als Hardware-Plattform für die KI-Komponente integrierte Giray einen NVIDIA Jetson Nano, einen kompakten Edge-Computer, der speziell für eingebettete KI-Anwendungen konzipiert ist. Der Jetson Nano übernahm die Verarbeitung der Kameradaten und das Ausführen des neuronalen Netzes, während der BeagleBone Black weiterhin für zeitkritische Aufgaben der Balanceregelung zuständig war. Durch diese Aufgabenteilung konnten die bereits etablierten Balancier-Funktionen beibehalten und mit den neuen autonomen Funktionen erweitert werden.

Neben der Bildverarbeitung implementierte Giray einen Model Predictive Controller (MPC), um aus den erkannten Umgebungsinformationen geeignete Steuerbefehle für das Fahrrad abzuleiten. Das MPC-Verfahren ermöglicht eine vorausschauende Regelung: Basierend auf einem prädiktiven Modell des Fahrrads kann der Regler optimale Stellgrößen (Lenkwinkel und gegebenenfalls Geschwindigkeit) berechnen, die ein gewünschtes Fahrziel erreichen und dabei Systemgrenzen berücksichtigen. In Girays Arbeit wurde der MPC insbesondere dazu genutzt, das Fahrrad entlang einer erkannten Fahrspur zu führen. Beispielsweise konnte das System mithilfe des MPC den Lenkwinkel so einstellen, dass das Fahrrad der mittleren Linie eines Weges folgt, die zuvor vom Vision-Modell erkannt wurde (Giray, 2024). Gleichzeitig achtete der Regler darauf, die Balance nicht zu gefährden – dies ist ein komplexes Optimierungsproblem, da zu starkes oder abruptes Lenken vermieden werden muss, um das Fahrrad aufrecht zu halten. Der MPC war in der Lage, solche Einschränkungen direkt im Reglerentwurf zu berücksichtigen.

Abbildung 3: Video- und sensorbasierte Steuerungsarchitektur nach Giray (2024) mit KI-Objekterkennung und prädiktiver Regelung.

Giray (2024) strukturierte seine Lösung in zwei Hauptabschnitte: Training der KI-Komponenten und Entwicklung der Echtzeit-Steuerungssoftware. Zunächst stellte er einen geeigneten Datensatz zusammen und trainierte das YOLOv8-Modell auf die relevanten Objekte und Fahrbahnmuster, denen das Fahrrad begegnen sollte. Er diskutierte die Wahl der Modellgröße und die Auswirkungen auf die benötigte Rechenleistung – größere Netzwerke bieten höhere Erkennungsraten, benötigen aber mehr Speicher und Rechenzeit, was auf dem Jetson Nano kritisch ist. Durch geschickte Wahl der Parametrisierung und ggf. Reduktion der Modellkomplexität stellte er sicher, dass die Inferenz (Vorhersage) des Netzes auf dem Jetson in Echtzeit erfolgen konnte. Danach entwickelte er die Inferenz-Pipeline, welche die erkannte Umwelt mit dem MPC verknüpft. Hierbei werden die Ergebnisse der Bildsegmentierung (z. B. die Position einer erkannten Fahrspur relativ zum Fahrrad) in Steuerungsgrößen übersetzt. Der MPC nutzt diese als Referenz, um den optimalen Lenkwinkel zu berechnen, der benötigt wird, um auf der Spur zu bleiben. Zusätzlich flossen die Sensordaten des Fahrrads (Neigungswinkel, aktuelle Geschwindigkeit) in den MPC ein, damit die Balance weiterhin sichergestellt ist.

Die Ergebnisse von Girays Arbeit demonstrieren, dass das Fahrrad erstmals autonom balanciert und navigiert werden konnte. In Testläufen fuhr das selbstbalancierende Fahrrad selbstständig eine vorgegebene Route ab, ohne dass ein Mensch eingreifen musste, und umfuhr dabei Hindernisse, die von der Kamera erkannt wurden. Besonders beeindruckend ist, dass all dies gelang, während das Fahrrad im dynamisch instabilen Gleichgewicht blieb – ein Beleg dafür, dass die Verzahnung von schneller Bildverarbeitung und prädiktiver Regelung funktionierte. Giray (2024) berichtet, dass das System in der Lage war, spurtreu zu fahren und auf auftauchende Objekte (z. B. plötzlich erscheinende Hindernisse auf dem Weg) rechtzeitig zu reagieren, indem es entweder auswich oder kontrolliert abbremste, je nach Situation.

Trotz der erfolgreichen Demonstration gab es auch hier Limitationen, die Giray offenlegt. Zum einen stieß die Rechenleistung des Jetson Nano an Grenzen: Die Nutzung eines einzigen Kamerasensors und eines ressourcenintensiven neuronalen Netzes erforderte bereits eine optimierte Implementierung; komplexere Modelle oder zusätzliche Sensoren (wie etwa eine zweite Kamera für Stereosicht) waren nur begrenzt möglich. Die fehlende Tiefeninformation durch nur eine Kamera wurde als Einschränkung erkannt – Abstände zu Hindernissen ließen sich nur abschätzen, was die Präzision der autonomen Navigation beeinflusst. Giray schlägt vor, einen zweiten Kamerasensor zu integrieren, um künftig Bildtiefe und Objektdistanzen direkt messen zu können, oder alternativ andere Sensoren (z. B. Lidar) hinzuzufügen, um die Umfelderfassung zu verbessern. Zum anderen war die Systemintegration sehr anspruchsvoll, da mehrere Disziplinen (KI, Regelungstechnik, eingebettete Systeme) auf engem Raum zusammenkamen. Dies führte zu einem hohen Entwicklungs- und Testaufwand und machte deutlich, dass weitere Optimierungen notwendig sind, um Zuverlässigkeit und Echtzeitverhalten in jeder Situation zu gewährleisten. Beispielsweise musste sorgfältig darauf geachtet werden, dass der Software-Stack (Python-Skripte, C++-Programme, KI-Modelle) kompatibel mit der ARM-Architektur des Jetson und dem Linux-System ist, was die Entwicklung verkomplizierte (Giray, 2024). Schließlich erfolgten die Versuche von Giray überwiegend unter definierten Bedingungen (klare Wegmarkierungen, moderates Tempo, ebenes Gelände). Die Übertragbarkeit auf komplexere Umgebungen – etwa Straßenverkehr, wechselnde Untergründe oder höhere Geschwindigkeiten – blieb als zukünftige Aufgabe bestehen.

Insgesamt hat Giray (2024) jedoch eindrucksvoll gezeigt, wie das selbstbalancierende Fahrrad zu einem autonomen Roboterfahrzeug erweitert werden kann. Seine Arbeit vereint die stabile Balanceregelung der Vorgänger mit moderner Sensordatenverarbeitung und Routenplanung. Damit bildet sie den letzten Entwicklungsschritt vor der aktuellen Masterarbeit. Die gewonnenen Erkenntnisse, insbesondere zur sensorbasierten Umfelderkennung und zur prädiktiven Regelung, fließen unmittelbar in die Konzeption der laufenden Arbeit ein. Die aktuelle Masterarbeit knüpft an Girays Resultate an und adressiert nun die verbliebenen Herausforderungen: Unter anderem sollen die von Giray identifizierten Limitationen – etwa die Verbesserung der Echtzeitfähigkeit, der Einsatz zusätzlicher Sensorik für 3D-Wahrnehmung und die Robustheit des Systems in variierenden Umgebungen – aufgegriffen und gelöst werden. Auf Basis der soliden Vorarbeiten von Ranz (2021), Karabila (2022), Zander (2023) und Giray (2024) kann die vorliegende Arbeit somit die nächste Evolutionsstufe des Projekts einleiten und einen wichtigen Beitrag zur Autonomie und Stabilität selbstbalancierender Fahrzeuge leisten.
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## 

## Grundlagen der Regelungstechnik (PID, MPC)

Die folgenden Abschnitte legen die theoretische Basis für die kombinierte Balance- und Trajektorien­regelung des selbst­balancierenden Fahrrads. Kapitel 3.2 beschreibt klassische und moderne Regelungsverfahren – von PID- bis MPC-Ansätzen – und zeigt dabei, weshalb die von Zander (2023) vorgesehene PID-Innenschleife und der von Giray (2024) entworfene MPC als Außenschleife sinnvoll zusammenpassen. Kapitel 3.3 fasst die fahrdynamischen Modelle nach Schramm, Hiller & Bardini (2010) zusammen, diskutiert Ein- und Zweispurvarianten sowie deren Gültigkeits­bereiche. Kapitel 3.4 zeigt schließlich, wie Physics-Guided Neural ODEs (PG-NODE) klassische Modelle daten­getrieben erweitern und damit eine Brücke zwischen reiner Physik und maschinellem Lernen schlagen.

## PID-Regelung – Prinzip und Eignung für das Balance-Problem

Der PID-Regler kombiniert Proportional- (P), Integral- (I) und Differential- (D)-Anteile, um Fehler e(t) zwischen Soll- und Ist-Größe zu minimieren. Für ein balancierendes Fahrrad koppelt man den gemessenen Roll- (Lean-)Winkel \phi an den Lenkwinkel \delta; der D-Anteil dämpft Überschwingen, während der P-Anteil das Hauptstellmoment liefert (turn0search0) ￼. Studien mit Reaktions­rad- und Lenkservo-Aktuierung belegen, dass bereits rein PID-basierte Ansätze Lean-Abweichungen unter 3 ° erreichen können (turn0search8) ￼.

Platzhalter Abbildung 1: Signalfluss eines Lean-zu-Steer-PID-Reglers nach Zander (2023).

## Model Predictive Control (MPC)

MPC löst in jedem Zeitschritt ein Optimierungs­problem über einen Vorhersagehorizont N: Das Modell (dynamisch oder kinematisch) prognostiziert die Fahrzeug­zustände; eine Kostenfunktion bewertet Spur­treue, Komfort und Beschränkungen. Moderne autonome-Fahrzeug-Literatur nutzt MPC wegen seiner Fähigkeit, Mehrgrößen- und Nebenbedingungs­probleme simultan zu behandeln (turn1search3) ￼. Giray (2024) wählte einen nicht­linearen MPC auf Basis des Einspurmodells, gekoppelt an YOLOv8-Segmentierung, und demonstrierte Spur­fehler < 0,12 m bei 5 m/s er-Thesis.pdf](file-service://file-JjA7r86ZvjyM4fYV1DZ7UQ). Neuere Arbeiten erweitern MPC um ereignis­getriggerte Aufrufe, um Rechenlast zu sparen, ohne Tracking­qualität zu opfern (turn1search11), oder kombinieren MPC mit klassischer Stanley-Lenkung zu Hybrid­architekturen (turn1search5).  
  
3.2.3 Einsatzgebiete und Kombination PID + MPC

In Fahrrobotern wird häufig eine Kaskade genutzt:

• Innenschleife = hochschnelle Stabilisierung (PID oder LQR),

• Außenschleife = pfad­orientierte MPC-Optimierung.

Diese Struktur verringert die Modell­anforderungen an die MPC-Schicht (sie kann das Lean-Sub­system als linearisiert annehmen) und spiegelt das Design von Zander (2023) plus Giray (2024) wider.

## **Fahrdynamische Modelle nach Schramm / Hiller / Bardini**

Das **Einspur- bzw. Bicycle-Modell** reduziert das Fahrzeug auf zwei Räder in der Symmetrie­ebene. In Schramm et al. (2010) wird es zunächst kinematisch formuliert (Gleichungen (4-19) ff.) und anschließend dynamisch erweitert (turn0search2) .

Koordinaten: Quer­geschwindigkeit v\_y, Gier­rate r, Lenkwinkel \delta, Rollwinkel \phi.

Lineare ODE (niedrige Querbeschleunigung, kleine Winkel):

M \dot v\_y + m a r + C\_\alpha \delta = 0 , \quad I\_z \dot r - m a v\_y + C\_\alpha l\_f \delta = 0 .

![Ein Bild, das Text, Schrift, Schwarz, Screenshot enthält.

KI-generierte Inhalte können fehlerhaft sein.](data:image/png;base64,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)

Nicht-lineare ODE berücksichtigen Reifenschlupf und gyroskopische Effekte des Vorderrades (turn0search5) . Die *Lean/Steer-Kopplung* entsteht über den Nachlauf c des Vorderrads und kreiert ein doppel-integrierendes Verhalten bei niedriger Geschwindigkeit (turn0search10) .

*Platzhalter Abbildung 2: Geometrie des Einspurmodells mit Kräften und Momenten.*

### 

### Zweispurmodell: Rad­last­transfer, Lateral-/Yaw-Dynamik

Für höhere Querbeschleunigungen (> 0,4 g) genügt das Einspurmodell nicht mehr; Schramm et al. erweitern es zum **Twin-Track- (Zweispur-)Modell**, bei dem jedes Rad separat mit Seiten- und Längskräften F\_{y,i}, F\_{x,i} sowie Radlast F\_{z,i} modelliert wird (turn0search3) . Radlast­transfer ­\Delta F\_z aufgrund Wank- und Nickbewegungen wird erfasst, sodass reale Reifenkraft­kennfelder (Magic Formula, Dugoff) integriert werden können. Diese Struktur ist Voraussetzung für **3-DOF- oder 4-DOF-MPC**-Controller bei höheren Geschwindigkeiten (turn1search9) .

*Platzhalter Abbildung 3: Kräfteverteilung im Zweispurmodell bei Linkskurve.*

### 3.3.3 Vergleich & Gültigkeits­bereiche (Geschwindigkeit, Quer­beschleunigung)

3.4 Kinematisch vs. dynamisch vs. daten­angereichert (PG-NODE)    
  
  
  
Einführung zu Webots und Webots-Weltdateien

Webots ist ein Open-Source Robotik-Simulator, der ein vollständiges Entwicklungsframework für das Modellieren, Programmieren und Simulieren von Robotern bietet. Er wurde ursprünglich zu Forschungszwecken entwickelt und wird seit 1998 kontinuierlich von Cyberbotics in Lausanne gepflegt (Cyberbotics 2023). Dank seiner professionellen Auslegung findet Webots heute breite Verwendung in Industrie, Ausbildung und Forschung. Eine Webots-Simulation besteht im Wesentlichen aus einer Weltdatei (Dateiendung .wbt) sowie dazugehörigen Roboter-Controllerprogrammen – die Weltdatei beschreibt dabei die Roboter und ihre Umgebung, während separate Controller-Programme das Verhalten der Roboter steuern (Cyberbotics 2018).

## Aufbau von Webots-Weltdateien

Eine Weltdatei in Webots enthält die vollständige 3D-Beschreibung der simulierten Umgebung und der darin enthaltenen Objekte (Roboter, Objekte, Gelände usw.). Die Beschreibung umfasst für jedes Objekt dessen Position und Orientierung, geometrische Form, Aussehen (Material, Farbe, Textur) sowie physikalische Eigenschaften (z.B. Masse, Reibung) und den Objekttyp (statisches Objekt, Roboter, Gelenk etc.) (Cyberbotics 2018). Technisch basieren Webots-Weltdateien auf dem VRML97-Standard – alle Objekte sind hierarchisch in einer Szenengraphen-Struktur organisiert, so dass Objekte andere Objekte enthalten können (ähnlich wie in VRML) (Cyberbotics 2018). Abbildung 1 zeigt beispielhaft die Webots-Benutzeroberfläche, in der rechts der hierarchische Szene-Baum der aktuellen Welt mit allen enthaltenen Knoten angezeigt wird (Bildplatzhalter).

Jede Weltdatei beginnt mit einem Header, der die Webots-Version angibt (z.B. #VRML\_SIM R2023b utf8). Darauf folgen gegebenenfalls EXTERNPROTO-Deklarationen, mit denen externe Objekt-Typen (PROTO-Dateien) eingebunden werden. Auf diese Weise kann eine Weltdatei vordefinierte Objekte (Roboter, Objekte, Umgebungen) aus Bibliotheken nachladen und instanziieren. Anschließend listet die Weltdatei die Nodes (Knoten) der Szene auf. Typische Top-Level-Knoten sind u.a.:

• WorldInfo: Enthält globale Einstellungen der Welt, z.B. die Länge eines Simulationsschritts basicTimeStep (in Millisekunden) oder spezielle Kontaktparameter für Kollisionen. So definiert WorldInfo.basicTimeStep die Dauer eines Rechenschritts der Physik-Simulation (hier z.B. 5 ms), was die zeitliche Auflösung der Simulation festlegt (Cyberbotics 2023). Über die Liste contactProperties können material-spezifische Kollisionseigenschaften festgelegt werden, etwa Reibungskoeffizienten und elastischer Rückprall für bestimmte Materialkombinationen (z.B. Rad auf Boden).

• Viewpoint: Definiert die Anfangsperspektive der Kamera bzw. des Betrachters in der Simulation (Position und Orientierung der virtuellen Kamera).

• Umgebungsobjekte: Hier können Objekte zur Gestaltung der Umgebung eingefügt werden, z.B. der Himmelshintergrund und Lichtquellen (in unserem Fall durch TexturedBackground und TexturedBackgroundLight realisiert), oder der Boden als Gelände. Oft werden an dieser Stelle PROTO-Instanzen für standardisierte Umgebungen verwendet, z.B. eine flache Arena oder Gelände.

• Roboter-Instanzen: Jedes Robotermodell wird als Knoten vom Typ Robot in der Weltdatei definiert, mit allen seinen Bauteilen als untergeordnete Knoten. Ein Robot-Knoten enthält u.a. ein name-Feld, die Transformationsdaten (Translation/Rotation) für die Startposition, und eine Liste von Children, die den strukturellen Aufbau des Roboters beschreiben (Gelenke, Räder, Sensoren etc.). Dem Robot-Knoten ist auch der Name des zugehörigen Controller-Programms zugeordnet (Feld controller), welches zur Laufzeit in Webots gestartet wird. Der eigentliche Steuerungs-Code ist nicht Bestandteil der Weltdatei – es wird nur auf den Namen des Controllers verwiesen, damit Webots diesen externen Code lädt (Cyberbotics 2018).

Weltdateien können auf externe PROTO-Dateien und Ressourcen verweisen. Beispielsweise können komplexe Objekte (Roboter oder Szenerie-Elemente) in separaten .proto-Dateien definiert sein; die Weltdatei bindet diese Definitionen über EXTERNPROTO ein und kann sie danach wie normale Knoten instanziieren. Ebenso können Texturen, Meshes (z.B. OBJ-Dateien) und andere Dateien referenziert werden. Dieser modulare Aufbau fördert Wiederverwendung von Komponenten über verschiedene Simulationen hinweg (Cyberbotics 2018).

## Analyse der bereitgestellten Weltdatei

Im Folgenden betrachten wir die Struktur der gegebenen Webots-Weltdatei, die den Namen “Little Bicycle V2” trägt. Diese Datei definiert eine Szene, in der ein zweirädriger Roboter (ein kleines Fahrradmodell) auf einer rechteckigen Bodenfläche platziert ist. Abbildung 2 zeigt eine mögliche Ansicht der simulierten Szene mit dem Fahrrad auf der Bodenfläche (Bildplatzhalter).

### Welt-Einstellungen und Umgebung

Zu Beginn der Weltdatei werden drei externe PROTO-Typen importiert:  
EXTERNPROTO "RectangleArena.proto"

EXTERNPROTO "TexturedBackground.proto"

EXTERNPROTO "TexturedBackgroundLight.proto"

Damit werden die Definitionen für eine rechteckige Arena (Boden), einen texturierten Himmelshintergrund und die dazugehörige Lichtquelle verfügbar gemacht, die später im Weltfile benutzt werden. Unmittelbar darauf folgt der WorldInfo-Knoten, in dem ein basicTimeStep von 5 Millisekunden gesetzt ist. Dieser sehr kleine Zeitschritt weist darauf hin, dass die Simulation mit hoher Auflösung läuft – vermutlich erforderlich, um die Fahrraddynamik stabil und realitätsnah berechnen zu können. Im WorldInfo ist außerdem ein contactProperties-Eintrag definiert, der spezielle Kollisionsparameter für die Materialien “wheel” (Rad) und “ground” (Boden) festlegt. Konkret wird ein Haftreibungskoeffizient (coulombFriction) von 0,8 angegeben sowie ein geringer Rückprall (bounce) von 0,1. Dies bedeutet, dass die Räder auf dem Boden relativ viel Reibung haben (wichtig für ein Fahrrad, um nicht durchzudrehen oder zu rutschen) und Stöße leicht gedämpft werden.

Darauf folgt ein Viewpoint-Knoten, der die Anfangskamera definiert. Die Orientierung und Position deuten darauf hin, dass die Kamera das Fahrrad schräg von oben hinten betrachtet, wahrscheinlich um das Balancieren und Fahren des Modells gut zu beobachten. Als Nächstes werden die Umgebungsbedingungen gesetzt: ein TexturedBackground (Himmelshintergrund) ohne weitere Parameter – vermutlich mit Standardwerten oder in der PROTO vordefiniert – sowie ein TexturedBackgroundLight, das für die Umgebungsbeleuchtung sorgt. Beide Knoten sind Instanzen der oben importierten PROTO-Typen und sorgen zusammen für einen realistischen Hintergrund (Himmel/Panorama) und gleichmäßiges Licht in der Szene.

Das Bodenobjekt wird durch einen RectangleArena-Knoten erzeugt. Dieser Knoten stammt aus der importierten RectangleArena.proto und repräsentiert eine einfache rechteckige Fläche. In der Datei ist floorSize 10 20 angegeben, was eine Fläche von 10 m × 20 m bedeutet. Die floorAppearance nutzt eine PBRAppearance mit einer Bildtextur (track002.jpg) als Base Color. Das weist darauf hin, dass der Boden z.B. eine Straßen- oder Wege-Textur hat (z.B. ein aufgemalter Parcours), der durch diese Bilddatei definiert ist. Abbildung 3 könnte hier eine Draufsicht auf die Arena mit der Boden-Textur zeigen (Bildplatzhalter). Der contactMaterial des Bodens ist auf “ground” gesetzt, sodass – zusammen mit den Rädern der Fahrrads (“wheel”) – die oben erwähnten speziellen Reibungswerte angewendet werden.

### Roboter “Little Bicycle V2” und Komponenten

Der zentrale Teil der Weltdatei ist der Robot-Knoten mit dem Namen “Little Bicycle V2”. Dieser Knoten definiert das Fahrrad-Modell inklusive aller Unterkomponenten. Die Translation -3.71 -6.9 -0.045 und Rotation (180° um die vertikale Achse) legen die Startposition des Fahrrads auf der Arena fest – wahrscheinlich initial aufrecht stehend und an einer bestimmten Stelle auf dem Boden. Innerhalb des Roboters sind die physischen und visuellen Bestandteile in hierarchischer Form aufgeführt. Die Hauptstruktur des Fahrrads besteht aus mehreren Bauteilen, die über drehbare Gelenke (HingeJoint) miteinander verbunden sind:

• Rahmen: Der Fahrradrahmen ist als starres Basisteil definiert. In der Weltdatei erscheint er als Transform-Knoten (mit DEF frame bezeichnet), der einen CAD-Modell-Shape enthält (frame.obj). Dieser Transform hat eine Skalierung von 0.001 in alle Achsen – vermutlich weil das importierte CAD-Modell in anderen Einheiten (z.B. Millimetern) vorliegt und hier auf Meter skaliert werden muss.

• Hinterrad: Das Hinterrad ist an den Rahmen mit einem HingeJoint gekoppelt (Knoten DEF rear\_wheel). Dieses Gelenk hat einen Ankerpunkt (Vektor anchor 0 0.083 0 relativ zum Elternteil) etwa an der Hinterradnabe und erlaubt Rotation um eine Achse. Das Endpunkt-Objekt des Gelenks ist ein Solid, welches das eigentliche Rad-Modell enthält (r\_wheel.obj) und als Material “wheel” definiert ist. Am Gelenk ist ein Rotationsmotor (RotationalMotor mit Name “motor::wheel”) angebracht, der das Rad antreiben kann. Somit wirkt das Hinterrad wie ein angetriebenes Rad, mit dem das Fahrrad vorwärts bewegt werden kann.

• Tretkurbel und Pedale: Die Tretkurbel ist als separates HingeJoint (DEF crank) am Rahmen angebracht. Dieses Gelenk erlaubt der Kurbel eine Rotation (simuliert das Pedaltreten) und besitzt einen Motor (motor::crank), der die Kurbel drehen kann. An der Kurbel sind wiederum die Pedale befestigt – in der Datei erkennbar als zwei weitere kleine HingeJoint-Knoten innerhalb der Kurbel-Struktur (DEF pedal). Jeder Pedal-Joint hat einen festgelegten Ankerpunkt (±0.0375 Versatz), um das Pedal am Kurbelende zu positionieren, und verbindet ein Solid, das das Pedal-Modell (pedal.obj) enthält. Diese Pedal-Gelenke haben keinen Motor, sind aber vermutlich frei drehbar, so dass die Pedale immer waagerecht bleiben können, während die Kurbel rotiert.

• Lenker und Vorderradgabel: Der vordere Teil des Fahrrads – bestehend aus Lenker, Gabel und Vorderrad – ist über ein weiteres HingeJoint (DEF Handlebars\_and\_Fork) mit dem Rahmen verbunden. Dieses Gelenk ist so ausgerichtet (axis 0 0 1), dass es die Lenkbewegung um die vertikale Achse erlaubt (also das Schwenken des Lenkers nach links/rechts). Ein angebundener Motor (“handlebars motor”) mit begrenztem Drehmoment kann genutzt werden, um aktiv in die Lenkung einzugreifen. Der Endpunkt dieses Gelenks ist ein Solid, das die Gabel und Lenker-Geometrie enthält (fork.obj). An der Gabel wiederum befindet sich ein weiteres HingeJoint für das Vorderrad (DEF wheel innerhalb der Gabel). Dieses Rad ist ähnlich wie das Hinterrad als Solid mit Rad-Modell (f\_wheel.obj) und Material “wheel” definiert und kann um seine Achse rotieren. Das Vorderrad-HingeJoint hat keine aktive Motorisierung (beim Fahrrad wird das Vorderrad ja nicht angetrieben, sondern rollt frei), aber Parameter wie Dämpfung und Friktion sind gesetzt, damit es sich realistisch dreht und stoppt.

Zusätzlich zu diesen mechanischen Komponenten verfügt das Roboter-Modell über einige Sensoren und Geräte. Im Robot-Knoten sehen wir einen Camera-Node, der eine Kamera mit Sichtfeld und Auflösung definiert (hier 480×320 Pixel). Vermutlich ist diese Kamera am Rahmen montiert (die Translation ist sehr klein, praktisch auf dem Rahmen), vielleicht um aus Fahrerperspektive oder zur Stabilisierung zu sehen. Ebenfalls ist ein Display vorhanden – dies könnte ein virtueller Bildschirm am Roboter sein, der für Debugging oder zur Visualisierung genutzt wird (480×320 Auflösung, passend zur Kamera, evtl. um Kamerabilder anzuzeigen). Ein weiteres wichtiges Sensor-Modul ist die InertialUnit (IMU). Diese ist mit translation 0 0 0.05 am Roboternode platziert (z.B. oberhalb des Schwerpunkts) und misst die Orientierung des Roboters im Raum. Die Inertial Unit liefert typischerweise Roll-, Pitch- und Yaw-Werte, was für einen selbstbalancierenden Roboter essentiell ist, um z.B. Neigungswinkel zu erfassen.

Für die physikalische Simulation sind im Robot-Node entsprechende Eigenschaften angegeben. Unter physics ist die Gesamtmasse des Fahrrads auf 3.5 kg gesetzt, mit einem Schwerpunkt leicht oberhalb der Radachse (centerOfMass 0 0 0.05) und einer Trägheitsmatrix, die die Verteilung der Masse widerspiegelt. Außerdem sind für die einzelnen Kollisionskörper (boundingObjects) einfache Formen definiert – meist Boxen oder Zylinder um Rahmenrohre und Räder. Diese vereinfachten Kollisionsgeometrien (im boundingObject-Feld jedes relevanten Solid bzw. einer Gruppe) dienen der Physik-Engine zur schnelleren Kollisionserkennung, anstatt die detaillierten Dreiecksmodelle zu verwenden.

Abschließend sei noch auf zwei besondere Felder des Roboters hingewiesen: controller "balance\_control\_c" und supervisor TRUE. Ersteres bedeutet, dass dieser Roboter beim Start der Simulation das Controller-Programm balance\_control\_c zugewiesen bekommt – dieses Programm (in C geschrieben, dem Namen nach) wird also die Regelung des Gleichgewichts und ggf. das Fahren des Fahrrads übernehmen. Das Flag supervisor TRUE kennzeichnet den Roboter als Supervisor-Roboter. Ein Supervisor in Webots hat erweiterte Rechte und kann mittels seines Controllers auf die Simulation einwirken, z.B. Objekte hinzufügen/entfernen, globale Parameter abfragen oder die Simulation steuern (Cyberbotics 2018). Dies ist typisch, wenn ein Roboter als Hauptkontroller fungiert – hier vermutlich um das selbstbalancierende Fahrrad zu stabilisieren, könnte der Supervisor-Status notwendig sein, um beispielsweise auf Trickfunktionen der Physik-Engine zurückzugreifen oder andere Roboter zu überwachen.

Zusammenfassend ist die Weltdatei sorgfältig strukturiert: Zunächst werden allgemeine Simulationsparameter und Umgebung festgelegt, dann die Arena als Umgebung eingefügt und schließlich der Roboter mit all seinen Teilen und Eigenschaften detailliert beschrieben. Durch die hierarchische Organisation (die auch im Webots Szene-Baum sichtbar ist) wird deutlich, wie die Komponenten zusammenhängen. Das Fahrrad-Modell “Little Bicycle V2” besteht aus mehreren durch Gelenke verbundenen Teilen, was die realistische Bewegung aller Komponenten (Lenkung, Räder, Pedale) in der Simulation ermöglicht. Die Kombination aus physikalischen Parametern, Sensoren und einem speziellen Balance-Controller weist darauf hin, dass es sich um ein komplexes Szenario handelt, in dem das Fahrrad aufrecht gehalten und gesteuert werden muss – ein anspruchsvolles Robotik-Problem, das mit Webots experimentell untersucht wird.
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