|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | *OPP* | *Documentation of Task* | | | | | *1.* | | | |  |  |
|  |  |  |
|  |  |  |  | | | | |  | | | |  |  |
|  |  | |  | | | | |  | | | | |  |
|  | **ARBAB ALI** | | **2. assignment/3. task** | | | | | 12th April 2020 | | | | |  |
|  |  | | | | | |  | |  |  |
|  |  | | |  |  |
|  |  | |  | | | | |  | | | |  |  |
|  |  |  |  | | | | |  | | | |  |  |

**Task**

The results of the National Angler's Championship is stored in a text file. Each line of the file contains the identifier of the participant and the championship (strings without whitespace), and the list of the caught fish, which are stored as pairs: (the kind of the fish, the size of the fish). The kind of the fish is a string without whitespace, its size is a natural number. The data in a line are separated by whitespace. The lines of the text file are sorted according to the name of the championship. You can assume that the text file is correct.An example for a line of the text file:James BigLakeChampionship Tuna 50 Salmon 20 Sardine 5 Tuna 100

List all the championships where tuna has been caught.

**Plan of the main program**

A = (t : Enor(Champ), l:L, ID : StringN )

champ =**rec**(champ:String, tuna:bool , counter:N)

Pre =( t = t’)

Post =( 𝑙,𝐼𝐷=𝑺𝑬𝑨𝑹𝑪𝑯 (𝑒.tuna))

𝑒∈𝑡′

|  |  |  |
| --- | --- | --- |
| l:=false ; t.first() | | |
| ~l ^ ~t.end() | | |
|  | l:= current().tuna | |
| t.current().tuna:=True | |
| ID:=t.current().ID |  |
| t.next() |  |

**Enumerator of Champ:**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | *enor(champ)* | | | *first(), next(), current(), end()* | | |
|  |  | | |  |  | |
|  | *tt* : *enor*(*contest*) | | | *first()* | *~ tt.first(); tt.next()* | |
|  | *act* : *champ* | | | *next()* | *~ see below* | |
|  | *end* : L | | | *current()* ~ *act* | | |
|  |  |  |  | *end()* | ~ *end* | |
|  |  |  |  |  |  |  |

**Operation next() of Enor(Angler) has to solve the following problem:**

Get the next contest or champ of which it is have to be decided whether in that festival tuna’s on all of his contest. For this purpose, the championship have to be enumerated with competition-results (on which competition which championship has been caught ). It results in a

contest=**rec**(angler:String, contest:String, bool:L)) data structure. The first competition of the actual champ is already stored in tt.current(), neither tt.first(), nor tt.next() is needed. The enumeration lasts as long as the same champ’s competitions are read by operation tt.next().

A next= (tt:enor(contest), end:𝕃, act:Angler)

Pre next= (tt=tt1)

Post next= (end= tt.end()∧¬end→𝒂𝒄𝒕.**tuna** =⋀𝒆∈𝒕′(tt.current().tuna)))

***next()***

***![](data:image/png;base64,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)***

*end*:= *tt.end()*

*~end*

*act.champ*:=*tt.current().champ*

*act.tuna*:*=false* *SKIP*

*tt.end()* ^ *tt.current().contest=act.champ*

*act.tuna*:*= act.tuna OR tt.current().tuna*

*tt.next()*

***Enumerator of contest***

|  |  |  |
| --- | --- | --- |
| *enor(contest)* | *first(), next(), current(), end()* | |
|  |  |  |
| *f* : *infile*(*Line*) | *first()* | *~ see below* |
| *act* : *contest* | *next()* | *~ see below* |
| *end* : L | *current()* ~ *act* | |
|  | *end()* | ~ *end* |
|  |  |  |

Operations first() and next() of Enor(contest) are the same and they have to solve the following problem: Read the next line of the input file f. If there are no more lines, then variable end should be true. If there are more lines, then get the name of the contest and the ID of the contest and find the word „tuna”.

**A** next = (f: infile(Line), end: , act:contest) Line = seq(Word)

**Pre** next = ( f = f’)

**Post** next = ( sf, df, f = read(f’) end=(sf=abnorm) ^

~end → act.angler = “first word of df” ^

act.contest = “second word of df” ^

act.tuna = if word ’tuna’ in df” exist or not )

In the implementation, the two classes of the two above enumerator objects (t and tt) are placed into separate compilation units.

***Testing plan***

A)

1. empty file
2. only 1 championship
3. more championship
4. first line is contest is with tuna
5. only last line is contest is with tuna
6. no tuna in all file
7. more than one contest with tuna in file

B)

1. no contest in whole file
2. one and only contest with tuna in file
3. first contest with tuna is not the first contest in file
4. first contest with tuna, tuna is not caught by both angler
5. second contest with tuna is caught by both angler