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Introduction

In this report I will talk about my experiences teaching as a technical mentor at CoderDojo, specifically using and adapting the Raspberry Pi Foundation’s Introduction to Python Pathway. I will then use the things learned from this material and from my own experience to produce a new Python exercise intended to be delivered in CoderDojo or a similar setting, although key design decisions for this exercise are included in a separate document.

CoderDojo

What is CoderDojo?

CoderDojo is a community of free local coding clubs for kids, they take place in public spaces, usually libraries and includes “ninjas” aka students of ages 7-17 (although our Dojo is more on the younger side), and mentors to assist the ninjas [1]. My Dojo is smaller than a typical classroom with about ~14 ninjas, with ~8 doing Python and the rest doing Scratch, and as there is a team of mentors this means a mentor usually oversees a small group of 3-5 students, although there is no real set structure, rather a mentor helps where they’re needed. Over the past semester, I have been volunteering at a CoderDojo in Edinburgh as a mentor, specifically for Python. This gave me chances to practise some of the teaching techniques covered in the course, in an in person setting so I could get some immediate feedback based on how well they seemed to work or what I could do to implement them better. I think this experience was invaluable as it’s one thing to learn about a technique and another to practise is yourself to better understand where it works and where it is maybe less effective. The techniques I used were mostly inspired by the Practical Pedagogies book by Mike Sharples, some techniques were those I learned in class, while for others it was more that I identified the pedagogy already in my teaching and in the next weeks tried to use it in a more deliberate way.

What practical pedagogies have I tried in sessions? [I could include more sources showing they are effective?]

The pedagogy that I used most frequently was Teach Back. This is a deceptively simple pedagogy commonly used by healthcare professionals to verify a patient can make informed decisions or understand more about their condition and how to take care of themselves [6]. It has been shown to be effective in this environment in a study involving nurses teaching diabetics how to care for their diabetes [5], although, I could not find any studies in a programming context. This would be an example of teacher-student teach back, but you also have variants of student-student teach back where a student will teach back a topic to another student. This is very effective for establishing a mutual understanding as it is formatted as a conversation, so in a teacher-student teach back, if the teacher is not satisfied with the student’s explanation in their own words, they can rephrase or clarify some information and have the student teach it back again until the teacher is satisfied. Teach back is based on Glaserfeld’s educational theory of “Radical Contructivism” [3], which builds off Piaget’s theories of Constructivism. While Constructivism focuses on an individual making sense of a topic in terms of their experiences, Radical Constructivism is the more extreme version of this that all learning *must* be constructivist [7]. Glaserfeld suggests to teachers that rather than focusing on “sacred truths” that they should give student’s opportunities to think, and a good way to stimulate this is through opening conversations with students, and getting them to verbalise their thought processes, which often brings inconsistencies in their understanding to light. Glaserfeld also heavily discourages teachers telling students that they are wrong, but the emphasise here is on encouraging the effort they’ve put in to come up with a solution rather than avoid correcting misunderstandings [4]. Therefore, in a teaching technique such as teach back a special effort should be made to recognise a student’s work, as the process could become discouraging if all the focus is on what is wrong with the student’s explanations rather than what is right with them.

Another pedagogy I tried to use was Adaptive Teaching (also known as adaptive learning). This pedagogy stems from research suggesting that effective teachers should be adaptive in their teaching approach [8], and thus should have agency to decide on lesson objectives, and over the curriculum they teach [9]. It typically involves contexts with a range of mixed backgrounds like we have in CoderDojo, but it is also particularly relevant to educational inclusivity. Adaptive teaching can be split into macro or micro levels, where macro would refer to planning different lessons plans for groups of learners, and micro would refer to more individual focused support, through ongoing observation and instruction [10]. While there are many materials on adaptive teaching, there is no strict definition across papers. Many examples of adaptive teaching in the modern-day focus on software to assess the knowledge of students [13], which can then be fed back to a teacher, who can plan a lesson around the group’s weaknesses, I would describe this as macro adaptive teaching, and not very suitable for CoderDojo. Instead, I focused on the more micro adaptive teaching, trying to learn the styles and struggles of the group of ninjas I was supervising and trying to change my approach based on the individual. There is much less research in micro adaptive teaching, but some would argue that is much more commonplace and that practicing teachers make these kinds of adaptions all the time [11]. Not only this but several teaching frameworks will reference something along the lines of “Demonstrating Flexibility and Responsiveness” [12] without directly referring to adaptive teaching.

Finally, one pedagogy that I tried to implement was spaced repetition, I’m an advocate for spaced repetition and have previously used spaced repetition software (Anki) to assist in learning information for my degree. Spaced repetition (or spaced learning) has gained popularity after discoveries in neuroscience about how to produce long term memories. It uses the idea of spacing learning across set periods of time then coming back to that learned knowledge repeatedly to make long term memories quickly. It has been tested in a classroom setting and shown to be efficient and effective at getting students to remember information, but no large-scale testing has been complete as of now. I thought that spaced repetition could be a good fit for CoderDojo as if we can equip the ninjas with the tools, i.e. knowledge of syntax and constructs quickly, then in sessions we can focus more on how to use these tools to become an effective programmer. Intuitively, spaced repetition could also be criticised for being too objectivist, filling a student’s head with knowledge is only useful if a student knows how to use and apply that information, but studies have shown that spaced repetition does improve problem solving [16], I think this is because now the knowledge is no longer a bottleneck so students are better equipped to solve problems set before them.

How well did they work?

Teach back came very naturally to a CoderDojo setting, where to ensure that a learner has properly understood the meaning of the code they have been writing, I can ask them to teach back a code snippet to me, and I can ask them to expand on what each part does or why we need certain things (a common example was why we need to cast an input to an integer in Python). This is quite useful as when following a tutorial like an RP pathway, students are eager to copy out the code and have a working program rather than to understand the code that they are writing. Teach back done this way helps slow students down to make sure that they take in the information they are being presented with in the tutorial. In the session I only used teacher-student teach back, as I only need to supervise a small number of ninjas, if I was leading the session just by myself with no support it may be more suitable to have learners group up to do student-student teach back and then present back to a me or another teacher together who can clarify their collective misconceptions. After every session I used teach back, I received good feedback from the students I supervised, and they seemed to be much more confident in their knowledge than when I didn’t use it.

Adaptive teaching was not the most natural pedagogy to implement in my CoderDojo teaching, as I’m only in charge of the sessions every couple of weeks and this semester we have been completing a predefined course, so there is not much room for variation of the lessons meaning macro adaptive teaching was very difficult. However, I could still change my teaching approach depending on the ninja. Adaptive learning often includes using quizzes and assessments frequently to decide what to focus on, luckily at the end of every activity in the Raspberry Pi Pathway there is a quiz, so I could use this along with seeing the common places ninjas got stuck and listening to the experiences of other mentors, to monitor which programming constructs or computational ideas learners struggled with. I could then follow this up by either taking some time during the lesson with an individual learner to go over a topic more thoroughly or if it was a more class wide issue, I could try to explain that concept up at the front usually writing some Python on the TV for the students to see, and explaining as I went along. An example of when I did this was when I noticed that many students struggled to grasp the purpose of global variables, as they had no concept of local variables, so I wrote some code on the TV to try and better define them using some written code examples. I didn’t just adapt the things being learnt but also tried to adapt to suit a learners style, for example, one week when I was supervising two related ninjas on a project about designing a mask in python: ninja A and ninja B, I found that ninja A didn’t really care for the visual aspects of the program as they were there to learn to code, while ninja B was much more interested in making their creative visions come to life. I changed the emphasis of the support I gave each of them by providing A with more information on good coding practises and their importance in large application, while for B I tried to focus on getting them explore more design options in their program and show how Python could be used to achieve their visions.

The main weakness of adaptive teaching in my opinion is that it is hard to coordinate in a full classroom of 30 or more students. It’s for this same reason that predecessors to adaptive teaching like “individualised instruction” from the 1970s weren’t successful [2]. But in a CoderDojo context we don’t really have this issue as mentors are usually assisting the same students close to them, and because there are several mentors this divides the class down into much more manageable numbers, to the point where the quizzes are not that useful as you can observe the difficult topics as students get stuck on them. Although, as mentioned before CoderDojo doesn’t really have a lesson plan like a classroom would have so core material being taught is usually out of a mentor’s control. In our Dojo I think adaptive teaching worked well, but there is a limitation to how much adaptive teaching can be used due to volunteer’s time constraints, by this I mean that for all other volunteers who are working full time jobs they don’t have time to plan out lessons that have been handcrafted to support the ninjas.

To use spaced repetition, I would see where in the tutorial the learner was taught some relevant information like how a function call always requires brackets even if there were no parameters, I would then wait some time and during the class come up to them again and ask them how to call a function. I would do this about 2-3 times during the session. Unfortunately, I think spaced repetition did not work well during the sessions, and after the week I trialled it, I never used it again. I found that it was more prohibitive than it was encouraging, this is because I felt like it detracted from the constructivist setting, in which learners are creating their own personalised programs, as it became a very objective way of learning, where you’re either right or wrong and there is not much room for creativity. I don’t think all spaced repetition is this way, rather my usage of it in this setting. I think that I would be much more effective in this environment if I planned the session from scratch, where I could split the activity into 3 chunks each containing uses of all the programming constructs learning objectives for that session. Because we are following a pathway the session can’t really be run this way and so, in my opinion, spaced repetition doesn’t work very well. Another reason this might not have worked very well could be related to “cognitive overload”, by interrupting ninjas as they had moved onto other tasks, this split their focus from what they were currently learning to what they had previously learned, so they have to manage both sets of information at one time. It may have been wiser to wait for moments when they were between tasks before asking them to recall something, as this would reduce the cognitive load.

Other Experiences

There were several experiences and techniques I learned while mentoring CoderDojo that weren’t directly inspired by reading a pedagogy (but usually still related to them). In this section I’ll list some of the ones I found the most formative to my teaching style, and the theories associated with them.

It is well known that feedback is the one of the most powerful influences on learning [14], and this is especially true when using teach back. This is a huge topic with lots of research that I won’t cover here, but it’s useful to note that the feedback I’m giving to learners is less directly evaluating how well they are working presently and more encouraging them to think about what they’ve done so far and what they will do next. The main lessons I learned from this was that learners feel more engaged when they take pride in their work, and the easiest ways to get the to take pride in their work is to make it meaningful to them through personalisation, and the resources we use lend themselves very well to this. As well, I tried to have students reflect on the progress they’ve made at the end of a session, which the resources also worked well for as they had visual elements so usually the ninja would have a finished project that they could show to their parents or peers (although the learning materials did hinder this somewhat as they required an account to save code, and many young ninjas are not good at remembering passwords!). I also learned that giving good feedback and learning when to give feedback is a hard skill to master, so in the future I may try to research feedback frameworks to help with this.

In class we covered Maton’s semantic waves, which is a way to express the semantic gravity and density of an explanation over time. Semantic gravity relating to the degree the explanation relates to context and semantic density referring to the degree how much the explanation focuses on socio-cultural practises. In a semantic wave graph these are inversely proportional with high density, low gravity explanations usually involving abstract and complex, very contextual meanings. While low density, high gravity would mean simpler meanings often using some socio-cultural analogy [15]. From this I learned the importance of avoiding semantic flatlines, where you never repack a concept after unpacking it using a metaphor or analogy. I found this very valuable in CoderDojo, particularly when it came to explaining programming concepts like variables and abstraction, but also very useful for handling jargon i.e. “calling” functions which came up in a session.

On the 13th of November I led CoderDojo and ran into some trouble regarding ninjas working at different paces. This is not unique to CoderDojo, but I feel could be more severe than a normal classroom environment as we have a larger range of ages, so younger students tend to need more support than older ones, also some ninja’s parents work in software development, so they have usually had more experience than other learners. In response to this I tried to set extra challenges for these advanced students, the pathway we used didn’t have much of a focus on loops these weren’t really setting them new features to implement but rather having them try to understand a function better by asking them to change its parameters to achieve a certain effect, such as making the trail from our rocket from the lesson longer or denser. Another way I found to do this in sessions I didn’t lead was trying to get them to include a loop somewhere in the project. It was doing this that I found out a very engaging challenge for ninjas was having them stress test their machine through using really large numbers or infinite loops, and they usually got a lot of enjoyment out of bricking their machine. After this session I advocated for not having a leader role with everyone following along at the same time but instead for learners to work individually with a mentor supervising a small group as I thought this would also help alleviate this problem. I only realised this later, but I think my solution to this problem would fall under the adaptive teaching that I previously discussed.

In our Dojo it is up to the learners what they want to do, and they can choose to opt into the Python or Scratch groups, but some will choose to do CodeCombat or some other programming language. For these students I tried to focus on computational thinking, there was a particular week where a ninja was working on a unity project and following an online tutorial. I have no knowledge of unity so instead had a discussion with him about a bug in his code that let a player jump mid-air. We discussed the logic you could use to try and stop this from happening, as well as how this would change if you wanted to implement a double jump. This also draws on Vygotsky’s theories of social constructivism, that mediated activity, in this case verbal interaction with a more knowledgeable other, promotes greater cognitive development, in this case learning how to dissect a problem and how to engineer a solution. I was very happy with the outcome of this, as all programming uses some kind of computational thinking, so it gave me the confidence to try this in the future for similar situations. As well the student seemed to get something out of the session that he wouldn’t have if had just completed the tutorial at home.

As the Raspberry Pi Intro to Python Pathway has been produced by some knowledgeable people, there is almost always room for personalisation in the projects. Although some ninjas tended to skip these sections always choosing to pick default options, and just copying code with little engagement. In response to this I tried to encourage ninjas to take control of the program and make it theirs by changing aspects of the code, such as the colours being used or changing the values of constants to make their games harder for example in one session we made an “endless runner” style game, and I encouraged some ninjas to go off script and change the number of obstacles and the speed of the game. A relevant framework to this is Use-Modify-Create [17], in particular Modify, which is something that the makers of the Raspberry Pi pathways cite themselves in their creation of these materials. Modification not only engages students but also encourages new skills and understanding as they learn how to fulfil increasingly sophisticated modifications. Use-Modify-Create (UMC) has shown to be successful in computational thinking in an A/B study of UMC middle school in the US in [18] which found students not using UMC found it more difficult in the beginning to jump straight to creation, and also that the UMC felt significantly more ownership over their final code, despite both groups completing the exact same task.

The last main thing I tried was to not give too much help to students. I tried to be strict about how much I intervened when a ninja had a problem, this meant not taking the keyboard away from them and correcting their errors but trying to guide them to either seeing the solution themselves or to at least have them correct the errors themselves for more tricky ones. This is example of guided learning [19] which is deeply rooted in social constructivism. I thought this would help students in the future spot errors and debug their own code, which I think is an undertaught skill compared amount of time a more experienced programmer will spend debugging in real life. It was also brought to my attention by one of the students that he wasn’t just trying to learn to program but also how to type faster, so made sure to type everything out and not copy and paste. This prompted me to think about how I could teach some more realistic programming skills, so I also tried to teach some shortcuts common to programming, such as commenting and unindenting blocks of code.

Conclusion

In conclusion, I found that with small size groups with learners already keen to learn that teaching based on social constructivism worked very well and was a very natural fit. Particularly the more experienced students were very interested in not just absorbing the teaching but learning from the experts’ examples in how to think like a computer scientist. I found that this style had noticeable benefits on how well students solved tasks, but also on their confidence that they were now more equipped to solve problems independently. I also learned the importance of engaging students by letting them take ownership of code through enabling personal design decisions. Finally, through my experiences with spaced repetition I learned that the implementation of a pedagogy is important, and that no technique is a magic bullet that will work with no consideration of the environment.

Future Work

In the future I want to encourage not just having one source of expert knowledge from which the students can draw from but to encourage students to work together to improve each other’s knowledge, which I felt was a dimension that I was missing from our sessions. As well, I think with some better planning I could create a session using spaced repetition, that would be much more suited to the CoderDojo setting.

Usage of AI

I used Grammarly to assist in grammar checking my report and making it a little bit clearer and more concise.
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