Design Patterns and Principles

**Exercise 1: Implementing the Singleton Pattern**

**Scenario:**

You need to ensure that a logging utility class in your application has only one instance throughout the application lifecycle to ensure consistent logging.

**# Source code:**

using System;

public class Logger

{

private static readonly Logger \_instance = new Logger();

private Logger()

{

Console.WriteLine("Logger instance created.");

}

public static Logger GetInstance()

{

return \_instance;

}

public void Log(string message)

{

Console.WriteLine("Log: " + message);

}

}

class Program

{

static void Main(string[] args)

{

Logger logger1 = Logger.GetInstance();

logger1.Log("First message");

Logger logger2 = Logger.GetInstance();

logger2.Log("Second message");

if (logger1 == logger2)

{

Console.WriteLine("Both logger instances are the same. Singleton works!");

}

else

{

Console.WriteLine("Different instances exist. Singleton failed.");

}

}

}

**OUTPUT:**
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**Exercise 2: Implementing the Factory Method Pattern**

**Scenario:**

You are developing a document management system that needs to create different types of documents (e.g., Word, PDF, Excel). Use the Factory Method Pattern to achieve this.

#**code:**

using System;

namespace FactoryMethodPatternExample

{

// Step 2: Define Document Interface

public interface IDocument

{

void Open();

}

// Step 3: Create Concrete Document Classes

public class WordDocument : IDocument

{

public void Open()

{

Console.WriteLine("Opening Word document...");

}

}

public class PdfDocument : IDocument

{

public void Open()

{

Console.WriteLine("Opening PDF document...");

}

}

public class ExcelDocument : IDocument

{

public void Open()

{

Console.WriteLine("Opening Excel document...");

}

}

// Step 4: Abstract Factory

public abstract class DocumentFactory

{

public abstract IDocument CreateDocument();

}

// Concrete Factories

public class WordDocumentFactory : DocumentFactory

{

public override IDocument CreateDocument()

{

return new WordDocument();

}

}

public class PdfDocumentFactory : DocumentFactory

{

public override IDocument CreateDocument()

{

return new PdfDocument();

}

}

public class ExcelDocumentFactory : DocumentFactory

{

public override IDocument CreateDocument()

{

return new ExcelDocument();

}

}

// Step 5: Test the Factory Method Implementation

class Program

{

static void Main(string[] args)

{

DocumentFactory wordFactory = new WordDocumentFactory();

IDocument wordDoc = wordFactory.CreateDocument();

wordDoc.Open();

DocumentFactory pdfFactory = new PdfDocumentFactory();

IDocument pdfDoc = pdfFactory.CreateDocument();

pdfDoc.Open();

DocumentFactory excelFactory = new ExcelDocumentFactory();

IDocument excelDoc = excelFactory.CreateDocument();

excelDoc.Open();

}

}

}

**OUTPUT: -**

![](data:image/png;base64,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)

**Data Structures & Algorithms :**

BIG O notaion: Big O notation is used to describe the **efficiency of algorithms** in terms of **time** or **space** as the input size grows.

**#CODE:**

using System;

public class Product

{

public int ProductId { get; set; }

public string ProductName { get; set; }

public string Category { get; set; }

public Product(int id, string name, string category)

{

ProductId = id;

ProductName = name;

Category = category;

}

public override string ToString()

{

return $"{ProductId}: {ProductName} ({Category})";

}

}

class Program

{

static void Main(string[] args)

{

Product[] products = new Product[]

{

new Product(104, "Watch", "Accessories"),

new Product(102, "Shoes", "Fashion"),

new Product(105, "Phone", "Electronics"),

new Product(101, "Laptop", "Electronics"),

new Product(103, "Book", "Education")

};

Console.WriteLine("Linear Search for Product ID 104:");

Product result1 = LinearSearch(products, 104);

Console.WriteLine(result1 != null ? result1.ToString() : "Product not found");

Array.Sort(products, (a, b) => a.ProductId.CompareTo(b.ProductId));

Console.WriteLine("\nBinary Search for Product ID 104:");

Product result2 = BinarySearch(products, 104);

Console.WriteLine(result2 != null ? result2.ToString() : "Product not found");

}

static Product LinearSearch(Product[] products, int productId)

{

foreach (var product in products)

{

if (product.ProductId == productId)

return product;

}

return null;

}

static Product BinarySearch(Product[] products, int productId)

{

int left = 0;

int right = products.Length - 1;

while (left <= right)

{

int mid = (left + right) / 2;

if (products[mid].ProductId == productId)

return products[mid];

else if (products[mid].ProductId < productId)

left = mid + 1;

else

right = mid - 1;

}

return null;

}

}

**OUTPUT:**
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**Exercise 7: Financial Forecasting**

**Scenario:**

You are developing a financial forecasting tool that predicts future values based on past data.

**Recurison:** Recursion is when a method/function calls itself to solve a smaller part of a problem. It's especially useful for problems with repeated or nested subproblems.

**#CODE:**

using System;

class Program

{

// Recursive method to calculate future value

static double CalculateFutureValueRecursive(double presentValue, double growthRate, int years)

{

if (years == 0)

return presentValue;

return (1 + growthRate) \* CalculateFutureValueRecursive(presentValue, growthRate, years - 1);

}

static void Main(string[] args)

{

double presentValue = 10000; // starting money

double growthRate = 0.05; // 5% annual growth

int years = 5;

double futureValue = CalculateFutureValueRecursive(presentValue, growthRate, years);

Console.WriteLine($"Predicted value after {years} years: {futureValue:F2}");

}

}
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### Time Complexity:

Recursive calls : n

Therefore, Time Complexity : O(n)

**Optimization:** We can use memoization for bteer perfromance .

static double CalculateFutureValueIterative(double presentValue, double growthRate, int years)

{

double result = presentValue;

for (int i = 0; i < years; i++)

{

result \*= (1 + growthRate);

}

return result;

}