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|  |  |  |
| --- | --- | --- |
| **Maven** | **Options to make it faster**  DB db = DBMaker  // all options works with files as well  .newMemoryDB();  // disable transactions make writes  // but you may lose data if store crashes  .transactionsDisable()  // memory mapped files are faster  // but does not work well on 32bit  .mmapFileEnable()  // writes done by background thread  // it has some overhead, so could be slower  .asyncWriteEnable()  // increase cache size if you have free heap  // default value is 32K  .cacheSize(1000000)  .make();  **Other DBMaker options**  // encrypt data with password  .encryptionEnable(“password”)  // use fast compression  .compressionEnable()  // enables CRC32 checksum  // to protect from data corruption  .checksumEnable()  **Cache options**  // It caches deserialized objects on heap.  // Default cache size is 32,000, increase it  .cacheSize(1000000)  // enable least-recently-used cache  .cacheLRUEnable()  // Unbounded soft-reference cache  // use with plenty of free heap  .cacheSoftRefEnable()// Hard ref, use if heap is larger then store  .cacheHardRefEnable() | **Concurrent transactions**  // By default there is single-global  // transaction per store.  // This enables proper transactions  // with full serializable isolation TxMaker txMaker = DBMaker  .newFileDB(file)  **.makeTxMaker();**  // open two transactions, with single map  // both can only see their own changes DB tx1 = **txMaker.makeTx();**  Map map1 = tx1.getTreeMap("map"); DB tx2 = txMaker.makeTx();  Map map2 = tx2.getTreeMap("map");  //commit and close tx1.commit() tx2.commit() txMaker.close()  **Snapshots**  // lighter way to get consistent data view DB db = DBMaker  .newFileDB(file)  **.snapshotEnable()**  .make()  Map map = db.getHashMap(“map”); map.put(1,2);  DB snap = **db.snapshot();**  Map mapOld = snap.getHashMap(“map”); map.put(3,4); //mapOld still has only 1,2 snap.close(); //release resources  // Third way to ensure consistency is  // Compare and Swap operation. MapDB  // has ConcurrentMap and atomic variables. |
| <dependency>  <groupId>org.mapdb</groupId>  <artifactId>mapdb</artifactId>  <version>[version]</version>  </dependency> |
| **Map stored in file** |
| import org.mapdb.\*; |
| //open (or create) database  File file = new File(“dbFileName”); DB db = DBMaker  **.newFileDB(file)**  .make(); |
| //use map  Map map = db.getHashMap(“mapName”); map.put(“aa”,”bb”); |
| //commit and close database db.commit();  db.close(); |
| **In-memory off-heap Map** |
| // same as above except different method DB db = DBMaker  **.newMemoryDirectDB();**  .make(); |
| **In-memory off-heap Queue** |
| // same as above except different method DB db = DBMaker  .newMemoryDirectDB();  .make();  Queue q = db.getQueue(“q”); |

![](data:image/png;base64,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)![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Maps and Sets** | **Configuring maps**  // create map optimized for large values Map<String,String> m =  db.createTreeMap(“treeMap”);  //serializers are critical for performance  .keySerializer(BTreeKeySerializer.STRING)  // compress large ASCII string values  .valueSerializer(  new Serializer.CompressionWrapper( Serializer.STRING\_ASCII))  // and store values outside of BTree nodes  .valuesOutsideNodesEnable()  // enable size counter  .counterEnable()  // make BTree nodes larger  .nodeSize(120)  // and finally create map  .makeOrGet();  **Secondary indexes**  // create secondary value (1:1 relation)  // secondary map gets auto updated Map<ID, Person> persons  Map<ID, Branch> branches Bind.secondaryValue(persons,branches,  (person)-> person.getBranch()));  // create secondary key (index) for age(N:1) SortedSet<Fun.Tuple2<Age,ID>> ages Bind.secondaryKey(persons, ages,  (person)-> person.getAge());  // get all persons of age 32 for(ID id: Fun.filter(ages, 32)){  Person p = persons.get(id)  } | **HTreeMap as a cache**  // Entries are removed if map is too large  **// Off-heap map with max size 16GB**  Map cache = DBMaker  **.newCacheDirect(16)**  **// On-disk cache in temp folder**  **// with max size 128GB or 1M entries**  DB db = DBMaker  .newTempFileDB()  .transactionDisable()  .closeOnJvmShutdown()  .deleteFilesAfterClose()  .make() Map cache = db  .createHashMap("cache")  .expireStoreSize(128) // GB  .expireMaxSize(1000000)  .make()  **Data Pump for faster import**  // Data Pump creates TreeMap and TreeSet  // in streaming fashion. Import time is linear  // to number of entries.  Iterator iter = … iterate over keys.. Map<K,V> m = db.createTreeMap("map")  .pumpSource(iter, (key)-> key.getValue())  .pumpIgnoreDuplicates()  .pumpPresort(1000000)  .make() |
| // Shows how to get all available collections DB db = DBMaker  .newMemoryDirectDB();  .make(); |
| // BTreeMap is good for small sorted keys ConcurrentNavigableMap treeMap =  db.getTreeMap(“treeMap”); |
| // HashMap (aka HTreeMap) is good for  // larger keys and as a cache ConcurrentMap hashMap =  db.getHashMap(“hashMap”); |
| // there is also TreeSet and HashSet  SortedSet treeSet = db.getTreeSet(“ts”); Set hashSet = db.getHashSet(“hashSet”); |
| **Queues** |
| // first-in-first-out queue  BlockingQueue fifo = db.getQueue(“fifo”); |
| // last-in-first-out queue (stack) BlockingQueue lifo = db.getStack(“lifo”); |
| // circular queue with limited size BlockingQueue c =  db.getCircularQueue(“circular”); |
| **Atomic records** |
| // atomically updated records stored in DB  // Useful for example for sequential IDs.  // there is Long, Integer, String  // and general atomic variable  Atomic.Long q =db.getAtomicLong(“long”); q.set(1999);  long id = q.incremendAndGet(); |